## a^x =a^(x%phi(p)+phi(p)) mod (p) 当x大于phi(p) 成立

## 扩展剩余定理

求ans 使得ans=b[i](mod n[i])  
lld ext\_euclid(lld a,lld b,lld &x,lld &y)   
{   
   lld t,d;   
   if (b==0) {x=1;y=0;return a;}   
   d=ext\_euclid(b,a%b,x,y);   
   t=x;   
   x=y;   
   y=t-a/b\*y;   
   return d;   
}  
lld modE(lld a, lld b, lld n)  
{  
lld d, x, y;  
d = ext\_euclid(a, n, x, y);  
if(b % d) return -1;  
x = x\*(b/d);  
x = (x%(n/d) + n/d) % (n/d);  
return x;  
}

lld sol(lld n[], lld b[], lld len)  
{  
lld i, s = -1, d;  
for(i = 1; i < len; i++) {  
   lld xx,yy;  
   d = ext\_euclid(n[0], n[i],xx,yy);  
   if((b[0]-b[i]) % d) return -1;  
   s = modE(n[0], b[i]-b[0], n[i]);  
   if(s == -1) return -1;  
   b[0] +=s \* n[0];  
   n[0] = n[0]\*n[i]/d;  
   b[0] %= n[0];  
}  
s = modE(1, b[0], n[0]);  
return s;  
}

## 取石子

有n堆石子 每堆ai个 两人轮流取 每次每人可以从最多k堆取 每堆最多取m个 谁取到最后一个就赢

将ai全部mod m，再转2进制 然后每位单独累加mod (k+1) 最后 如果全0 就是必胜 否则必败

## baby-step-gaint-step

#include <iostream>  
#include <cmath>  
using namespace std;  
const int maxh=499997,maxm=maxh+3;  
struct baby\_step  
{  
    int tag,rem,next;  
}baby[maxm];  
int st[maxm],e;  
int gcd(int a,int b)  
{  
if (a<b){int c=a;a=b;b=c;}  
while (b!=0)  
{  
   int c=a;a=b;b=c%b;  
}  
return a;  
}  
int find(int m)  
{  
    int mm,now;  
    mm=m%maxh; now=st[mm];  
    while (now!=-1)  
    {  
        if (baby[now].rem==m) return baby[now].tag;  
        else now=baby[now].next;  
    }  
    return -1;  
}  
void insert(int m,int n)  
{  
    int mm,now;  
    mm=m%maxh; now=st[mm];  
    while (now!=-1&&baby[now].rem!=m) now=baby[now].next;  
    if (now==-1)  
    {  
        baby[e].rem=m; baby[e].tag=n; baby[e].next=st[mm];  
        st[mm]=e++;  
    }  
    else baby[now].tag=n;  
}  
\_\_int64 mood(\_\_int64 a,\_\_int64 x,\_\_int64 m)  
{  
\_\_int64 i=1;  
while (x)  
{  
   if (x&1) i=i\*a%m;  
   x>>=1;  
   a=a\*a%m;  
}  
return i;  
}  
int babystep(\_\_int64 n,\_\_int64 a,\_\_int64 b)  
{  
memset(st,-1,sizeof(st));  
a%=n;b%=n;  
\_\_int64 bb=b;  
int i,m;  
m=(int)sqrt((double) n);  
insert(b,0);  
for (i=1;i<=m;i++)  
{  
   b=b\*a%n;  
   insert(b,i);  
}  
\_\_int64 step=mood(a,m,n);  
\_\_int64 y=1;  
for (i=1;i\*m<=n;i++)  
{  
   y=y\*step%n;  
   int pai;  
   pai=find(y);  
   if (pai>=0) return i\*m-pai;  
}  
return -1;

}  
int main()  
{  
\_\_int64 a,b,n;  
while (scanf("%I64d%I64d%I64d",&a,&n,&b)!=EOF)  
{  
   int i,j,k=-1,nn,dan,dbn;  
   \_\_int64 sl=1;  
   a%=n;  
   if (b>=n) goto xxx;  
   b%=n;  
   if(b==1)  
    if(a==0) goto xxx;else {cout<<0<<endl;continue;}  
   if (b==0)  
    if (a==0) {cout<<1<<endl;continue;}  
     
   for (i=0;i<40;i++)  
   {  
    sl=sl\*a%n;  
    if (sl==b) break;  
   }  
   if (sl==b) {cout<<i+1<<endl;continue;}   
   dan=gcd(a,n);dbn=gcd(b,n);  
   nn=n/dbn;  
   if (gcd(nn,a)>1) goto xxx;  
   while ((i=gcd(n,a))>1) n/=i;  
   a%=n;b%=n;  
   k=babystep(n,a,b);  
   if (k<0) goto xxx;  
   if (k<=40)  
   {  
    i=babystep(n,a,1);  
    while (k<=40) k+=i;  
   }

   if (k>=0&&mood(a,k,n)==b)  
   {  
    printf("%d\n",k);  
    continue;  
   }  
xxx: printf("Orz,I can’t find D!\n");  
// printf("No Solution\n");  
}  
return 0;  
}

## 判素数和大整数分解

标准模板

1. #include <cstdio>
2. #include <cstdlib>
3. #include <algorithm>
4. using namespace std;
5. typedef long long ll;
6. #define maxn 2000
7. bool flag[maxn + 1];
8. int smallPrimes[maxn];
9. int ccc;
10. #define MAX 10
11. ll mulMod(ll a, ll b, ll p) {
12. ll y = (ll)((double) a \* b / p + 0.05);
13. ll r = a \* b - y \* p;
14. if (r < 0) r = r + p;
15. return r;
16. }
17. ll rand(ll x, ll y) { //random in [x, y)
18. ll a = rand();
19. a = a \* rand() \* rand() \* rand();
20. return x + a % (y - x);
21. }
22. ll powMod(ll x, ll n, ll p){
23. ll z = 1;
24. do {
25. if(n & 1) z = mulMod(z, x, p);
26. x = mulMod(x, x, p);
27. } while (n >>= 1);
28. return z;
29. }
30. bool millerRabin(ll n) {
31. if(n == 2) return true;
32. if(n < 2 || !(n & 1)) return false;
33. ll k = 0, j, a;
34. ll m = n - 1;
35. while(!(m & 1)) m >>= 1, k++;
36. for(int i = 0; i < MAX; ++i) {
37. a = powMod(rand(1, n), m, n);
38. if(a == 1) continue;
39. for(j = 0; j < k; ++j){
40. if(a == n - 1) break;
41. a = mulMod(a, a, n);
42. }
43. if(j < k) continue;
44. return false;
45. }
46. return true;
47. }
48. ll gcd(ll a, ll b){
49. return b ? gcd(b, a % b) : a;
50. }
51. ll f(ll x, ll n) {
52. ll xx = mulMod(x, x, n) + 1;
53. return xx == n ? 0 : xx;
54. }
55. ll pollard(ll n) {
56. if(n <= 2) return 0;
57. if(!(n & 1)) return 2;
58. for(int i = 1; i < MAX; ++i) {
59. ll x = rand(0, n);
60. ll xx = f(x, n);
61. ll p = gcd((xx + n - x) % n, n);
62. while(p == 1) {
63. x = f(x, n);
64. xx = f(f(xx, n), n);
65. p = gcd((xx + n - x) % n, n);
66. }
67. if(p) return p;
68. }
69. return 0;
70. }
71. ll brent(ll n) {
72. for (int i = 0; i < MAX; ++i) {
73. ll y = rand(0, n);
74. ll r = 1, q = 1;
75. ll g, ys, x;
76. do {
77. x = y;
78. for (int i = 0; i < r; ++i) {
79. y = f(y, n);
80. }
81. ll k = 0;
82. do {
83. ys = y;
84. int a = MAX > r - k ? r - k : MAX;
85. for (int i = 0; i < a; ++i) {
86. y = f(y, n);
87. q = mulMod(q, (x - y + n) % n, n);
88. }
89. g = gcd(q, n);
90. k = k + MAX;
91. } while (k < r && g <= 1);
92. r += r;
93. } while (g <= 1);
94. if (g == n) {
95. do {
96. ys = f(ys, n);
97. g = gcd((x - ys + n) % n, n);
98. } while (g <= 1);
99. }
100. if (g == n) continue;
101. return g;
102. }
103. return 0;
104. }
105. ll prime(ll a){
106. if(millerRabin(a)) return 0;
107. ll t = brent(a), p;
108. if (!t) return 0;
109. if(p = prime(t)) return p;
110. else return t;
111. }
112. pair<ll, int> factor[64];
113. int getFactors(ll n) {
114. int m = 0;
115. int e;
116. for(int i = 0; i < ccc && smallPrimes[i] \* smallPrimes[i] <= n; ++i) {
117. if(n % smallPrimes[i] == 0) {
118. n /= smallPrimes[i], e = 1;
119. while (n % smallPrimes[i] == 0) n /= smallPrimes[i], e++;
120. factor[m++] = make\_pair((ll)smallPrimes[i], e);
121. }
122. }
123. while (n > 1) {
124. ll t = prime(n);
125. if (!t) break;
126. factor[m] = make\_pair(t, 0);
127. for (; n % t == 0; n /= t) {
128. factor[m].second++;
129. }
130. m++;
131. }
132. if(n > 1) factor[m++] = make\_pair(n, 1);
133. sort(factor, factor + m);
134. return m;
135. }
136. void init() {
137. for (int i = 2; i \* i <= maxn; ++i) {
138. if (flag[i] == 0) for (int j = i \* i; j <= maxn; j += i) {
139. flag[j] = 1;
140. }
141. }
142. ccc = 0;
143. for (int i = 2; i <= maxn; ++i) {
144. if (flag[i] == 0) smallPrimes[ccc++] = i;
145. }
146. }
147. int main() {
148. init();
149. int t;
150. scanf("%d", &t);
151. while (t--) {
152. ll p;
153. scanf("%I64d", &p);
154. if (millerRabin(p)) puts("Prime");
155. else {
156. getFactors(p);
157. printf("%I64d\n", factor[0].first);
158. }
159. }
160. return 0;
161. }

我的程序

搞了半死 终于搞出来了

素数判断用miller法 分解用pollard法 关键有几点

1:用2分法作64位乘法必须用unsigned \_\_Int64 否则位移的时候会带符号(符号位移不掉)

2:pollard会陷入死循环 所以要加卡时 如果超过多少次还没出来就return 1,换个初始数继续

3:所有<<号,>>号必须全部加括号 像b1=(x<<32)>>32这种等号后面没加括号的是错误的 应该是b1=((x<<32)>>32);

4:发现pollard算法中用x\*x-1产生随机数，如果那个-1改成其他数 效率会不一样 根据frkstyc大牛的代码 x\*x+16381要将近快一倍

#include <iostream>  
#include <time.h>  
#include <cmath>  
using namespace std;  
unsigned \_\_int64 chen(unsigned \_\_int64 x,unsigned \_\_int64 y,unsigned \_\_int64 n)//计算x\*y%n  
{  
if ((x>>32)==0&&(y>>32)==0) return x\*y%n;  
unsigned \_\_int64 a1,b1,a2,b2;  
a1=(x>>32);  
b1=((x<<32)>>32);  
a2=(y>>32);  
b2=((y<<32)>>32);  
unsigned \_\_int64 t1,t2,t3,t4;  
t1=b1\*b2%n;t2=b1\*a2%n;t3=a1\*b2%n;t4=a1\*a2%n;  
int i;  
for (i=0;i<32;i++){ t2=(t2<<1)%n;t3=(t3<<1)%n;}  
for (i=0;i<64;i++) t4=(t4<<1)%n;  
return ((t1+t2)%n+(t3+t4)%n)%n;  
}  
unsigned \_\_int64 mood(unsigned \_\_int64 a,unsigned \_\_int64 u,unsigned \_\_int64 n) //计算a^u%n  
{  
unsigned \_\_int64 b,k;  
int i;  
i=k=0;  
while (u>0)  
{  
   i++;  
   k=(k<<1)+(u&1);  
   u>>=1;  
}  
b=1;  
while (i-->0)  
{  
   b=chen(b,b,n);  
   if (k&1) b=chen(b,a,n);  
   k>>=1;  
}  
return b;  
}  
unsigned \_\_int64 witness(unsigned \_\_int64 a, unsigned \_\_int64 n)//计算a^(n-1)%n 其中如果遇到1的非平凡平方根 就直接返回合数  
{  
unsigned \_\_int64 i,x,y,t,u;  
u=n-1;t=0;  
while ((u&1)==0)  
{  
   u>>=1;  
   t++;  
}  
x=mood(a,u,n);  
for (i=0;i<t;i++)  
{  
   y=chen(x,x,n);  
   if (y==1&&x!=1&&x!=n-1)  
    return x;  
   x=y;  
}  
return x;  
}  
unsigned \_\_int64 miller(unsigned \_\_int64 n)//miller部分 多测几次  
{  
int i;  
unsigned \_\_int64 j;  
for (i=0;i<50;i++)  
{  
   j=rand()%(n-2)+1;  
   unsigned \_\_int64 k=witness(j,n);  
   if (k!=1)  
   {  
    return k;  
   }  
}  
return 1;  
}  
unsigned \_\_int64 gcd(unsigned \_\_int64 a,unsigned \_\_int64 b) //最大公约数  
{  
unsigned \_\_int64 c;  
if (a<b){c=a;a=b;b=c;}  
while (b!=0)  
{  
   c=a;a=b;b=c%b;  
}  
return a;  
}  
unsigned \_\_int64 pollard(unsigned \_\_int64 n,unsigned \_\_int64 x)//pollard tot用于卡时防止死掉  
{  
unsigned \_\_int64 i,k,y,d;  
unsigned \_\_int64 tot=1<<20;  
i=1;y=x;k=2;  
while (1)  
{  
   i++;  
   tot--;  
   x=(chen(x,x,n)-1+n)%n;  
   d=gcd((y-x+n)%n,n);  
   if (d!=1&&d!=n) return d;  
   if (i==k)  
   {  
    y=x;  
    k=(k<<1);  
   }  
   if (tot==0) return 1;  
  
}  
}  
int main()  
{  
unsigned \_\_int64 n,m;  
int cass;  
srand(time(0));  
for (cin>>cass;cass>0;cass--)

{  
   scanf("%I64d",&n);

   if (n==2)  
    goto isprim;  
   if ((n&1)==0)  
   {  
    cout<<2<<endl;  
    continue;  
   }

   if (miller(n)==1)  
   {  
isprim:    cout<<"Prime"<<endl;  
    continue;  
   }  
   unsigned \_\_int64 d=pollard(n,2);  
   n/=d;  
   unsigned \_\_int64 mind=d;  
   if (mind==1) mind=99999999999999;  
   while (miller(n)!=1)  
   {  
    m=rand()%(n-1)+1;  
    d=pollard(n,m);  
    if (d>1&&mind>d) mind=d;  
    n/=d;  
   }  
   if (mind>n) mind=n;  
   printf("%I64d\n",mind);  
}  
return 0;  
}

## 佩尔方程

特殊的方程 ![http://hiphotos.baidu.com/aekdycoin/pic/item/e5224da90625909bca130c0c.jpg](data:image/jpeg;base64,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)

假设我们得到了以上方程的特解: x0 y0 (x0,y0>0,并是最小的满足条件的解)  
  
2.继续求  
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的一个最小特解.  
  
假设是x1,y1(x1,y1>0)  
  
3.  
假设你要求第k个解,那么有  
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下面是百科的解释

若一个丢番图方程具有以下的形式：

![x^2 - ny^2= \pm 1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHwAAAAWBAMAAADwX+WxAAAAMFBMVEX///8AAAC2trZ0dHRiYmJAQEDm5uYwMDDMzMwiIiIWFhZQUFCenp6KiooMDAwEBASQHDlWAAABh0lEQVQ4EY2UP0jDQBTGv/5L06TVVlAcFCIKrpUWumaoiFtd6xJQ2rWDopPURYuDdHLuUJeI2EmwUwUHRxUERwcnV1cH79peLrm7xr4h9977fR9370gCDONp2xol8jMEMbFmRxdYLqwhyFOms1jyimASgrjQ0hZ5EcxCEBeaFZ4LmQIlHKrRuOdd8PhKBUo2Kb9oM1Xa1lgqrio0tNernn2t9ibaWK1Co92TzK7nclkmF1Yl8tlXN/dLggXIbGWKV9BLAxxIjDS4Xc+n2htNURObPcYu4mYDy2NUdWmMj8vtcRi9qOjGR+QFh3g2VG9j0nXvvl3XAp1dQ2TguVs0zkjpPAI/cE6d+KcHfQnfHSDKcehHNIbTPkAnX0EfqQqD/tVv75MTSNGF2XHQBRliFBNmj+IGe5Ibc5jJ2/jFiiMz/82/tr5gSxLynUVqedziREK0wQ9/XqgXHUkTayBRBtaL1xICu3lzZ/5epsHOpN9AUKWujF6soyZTdQ3rsjmVUC3KlP8b7g+hQFZU53TbvQAAAABJRU5ErkJggg==)

且*n*为正整数，则称此方程为**佩尔方程**(英文：Pell's equation 德文：Pellsche Gleichung)

若*n*是完全平方数，则这个方程式只有解![(\pm 1, 0)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD8AAAAXCAAAAACZy8hYAAAACXBIWXMAAAB4AAAAeACd9VpgAAAA+klEQVQ4y62UYRGGIAyGV4EKVKACFahABSpQgQpUoMIqUGEV/BQ5QMQT/dwPj9P3ubmXbbD8F/AR7/wjzNGR97Z8kjM8aWp5UsOK0LCOQwWg4nqIplXrMOAD176zJwpayPAtt8GqJnHlaMfrlFW4jZFV4Mwkz3VyKFWrsAi0n+QhJRXJFWuKQOAsD/UZZBFklYQm8I5fWM9P5OcNDy/45Jxkb3mRPJOy+/9p//L9270Vi0Dd3F9kuUECW1sHGdWRafun938/hI0vY8pz/68NHMf9O7smzMX8jCKeE7jQFqhu1oU7LYDD/A4ER99PbywdC/P4aH9Z+mh//gBuExd0IlSM6gAAADx0RVh0Q29tbWVudAAgSW1hZ2UgZ2VuZXJhdGVkIGJ5IEdOVSBHaG9zdHNjcmlwdCAoZGV2aWNlPXBubXJhdykKzMy2hQAAAABJRU5ErkJggg==)（实际上对任意的*n*，![(\pm 1, 0)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD8AAAAXCAAAAACZy8hYAAAACXBIWXMAAAB4AAAAeACd9VpgAAAA+klEQVQ4y62UYRGGIAyGV4EKVKACFahABSpQgQpUoMIqUGEV/BQ5QMQT/dwPj9P3ubmXbbD8F/AR7/wjzNGR97Z8kjM8aWp5UsOK0LCOQwWg4nqIplXrMOAD176zJwpayPAtt8GqJnHlaMfrlFW4jZFV4Mwkz3VyKFWrsAi0n+QhJRXJFWuKQOAsD/UZZBFklYQm8I5fWM9P5OcNDy/45Jxkb3mRPJOy+/9p//L9270Vi0Dd3F9kuUECW1sHGdWRafun938/hI0vY8pz/68NHMf9O7smzMX8jCKeE7jQFqhu1oU7LYDD/A4ER99PbywdC/P4aH9Z+mh//gBuExd0IlSM6gAAADx0RVh0Q29tbWVudAAgSW1hZ2UgZ2VuZXJhdGVkIGJ5IEdOVSBHaG9zdHNjcmlwdCAoZGV2aWNlPXBubXJhdykKzMy2hQAAAABJRU5ErkJggg==)都是解）。对于其余情况，拉格朗日证明了佩尔方程总有解。而这些解可由![\sqrt{n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAAVBAMAAACnLJNvAAAAMFBMVEX///8AAABAQECenp4WFhbMzMwiIiK2trYwMDDm5uaKiop0dHQMDAwEBARQUFBiYmJ3MD0lAAAArUlEQVQYGWNggAAmQTCA8hiMYAwI7YrCZVZA4bIFoHArUHgMqShc9gQULkcBA9cPrv2ZUMEwBgZu3lYGPQYGTi+gUDsDw1LGBQxNDAzVRxgYWIFaJxgyMNwGymwsYGAyANLPGFglgRRvAsMUIMXgz8DnMIGBgU+U4TGIK87As+ED0CwhTgcgj1mAgXHmBiBDcd4CIMndwMD0H0gzBKqASDhgk4YzQQz2CyhcZA4AUCcZsxf/CSUAAAAASUVORK5CYII=)的[连分数](http://zh.wikipedia.org/zh-cn/%E9%80%A3%E5%88%86%E6%95%B8)求出

另外，当*n*为偶数时，*x*2 − *ny*2 = − 1形式的方程无整数解

设![\tfrac{p_i}{q_i}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAbCAAAAAC/nTtAAAAACXBIWXMAAAB4AAAAeACd9VpgAAAACXZwQWcAAAARAAAAGwB0bqetAAAAoklEQVQY07WQUQ1DMQhFsVALtVALWJiFWcBCLWChFmoBC7OABR4dNOness+RlKQncIELdg8w04ajlnkQVuwm1T/Us2allz97chCb6IV4dBmRaRXTR90EEZp4o+KeBVlPLEHGlmhlvMkEoNuGeASH8tcVfyVcWp8nGWQCGvYE8TulpT1BPHX60Cl+ykh7glAh0LRnT18yYc8mSybsSUIA/HvnCz92iDFOFadyAAAAPHRFWHRDb21tZW50ACBJbWFnZSBnZW5lcmF0ZWQgYnkgR05VIEdob3N0c2NyaXB0IChkZXZpY2U9cG5tcmF3KQrMzLaFAAAAAElFTkSuQmCC) 是![\sqrt{n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAAVBAMAAACnLJNvAAAAMFBMVEX///8AAABAQECenp4WFhbMzMwiIiK2trYwMDDm5uaKiop0dHQMDAwEBARQUFBiYmJ3MD0lAAAArUlEQVQYGWNggAAmQTCA8hiMYAwI7YrCZVZA4bIFoHArUHgMqShc9gQULkcBA9cPrv2ZUMEwBgZu3lYGPQYGTi+gUDsDw1LGBQxNDAzVRxgYWIFaJxgyMNwGymwsYGAyANLPGFglgRRvAsMUIMXgz8DnMIGBgU+U4TGIK87As+ED0CwhTgcgj1mAgXHmBiBDcd4CIMndwMD0H0gzBKqASDhgk4YzQQz2CyhcZA4AUCcZsxf/CSUAAAAASUVORK5CYII=)的连分数表示:![[a_{0}; a_{1}, a_{2}, a_{3}, \,\ldots ]](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJMAAAAXCAAAAAAqryIHAAAACXBIWXMAAAB4AAAAeACd9VpgAAAACXZwQWcAAACTAAAAFwCLo11yAAABZklEQVRIx+2WW7HEIAxAYwELWKgFLGChFmKhFrCABSxgAQu1kIU+LnQhXbYzd4aP7Ucn0xM6B5pQgMa7YFAngEHMcBeBsdbq5/Rz+k8nNwEuS5Eg8YwqRJ/JHep1stKREVgkiOkIakQfyR3qdVqFSxq2kcijR4P6nTAtioOVyCtQ4bKV/SEKmhjiJaiVGTRfUbfTtJwvmnwshTIxI22u/ZAJxQh1G8lI8YkT+HhTmJYpBZfEE1U9WhD5BgsU18g9c9pulhYvUh3UiTYtxbtTQeI3EizS7omTcrQikLX50dk0GZ1O4UAliV8KGeQx1VMom1CoZnB1ijWqUzEWj+Qx74yyE1SEzMwicnMm+96nmgG3j6t9lmni/Hmr3vt9zA7skQz6DmucU+w7klvvzqxTmCql+JGsayEb2zHI5qBuJyNAbwXizPsQJY7znzHVFgkcIhQgfZN8/w++ecX8BM3f9N2AZ9/Rrhd9ciCrCS9BVwAAADx0RVh0Q29tbWVudAAgSW1hZ2UgZ2VuZXJhdGVkIGJ5IEdOVSBHaG9zdHNjcmlwdCAoZGV2aWNlPXBubXJhdykKzMy2hQAAAABJRU5ErkJggg==)的渐近分数列，由连分数理论知存在 *i* 使得(*p*i,*q*i) 为佩尔方程的解。取其中最小的 *i*，将对应的 (*p*i,*q*i) 称为佩尔方程的**基本解**，或**最小解**，记作(*x*1,*y*1) ，则所有的解(*x*i,*y*i) 可表示成如下形式：

![x_i + y_i\sqrt n = (x_1 + y_1\sqrt n)^i.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOQAAAAZCAAAAAAEMN2WAAAACXBIWXMAAAB4AAAAeACd9VpgAAAACXZwQWcAAADkAAAAGQADB02FAAACe0lEQVRYw+WYW7HkIBCG2wK1DrCABSxgAQtYwAIWYgELWMACFlhIMuGaQGqS3a2zvJyqoae/8/ctPQH/Hxz4scoEfkHkL3oc8WflUDpAPyZS87+VsjH5MZHUztuq5dFElmTltk/J8yLvJHKRbybS8ahSGeIeF3kjkY75FxPpvY196TyaFUneSCTXQxPyVQkJE1PJZst1Os/czCdyQsGN+uqQHY0J1tI+K9LSG1NHPCmyS2ZBOAVVuDMEhGdIjWAGrzZC9itQAfcLBuoGod9H6zl1nvup/QotRetOOkeCMYxg3DoU/mDVD6fwIMKVHMxOstfXOXWaeySyQmvauLNBPw3tSwcwrb0I3WzBHrWvsnAuxsE611IYCaSDKp8X1BG3Jrdo1HWHlmbha2EbR+HdbJGYZuHUXq/mSk7324dq2aXIxN0NK3KLhp47A3Uj0V4SZGTwNLMV6PyZIFYkNbMiP1SmYI6bDCtyje6KlGRqytGlbA2HWP5MWLdjndVCXq649ZmoMMuFPrlGd8uVBRtny4WvA4tLRCydw0zEOhIf1Wt0qfRqavAk6lDkh5tdlOQKbVjjDnuNhHeqWvg6MKzXdkxmLozuI5xbX4C1103JtkZM1LHInZtfFOQanS3HiG7fokiY7RlTLHwdmMJACM/NOLgjnGKNHwPmZpaBRB2L3LnFRU6u0SLNYUwbd4oNN4/YGsnMgrixZ56udeCnuPnFFVlcussXvnZRjkFZcGnGQN392dBZ0OFyQT+4heE5WelrkZf/cphZeh0bmZnGt38bNU9FisL0neLmhqdkJ755MyAR4tZ/f9TN5N/kSvdPvK1bzIvOW40/+JVkdn4DtVOKGouAlSIAAAA8dEVYdENvbW1lbnQAIEltYWdlIGdlbmVyYXRlZCBieSBHTlUgR2hvc3RzY3JpcHQgKGRldmljZT1wbm1yYXcpCszMtoUAAAAASUVORK5CYII=)

或者由以下递推公式得到：

![\displaystyle x_{i+1} = x_1 x_i + n y_1 y_i,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAK8AAAAUCAAAAADe9DIfAAAACXBIWXMAAAB4AAAAeACd9VpgAAAACXZwQWcAAACvAAAAFADTNslnAAABwElEQVRIx+2XDZHDIBCF1wIWsIAFLGABC1jAAhZiAQtYwAIWOAj/CaFp5+bmMnfMtGlfdr8+2A1JwT9rwL/fxSAP8wt/0q8hIDxD6iPAJPmaN/pVwP2GgbqYg/d4ISvkKDSCdI5w/eHkJ8nXvFESHkTwJKMlbh0KB1wneRIqwYb5UR5eL68WaANlbZK84A1+N+NCHbx34U1rL1hIBZtPnoSRgLY8ZTyetuzGEpfkLviCN/jVXu/flYyfd2cKF0onDJBEMOBGCzmCqRtNUpK74BPP00ltvNhLQM3eRNEm541ShNn6SnJVOLjoh27KLRnO0nJ/oLEddELRrXRrDmrCmcBCogvLT8nK78UoyV3wiTengY6+pI+mkCvdWlq0CAMEYu01Et6FJGWIe9NvS67BM96UltoXrI0bBNalUXNQERLEIlEIFAmTdkEXJ2Vqzd0Nvy25Bh94i/1sv7IYsBikMBDCu6AiJIhFMNvB2Qf9sLh9KfbW/S11KxyEDJn5pVra7/RbeS+fd+JOseG+SlVIEEtmfkENv0xRaIu7bifBlfd6Dw/tTExHqUKGKLVavx9/LJYIcbsS+NIY9b90PO3/xRcPxmZUQaXeXgAAADx0RVh0Q29tbWVudAAgSW1hZ2UgZ2VuZXJhdGVkIGJ5IEdOVSBHaG9zdHNjcmlwdCAoZGV2aWNlPXBubXJhdykKzMy2hQAAAABJRU5ErkJggg==)

![\displaystyle y_{i+1} = x_1 y_i + y_1 x_i.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKMAAAAUCAAAAADEyNKRAAAACXBIWXMAAAB4AAAAeACd9VpgAAAACXZwQWcAAACjAAAAFACk9AkcAAABhklEQVRIx+2WfY3EIBDFsYAFLGABC1jAAhawgIW1gAUsYAELHIXyMTul1+7eH3eXJdk06bz34wGzpCT9/kE+GeHgfyAj+ecZPaM2P7R5AeA50UkWf3uzpMGMWIdZw6ZCpPnB7AsZTYxcuXn6NQ1mxDrM6jbnkpYpBRK+aXkyBt3fhZiSUPnXVSc0MDnWYdaUsQot23aegXKQF7aSPmbxCQ1mHLpplsaandVmNpFS4/WukPZCm3sSoRjR8tYcHEHXTbM01sHSxOOpgcjR0ueznpZp+JMY0Rb/66EjmIVsNO6NIfhJxsWQOqUYJjGiLWBdNwqNBZy1ylztAOt5vJeRJUd1inYWI9oC1nQ9RWc1JxWjahnhPDdQzGvz/TzjhYyCas+IACubaWcZm653XGc1JxPQVhrDyvtnfZgB0E5gtW1RAThLdUv7KJsunAnvZsS042+KocOzAGep5tvAcV/vCNBZguYjv5qwiTFtca023cEswFlqhlIVfuxTA9Pe063CiM93+L3xBR0Fi0MH/K5zAAAAPHRFWHRDb21tZW50ACBJbWFnZSBnZW5lcmF0ZWQgYnkgR05VIEdob3N0c2NyaXB0IChkZXZpY2U9cG5tcmF3KQrMzLaFAAAAAElFTkSuQmCC)

过河问题

当n>=4 考虑最慢的2个 有2种情况

1 都由最快的陪过去

2 最快的2个先过去 再回来1 个 最慢的2个过去 最快的2个里面另外一个回来 这样就化归为n-2的情况 设最快的2个用时a，b，最慢的用时 y,z

第一种情况 用时a+a+y+z 第二种情况 用时a+b+b+z 选时间少的那组

n=1,2 直接过 n=3，最快的陪

求互质对数（i，j),其中1<=i<=m,1<=j<=n m,n可到10^6

设f[i]表示数i的质因数的个数 但是 如果i 有某个质因数 在i内的指数超过1 就f[i]=-1

比如 f[1]=0;f[2.3.5]=1;f[6]=2;但是f[4]=-1没用

然后

for i=1;i<=min(m,n);i++) if (f[i]>=0)

if (f[i]%2) tot-=(n/i)\*(m/i);

else tot+=(n/i)\*(m/i);

## 约瑟夫问题

设人编号为0..n-1 数到第m个人出列

那么第t轮出列的人编号为f(n,m,t)=(m%n+f(n-1,m,t-1))%n

## 半平面交

#include <iostream>  
#include <cmath>  
using namespace std;  
const int maxn=210;  
const double pi=3.1415926535897932384626433832795;  
struct point//点  
{  
double x,y;  
};  
struct line//半平面直线 表示为a\*x+b\*y+c>=0  
{  
double a,b,c;  
double f;  
double func(point s)  
{  
   return a\*s.x+b\*s.y+c;  
}  
};  
point acro(line p,line q)//无视平行情况计算两条直线交点  
{  
point s;  
// if (p.a\*q.b-p.b\*q.a==0) return;  
s.y=(p.a\*q.c-p.c\*q.a)/(q.a\*p.b-p.a\*q.b);  
s.x=(p.b\*q.c-p.c\*q.b)/(p.a\*q.b-p.b\*q.a);  
return s;  
}  
line que[maxn];  
int head,tail;  
point a[maxn];  
line b[maxn];  
int n;  
int needtopop(line s,line a,line b)//是否需要退栈  
{  
if (s.func(acro(a,b))<0) return 1;  
return 0;  
}  
int addone(line s)//增加一个点  
{  
int hhead=head,ttail=tail;  
while (head<tail&&needtopop(s,que[tail],que[tail-1])) tail--;  
while (head<tail&&needtopop(s,que[head],que[head+1])) head++;  
tail++;  
que[tail]=s;  
return 1;  
}  
line linemove(line s,double d)//半平面正向平移d  
{  
line c=s;  
c.c-=d;  
return c;  
}  
int comp(const void \*a,const void \*b)//排序  
{  
line \*p=(line\*)a,\*q=(line\*)b;  
if (p->f>q->f) return 1;  
if (p->f<q->f) return -1;  
if (p->c>q->c) return 1;  
if (p->c<q->c) return -1;  
return 0;  
}  
int banpingmianjiao(double d)//主函数  
{  
line c[maxn];  
int i,j;  
for (i=0;i<n;i++) c[i]=linemove(b[i],d);//c储存要做的半平面  
qsort(c,n,sizeof(line),comp);//极角排序  
j=0;  
for (i=1;i<n;i++)  
   if (c[i-1].f==c[i].f) j++;  
   else c[i-j]=c[i];//干掉极角相同的  
c[n-j]=c[0];  
int m=n-j;  
if (m<=1) return 1;  
head=0;tail=1;  
que[0]=c[0];que[1]=c[1];  
  
for (i=2;i<m;i++)   
   if (addone(c[i])==0) //加线进去  
    return 0;  
while (head<tail&&needtopop(que[tail],que[head],que[head+1])) head++;//删掉头多余线  
while (head<tail&&needtopop(que[head],que[tail],que[tail-1])) tail--;//删掉尾巴多余线  
if (tail-head<2) return 0;// 必须有3条边 否则挂  
return 1;  
}

line poitoline(point p,point q)//将点q-〉p专成半平面 直线和法向量成右手螺旋  
{  
line c;  
c.a=q.y-p.y;  
c.b=p.x-q.x;  
c.c=p.y\*q.x-p.x\*q.y;  
double one=sqrt(c.a\*c.a+c.b\*c.b);  
c.a/=one;c.b/=one;c.c/=one;  
c.f=atan2(c.b,c.a);  
return c;  
}  
void prework() //预处理将凸包（顺时针）转出半平面来  
{  
int i;  
a[n]=a[0];  
for (i=0;i<n;i++)  
   b[i]=poitoline(a[i],a[i+1]);

const double maxl=999999999;  
point wei[5];  
wei[0].x=-maxl;wei[0].y=-maxl;  
wei[1].x=-maxl;wei[1].y=maxl;  
wei[2].x=maxl;wei[2].y=maxl;  
wei[3].x=maxl;wei[3].y=-maxl;  
wei[4]=wei[0];  
for (i=0;i<4;i++) b[n+i]=poitoline(wei[i],wei[i+1]);  
n+=4;  
}

double countarea(point\* s,int m)  
{  
int i;  
double tot=0;  
s[m]=s[0];  
for (i=0;i<m;i++) tot+=s[i].x\*s[i+1].y-s[i].y\*s[i+1].x;  
if (tot<0) return -tot/2;  
return tot/2;  
}  
void work()//二分  
{  
double l,r;  
l=0;r=10000000;  
while (l+0.000001<r)  
{  
   double mid=(l+r)/2;  
   if (banpingmianjiao(mid)) l=mid;else r=mid;  
}  
printf("%.6lf\n",l);  
}  
int main()  
{  
// freopen("in.in","r",stdin);  
while (scanf("%d",&n),n)  
{  
   int i;  
   for (i=n-1;i>=0;i--) scanf("%lf%lf",&a[i].x,&a[i].y);  
   prework();  
   work();  
}  
return 0;  
}

## 最小覆盖球

#include <stdio.h>  
#include <math.h>  
struct P  
{  
double x,y,z;  
}p[32],q;  
void main()  
{  
int n,i,k;  
double r,l,t,d;  
for(;scanf("%d",&n),n;printf("%.5lf\n",r))  
{  
for(i=0;i<n;scanf("%lf%lf%lf",&p[i].x,&p[i].y,&p[i].z),++i);   
for(d=r=200.0,q.x=q.y=q.z=0.0;d>1e-6;d\*=0.985)  
{   
    for(l=i=0;i<n;++i)  
    if((t=(q.x-p[i].x)\*(q.x-p[i].x)+(q.y-p[i].y)\*(q.y-p[i].y)+(q.z-p[i].z)\*(q.z-p[i].z))>l)  
       l=t,k=i;  
    if(r>(l=sqrt(l)))  
       r=l;  
    l = d/l;  
    q.x += (p[k].x-q.x)\*l;  
    q.y += (p[k].y-q.y)\*l;  
    q.z += (p[k].z-q.z)\*l;  
}   
}  
}

最小树形图

设点为0..n-1 0是根 去掉所有自环（注意不能有自环 不然会TLE）

先从0点 dfs一遍 必须能遍历到所有点 否则无解 然后 每次 找每个点的最小入边 标记最小入边的前驱节点 如果这些入边没有环 那么结束 入边和就是最小和 否则 缩环 新建点s 先把这个环上边的权值加到tot总和里面

然后 对所有（u,v）如果u 是环上点（出边） 那么连（s,v) 边权相同

如果v是环上点（入边） 设v在环上的前驱是r 连(u,s),边权为w(u,v)-w(r,v)

这样 无论最后s是由哪个外点指向 这条边加上这个环的权值 就等于 在这个环里面去掉某个点的前驱边 将这个点的前驱点改成外点

由于每次缩环 点数至少减1 所以最多缩n-1次 缩环的代价是o(m) 所以复杂度是n\*m（邻接表）或者n^3（邻接矩阵）

double mintreemap()  
{  
int c[maxn]={0};  
int p[maxn];  
int i,j,k;  
double tot=0;  
while (1)  
{  
   for (i=0;i<n;i++) p[i]=-1;  
   for (i=1;i<n;i++)if (c[i]==0)   
   {  
    map[i][i]=-1;  
    for (j=0;j<n;j++) if (c[j]==0&&map[j][i]>=0)  
     if (p[i]==-1||map[j][i]<map[p[i]][i])  
      p[i]=j;

    for (j=p[i];j!=i&&j!=-1;j=p[j]) ;

    if (j!=i) continue;

    for (j=p[i];j!=i;j=p[j]) c[j]=2;  
    c[i]=2;

    for (j=1;j<n;j++) if (c[j]==2) tot+=map[p[j]][j];

    for (j=1;j<n;j++) if (c[j]==2)  
     for (k=0;k<n;k++) if (c[k]==0&&map[k][j]>=0)  
      map[k][j]-=map[p[j]][j];

    for (j=1;j<n;j++) if (c[j]==2)  
     for (k=0;k<n;k++) if (c[k]==0)  
     {  
      if (map[k][j]>=0)  
       if (map[k][i]<0||map[k][i]>map[k][j])  
        map[k][i]=map[k][j];  
      if (map[j][k]>=0)  
       if (map[i][k]<0||map[i][k]>map[j][k])  
        map[i][k]=map[j][k];  
     }  
    for (j=1;j<n;j++) if (c[j]==2) c[j]=1;  
    c[i]=0;  
    break;  
   }  
   if (i>=n) break;  
}  
for (i=1;i<n;i++) if (c[i]==0) tot+=map[p[i]][i];  
return tot;  
}

## 最小度限制生成树

别人模板:

1. #include <stdio.h>
2. #include <string.h>
3. const int N = 20 + 3;
4. const int INF = 0x3fffffff;
5. char names[N][12];
6. int m;
7. int get\_index(char name[])
8. {
9. int i;
10. for (i=0; i<m; i++) if (strcmp(names[i], name)==0) break;
11. if (i == m) strcpy(names[m++], name);
12. return i;
13. }
14. int g[N][N], n;
15. int tree[N][N], father[N], maxs[N][2];
16. int color[N];
17. int Prim2(int v)
18. {
19. int i, j;
20. int min, total=0;
21. int adjvex[N], lowcost[N];
22. memcpy(lowcost, g[v], sizeof(lowcost));
23. for (i=1; i<n; i++) adjvex[i] = v;
24. adjvex[v] = -1;
25. color[v] = v;
26. while (1) {
27. min = INF;
28. for (i=1; i<n; i++) {
29. if (adjvex[i]>=0 && lowcost[i]<min) {
30. min = lowcost[i];
31. j = i;
32. }
33. }
34. if (min == INF) break;
35. i = adjvex[j];
36. tree[i][j] = tree[j][i] = g[i][j];
37. total += min;
38. adjvex[j] = -1;
39. color[j] = v;
40. for (i=1; i<n; i++) {
41. if (adjvex[i]>=0 && g[j][i]<lowcost[i]) {
42. lowcost[i] = g[j][i];
43. adjvex[i] = j;
44. }
45. }
46. }
47. return total;
48. }
49. void dfs(int v)
50. {
51. int i;
52. for (i=1; i<n; i++) if (i!=father[v] && tree[v][i]!=INF) {
53. father[i] = v;
54. if (v == 0) maxs[i][0] = -1;
55. else {
56. maxs[i][0] = tree[v][i];
57. maxs[i][1] = i;
58. if (maxs[v][0] > maxs[i][0]) {
59. maxs[i][0] = maxs[v][0];
60. maxs[i][1] = maxs[v][1];
61. }
62. }
63. dfs(i);
64. }
65. }
66. int solve(int s)
67. {
68. int i, j, k, min, total = 0;
69. int mins[N], vs[N];
70. for (i=1; i<n; i++) color[i] = -1, mins[i] = INF;
71. for (i=1; i<n; i++) if (color[i]==-1) total += Prim2(i);
72. for (i=1; i<n; i++) {
73. if (g[0][i] < mins[color[i]]) {
74. mins[color[i]] = g[0][i];
75. vs[color[i]] = i;
76. }
77. }
78. for (i=1; i<n; i++) {
79. if (mins[color[i]] != INF) {
80. total += mins[color[i]];
81. tree[0][vs[color[i]]] = tree[vs[color[i]]][0] = mins[color[i]];
82. mins[color[i]] = INF;
83. --s;
84. }
85. }
86. //if (s < 0) return -1;
87. memset(father, 0, sizeof(father));
88. dfs(0);
89. while (s-- > 0)
90. {
91. min = INF;
92. for (i=1; i<n; i++) {
93. if (g[0][i]!=INF && tree[0][i]==INF && g[0][i]-maxs[i][0]<min) {
94. min = g[0][i] - maxs[i][0];
95. j = i;
96. }
97. }
98. if (min >= 0) break;
99. total += min;
100. tree[0][j] = tree[j][0] = g[0][j];
101. k = maxs[j][1];
102. tree[k][father[k]] = tree[father[k]][k] = INF;
103. father[j] = 0; maxs[j][0] = -1;
104. dfs(j);
105. }
106. return total;
107. }
108. int main()
109. {
110. int i, dis;
111. char name1[12], name2[12];
112. int a, b, s;
113. for (i=0; i<N; i++) g[0][i] = INF;
114. for (i=1; i<N; i++) memcpy(g[i], g[0], sizeof(g[0]));
115. memcpy(tree, g, sizeof(g));
116. strcpy(names[0], "Park");
117. m = 1;
118. scanf("%d", &n);
119. for (i=0; i<n; i++)
120. {
121. scanf("%s%s%d", name1, name2, &dis);
122. a = get\_index(name1);
123. b = get\_index(name2);
124. if (g[a][b] > dis) g[a][b] = g[b][a] = dis;
125. }
126. n = m;
127. scanf("%d", &s);
128. printf("Total miles driven: %d\n", solve(s));
129. return 0;
130. }

我的模板:

#include <iostream>

using namespace std;

const int maxn=30;

const int maxl=999999999;

1. int n,m,v;
2. int findname(char s[20])
3. {
4. static char name[maxn][20]={"Park"};
5. int i;
6. for (i=0;i<n;i++)
7. if (strcmp(s,name[i])==0) break;
8. if (i<n) return i;
9. strcpy(name[n],s);
10. n++;
11. return i;
12. }
13. int p[maxn];
14. int c[maxn]={0};
15. void changefa(int k,int fa)
16. {
17. if (p[k]!=-1)
18. changefa(p[k],k);
19. p[k]=fa;
20. }
21. int a[maxn][maxn];
22. struct st
23. {
24. int x,y,w;
25. } l[maxn\*maxn];
26. int comp(const void \*a,const void \*b)
27. {
28. return ((st\*)a)->w-((st\*)b)->w;
29. }
30. int mv[maxn];
31. int max(int a,int b){return a>b?a:b;}
32. int findmv(int k)
33. {
34. if (mv[k]>0) return mv[k];
35. if (p[k]==0) return 0;
36. int i=findmv(p[k]);
37. if (i==0||a[i][p[i]]<a[k][p[k]])
38. mv[k]=k;
39. else mv[k]=i;
40. return mv[k];
41. }
42. int findfa(int k,int \*pa)
43. {
44. if (pa[k]==k) return k;
45. pa[k]=findfa(pa[k],pa);
46. return pa[k];
47. }
48. int findmintree()
49. {
50. int pa[maxn];
51. int i,j,k;
52. k=0;
53. for (i=0;i<n;i++) pa[i]=i;
54. for (i=0;i<m;i++)
55. if (l[i].x!=0&&l[i].y!=0)
56. if (findfa(l[i].x,pa)!=findfa(l[i].y,pa))
57. {
58. pa[findfa(l[i].x,pa)]=findfa(l[i].y,pa);
59. changefa(l[i].x,l[i].y);
60. k++;
61. }
62. for (i=1;i<n;i++) findfa(i,pa);
63. int s[maxn];
64. for (i=1;i<n;i++) s[i]=i;
65. for (i=1;i<n;i++) if (a[0][i]<a[0][s[pa[i]]])
66. s[pa[i]]=i;
67. for (i=1;i<n;i++) if (pa[i]==i)
68. {
69. changefa(s[i],0);
70. c[s[i]]=1;
71. }
72. return n-1-k;
73. }
74. int insev(int c[maxn])
75. {
76. int i,j,k;
77. int t=-1;
78. k=maxl;
79. memset(mv,0,sizeof(mv));
80. for (i=1;i<n;i++)
81. if (a[0][i]<maxl&&!c[i])
82. {
83. j=findmv(i);
84. if (a[0][i]-a[j][p[j]]<k)
85. {
86. t=i;
87. k=a[0][i]-a[j][p[j]];
88. }
89. }
90. if (t==-1) return 0;
91. c[t]=1;
92. p[mv[t]]=-1;
93. changefa(t,0);
94. return 1;
95. }
96. int count()
97. {
98. int tot=0;
99. int i;
100. for (i=1;i<n;i++) tot+=a[i][p[i]];
101. return tot;
102. }
103. int main()
104. {
105. //freopen("in.in","r",stdin);
106. int i,j,k;
107. for (i=0;i<maxn;i++) for (j=0;j<maxn;j++) a[i][j]=maxl;
108. cin>>m;
109. n=1;
110. for (i=0;i<m;i++)
111. {
112. char s1[30],s2[30];
113. cin>>s1>>s2>>k;
114. int x=findname(s1),y=findname(s2);
115. l[i].x=x;l[i].y=y;l[i].w=k;
116. if (a[x][y]>k)
117. a[x][y]=a[y][x]=k;
118. }
119. cin>>v;
120. qsort(l,m,sizeof(st),comp);
121. for (i=0;i<n;i++) p[i]=-1;
122. v-=findmintree();
123. int mins=count();
124. while (v-->0)
125. {
126. if (insev(c)==0) break;
127. int minss=count();
128. if (minss<mins) mins=minss;
129. }
130. cout<<"Total miles driven: "<<mins<<endl;
131. return 0;
132. }

## 求被多边形包含 或者被边切到也算 的格子个数

1. #include <iostream>
2. #include <stdlib.h>
3. #include <cmath>
4. using namespace std;
5. const int maxn=410;
6. struct poi
7. {
8. double x,y;
9. };
10. poi a[maxn];
11. poi s1[maxn],s2[maxn];
12. poi s[maxn];
13. int ss1,ss2,ss;
14. int n;
15. int tot;
16. int get(poi a,poi b,double x,poi& c)
17. {
18. if ((x-a.x)\*(x-b.x)>=0) return 0;
19. c.x=x;
20. c.y=(x-a.x)/(b.x-a.x)\*(b.y-a.y)+a.y;
21. return 1;
22. }
23. int comp(const void \*a,const void \*b)
24. {
25. poi\* p=(poi\*)a,\*q=(poi\*) b;
26. if (p->y>q->y) return 1;
27. if (p->y<q->y) return -1;
28. if (p->x>q->x) return 1;
29. if (p->x<q->x) return -1;
30. return 0;
31. }
32. int comp2(const void \*a,const void \*b)
33. {
34. poi\* p=(poi\*)a,\*q=(poi\*) b;
35. if (p->x>q->x) return 1;
36. if (p->x<q->x) return -1;
37. if (p->y>q->y) return 1;
38. if (p->y<q->y) return -1;
39. return 0;
40. }
41. int min(int a,int b){return a>b?b:a;}
42. int max(int a,int b){return a>b?a:b;}
43. int main()
44. {
45. int i,j;
46. //freopen("in.in","r",stdin);
47. while (cin>>n,n)
48. {
49. for (i=0;i<n;i++) cin>>a[i].x>>a[i].y;
50. a[n]=a[0];
51. tot=0;
52. for (i=-2000;i<=2000;i++)
53. {
54. ss1=ss2=ss=0;
55. for (j=0;j<n;j++)
56. {
57. ss1+=get(a[j],a[j+1],(double)i+1.0/5000.0,s1[ss1]);
58. ss2+=get(a[j],a[j+1],(double)i+1.0-1.0/5000.0,s2[ss2]);
59. }
60. qsort(s1,ss1,sizeof(poi),comp);
61. qsort(s2,ss2,sizeof(poi),comp);
62. for (j=0;j<ss1;j+=2)
63. {
64. s[ss].x=min(floor(s1[j].y),floor(s2[j].y));
65. s[ss].y=max(ceil(s1[j+1].y),ceil(s2[j+1].y));
66. ss++;
67. }
68. if (ss==0) continue;
69. qsort(s,ss,sizeof(poi),comp2);
70. int t1,t2;
71. t1=s[0].x;t2=s[0].y;
72. int tot2=tot;
73. for (j=1;j<ss;j++)
74. if (s[j].x<=t2)
75. {
76. if (s[j].y>t2) t2=s[j].y;
77. }
78. else
79. {
80. tot+=t2-t1;
81. t1=s[j].x;
82. t2=s[j].y;
83. }
84. tot+=t2-t1;
85. // cout<<" "<<tot-tot2<<endl;
86. }
87. cout<<tot<<endl;
88. }
89. return 0;
90. }