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**1. Create function called swap ( ), which swaps the number values. Create a function pointer which points to a swap () function and call function using pointer. Write a program which also checks whether the two number entered by user is palindrome or not after swaping.**

**>>**

**#include<stdio.h>**

**#include<string.h>**

**int number[2];**

**void swap (int \*num1, int \*num2)**

**{**

**int temp;**

**temp=\*num1;**

**\*num1=\*num2;**

**\*num2=temp;**

**}**

**void palindrome (int num1)**

**{**

**int n1=num1;**

**int d=0;**

**printf ("value of num1 : %d\n", num1);**

**while (num1 != 0)**

**{**

**d = d \* 10;**

**d = d + num1%10;**

**num1= num1/10;**

**}**

**if (n1 == d)**

**{**

**printf (" %d is Palindrome \n", n1);**

**}**

**else**

**{**

**printf (" %d is not palindrome \n", n1);**

**}**

**}**

**void read()**

**{**

**FILE \*fptr;**

**int n;**

**fptr = fopen("e:\\swap.txt","r");**

**if(fptr == NULL)**

**{**

**printf("error\n");**

**}**

**int i=0;**

**while (fscanf (fptr, "%d", &n)!= EOF)**

**{**

**number[i]=n;**

**i++;**

**}**

**fclose(fptr);**

**}**

**int main()**

**{**

**int num1, num2;**

**read();**

**num1=number [0];**

**num2=number [1];**

**void (\*p) (int, int) =&swap;**

**(\*p) (&num1, &num2);**

**printf("\n");**

**printf ("Check This Two numbers are palindrome or not:\n");**

**printf ("Number 1: \n");**

**palindrome(num1);**

**printf("\n");**

**printf ("Number 2: \n");**

**palindrome(num2);**

**}**

**OUTPUT:**

**![ss1.PNG](data:image/png;base64,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)**

**2. Implement linked list to create and manage a set of**

**elements. Set of elements contains integer values i.e. S =**

**{4,5,6}. Also implement a method which shows all possible subsets of the created set by user i.e. {{4}, {5}, {6}, {4,5}, {4,6},{5,6}, {4,5,6}, {Ø}}.**

**>>**

**OUTPUT:**

**3. Write a program to check the balance of parenthesis if an expression. Implement required data structure for the same.**

**>>**

**#include <stdio.h>**

**#include <string.h>**

**#define MAX\_SIZE 100**

**int top=-1;**

**char arr[MAX\_SIZE];**

**int isEmpty()**

**{**

**if(top == -1)**

**return 1;**

**else**

**return 0;**

**}**

**int isFull(){**

**if(top == MAX\_SIZE-1)**

**return 1;**

**else**

**return 0;**

**}**

**void push(char item){**

**if(isFull())**

**printf("\nStack is full.");**

**else**

**{**

**top++;**

**arr[top] = item;**

**}**

**}**

**void pop(){**

**if(isEmpty()){**

**printf("\NEmpty Stack.");**

**}else{**

**top--;**

**}**

**}**

**char gettop(){**

**return arr[top];**

**}**

**int ArePair(char opening,char closing)**

**{**

**if(opening == '(' && closing == ')') return 1;**

**else if(opening == '{' && closing == '}') return 1;**

**else if(opening == '[' && closing == ']') return 1;**

**return 0;**

**}**

**//read data from file**

**void read\_from\_file()**

**{**

**FILE \*in\_file;**

**char in\_expr;**

**in\_file = fopen("parentheses.txt","r");**

**if(in\_file == NULL)**

**{**

**printf("error\n");**

**}**

**// printf("\nGiven Code Below to find Any mis Paranthesis \n\n");**

**while(fscanf(in\_file,"%c",&in\_expr) != EOF)**

**{**

**printf("%c",in\_expr);**

**if(in\_expr == '(' || in\_expr == '{' || in\_expr == '[')**

**{**

**push(in\_expr);**

**}**

**else if(in\_expr == ')' || in\_expr == '}' || in\_expr == ']')**

**{**

**char a = gettop();**

**if(isEmpty() || !ArePair(gettop(),in\_expr))**

**{**

**printf("\nResult : Invalid expression - Not a Balanced one !");**

**return 0;**

**}**

**else**

**{**

**pop();**

**}**

**}**

**}**

**fclose(in\_file);**

**}**

**void main()**

**{**

**read\_from\_file ();**

**if(isEmpty()){**

**printf ("\n\nResult : Valid expression - Perfectly Balanced!");**

**}else{**

**printf ("\n\nResult : Invalid expression - Not a Balanced one!");**

**}**

**printf("\n");**

**}**

**OUTPUT:**

**![ss3.PNG](data:image/png;base64,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)**

**4. Implement a program to generate a linked list. For an unsorted linked list, write a method that will delete any duplicates from the linked list without using a temporary buffer.**

**>>**

**#include<stdio.h>**

**#include<stdlib.h>**

**struct node{**

**int data;**

**struct node\*next;**

**}\*head=NULL;**

**void insert(int n)**

**{**

**struct node \*temp,\*newnode;**

**newnode=(struct node\*)malloc(sizeof(struct node));**

**newnode->data=n;**

**if(head == NULL)**

**{**

**head=newnode;**

**newnode->next=NULL;**

**}**

**else**

**{**

**temp=head;**

**while(temp->next != NULL)**

**temp=temp->next;**

**temp->next=newnode;**

**newnode->next=NULL;**

**}**

**}**

**//read data from file**

**void read\_from\_file()**

**{**

**FILE \*in\_file;**

**int n;**

**in\_file = fopen("Link\_list.txt","r");**

**if(in\_file == NULL)**

**{**

**printf("error\n");**

**}**

**while(fscanf(in\_file,"%d",&n) != EOF)**

**{**

**// fscanf(in\_file,"%d",&n1);**

**insert(n);**

**}**

**fclose(in\_file);**

**}**

**void write\_into\_file()**

**{**

**FILE \*out\_file;**

**out\_file = fopen("Link\_list.txt","w");**

**if(out\_file == NULL)**

**printf("error\n");**

**struct node \* temp;**

**temp=head;**

**while(temp != NULL)**

**{**

**fprintf(out\_file,"%d\n",temp->data);**

**temp=temp->next;**

**}**

**fclose(out\_file);**

**}**

**void find\_duplicate()**

**{**

**struct node \*temp ,\*temp1 ,\*dup;**

**temp=head;**

**while(temp != NULL)**

**{**

**temp1=temp;**

**while(temp1->next != NULL)**

**{**

**if(temp->data == temp1->next->data)**

**{**

**dup=temp1->next;**

**temp1->next=temp1->next->next;**

**free(dup);**

**}**

**else**

**{**

**temp1=temp1->next;**

**}**

**}**

**temp=temp->next;**

**}**

**}**

**void display()**

**{**

**struct node \*temp;**

**if(head == NULL)**

**{**

**printf("List is Empty \n");**

**return;**

**}**

**temp=head;**

**while(temp != NULL)**

**{**

**printf("| %d | -> ",temp->data);**

**temp=temp->next;**

**}**

**}**

**void main()**

**{**

**read\_from\_file();**

**printf("Link List : \n");**

**display();**

**find\_duplicate();**

**write\_into\_file();**

**printf("\nAfter Removing The Duplicate Entry :\n");**

**display();**

**}**

**OUTPUT:**

**![ss4.PNG](data:image/png;base64,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)**

**5. Write a program to create a binary tree. Implemen required method to generate a binary tree from user inputs and to display binary tree using level order and pre order traversals**.

**>>**

**#include<stdio.h>S**

**#include<stdlib.h>**

**struct node**

**{**

**int data;**

**struct node \*left;**

**struct node \*right;**

**};**

**struct node\* root;**

**struct node\* insert(struct node\* r, int data)**

**{**

**if(r==NULL)**

**{**

**r = (struct node\*) malloc(sizeof(struct node));**

**r->data = data;**

**r->left = NULL;**

**r->right = NULL;**

**return r;**

**}**

**else if(data < r->data){**

**r->left = insert(r->left, data);**

**}**

**else {**

**r->right = insert(r->right, data);**

**}**

**return r;**

**}**

**void Preorder(struct node \*root)**

**{**

**if(root != NULL)**

**{**

**printf("[ %d ] -> ",root->data);**

**Preorder(root->left);**

**Preorder(root->right);**

**}**

**}**

**//read data from file**

**void read\_from\_file()**

**{**

**FILE \*in\_file;**

**int n;**

**in\_file = fopen("e:\\BSTtree.txt","r");**

**if(in\_file == NULL)**

**{**

**printf("error101\n");**

**}**

**while(fscanf(in\_file,"%d",&n) != EOF)**

**{**

**root=insert(root,n);**

**}**

**fclose(in\_file);**

**}**

**int queue[100];**

**int front=0;**

**int rear=-1;**

**void enQueue(struct node \*new\_node)**

**{**

**queue[rear++] = new\_node;**

**}**

**struct node \*deQueue()**

**{**

**if(front == rear)**

**{**

**return NULL;**

**}**

**else**

**{**

**return queue[front++];**

**}**

**}**

**void printLevelOrder(struct node\* root)**

**{**

**struct node \*temp\_node = root;**

**enQueue(root);**

**while (temp\_node != NULL)**

**{**

**printf("[ %d ] - > ", temp\_node->data);**

**if (temp\_node->left != NULL)**

**{**

**enQueue(temp\_node->left);**

**}**

**if (temp\_node->right != NULL)**

**{**

**enQueue(temp\_node->right);**

**}**

**temp\_node = deQueue();**

**}**

**}**

**int main()**

**{**

**read\_from\_file();**

**printf("\n PreOrder Binary Tree : \n");**

**Preorder(root);**

**printf("\n\n");**

**printf("\n Level Binary Tree : \n");**

**printLevelOrder(root);**

**printf("\n\n");**

**}**

**OUTPUT:**

**![ss5.PNG](data:image/png;base64,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)**

**6. Given two values v1 and v2 (where v1 < v2) within a Binary Search Tree. Print all the keys of tree in range v1 to v2. i.e. print all x such that v1<=x<=v2 and x is a element of given BST. (Create a Binary Search Tree by any method).**

**>>**

**#include<stdio.h>**

**#include<stdlib.h>**

**struct node**

**{**

**int data;**

**struct node \*left;**

**struct node \*right;**

**};**

**struct node\* root;**

**struct node\* insert(struct node\* r, int data)**

**{**

**if(r==NULL)**

**{**

**r = (struct node\*) malloc(sizeof(struct node));**

**r->data = data;**

**r->left = NULL;**

**r->right = NULL;**

**return r;**

**}**

**else if(data < r->data){**

**r->left = insert(r->left, data);**

**}**

**else {**

**r->right = insert(r->right, data);**

**}**

**return r;**

**}**

**void Print(struct node \*root, int k1, int k2)**

**{**

**if ( NULL == root )**

**return;**

**if ( k1 < root->data )**

**Print(root->left, k1, k2);**

**if ( k1 <= root->data && k2 >= root->data )**

**printf("%d ", root->data );**

**if ( k2 > root->data )**

**Print(root->right, k1, k2);**

**}**

**//read data from file**

**void read\_from\_file()**

**{**

**FILE \*in\_file;**

**int n;**

**in\_file = fopen("e:\\BSTtree.txt","r");**

**if(in\_file == NULL)**

**{**

**printf("error101\n");**

**}**

**while(fscanf(in\_file,"%d",&n) != EOF)**

**{**

**root=insert(root,n);**

**}**

**fclose(in\_file);**

**}**

**void Display(struct node\* root)**

**{**

**if(root != NULL)**

**{**

**printf("%d \t",root->data);**

**Display(root->left);**

**Display(root->right);**

**}**

**}**

**int main()**

**{**

**int k1,k2;**

**read\_from\_file();**

**printf("\nBinary Tree : \n");**

**Display(root);**

**printf("\n\nEnter First Number : ");**

**scanf("%d",&k1);**

**printf("\nEnter second Number : ");**

**scanf("%d",&k2);**

**printf("\n");**

**printf("Possible Keys Range Between %d and %d \n",k1,k2);**

**printf("\n");**

**Print(root,k1,k2);**

**printf("\n\n");**

**}**

**OUTPUT:**

**![ss6.PNG](data:image/png;base64,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)**

**7. Write a program to create a binary tree. Implement**

**required method to generate a binary tree from user inputs and check whether the Binary Tree is a perfect binary tree**.

**>>**

**#include<stdio.h>**

**#include<stdlib.h>**

**struct tnode{**

**int data;**

**struct tnode \*lchiled;**

**struct tnode \*rchiled;**

**};**

**struct tnode \*Create(struct tnode \*p,int value)**

**{**

**struct tnode \*temp,\*temp1;**

**if(p == NULL)**

**{**

**p=(struct tnode\*)malloc(sizeof(struct tnode));**

**if(p == NULL)**

**{**

**printf("Error : Allocating Memory \n");**

**exit(0);**

**}**

**else**

**{**

**p->data = value;**

**p->rchiled=NULL;**

**p->lchiled=NULL;**

**}**

**}**

**//if Root Node Exit**

**else**

**{**

**temp=p;**

**while(temp != NULL)**

**{**

**temp1=temp;**

**if(temp1->data > value)**

**{**

**temp=temp->lchiled;**

**}**

**else**

**{**

**temp=temp->rchiled;**

**}**

**}**

**if(temp1->data > value)**

**{**

**temp1->lchiled=(struct tnode\*)malloc(sizeof(struct tnode));**

**temp1=temp1->lchiled;**

**if(temp1 == NULL)**

**{**

**printf("Error : Allocating Memory \n");**

**exit(0);**

**}**

**else**

**{**

**temp1->data=value;**

**temp1->rchiled=temp1->lchiled=NULL;**

**}**

**}**

**else**

**{**

**temp1->rchiled=(struct tnode\*)malloc(sizeof(struct tnode));**

**temp1=temp1->rchiled;**

**if(temp1 == NULL)**

**{**

**printf("Error : Allocating Memory \n");**

**exit(0);**

**}**

**else**

**{**

**temp1->data=value;**

**temp1->rchiled=temp1->lchiled=NULL;**

**}**

**}**

**}**

**return(p);**

**}**

**int findADepth(struct tnode \*node)**

**{**

**int d = 0;**

**while (node != NULL)**

**{**

**d++;**

**node = node->lchiled;**

**}**

**return d;**

**}**

**int isPerfectRec(struct tnode\* root, int d, int level)**

**{**

**if (root == NULL)**

**return 1;**

**if (root->lchiled == NULL && root->rchiled == NULL)**

**return (d == level+1);**

**if (root->lchiled == NULL || root->rchiled == NULL)**

**return 0;**

**return isPerfectRec(root->lchiled, d, level+1) &&**

**isPerfectRec(root->rchiled, d, level+1);**

**}**

**int isPerfect(struct tnode \*root)**

**{**

**int d = findADepth(root);**

**return isPerfectRec(root,d,0);**

**}**

**struct tnode \*root;**

**//read data from file**

**void read\_from\_file()**

**{**

**FILE \*in\_file;**

**int n;**

**in\_file = fopen("e:\\BSTtree.txt","r");**

**if(in\_file == NULL)**

**{**

**printf("error\n");**

**}**

**printf("Given Binary Tree : \n\n");**

**while(fscanf(in\_file,"%d",&n) != EOF)**

**{**

**printf("%d\t",n);**

**root=Create(root,n);**

**}**

**fclose(in\_file);**

**}**

**void main()**

**{**

**read\_from\_file();**

**printf("\n\n");**

**if (isPerfect(root))**

**printf("This Binary Tree is Perfect : \n");**

**else**

**printf("This Binary Tree is Not Perfect : \n");**

**printf("\n");**

**}**

**OUTPUT:**

**![ss7.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAa8AAABqCAYAAAALOd6yAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAqBSURBVHhe7d09jttIGsbxvkafQTDG8V7ACYMBGo43cGgGPcAamCswcrLBXIDZRgaMSRzIWYedtLOO+iC1qmKRqiq+ZBUpacQq/Qn8sCvxqz7I9yHVs7N3v379Us/Pz+rp6Ul9/vxZsbCwsLCwbH0hvFhYWFhYslsILxYWFhaW7Ja7j3d36s66v78f/jsAAJv18e439Z9v/ZvXg7wRAABb4ofXZ3kjAAC2ZH147VTd7tW+rdVOXL91ubcfAG7YZHhVjdrvD8Xdauudv+Nmi79tl9N2uY2ZhteuVq3bt0Gr6p2wPQCUSAqvXd2OimHVNKrqd9q0LpSayv+8bypnmzJUjfRQAQA3YBRe5sl+/im+Czf7xB+GgrS/8J0uvMMxvLefPnwq1fTrF71VhOFl2+u0c7b9ief32r/3g10fX4eKe54hZBLHJ8VUeM2e35oe/7T1cfahIbc3WwB58MProSt4iQXHbDtR/N1iGR7TFEZnP/+zLXpOMZfPMyUMr/Dz0Vz7586vP7vHM+13+me2d4u+F04T45PcvyN93qnwmj5/bPzjn9PYcUy8lgBgEf9/52Wf1oeCM//2MVV0/WOE4aGPGRzLFNf+7UUIG/33t+Qi2IePY6Lwyu1fcf5gvd9/Leizt71wvkSz4TV5/tj4x9YDwAaE/4aNceHThIJ2IBd/TW9vi11Y+MznIFyM/vjnCS93f7lPJ4SX1Adn/fS49Jzx1MdK7ptvNrymzh8b/+j8AMAGhOHVFa+wUC0Nr66wmgDQhd/bRj7W0fnDq+vT+M1hXXh1673QCNoXD69j8OhtpQBKsSq8ouMfWw8AGzAKr8OXuij6/xDC8vDqQ6tqxvuZ408W1/OHl2mnsL/c/tj59Vi467vPS8Orf0ho2/U/x60Lr9j4x9en6cYxfd4AYAEpvLQuwFx9kbVFyVt3MBECcvESjjHsHwuPGOHY3r6x9iecX38e9j2Ec3UIImd9Unj17TghJNaGlzgG3vax9SnsMZLnDQAWmAovXJoQkgCAND9//lQ/fvxQ379/V58+fZI3wtmZtyPeSgBgnbe3N/X6+qpeXl7U4+OjvBHOxoSW+Slu/d+6AODmEV4AgOwQXgCA7PAPbAAAskN4AQCyQ3gBALJDeAEA8vPxL8ILAJCX9+/fqy/B/5MyAACb9vHje/Xbl2+EFwAgH3/+/Zd6uHtQXwkvAEAu/vz7l/rvw536/SvhBQDIhA6v529f1Lt3f6h/E14AgByY8Hr+pv549059ePggbwQAwJZ04fWsnr7+ru7v7+WNAADYkiG8nv6nPuz+JW8EAMCW8G/YAABkh/ACAGSH8AIAZIfwAgBkh/ACAGTn7e1Nvb6+qpeXF/X4+Gi+rJq92u+P2noX7FipZnZ97naqbp0xaCphm5LF5rfs+Y9f/6Wbn99d3XrjI22Tt/j17V0jba12wfr89TWwUdVo3Ubufym8fF1Dm+r4nZ644fOuVu2+VfXuuD5v3aQdJyT8XL7Y/JY9/6Hx9V+62Pzq8Cr5fki5/o+BZYt8SQ+4VXMIpUOfa/2f4/DazP0fD6+usdMXa2HF3UxGMGF6Mot8ukoRm9/yw33++i/deH5LDy9f2H/9MBMU66Ie4HR/bf0zISa9ebmueP9Hw0sq5p7CnkylCYuOQcli81v4m8lNz702nt/bCq+g/2F9MNdH9/NZcfdAUnhd8f6fCi/zamwnZe5C9V+hSxBORvdkEZ/EMsXmt7z576Re/6WT5nf0N6+Cf5UY9b//FWYILf3G1dWIWwyvq97/qT8bSr/pdhdxKa/LDudpyvSvus2n79j8Fjv/ganrv3Sp83vVAnZBYv9NQbd1Yfj+NsPr6vd/SngNTxvOd7dSuAzd/xsrXrH5vbn5L7A4z1k0v5Eil6PJ/tsHWy+ozHcF3gsz87qJ+z8eXvZnM7d4m07dUOG6tbeu2Pze0vxL13/pFs1vgeMT6X/4plnsm/lU7dvK/T8OL3sxDj+bhb/5d38Tctd3yinw5mLs+3VjT9zx+S19/mPXf+li81v6+KRc38EYFBZcXv0bbPD+T/rZEACALSG8AADZIbwAANkhvAAA2SG8AADZIbwAANkhvAAA2SG8AADZIbwAANkhvAAA2SG8AADZIbwAANkhvAAA2SG8AADZIbwAANkhvAAA2SG8AADZIbwAANkhvAAA2SG8AADZIbwAANkhvAAA2VkeXjtVt3vVVNI6V7fdvq3VTlx/adc+f+kY35PtatXuD2NotfVO3g7A2Ci8ghvqqFX1Tu907fCyx3XbJp4j0+IaHf+tuND49v1vKuf7SjUL+181a8NAuL72jarEbU+h+5RyH62zvv9AJubevOQboLu5L3XTxYXnt8XGK3ZluMkCZMKrVW3rhtU/H17u9a2PdfYAM/28RCh2CC8Ub3142dAwT6Z+YdnVrf1+KlTcfTvpYTguLuZ8znnmz9/v3z35dtuNC2NXsHp+kdHH1+PinmcYJ1t8veNJ3yWYKkCz57e89gtvR7H1c+bHVzthfvuiXjVOn8LwCo9/nB+vba7kh5vx9SXN39z4pcxPLLyi83MYn2G9c/zT+5/KzsG537yBVGvDS98Q/Q1ubhjh5lj6fZqwuAjFxpLP07f/WIzC7fRn93imkDg3qdleF4T+O6+4dcd3x21tf+Xxj53fttc539LPqab6tba/xlDUdWD1xd0Nr4nxDYro1NjFCdfTwvGdm59h3cgxyKLzY4Lr2B7J+v6nsvdRMO7AP+YsPxvqm0m4iGeL28xT5zx707g3vnAOTT5/evun1pvjetsHbwbe9sL5Ek0VoPnzh28pB0MgpKxPd5H5ddqij9P132mz2NZxn9YX7/F8mfAYxjs+ftHrQ5sc8/i2KX1b338gE9cIr2FdJHxk4/OPi4Xz/ZrwMsXCtq3nrJ/rVycotkLbUkwVoNnzS203nPbMrZeOOWGuHWZdf+wl8+sV6sM4mrFzxlO81uTAOSW8vLFx258wfvHr48DrZ/j93PGF61dAeKF41wqvI1sskguccP6JQiCfP9b+br3X76B/Kf3qx05vu7aIrAov6cl90fp0F5nfYC71GHR/n7RtFud63Kf1xVu4Pjzx8Usal6nwih5fuD4F6/sPZOL64ZW+XWd8frN/8vlj7dfFw13ffV4aXl1xOgRXKxWoNOvCq9vvlPWpUuctdTsjLOr6c9M4BX1cvE1/gvk35xSuiTjh+gjExi/9+pCvjaTjT+zbW9//VN04XfYcwIzzh5e9qL2fPA6Gm1FYv+gGiO2fdv7p9tvPw76HolkdCo2zPq0Y23ZEt5smj3/K+YUx8LaPrZ+TNr7euiXzOyrq/fHctxH7QDF7/KAdC/s3F15iH53jnxpeseNrXYAd10/dp1P7n84ef8ncAuc0F144RUoRBACsQnhdxuV/tgGAG0Z4ndfx55z5v0kAAE5AeAEAskN4AQCyQ3gBALJDeAEAskN4AQCyQ3gBALJDeAEAskN4AQCyQ3gBALJDeAEAskN4AQCyQ3gBALJDeAEAskN4AQCyQ3gBALJDeAEAskN4AQCyQ3gBALJDeAEAskN4AQCyQ3gBALJDeAEAskN4AQDycqf+D380Iuaor2oYAAAAAElFTkSuQmCC)**

**8. Write a program to implement stack with all basic operations using linked list.**

**>>**

**// C program to Implement a stack**

**//using singly linked list**

**#include <stdio.h>**

**#include <stdlib.h>**

**struct Node {**

**int data;**

**struct Node\* head;**

**}\*top=NULL;**

**int write()**

**{**

**int num;**

**FILE \*fptr;**

**fptr = fopen("e:\\linknum.txt","w");**

**if(fptr == NULL)**

**{**

**printf("Error!");**

**return;**

**}**

**struct Node \*temp;**

**temp = top;**

**while (temp != NULL)**

**{**

**fprintf(fptr,"%d->", temp->data);**

**temp = temp->head;**

**}**

**fclose(fptr);**

**}**

**int read()**

**{**

**int num;**

**FILE \*fptr;**

**if ((fptr = fopen("e:\\linknum.txt","r")) == NULL){**

**printf("Error! opening file");**

**exit(1);**

**}**

**while(fscanf(fptr,"%d",&num) == 1)**

**push(num);**

**fclose(fptr);**

**}**

**void push(int data)**

**{**

**struct Node\* temp;**

**temp = (struct Node\*)malloc(sizeof(struct Node));**

**if (!temp) {**

**printf("\nStack Overflow");**

**exit(1);**

**}**

**temp->data = data;**

**temp->head = top;**

**top = temp;**

**}**

**int isEmpty()**

**{**

**return top == NULL;**

**}**

**void pop()**

**{**

**struct Node\* temp;**

**if (top == NULL) {**

**printf("\nStack Underflow");**

**exit(1);**

**}**

**else {**

**temp = top;**

**top = top->head;**

**temp->head = NULL;**

**free(temp);**

**}**

**}**

**void display()**

**{**

**struct Node\* temp;**

**if (top == NULL) {**

**printf("\nStack Underflow");**

**exit(1);**

**}**

**else {**

**temp = top;**

**while (temp != NULL) {**

**printf("%d->", temp->data);**

**temp = temp->head;**

**}**

**}**

**}**

**int main()**

**{**

**read();**

**printf("\nData in file : \n");**

**display();**

**int ch,data;**

**printf("\n\t\*\*\*\*MENU\*\*\*\*\n");**

**printf("\t 1. PUSH\n");**

**printf("\t 2. POP\n");**

**printf("\t 3. DISPLAY\n");**

**printf("\t 4. EXIT\n");**

**do{**

**printf("\n\t Enter Your Choice : ");**

**scanf("\t %d",&ch);**

**switch(ch)**

**{**

**case 1:**

**{**

**printf("\t Enter Data : ");**

**scanf("%d",&data);**

**push(data);**

**write();**

**break;**

**}**

**case 2:**

**pop();**

**write();**

**break;**

**case 3:**

**display();**

**break;**

**case 4:**

**break;**

**default :**

**printf("\t Enter Proper Choice \n");**

**break;**

**}**

**}while(ch!=4);**

**return 0;**

**}**

**OUTPUT:**

**![ss8.PNG](data:image/png;base64,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)**

**9. Write a program to implement Queue with all basic operations using linked list.**

**>>**

**#include<stdio.h>**

**#include<stdlib.h>**

**struct node{**

**int data;**

**struct node \*next;**

**}\*head=NULL;**

**int write()**

**{**

**int num;**

**FILE \*fptr;**

**fptr = fopen("e:\\linknum.txt","w");**

**if(fptr == NULL)**

**{**

**printf("Error!");**

**return;**

**}**

**struct node \*temp;**

**while(temp != NULL)**

**{**

**fprintf(fptr,"| %d | -> ",temp->data);**

**temp=temp->next;**

**}**

**printf(" |\n");**

**printf("\n");**

**fclose(fptr);**

**}**

**int read()**

**{**

**int num;**

**FILE \*fptr;**

**if ((fptr = fopen("e:\\linknum.txt","r")) == NULL){**

**printf("Error! opening file");**

**exit(1);**

**}**

**while(fscanf(fptr,"%d",&num) == 1)**

**insert(num);**

**fclose(fptr);**

**}**

**void insert(int item)**

**{**

**struct node \*newnode;**

**newnode=(struct node\*)malloc(sizeof(struct node));**

**newnode->data=item;**

**if(head == NULL)**

**{**

**head=newnode;**

**newnode->next=NULL;**

**}**

**else**

**{**

**newnode->next=head;**

**head=newnode;**

**}**

**}**

**void Delete()**

**{**

**struct node \*temp;**

**if(head == NULL)**

**{**

**printf("\tQueue is Empty \n");**

**}**

**temp=head;**

**while(temp->next->next != NULL)**

**{**

**temp=temp->next;**

**}**

**temp->next=NULL;**

**}**

**void display()**

**{**

**struct node \*temp;**

**temp=head;**

**if(head==NULL)**

**{**

**printf("\tQueue is Empty \n");**

**}**

**printf("\t");**

**while(temp != NULL)**

**{**

**printf("| %d | -> ",temp->data);**

**temp=temp->next;**

**}**

**printf(" |\n");**

**printf("\n");**

**}**

**void main()**

**{**

**read();**

**printf("\nData in file : \n");**

**display();**

**int ch;**

**int item;**

**struct node \*newnode;**

**newnode=(struct node\*)malloc(sizeof(struct node));**

**printf(“\n\t\*\*\*\*\*\*\*\*MENU\*\*\*\*\*\*\*\*”);**

**printf("\t1.INSERT\n");**

**printf("\t2.DELETE\n");**

**printf("\t3.DISPLAY\n");**

**printf("\t4.EXIT\n");**

**do{**

**printf("\n\tEnter Your Choice : ");**

**scanf("%d",&ch);**

**switch(ch)**

**{**

**case 1:**

**printf("\tEnter Data : ");**

**scanf("%d",&item);**

**insert(item);**

**write();**

**break;**

**case 2:**

**Delete();**

**write();**

**break;**

**case 3:**

**display();**

**break;**

**case 4:**

**break;**

**default:**

**printf("\tEnter proper choice :\n");**

**break;**

**}**

**}while(ch!=4);**

**}**

**OUTPUT:**

**![ss9.PNG](data:image/png;base64,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)**

**10. Write a program to implement stack with required operations using array.**

**>>**

**#include<stdio.h>**

**#include<stdlib.h>**

**#define SIZE 100**

**int stack[SIZE];**

**int top=-1;**

**void push(int);**

**int pop();**

**void display();**

**int write()**

**{**

**int num;**

**FILE \*fptr;**

**fptr = fopen("e:\\numbers.txt","w");**

**if(fptr == NULL)**

**{**

**printf("Error!");**

**exit(1);**

**}**

**int i;**

**for(i=top;i>=0;i--)**

**fprintf(fptr,"%d\t",stack[i]);**

**fclose(fptr);**

**}**

**int read()**

**{**

**int num;**

**FILE \*fptr;**

**if ((fptr = fopen("e:\\numbers.txt","r")) == NULL){**

**printf("Error! opening file");**

**exit(1);**

**}**

**while(fscanf(fptr,"%d",&num) == 1)**

**push(num);**

**fclose(fptr);**

**}**

**void main()**

**{**

**read();**

**printf("\nData in file : \n");**

**display();**

**int ch,data;**

**printf("\t\*\*\*\*MENU\*\*\*\*\n");**

**printf("\t 1. PUSH\n");**

**printf("\t 2. POP\n");**

**printf("\t 3. DISPLAY\n");**

**printf("\t 4. EXIT\n");**

**do{**

**printf("\t Enter Your Choice : ");**

**scanf("\t %d",&ch);**

**switch(ch)**

**{**

**case 1:**

**printf("\t Enter Data : ");**

**scanf("%d",&data);**

**push(data);**

**write();**

**break;**

**case 2:**

**pop();**

**write();**

**break;**

**case 3:**

**display();**

**break;**

**case 4:**

**break;**

**default :**

**printf("\t Enter Proper Choice \n");**

**break;**

**}**

**}while(ch!=4);**

**}**

**void push(int item)**

**{**

**if(top >= SIZE-1)**

**{**

**printf("\nStack Overflow.");**

**}**

**else**

**{**

**top = top+1;**

**stack[top] = item;**

**}**

**}**

**int pop()**

**{**

**int item;**

**if(top <0)**

**{**

**printf("stack under flow:");**

**}**

**else**

**{**

**item = stack[top];**

**printf("\t %d : DELETE\n",item);**

**top = top-1;**

**return(item);**

**}**

**}**

**void display()**

**{**

**if(top==-1)**

**{**

**printf("\tSTACK IS EMPTY\n");**

**}**

**int i;**

**for(i=top;i>=0;i--)**

**{**

**printf("\t| %d |\n",stack[i]);**

**}**

**}**

**OUTPUT:**
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**11. Write a program to implement Queue with required operations using array.**

**>>**

**#include<stdio.h>**

**#include<stdlib.h>**

**#define SIZE 100**

**int queue[SIZE];**

**int front=-1;**

**int rear=-1;**

**void insert(int);**

**int write()**

**{**

**int num;**

**FILE \*fptr;**

**fptr = fopen("e:\\numbers.txt","w");**

**if(fptr == NULL)**

**{**

**printf("Error!");**

**return;**

**}**

**int i;**

**for(i=front;i<=rear;i++)**

**fprintf(fptr,"| %d | ",queue[i]);**

**printf("\n");**

**fclose(fptr);**

**}**

**int read()**

**{**

**int num;**

**FILE \*fptr;**

**if ((fptr = fopen("e:\\numbers.txt","r")) == NULL){**

**printf("Error! opening file");**

**exit(1);**

**}**

**while(fscanf(fptr,"%d",&num) == 1)**

**insert(num);**

**fclose(fptr);**

**}**

**void insert(int data)**

**{**

**if(rear == -1)**

**front=0;**

**if(rear > SIZE)**

**printf("\tQueue is Overflow : \n");**

**else**

**{**

**rear++;**

**queue[rear]=data;**

**}**

**}**

**void Delete()**

**{**

**if(front > rear)**

**printf("\tQueue is Underflow : \n");**

**else**

**{**

**printf("\tDelete : %d\n",queue[front]);**

**front++;**

**}**

**}**

**void display()**

**{**

**int i;**

**if(rear == -1 || front > rear)**

**printf("\tQueue is Empty \n");**

**//printf("Rear : %d\n",rear);**

**//printf("Front : %d\n",front);**

**printf("\t");**

**for(i=front;i<=rear;i++)**

**printf("| %d | ",queue[i]);**

**printf("\n");**

**}**

**void main()**

**{**

**read();**

**printf("\nData in file : ");**

**display();**

**int ch;**

**int data;**

**printf("\t\*\*\*\*\*\*\*MENU\*\*\*\*\*\*\*\*\n");**

**printf("\t 1. INSERT\n");**

**printf("\t 2. DELETE\n");**

**printf("\t 3. DISPLAY\n");**

**printf("\t 4. EXIT\n");**

**do{**

**printf("\tEnter Your Choice : ");**

**scanf("%d",&ch);**

**switch(ch)**

**{**

**case 1:**

**printf("\t Enter Data : ");**

**scanf("%d",&data);**

**insert(data);**

**write();**

**break;**

**case 2:**

**Delete();**

**write();**

**break;**

**case 3:**

**display();**

**break;**

**case 4:**

**return;**

**default:**

**printf("\tEnter Proper Choice \n");**

**break;**

**}**

**}while(ch !=4);**

**}**

**OUTPUT:**
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**12. Write a program to check whether the string is palindrome or not. Use Stack Data Structure for the same.**

**>> /\* C Program to Identify whether the String is Palindrome or not using Stack \*/**

**#include <stdio.h>**

**#include <stdlib.h>**

**#include <string.h>**

**#define MAX 50**

**int top = -1, front = 0;**

**int stack[MAX];**

**void push(char);**

**void pop();**

**int write()**

**{**

**char c[25];**

**FILE \*fptr;**

**fptr = fopen("e:\\string.txt","w");**

**if(fptr == NULL)**

**{**

**printf("Error!");**

**exit(1);**

**}**

**int i;**

**while(stack[i] != '\0')**

**{**

**printf("%c",stack[i]);**

**i++;**

**}**

**fclose(fptr);**

**}**

**int read()**

**{**

**char c[25],b;**

**int i;**

**FILE \*fptr;**

**if ((fptr = fopen("e:\\string.txt","r")) == NULL){**

**printf("Error! opening file");**

**exit(1);**

**}**

**while(fscanf(fptr,"%c",&c) == 1)**

**push(c);**

**fclose(fptr);**

**}**

**void display()**

**{**

**int i=0;**

**char c[25];**

**while(stack[i] != '\0')**

**{**

**printf("%c",stack[i]);**

**i++;**

**}**

**}**

**void main()**

**{**

**read();**

**printf("\nString in file : ");**

**display();**

**int i, choice;**

**char s[MAX], b;**

**while (1)**

**{**

**printf("\n1-read string\n2-exit\n");**

**printf("enter your choice\n");**

**scanf("%d", &choice);**

**switch (choice)**

**{**

**case 1:**

**for (i = 0;s[i] != '\0';i++)**

**{**

**b = s[i];**

**push(b);**

**write();**

**}**

**for (i = 0;i < (strlen(s) / 2);i++)**

**{**

**if (stack[top] == stack[front])**

**{**

**pop();**

**front++;**

**write();**

**}**

**else**

**{**

**printf("%s is not a palindrome\n", s);**

**break;**

**}**

**}**

**if ((strlen(s) / 2) == front)**

**printf("%s is palindrome\n", s);**

**front = 0;**

**top = -1;**

**break;**

**case 2:**

**exit(0);**

**default:**

**printf("enter correct choice\n");**

**}**

**}**

**}**

**void push(char a)**

**{**

**top++;**

**stack[top] = a;**

**}**

**void pop()**

**{**

**top--;**

**}**

**OUTPUT:**

**![SS12.PNG](data:image/png;base64,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)**

**13. Write a program to implement Doubly Linked List.**

**>> /\* C Program to Implement a Doubly Linked List & provide Insertion, Deletion & Display Operations \*/**

**#include <stdio.h>**

**#include <stdlib.h>**

**struct node**

**{**

**struct node \*prev;**

**int n;**

**struct node \*next;**

**}\*h,\*temp,\*temp1,\*temp2;**

**int write()**

**{**

**int num;**

**FILE \*fptr;**

**fptr = fopen("e:\\linknum.txt","w");**

**if(fptr == NULL)**

**{**

**printf("Error!");**

**return;**

**}**

**//printf("\n Linked list elements from begining : ");**

**temp=h;**

**while (temp != NULL)**

**{**

**fprintf(fptr," %d ", temp->n);**

**temp= temp->next;**

**}**

**// printf(" %d ", temp2->n);**

**fclose(fptr);**

**}**

**int read()**

**{**

**int num;**

**FILE \*fptr;**

**if ((fptr = fopen("e:\\linknum.txt","r")) == NULL){**

**printf("Error! opening file");**

**exit(1);**

**}**

**while(fscanf(fptr,"%d",&num) == 1)**

**{**

**insert1(num);**

**}**

**fclose(fptr);**

**}**

**void insert1(int);**

**void insert2(int);**

**void insert3(int);**

**void delete();**

**void display();**

**int count = 0;**

**void main()**

**{**

**//read();**

**//printf("\nData in file : \n");**

**//display();**

**int ch,n;**

**h = NULL;**

**temp = temp1 = NULL;**

**printf("\n\*\*\*\*\*\*MENU\*\*\*\*\*\*\n");**

**printf("\n 1 - Insert at beginning");**

**printf("\n 2 - Insert at end");**

**printf("\n 3 - Insert at position i");**

**printf("\n 4 - Delete at i");**

**printf("\n 5 - Display");**

**printf("\n 6 - Exit");**

**do**

**{**

**printf("\n Enter choice : ");**

**scanf("%d", &ch);**

**switch (ch)**

**{**

**case 1:**

**printf("\n Enter value to node : ");**

**scanf("%d", &n);**

**insert1(n);**

**write();**

**break;**

**case 2:**

**printf("\n Enter value to node : ");**

**scanf("%d", &n);**

**insert2(n);**

**write();**

**break;**

**case 3:**

**printf("\n Enter value to node : ");**

**scanf("%d", &n);**

**insert3(n);**

**write();**

**break;**

**case 4:**

**delete();**

**write();**

**break;**

**case 5:**

**display();**

**write();**

**break;**

**case 6:**

**exit(0);**

**default:**

**printf("\n Wrong choice menu");**

**}**

**}while(ch!=6);**

**}**

**/\* TO create an empty node \*/**

**void create(int data)**

**{**

**temp =(struct node \*)malloc(1\*sizeof(struct node));**

**temp->prev = NULL;**

**temp->next = NULL;**

**temp->n = data;**

**count++;**

**}**

**/\* TO insert at beginning \*/**

**void insert1(int x)**

**{**

**if (h == NULL)**

**{**

**create(x);**

**h = temp;**

**temp1 = h;**

**}**

**else**

**{**

**create(x);**

**temp->next = h;**

**h->prev = temp;**

**h = temp;**

**}**

**}**

**/\* To insert at end \*/**

**void insert2(int x)**

**{**

**if (h == NULL)**

**{**

**create(x);**

**h = temp;**

**temp1 = h;**

**}**

**else**

**{**

**create(x);**

**temp1->next = temp;**

**temp->prev = temp1;**

**temp1 = temp;**

**}**

**}**

**/\* To insert at any position \*/**

**void insert3(int x)**

**{**

**int pos, i = 2;**

**printf("\n Enter position to be inserted : ");**

**scanf("%d", &pos);**

**temp2 = h;**

**if ((pos < 1) || (pos >= count + 1))**

**{**

**printf("\n Position out of range to insert");**

**return;**

**}**

**if ((h == NULL) && (pos != 1))**

**{**

**printf("\n Empty list cannot insert other than 1st position");**

**return;**

**}**

**if ((h == NULL) && (pos == 1))**

**{**

**create(x);**

**h = temp;**

**temp1 = h;**

**return;**

**}**

**else**

**{**

**while (i < pos)**

**{**

**temp2 = temp2->next;**

**i++;**

**}**

**create(x);**

**temp->prev = temp2;**

**temp->next = temp2->next;**

**temp2->next->prev = temp;**

**temp2->next = temp;**

**}**

**}**

**/\* To delete an element \*/**

**void delete()**

**{**

**int i = 1, pos;**

**printf("\n Enter position to be deleted : ");**

**scanf("%d", &pos);**

**temp2 = h;**

**if ((pos < 1) || (pos >= count + 1))**

**{**

**printf("\n Error : Position out of range to delete");**

**return;**

**}**

**if (h == NULL)**

**{**

**printf("\n Error : Empty list no elements to delete");**

**return;**

**}**

**else**

**{**

**while (i < pos)**

**{**

**temp2 = temp2->next;**

**i++;**

**}**

**if (i == 1)**

**{**

**if (temp2->next == NULL)**

**{**

**printf("Node deleted from list");**

**free(temp2);**

**temp2 = h = NULL;**

**return;**

**}**

**}**

**if (temp2->next == NULL)**

**{**

**temp2->prev->next = NULL;**

**free(temp2);**

**printf("Node deleted from list");**

**return;**

**}**

**temp2->next->prev = temp2->prev;**

**if (i != 1)**

**temp2->prev->next = temp2->next; /\* Might not need this statement if i == 1 check \*/**

**if (i == 1)**

**h = temp2->next;**

**printf("\n Node deleted");**

**free(temp2);**

**}**

**count--;**

**}**

**void display()**

**{**

**temp2 = h;**

**if (temp2 == NULL)**

**{**

**printf("List empty to display \n");**

**return;**

**}**

**printf("\n Linked list elements from begining : ");**

**while (temp2->next != NULL)**

**{**

**printf(" %d ", temp2->n);**

**temp2 = temp2->next;**

**}**

**printf(" %d ", temp2->n);**

**}**

**OUTPUT :**
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