**EXPERIMENT NO 1**

**NAME: KARTIK RATHOD**

**COMPS C-16**

**To implement stack ADT using arrays**

**AIM:** To implement stack ADT using arrays.

**Objective:**

1. Understand the stack Data structure and its basic operations.

2. Understand the method of deficiency stack ADT & implement the basic operation.

3.Learn how to create object theory from an ADT & invoke member function

**Theory:**

A stock is a list in which all insertions and deletions are made at one end, called the top. It is a collection of contiguous cells, stacked on top of each other. The last element to be inserted into the stack will be the first to be removed. Thus stacks are sometimes referred to as Last in First Out (LIFO) lists.

The operations that can be performed on a stack are push, pop which are main operations while auxiliary operations are peek, isEmpty and isFull. Push is to insert an element at the top of the stack. Pop is deleting an element that is at the top most position in the stack. Peek simply examines and returns the top most value in the stack without deleting it.

Push on an already filled stack and pop on an empty stack results in serious errors so is Empty and is Full function checks for stack empty and stack full respectively. Before any insertion, the value of the variable top is initialized to -1.

**Algorithm:**

PUSH(item)

1. If (stack is full)

Print "overflow"

2. top = top + 1

3. stack[top] = item

Return

POP()

1. If (stack is empty)

Print "underflow"

2. Item = stack[top]

3. top = top-1

4. Return item

PEEK()

1. If (stack is empty)

Print "underflow"

2. item=stack[top]

3. top-1

4. Return item

**Code:**

#include<stdio.h>

int stack[100],choice,n,top,x,i;

void push(void);

void pop(void);

void display(void);

int main()

{

top=-1;

printf("\n enter the size of stack[max=100]:");

scanf("%d",&n);

printf("\n\t STACK OPPERATION USING ARRAY");

printf("\n\t----------------------------------");

printf("\n\t 1.PUSH\n\t 2.POP\n\t 3.DISPLAY\n\t 4.EXIT");

do

{

printf("\n Enter the choice");

scanf("%d",&choice);

switch(choice)

{

case 1:

{

push();

break;

}

case 2:

{

pop();

break;

}

case 3:

{

display();

break;

}

case 4:

{

printf("\n EXIT POINT");

break;

}

Default:

{

printf("\n\t Please Enter a valid choice(1/2/3/4)");

}

}

}

while (choice!=4);

return 0;

}

void push()

{

if (top>=n-1)

{

printf("\n\t stack is over flow");

}

else

{

printf("enter a value to be pushed:");

scanf("%d",&x);

top++;

stack[top]=x;

}

}

void pop()

{

if(top<=-1)

{

printf("\n\t Stack is under flow");

}

else

{

printf("\n\t the popped elements is %d",stack[top]);

top--;

}

}

void display()

{

if (top>=0)

{

printf("\n The Elements in stack |n");

for(i=top;i>=0;i--)

printf("\n%d",stack[i]);

printf("\n press next choice");

}

else

{

printf("\n The STACK is empty");

}

}

**Output:**

![](data:image/png;base64,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)

**Conclusion:**

Hence we've successfully run the stack ADT using array program.