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This document have been created to include all relevant parts in the analysis of our animal diversity project.

##Data preparation and data observation

The first code’s chunk will be used to load all libraries needed to proceed.

library(tidyverse)

## Warning: package 'tidyverse' was built under R version 4.0.5

## -- Attaching packages --------------------------------------- tidyverse 1.3.1 --

## v ggplot2 3.3.5 v purrr 0.3.4  
## v tibble 3.1.2 v dplyr 1.0.7  
## v tidyr 1.1.3 v stringr 1.4.0  
## v readr 2.0.1 v forcats 0.5.1

## Warning: package 'ggplot2' was built under R version 4.0.5

## Warning: package 'tibble' was built under R version 4.0.5

## Warning: package 'tidyr' was built under R version 4.0.5

## Warning: package 'readr' was built under R version 4.0.5

## Warning: package 'forcats' was built under R version 4.0.5

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

library(vegan)

## Warning: package 'vegan' was built under R version 4.0.4

## Loading required package: permute

## Loading required package: lattice

## This is vegan 2.5-7

library(nlme)

## Warning: package 'nlme' was built under R version 4.0.5

##   
## Attaching package: 'nlme'

## The following object is masked from 'package:dplyr':  
##   
## collapse

library(MASS)

## Warning: package 'MASS' was built under R version 4.0.5

##   
## Attaching package: 'MASS'

## The following object is masked from 'package:dplyr':  
##   
## select

library(MuMIn)

## Warning: package 'MuMIn' was built under R version 4.0.5

In this second chunk, the data to be used will be loaded into a data frame and transferred into adequate data types.

dat <- read.csv("data/birds\_dataset.csv", sep=";")  
parks <- read.csv("data/parks.csv", sep=";")  
forest <- read.csv("data/forest.csv", sep=";")  
dat$category <- as.factor(dat$category)  
dat$site <- as.factor(dat$site)

Following, species richness, species abundance and rarefied richness of species will be calculated.

dat$species\_richness <- specnumber(dat[,4:31]) #species richness  
dat$species\_abund <- rowSums(dat[,4:31]) #abundances  
dat$rarefied\_richness <- rarefy(dat[,4:31],min(dat$species\_abund)) #rarefied richness based on the subsample with the lowest number of individuals  
  
dat$species\_richnessparks <- specnumber(parks[,4:31]) #species richness  
dat$species\_richnessforest <- specnumber(forest[,4:31]) #species richness

subsets for forest and park + median, mean, min max…

forest <- subset(dat, category=="forest")  
park <- subset(dat, category=="park")  
median(forest$species\_abund)

## [1] 16

median(park$species\_abund)

## [1] 24

After, data is observed comparing the plots from parks and forests.

hist(dat$species\_richness) # not normally distributed
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kruskal.test(dat$species\_richness, dat$category) #p-value = 0.01533

##   
## Kruskal-Wallis rank sum test  
##   
## data: dat$species\_richness and dat$category  
## Kruskal-Wallis chi-squared = 5.8783, df = 1, p-value = 0.01533

boxplot(species\_richness~category, data=dat, xlab= "Category", ylab= "Observed species richness")  
text(1,13.6,labels = "p-value: 0.015", cex = 0.8)
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hist(dat$species\_abund) # not normally distributed
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kruskal.test(dat$species\_abund, dat$category) #p-value = 0.0046

##   
## Kruskal-Wallis rank sum test  
##   
## data: dat$species\_abund and dat$category  
## Kruskal-Wallis chi-squared = 8.0175, df = 1, p-value = 0.004633

boxplot(log(species\_abund)~category, data=dat, xlab= "Category", ylab= "Species abundance")  
text(1,3.53,labels = "p-value: 0.005", cex = 0.8)
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hist(dat$rarefied\_richness) # normally distributed
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mod<-aov(dat$rarefied\_richness ~ dat$category)  
summary(mod) #p-value: 0.291

## Df Sum Sq Mean Sq F value Pr(>F)  
## dat$category 1 0.941 0.9405 1.194 0.291  
## Residuals 16 12.605 0.7878

boxplot(rarefied\_richness~category, data=dat, xlab= "Category", ylab= "Rarefied richness")  
text(1,5.5,labels = "p-value: 0.291", cex = 0.8)
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hist(dat$species\_richnessparks)
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hist(dat$species\_richnessforest)
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layout(matrix(c(1:4), nrow=2, byrow=FALSE))  
boxplot(species\_richness~category, data=dat, xlab= "Category", ylab= "Species richness")  
boxplot(log(species\_abund+1)~category, data=dat, xlab= "Category", ylab= "Species abundance")  
?boxplot

## starting httpd help server ... done

boxplot(rarefied\_richness~category, data=dat, xlab= "Category", ylab= "Rarefied richness")  
layout(matrix(c(1:4), nrow=2, byrow=FALSE))
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boxplot(species\_richness~category, data=dat, xlab= "Category", ylab= "Species richness", col= c("lightgreen", "lightblue"))  
boxplot(log(species\_abund+1)~category, data=dat, xlab= "Category", ylab= "Species abundance", col= c("lightgreen", "lightblue"))  
?boxplot  
boxplot(rarefied\_richness~category, data=dat, xlab= "Category", ylab= "Rarefied richness", col= c("lightgreen", "lightblue"))
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boxplot(species\_richness~category, data=dat, xlab= "Category", ylab= "Species richness")
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boxplot(log(species\_abund+1)~category, data=dat, xlab= "Category", ylab= "Species abundance")
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?boxplot  
boxplot(rarefied\_richness~category, data=dat, xlab= "Category", ylab= "Rarefied richness")
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boxplot(species\_richness~category, data=dat, xlab= "Category", ylab= "Species richness", col= c("lightgreen", "lightblue"))
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boxplot(log(species\_abund+1)~category, data=dat, xlab= "Category", ylab= "Species abundance", col= c("lightgreen", "lightblue"))
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?boxplot  
boxplot(rarefied\_richness~category, data=dat, xlab= "Category", ylab= "Rarefied richness", col= c("lightgreen", "lightblue"))
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##Now let’s begin with the data analysis

#2a linear models: to check for difference between habitat types with the implementation of mixed effect models.

mod1 <- lme(species\_richness~category, random = (~1|site), data=dat) #model structure, random=... specifies how the data are structured (subsamples nested in study site)  
summary(mod1) #model output - important is the "fixed effects" part. Here "forest" is hiding in the "Intercept" and the categorypark-row is showing the difference between park and forest

## Linear mixed-effects model fit by REML  
## Data: dat   
## AIC BIC logLik  
## 78.65584 81.7462 -35.32792  
##   
## Random effects:  
## Formula: ~1 | site  
## (Intercept) Residual  
## StdDev: 1.459325 1.649916  
##   
## Fixed effects: species\_richness ~ category   
## Value Std.Error DF t-value p-value  
## (Intercept) 7.777778 1.006154 12 7.730207 0.0000  
## categorypark 3.000000 1.422916 4 2.108346 0.1027  
## Correlation:   
## (Intr)  
## categorypark -0.707  
##   
## Standardized Within-Group Residuals:  
## Min Q1 Med Q3 Max   
## -1.5969444 -0.5205776 -0.1919700 0.8175666 1.4335132   
##   
## Number of Observations: 18  
## Number of Groups: 6

plot(mod1) #check for homogeneity of variances (data points should have similar vertical spread along the x-axis)
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qqnorm(mod1, ~resid(.,type="p"), abline = c(0,1)) #check for normality of residuals (should not be completely off the line)

![](data:image/png;base64,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)

#2b linear models to include environmental variables and see the variation of the data with each of them.

### MIXED EFFECTS MODEL WITH SPECIES RICHNESS  
  
round(cor(dat[,32:45]),2) #check which predictor variables are strongly correlated (below -0.7 or above 0.7) - highly correlated variables should not be included together in the same model (select only one of them, e.g. the one more strongly related to the response variable)

## canopy\_cover n\_tree\_spec n\_tree\_ind dbh\_min dbh\_min5 dbh\_mean  
## canopy\_cover 1.00 -0.68 0.22 -0.43 -0.38 -0.42  
## n\_tree\_spec -0.68 1.00 -0.42 0.30 0.18 0.31  
## n\_tree\_ind 0.22 -0.42 1.00 -0.12 -0.51 -0.49  
## dbh\_min -0.43 0.30 -0.12 1.00 0.37 0.68  
## dbh\_min5 -0.38 0.18 -0.51 0.37 1.00 0.71  
## dbh\_mean -0.42 0.31 -0.49 0.68 0.71 1.00  
## dbh\_max -0.33 0.23 -0.52 0.26 0.57 0.83  
## dbh\_median -0.29 0.29 -0.56 0.30 0.89 0.74  
## dbh\_sd -0.69 0.78 -0.63 0.09 0.39 0.36  
## n\_microhabitats 0.30 -0.42 -0.12 -0.06 0.44 0.27  
## latitude 0.30 -0.60 0.22 -0.23 0.04 -0.08  
## longitude 0.71 -0.64 0.32 -0.57 -0.50 -0.42  
## size 0.64 -0.52 0.35 -0.33 -0.55 -0.52  
## temperature -0.02 0.03 0.44 -0.29 -0.49 -0.26  
## dbh\_max dbh\_median dbh\_sd n\_microhabitats latitude longitude  
## canopy\_cover -0.33 -0.29 -0.69 0.30 0.30 0.71  
## n\_tree\_spec 0.23 0.29 0.78 -0.42 -0.60 -0.64  
## n\_tree\_ind -0.52 -0.56 -0.63 -0.12 0.22 0.32  
## dbh\_min 0.26 0.30 0.09 -0.06 -0.23 -0.57  
## dbh\_min5 0.57 0.89 0.39 0.44 0.04 -0.50  
## dbh\_mean 0.83 0.74 0.36 0.27 -0.08 -0.42  
## dbh\_max 1.00 0.57 0.47 0.14 0.03 -0.19  
## dbh\_median 0.57 1.00 0.44 0.49 -0.06 -0.39  
## dbh\_sd 0.47 0.44 1.00 -0.32 -0.40 -0.58  
## n\_microhabitats 0.14 0.49 -0.32 1.00 0.30 0.21  
## latitude 0.03 -0.06 -0.40 0.30 1.00 0.14  
## longitude -0.19 -0.39 -0.58 0.21 0.14 1.00  
## size -0.52 -0.48 -0.61 0.22 -0.09 0.80  
## temperature -0.06 -0.38 -0.02 -0.45 0.05 0.23  
## size temperature  
## canopy\_cover 0.64 -0.02  
## n\_tree\_spec -0.52 0.03  
## n\_tree\_ind 0.35 0.44  
## dbh\_min -0.33 -0.29  
## dbh\_min5 -0.55 -0.49  
## dbh\_mean -0.52 -0.26  
## dbh\_max -0.52 -0.06  
## dbh\_median -0.48 -0.38  
## dbh\_sd -0.61 -0.02  
## n\_microhabitats 0.22 -0.45  
## latitude -0.09 0.05  
## longitude 0.80 0.23  
## size 1.00 -0.07  
## temperature -0.07 1.00

mod1 <- lme(species\_richness ~ category\*size + canopy\_cover + n\_tree\_spec + n\_tree\_ind + log(dbh\_min) + dbh\_min5 + n\_microhabitats + temperature, random = (~1|site), data=dat, method="ML") #initial, full model with all potential predictor variables  
summary(mod1)

## Linear mixed-effects model fit by maximum likelihood  
## Data: dat   
## AIC BIC logLik  
## 79.34161 90.91644 -26.6708  
##   
## Random effects:  
## Formula: ~1 | site  
## (Intercept) Residual  
## StdDev: 4.101158e-05 1.064785  
##   
## Fixed effects: species\_richness ~ category \* size + canopy\_cover + n\_tree\_spec + n\_tree\_ind + log(dbh\_min) + dbh\_min5 + n\_microhabitats + temperature   
## Value Std.Error DF t-value p-value  
## (Intercept) 13.449991 5.833096 6 2.3058067 0.0606  
## categorypark 0.925977 3.442663 1 0.2689712 0.8327  
## size -0.004229 0.011728 1 -0.3606218 0.7797  
## canopy\_cover -0.042049 0.027271 6 -1.5418946 0.1740  
## n\_tree\_spec -0.372451 0.390288 6 -0.9542969 0.3768  
## n\_tree\_ind -0.015531 0.161447 6 -0.0961977 0.9265  
## log(dbh\_min) 1.622178 0.851637 6 1.9047752 0.1055  
## dbh\_min5 -0.051502 0.070771 6 -0.7277286 0.4942  
## n\_microhabitats 0.029756 0.114604 6 0.2596375 0.8038  
## temperature -0.201717 0.171316 1 -1.1774589 0.4482  
## categorypark:size 0.004324 0.062229 1 0.0694820 0.9558  
## Correlation:   
## (Intr) ctgryp size cnpy\_c n\_tr\_s n\_tr\_n lg(d\_) dbh\_m5  
## categorypark -0.139   
## size -0.306 0.593   
## canopy\_cover -0.552 0.312 0.025   
## n\_tree\_spec -0.447 -0.589 -0.291 0.096   
## n\_tree\_ind -0.481 0.067 -0.027 0.134 0.430   
## log(dbh\_min) -0.401 -0.217 -0.125 0.033 0.261 0.049   
## dbh\_min5 -0.169 -0.578 0.013 -0.050 0.412 0.135 -0.207   
## n\_microhabitats -0.099 0.425 0.029 0.093 -0.257 -0.176 0.020 -0.663  
## temperature -0.335 0.142 0.333 0.151 -0.282 -0.499 0.074 0.045  
## categorypark:size 0.200 0.045 0.019 0.163 -0.424 -0.503 -0.438 0.032  
## n\_mcrh tmprtr  
## categorypark   
## size   
## canopy\_cover   
## n\_tree\_spec   
## n\_tree\_ind   
## log(dbh\_min)   
## dbh\_min5   
## n\_microhabitats   
## temperature 0.328   
## categorypark:size 0.299 0.468  
##   
## Standardized Within-Group Residuals:  
## Min Q1 Med Q3 Max   
## -1.4774299 -0.8641612 -0.1156606 0.4119055 2.3217607   
##   
## Number of Observations: 18  
## Number of Groups: 6

mod1.1 <- stepAIC(mod1) #model simplification based on AIC-value of the model

## Start: AIC=79.34  
## species\_richness ~ category \* size + canopy\_cover + n\_tree\_spec +   
## n\_tree\_ind + log(dbh\_min) + dbh\_min5 + n\_microhabitats +   
## temperature  
##   
## Df AIC  
## - category:size 1 77.354  
## - n\_tree\_ind 1 77.365  
## - n\_microhabitats 1 77.514  
## - dbh\_min5 1 78.654  
## <none> 79.342  
## - n\_tree\_spec 1 79.543  
## - temperature 1 80.594  
## - canopy\_cover 1 82.605  
## - log(dbh\_min) 1 84.858  
##   
## Step: AIC=77.35  
## species\_richness ~ category + size + canopy\_cover + n\_tree\_spec +   
## n\_tree\_ind + log(dbh\_min) + dbh\_min5 + n\_microhabitats +   
## temperature  
##   
## Df AIC  
## - n\_tree\_ind 1 75.367  
## - n\_microhabitats 1 75.514  
## - category 1 75.535  
## - size 1 75.688  
## - dbh\_min5 1 76.675  
## <none> 77.354  
## - n\_tree\_spec 1 77.852  
## - temperature 1 79.622  
## - canopy\_cover 1 80.806  
## - log(dbh\_min) 1 84.496  
##   
## Step: AIC=75.37  
## species\_richness ~ category + size + canopy\_cover + n\_tree\_spec +   
## log(dbh\_min) + dbh\_min5 + n\_microhabitats + temperature  
##   
## Df AIC  
## - n\_microhabitats 1 73.524  
## - category 1 73.560  
## - size 1 73.703  
## - dbh\_min5 1 74.683  
## <none> 75.367  
## - n\_tree\_spec 1 75.961  
## - temperature 1 78.287  
## - canopy\_cover 1 79.003  
## - log(dbh\_min) 1 82.760  
##   
## Step: AIC=73.52  
## species\_richness ~ category + size + canopy\_cover + n\_tree\_spec +   
## log(dbh\_min) + dbh\_min5 + temperature  
##   
## Df AIC  
## - category 1 71.611  
## - size 1 71.869  
## - dbh\_min5 1 73.033  
## <none> 73.524  
## - n\_tree\_spec 1 73.980  
## - temperature 1 76.975  
## - canopy\_cover 1 77.237  
## - log(dbh\_min) 1 80.787  
##   
## Step: AIC=71.61  
## species\_richness ~ size + canopy\_cover + n\_tree\_spec + log(dbh\_min) +   
## dbh\_min5 + temperature  
##   
## Df AIC  
## - size 1 70.645  
## - dbh\_min5 1 71.139  
## <none> 71.611  
## - n\_tree\_spec 1 72.982  
## - temperature 1 75.195  
## - canopy\_cover 1 76.107  
## - log(dbh\_min) 1 80.025  
##   
## Step: AIC=70.65  
## species\_richness ~ canopy\_cover + n\_tree\_spec + log(dbh\_min) +   
## dbh\_min5 + temperature  
##   
## Df AIC  
## - dbh\_min5 1 69.299  
## <none> 70.645  
## - n\_tree\_spec 1 71.260  
## - temperature 1 73.198  
## - canopy\_cover 1 76.119  
## - log(dbh\_min) 1 79.032  
##   
## Step: AIC=69.3  
## species\_richness ~ canopy\_cover + n\_tree\_spec + log(dbh\_min) +   
## temperature  
##   
## Df AIC  
## <none> 69.299  
## - n\_tree\_spec 1 69.688  
## - temperature 1 71.200  
## - canopy\_cover 1 74.131  
## - log(dbh\_min) 1 77.308

summary(mod1.1) #final model which includes only the most important predictors

## Linear mixed-effects model fit by maximum likelihood  
## Data: dat   
## AIC BIC logLik  
## 69.29947 75.53207 -27.64974  
##   
## Random effects:  
## Formula: ~1 | site  
## (Intercept) Residual  
## StdDev: 2.762129e-05 1.124297  
##   
## Fixed effects: species\_richness ~ canopy\_cover + n\_tree\_spec + log(dbh\_min) + temperature   
## Value Std.Error DF t-value p-value  
## (Intercept) 11.366118 3.314519 9 3.429190 0.0075  
## canopy\_cover -0.044574 0.018196 9 -2.449668 0.0368  
## n\_tree\_spec -0.241219 0.177235 9 -1.361014 0.2066  
## log(dbh\_min) 1.542315 0.496008 9 3.109455 0.0125  
## temperature -0.160682 0.090601 4 -1.773506 0.1508  
## Correlation:   
## (Intr) cnpy\_c n\_tr\_s lg(d\_)  
## canopy\_cover -0.791   
## n\_tree\_spec -0.495 0.595   
## log(dbh\_min) -0.759 0.467 -0.013   
## temperature -0.681 0.241 -0.024 0.519  
##   
## Standardized Within-Group Residuals:  
## Min Q1 Med Q3 Max   
## -1.67276372 -0.80102592 -0.08660587 0.68432847 2.15093491   
##   
## Number of Observations: 18  
## Number of Groups: 6

mod1.2 <- update(mod1.1, ~.-n\_tree\_spec)  
summary(mod1.2)

## Linear mixed-effects model fit by maximum likelihood  
## Data: dat   
## AIC BIC logLik  
## 69.68834 75.03057 -28.84417  
##   
## Random effects:  
## Formula: ~1 | site  
## (Intercept) Residual  
## StdDev: 0.1799486 1.188182  
##   
## Fixed effects: species\_richness ~ canopy\_cover + log(dbh\_min) + temperature   
## Value Std.Error DF t-value p-value  
## (Intercept) 9.140053 2.9508347 10 3.097447 0.0113  
## canopy\_cover -0.029890 0.0150141 10 -1.990770 0.0745  
## log(dbh\_min) 1.532576 0.5067240 10 3.024479 0.0128  
## temperature -0.163764 0.0945977 4 -1.731167 0.1585  
## Correlation:   
## (Intr) cnpy\_c lg(d\_)  
## canopy\_cover -0.700   
## log(dbh\_min) -0.875 0.574   
## temperature -0.797 0.303 0.507  
##   
## Standardized Within-Group Residuals:  
## Min Q1 Med Q3 Max   
## -1.47877950 -0.81708368 0.01400286 0.42067808 2.51962252   
##   
## Number of Observations: 18  
## Number of Groups: 6

anova(mod1.1, mod1.2)

## Model df AIC BIC logLik Test L.Ratio p-value  
## mod1.1 1 7 69.29947 75.53207 -27.64973   
## mod1.2 2 6 69.68834 75.03057 -28.84417 1 vs 2 2.38887 0.1222

mod1.3 <- update(mod1.2, ~.-temperature)  
summary(mod1.3)

## Linear mixed-effects model fit by maximum likelihood  
## Data: dat   
## AIC BIC logLik  
## 70.90548 75.35733 -30.45274  
##   
## Random effects:  
## Formula: ~1 | site  
## (Intercept) Residual  
## StdDev: 0.550221 1.212528  
##   
## Fixed effects: species\_richness ~ canopy\_cover + log(dbh\_min)   
## Value Std.Error DF t-value p-value  
## (Intercept) 5.562682 1.8467347 10 3.012172 0.0131  
## canopy\_cover -0.025139 0.0152642 10 -1.646896 0.1306  
## log(dbh\_min) 1.862918 0.4588731 10 4.059768 0.0023  
## Correlation:   
## (Intr) cnpy\_c  
## canopy\_cover -0.756   
## log(dbh\_min) -0.882 0.427  
##   
## Standardized Within-Group Residuals:  
## Min Q1 Med Q3 Max   
## -1.6480211 -0.6031499 -0.2136438 0.7787394 1.8252090   
##   
## Number of Observations: 18  
## Number of Groups: 6

anova(mod1.2, mod1.3) #close to significcance effect with these variables (species increasing with increasing dbh min.)

## Model df AIC BIC logLik Test L.Ratio p-value  
## mod1.2 1 6 69.68834 75.03057 -28.84417   
## mod1.3 2 5 70.90548 75.35733 -30.45274 1 vs 2 3.217136 0.0729

mod1.4 <- update(mod1.3, ~.-canopy\_cover)  
summary(mod1.4)

## Linear mixed-effects model fit by maximum likelihood  
## Data: dat   
## AIC BIC logLik  
## 71.50383 75.06532 -31.75191  
##   
## Random effects:  
## Formula: ~1 | site  
## (Intercept) Residual  
## StdDev: 0.0001335345 1.41207  
##   
## Fixed effects: species\_richness ~ log(dbh\_min)   
## Value Std.Error DF t-value p-value  
## (Intercept) 2.833014 1.1783306 11 2.404261 0.0350  
## log(dbh\_min) 2.342352 0.4085936 11 5.732719 0.0001  
## Correlation:   
## (Intr)  
## log(dbh\_min) -0.954  
##   
## Standardized Within-Group Residuals:  
## Min Q1 Med Q3 Max   
## -2.06423425 -0.69965226 0.06165372 0.63232038 1.83834164   
##   
## Number of Observations: 18  
## Number of Groups: 6

anova(mod1.3,mod1.4)

## Model df AIC BIC logLik Test L.Ratio p-value  
## mod1.3 1 5 70.90548 75.35733 -30.45274   
## mod1.4 2 4 71.50383 75.06532 -31.75191 1 vs 2 2.598353 0.107

#final model:  
#lme(species\_richness ~ log(dbh\_min), random = (~1|site), data=dat, method="ML")  
#https://jonlefcheck.net/2013/03/13/r2-for-linear-mixed-effects-models/  
r.squaredGLMM(mod1.4)

## Warning: 'r.squaredGLMM' now calculates a revised statistic. See the help page.

## R2m R2c  
## [1,] 0.6850223 0.6850223

plot(mod1.4) #check for homogeneity of variances (data points should have similar vertical spread along the x-axis)

![](data:image/png;base64,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)

qqnorm(mod1.4, ~resid(.,type="p"), abline=c(0,1)) #check for normality of residuals (should not be completely off the line)
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#standard deviation, coefficient of variation (sd/mean) to make variation independent from out mean value of dbh\_mean in this case, and check whether is correlated with the other variables and if this is the case we would need to include it in mod2 and check correlation with (vif for the model) and cor for correlation  
  
#dat$sddbh\_mean <- sd() we can try as alternative  
library(car)

## Warning: package 'car' was built under R version 4.0.5

## Loading required package: carData

##   
## Attaching package: 'car'

## The following object is masked from 'package:dplyr':  
##   
## recode

## The following object is masked from 'package:purrr':  
##   
## some

vif(mod1.2)

## canopy\_cover log(dbh\_min) temperature   
## 1.492654 1.824734 1.346892

ggplot(dat, aes(x = log(dbh\_min), y = species\_richness))+  
 geom\_point() +  
 geom\_smooth(method = lm,se = TRUE, colour = 'green', size = 1.5) +  
 geom\_text(x=2.6, y=16, label="p-value: 0.0001", size=3.5) +  
 geom\_text(x=2.51,y=15.3,label=expression(paste("R"^2,"c: 0.6851")), size=3.5) +  
 labs(x="log(mininmal dbh [cm])", y="observed species richness")

## `geom\_smooth()` using formula 'y ~ x'

## Warning in is.na(x): is.na() aplicado a un objeto que no es (lista o vector) de  
## tipo 'expression
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#2c Linear Mixed Effect models

### MIXED EFFECTS MODEL WITH BIRD ABUNDANCE  
mod2.1 <- lme(species\_abund ~ category\*size + canopy\_cover + n\_tree\_spec + n\_tree\_ind + log(dbh\_min) + dbh\_min5 + log(n\_microhabitats) + temperature, random = (~1|site), data=dat, method="ML") #initial, full model with all potential predictor variables  
summary(mod2.1)

## Linear mixed-effects model fit by maximum likelihood  
## Data: dat   
## AIC BIC logLik  
## 110.9826 122.5575 -42.49131  
##   
## Random effects:  
## Formula: ~1 | site  
## (Intercept) Residual  
## StdDev: 5.575945e-05 2.564311  
##   
## Fixed effects: species\_abund ~ category \* size + canopy\_cover + n\_tree\_spec + n\_tree\_ind + log(dbh\_min) + dbh\_min5 + log(n\_microhabitats) + temperature   
## Value Std.Error DF t-value p-value  
## (Intercept) 18.087181 17.052295 6 1.0606890 0.3296  
## categorypark 1.639039 8.730317 1 0.1877410 0.8819  
## size -0.018921 0.028943 1 -0.6537125 0.6314  
## canopy\_cover -0.092920 0.069269 6 -1.3414462 0.2283  
## n\_tree\_spec -0.246951 0.918143 6 -0.2689682 0.7970  
## n\_tree\_ind 0.022661 0.386631 6 0.0586127 0.9552  
## log(dbh\_min) 2.407254 2.053033 6 1.1725356 0.2854  
## dbh\_min5 0.047614 0.138542 6 0.3436810 0.7428  
## log(n\_microhabitats) 2.742905 2.485440 6 1.1035893 0.3121  
## temperature -0.208719 0.485090 1 -0.4302687 0.7413  
## categorypark:size -0.005155 0.182488 1 -0.0282467 0.9820  
## Correlation:   
## (Intr) ctgryp size cnpy\_c n\_tr\_s n\_tr\_n lg(d\_) dbh\_m5  
## categorypark -0.369   
## size -0.369 0.650   
## canopy\_cover -0.613 0.414 0.094   
## n\_tree\_spec -0.314 -0.541 -0.315 0.068   
## n\_tree\_ind -0.332 0.063 -0.053 0.097 0.417   
## log(dbh\_min) -0.301 -0.239 -0.133 0.014 0.279 0.059   
## dbh\_min5 -0.014 -0.545 -0.047 -0.115 0.361 0.077 -0.219   
## log(n\_microhabitats) -0.573 0.511 0.220 0.330 -0.146 -0.141 -0.049 -0.390  
## temperature -0.553 0.306 0.399 0.293 -0.259 -0.461 0.028 0.042  
## categorypark:size -0.200 0.254 0.145 0.310 -0.383 -0.460 -0.395 -0.010  
## lg(n\_) tmprtr  
## categorypark   
## size   
## canopy\_cover   
## n\_tree\_spec   
## n\_tree\_ind   
## log(dbh\_min)   
## dbh\_min5   
## log(n\_microhabitats)   
## temperature 0.595   
## categorypark:size 0.621 0.628  
##   
## Standardized Within-Group Residuals:  
## Min Q1 Med Q3 Max   
## -1.6063561 -0.7198577 -0.2194506 0.9435601 1.8810180   
##   
## Number of Observations: 18  
## Number of Groups: 6

mod2.2 <- stepAIC(mod2.1) #model simplification based on AIC-value of the model

## Start: AIC=110.98  
## species\_abund ~ category \* size + canopy\_cover + n\_tree\_spec +   
## n\_tree\_ind + log(dbh\_min) + dbh\_min5 + log(n\_microhabitats) +   
## temperature  
##   
## Df AIC  
## - category:size 1 108.98  
## - n\_tree\_ind 1 108.99  
## - n\_tree\_spec 1 109.17  
## - dbh\_min5 1 109.28  
## - temperature 1 109.45  
## <none> 110.98  
## - log(n\_microhabitats) 1 111.87  
## - log(dbh\_min) 1 112.21  
## - canopy\_cover 1 113.10  
##   
## Step: AIC=108.98  
## species\_abund ~ category + size + canopy\_cover + n\_tree\_spec +   
## n\_tree\_ind + log(dbh\_min) + dbh\_min5 + log(n\_microhabitats) +   
## temperature  
##   
## Df AIC  
## - n\_tree\_ind 1 106.99  
## - category 1 107.09  
## - n\_tree\_spec 1 107.22  
## - dbh\_min5 1 107.28  
## - temperature 1 107.69  
## - size 1 108.06  
## <none> 108.98  
## - log(dbh\_min) 1 110.69  
## - canopy\_cover 1 111.44  
## - log(n\_microhabitats) 1 111.60  
##   
## Step: AIC=106.99  
## species\_abund ~ category + size + canopy\_cover + n\_tree\_spec +   
## log(dbh\_min) + dbh\_min5 + log(n\_microhabitats) + temperature  
##   
## Df AIC  
## - category 1 105.09  
## - n\_tree\_spec 1 105.27  
## - dbh\_min5 1 105.29  
## - temperature 1 105.71  
## - size 1 106.07  
## <none> 106.99  
## - log(dbh\_min) 1 108.81  
## - log(n\_microhabitats) 1 109.73  
## - canopy\_cover 1 109.87  
##   
## Step: AIC=105.09  
## species\_abund ~ size + canopy\_cover + n\_tree\_spec + log(dbh\_min) +   
## dbh\_min5 + log(n\_microhabitats) + temperature  
##   
## Df AIC  
## - n\_tree\_spec 1 103.27  
## - dbh\_min5 1 103.89  
## - temperature 1 104.00  
## <none> 105.09  
## - size 1 105.64  
## - log(dbh\_min) 1 107.08  
## - log(n\_microhabitats) 1 108.21  
## - canopy\_cover 1 108.85  
##   
## Step: AIC=103.27  
## species\_abund ~ size + canopy\_cover + log(dbh\_min) + dbh\_min5 +   
## log(n\_microhabitats) + temperature  
##   
## Df AIC  
## - temperature 1 102.03  
## - dbh\_min5 1 102.10  
## <none> 103.27  
## - size 1 103.67  
## - log(dbh\_min) 1 105.57  
## - canopy\_cover 1 107.32  
## - log(n\_microhabitats) 1 108.41  
##   
## Step: AIC=102.04  
## species\_abund ~ size + canopy\_cover + log(dbh\_min) + dbh\_min5 +   
## log(n\_microhabitats)  
##   
## Df AIC  
## - dbh\_min5 1 101.49  
## - size 1 101.81  
## <none> 102.03  
## - canopy\_cover 1 105.76  
## - log(dbh\_min) 1 106.20  
## - log(n\_microhabitats) 1 108.22  
##   
## Step: AIC=101.49  
## species\_abund ~ size + canopy\_cover + log(dbh\_min) + log(n\_microhabitats)  
##   
## Df AIC  
## <none> 101.49  
## - size 1 103.86  
## - canopy\_cover 1 105.00  
## - log(dbh\_min) 1 111.47  
## - log(n\_microhabitats) 1 112.79

summary(mod2.2) #final model which includes only the most important predictors

## Linear mixed-effects model fit by maximum likelihood  
## Data: dat   
## AIC BIC logLik  
## 101.4876 107.7202 -43.74381  
##   
## Random effects:  
## Formula: ~1 | site  
## (Intercept) Residual  
## StdDev: 6.353355e-05 2.749099  
##   
## Fixed effects: species\_abund ~ size + canopy\_cover + log(dbh\_min) + log(n\_microhabitats)   
## Value Std.Error DF t-value p-value  
## (Intercept) 11.127950 4.317066 9 2.577665 0.0298  
## size -0.026102 0.013803 4 -1.891107 0.1316  
## canopy\_cover -0.090785 0.042043 9 -2.159361 0.0591  
## log(dbh\_min) 3.715107 1.059513 9 3.506431 0.0067  
## log(n\_microhabitats) 3.660144 0.964060 9 3.796592 0.0042  
## Correlation:   
## (Intr) size cnpy\_c lg(d\_)  
## size -0.087   
## canopy\_cover -0.533 -0.439   
## log(dbh\_min) -0.896 0.203 0.311   
## log(n\_microhabitats) -0.143 -0.152 -0.326 0.003  
##   
## Standardized Within-Group Residuals:  
## Min Q1 Med Q3 Max   
## -1.66990039 -0.84208140 0.03715311 0.85684838 1.71424488   
##   
## Number of Observations: 18  
## Number of Groups: 6

anova(mod2.1, mod2.2)

## Model df AIC BIC logLik Test L.Ratio p-value  
## mod2.1 1 13 110.9826 122.5575 -42.49131   
## mod2.2 2 7 101.4876 107.7202 -43.74381 1 vs 2 2.505011 0.8679

#mod2.3 <- update(mod2.2, ~.-size)  
#summary(mod2.3)  
#anova(mod2.2, mod2.3)  
  
#mod2.4<-update(mod2.3, ~.-canopy\_cover)  
#summary(mod2.4)  
#anova(mod2.3,mod2.4)

#2d Plotting

# plot model for abundance vs. size  
mod\_size<-lme(species\_abund ~ size, random = (~1|site), data=dat, method="ML")  
r.squaredGLMM(mod\_size)

## R2m R2c  
## [1,] 0.3340045 0.4465148

ggplot(dat, aes(x = size, y = species\_abund))+  
 geom\_point() +  
 geom\_smooth(method = lm, se = TRUE, colour = 'green', size = 1.5) +  
 geom\_text(x=70, y=35, label="p-value: 0.0136", size=3.5) +  
 geom\_text(x=72,y=33.5, label=expression(paste("R"^2,"c: 0.4465")), size=3.5) +  
 labs(x="Site", y="observed species abundance")

## `geom\_smooth()` using formula 'y ~ x'

## Warning in is.na(x): is.na() aplicado a un objeto que no es (lista o vector) de  
## tipo 'expression
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# plot model for abundance vs. canopy cover  
mod\_can<-lme(species\_abund ~ canopy\_cover, random = (~1|site), data=dat, method="ML")  
r.squaredGLMM(mod\_can)

## R2m R2c  
## [1,] 0.3208035 0.5312365

ggplot(dat, aes(x = canopy\_cover, y = species\_abund))+  
 geom\_point() +  
 geom\_smooth(method = lm, se = TRUE, colour = 'green', size = 1.5) +  
 geom\_text(x=70, y=35, label="p-value: 0.0136", size=3.5) +  
 geom\_text(x=72,y=33.5, label=expression(paste("R"^2,"c: 0.5312")), size=3.5) +  
 labs(x="canopy cover [%]", y="observed species abundance")

## `geom\_smooth()` using formula 'y ~ x'

## Warning in is.na(x): is.na() aplicado a un objeto que no es (lista o vector) de  
## tipo 'expression
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#plot model for abundance vs. minimal dbh  
mod\_dbh<-lme(species\_abund ~ log(dbh\_min), random = (~1|site), data=dat, method="ML")  
r.squaredGLMM(mod\_dbh)

## R2m R2c  
## [1,] 0.506479 0.5225862

ggplot(dat, aes(x = log(dbh\_min), y = species\_abund))+  
 geom\_point() +  
 geom\_smooth(method = lm, se = TRUE, colour = 'green', size = 1.5) +  
 geom\_text(x=2.5, y=35, label="p-value: 0.0053", size=3.5) +  
 geom\_text(x=2.41,y=33.5, label=expression(paste("R"^2,"c: 0.5226")), size=3.5) +  
 labs(x="log(mininmal dbh [cm])", y="observed species abundance")

## `geom\_smooth()` using formula 'y ~ x'

## Warning in is.na(x): is.na() aplicado a un objeto que no es (lista o vector) de  
## tipo 'expression
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# plot model for abundance vs. microhabitats  
mod\_mic<-lme(species\_abund ~ log(n\_microhabitats), random = (~1|site), data=dat, method="ML")  
r.squaredGLMM(mod\_mic)

## R2m R2c  
## [1,] 0.1144617 0.6382438

ggplot(dat, aes(x = log(n\_microhabitats)+1, y = species\_abund))+  
 geom\_point() +  
 geom\_smooth(method = lm, se = TRUE, colour = 'green', size = 1.5) +  
 geom\_text(x=1.6, y=35, label="p-value: 0.0098", size=3.5) +  
 geom\_text(x=1.51,y=33.5, label=expression(paste("R"^2,"c: 0.6383")), size=3.5) +  
 labs(x="log(number of microhabitats)", y="observed species abundance")

## `geom\_smooth()` using formula 'y ~ x'

## Warning in is.na(x): is.na() aplicado a un objeto que no es (lista o vector) de  
## tipo 'expression

![](data:image/png;base64,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)

### MIXED EFFECTS MODEL WITH RAREFIED RICHNESS  
mod3 <- lme(rarefied\_richness ~ category\*size + canopy\_cover + n\_tree\_spec + n\_tree\_ind + log(dbh\_min) + n\_microhabitats + temperature, random = (~1|site), data=dat, method="ML") #initial, full model with all potential predictor variables  
summary(mod3)

## Linear mixed-effects model fit by maximum likelihood  
## Data: dat   
## AIC BIC logLik  
## 58.56492 69.24938 -17.28246  
##   
## Random effects:  
## Formula: ~1 | site  
## (Intercept) Residual  
## StdDev: 2.442777e-05 0.6320405  
##   
## Fixed effects: rarefied\_richness ~ category \* size + canopy\_cover + n\_tree\_spec + n\_tree\_ind + log(dbh\_min) + n\_microhabitats + temperature   
## Value Std.Error DF t-value p-value  
## (Intercept) 8.419457 3.192485 7 2.6372736 0.0336  
## categorypark -0.269752 1.559754 1 -0.1729449 0.8910  
## size -0.000680 0.006511 1 -0.1044220 0.9338  
## canopy\_cover -0.009324 0.015123 7 -0.6165055 0.5571  
## n\_tree\_spec -0.193305 0.197460 7 -0.9789587 0.3602  
## n\_tree\_ind -0.026853 0.088828 7 -0.3022983 0.7712  
## log(dbh\_min) 0.459643 0.462676 7 0.9934439 0.3536  
## n\_microhabitats -0.007390 0.047624 7 -0.1551677 0.8811  
## temperature -0.019742 0.095026 1 -0.2077477 0.8696  
## categorypark:size 0.017530 0.034535 1 0.5076063 0.7010  
## Correlation:   
## (Intr) ctgryp size cnpy\_c n\_tr\_s n\_tr\_n lg(d\_) n\_mcrh  
## categorypark -0.294   
## size -0.308 0.736   
## canopy\_cover -0.569 0.348 0.026   
## n\_tree\_spec -0.420 -0.472 -0.325 0.128   
## n\_tree\_ind -0.469 0.179 -0.029 0.142 0.415   
## log(dbh\_min) -0.452 -0.421 -0.125 0.023 0.388 0.079   
## n\_microhabitats -0.285 0.068 0.051 0.079 0.023 -0.117 -0.160   
## temperature -0.333 0.206 0.332 0.154 -0.330 -0.510 0.085 0.478  
## categorypark:size 0.209 0.078 0.018 0.165 -0.480 -0.512 -0.441 0.428  
## tmprtr  
## categorypark   
## size   
## canopy\_cover   
## n\_tree\_spec   
## n\_tree\_ind   
## log(dbh\_min)   
## n\_microhabitats   
## temperature   
## categorypark:size 0.467  
##   
## Standardized Within-Group Residuals:  
## Min Q1 Med Q3 Max   
## -2.1905486 -0.3771982 0.1406606 0.6747755 1.9225911   
##   
## Number of Observations: 18  
## Number of Groups: 6

mod3.1 <- stepAIC(mod3) #model simplification based on AIC-value of the model

## Start: AIC=58.56  
## rarefied\_richness ~ category \* size + canopy\_cover + n\_tree\_spec +   
## n\_tree\_ind + log(dbh\_min) + n\_microhabitats + temperature  
##   
## Df AIC  
## - n\_microhabitats 1 56.619  
## - temperature 1 56.662  
## - n\_tree\_ind 1 56.769  
## - category:size 1 57.136  
## - canopy\_cover 1 57.400  
## - n\_tree\_spec 1 58.543  
## <none> 58.565  
## - log(dbh\_min) 1 58.659  
##   
## Step: AIC=56.62  
## rarefied\_richness ~ category + size + canopy\_cover + n\_tree\_spec +   
## n\_tree\_ind + log(dbh\_min) + temperature + category:size  
##   
## Df AIC  
## - temperature 1 54.671  
## - n\_tree\_ind 1 54.851  
## - canopy\_cover 1 55.425  
## - category:size 1 55.502  
## - n\_tree\_spec 1 56.591  
## <none> 56.619  
## - log(dbh\_min) 1 56.659  
##   
## Step: AIC=54.67  
## rarefied\_richness ~ category + size + canopy\_cover + n\_tree\_spec +   
## n\_tree\_ind + log(dbh\_min) + category:size  
##   
## Df AIC  
## - n\_tree\_ind 1 53.159  
## - canopy\_cover 1 53.436  
## - category:size 1 53.814  
## <none> 54.671  
## - log(dbh\_min) 1 54.890  
## - n\_tree\_spec 1 55.119  
##   
## Step: AIC=53.16  
## rarefied\_richness ~ category + size + canopy\_cover + n\_tree\_spec +   
## log(dbh\_min) + category:size  
##   
## Df AIC  
## - canopy\_cover 1 51.664  
## - category:size 1 51.880  
## <none> 53.159  
## - n\_tree\_spec 1 53.213  
## - log(dbh\_min) 1 53.774  
##   
## Step: AIC=51.66  
## rarefied\_richness ~ category + size + n\_tree\_spec + log(dbh\_min) +   
## category:size  
##   
## Df AIC  
## - category:size 1 50.738  
## - n\_tree\_spec 1 51.381  
## <none> 51.664  
## - log(dbh\_min) 1 52.136  
##   
## Step: AIC=50.74  
## rarefied\_richness ~ category + size + n\_tree\_spec + log(dbh\_min)  
##   
## Df AIC  
## - size 1 48.740  
## - category 1 48.753  
## - n\_tree\_spec 1 49.576  
## <none> 50.738  
## - log(dbh\_min) 1 53.379  
##   
## Step: AIC=48.74  
## rarefied\_richness ~ category + n\_tree\_spec + log(dbh\_min)  
##   
## Df AIC  
## - category 1 46.758  
## - n\_tree\_spec 1 47.633  
## <none> 48.740  
## - log(dbh\_min) 1 51.712  
##   
## Step: AIC=46.76  
## rarefied\_richness ~ n\_tree\_spec + log(dbh\_min)  
##   
## Df AIC  
## - n\_tree\_spec 1 46.091  
## <none> 46.758  
## - log(dbh\_min) 1 52.240  
##   
## Step: AIC=46.09  
## rarefied\_richness ~ log(dbh\_min)  
##   
## Df AIC  
## <none> 46.091  
## - log(dbh\_min) 1 50.433

summary(mod3.1) #final model which includes only the most important predictors

## Linear mixed-effects model fit by maximum likelihood  
## Data: dat   
## AIC BIC logLik  
## 46.09053 49.65202 -19.04527  
##   
## Random effects:  
## Formula: ~1 | site  
## (Intercept) Residual  
## StdDev: 0.3015021 0.6402719  
##   
## Fixed effects: rarefied\_richness ~ log(dbh\_min)   
## Value Std.Error DF t-value p-value  
## (Intercept) 5.551859 0.6230627 11 8.910594 0.0000  
## log(dbh\_min) 0.567502 0.2136461 11 2.656270 0.0223  
## Correlation:   
## (Intr)  
## log(dbh\_min) -0.943  
##   
## Standardized Within-Group Residuals:  
## Min Q1 Med Q3 Max   
## -1.78828290 -0.39209673 0.05314066 0.66857616 1.81864161   
##   
## Number of Observations: 18  
## Number of Groups: 6

# plot model for rarefied richness vs. min dbh  
mod\_dbh<-lme(rarefied\_richness ~ log(dbh\_min), random = (~1|site), data=dat, method="ML")  
r.squaredGLMM(mod3.1)

## R2m R2c  
## [1,] 0.33697 0.4573085

ggplot(dat, aes(x = rarefied\_richness, y = log(dbh\_min)))+  
 geom\_point() +  
 geom\_smooth(method = lm, se = TRUE, colour = 'green', size = 1.5) +  
 geom\_text(x=6, y=4.8, label="p-value: 0.0223", size=3.5) +  
 geom\_text(x=5.92,y=4.55, label=expression(paste("R"^2,"c: 0.4573")), size=3.5) +  
 labs(x="log(minimal dbh [cm])", y="rarefied species richness")

## `geom\_smooth()` using formula 'y ~ x'

## Warning in is.na(x): is.na() aplicado a un objeto que no es (lista o vector) de  
## tipo 'expression

![](data:image/png;base64,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)

#plot(log(dbh\_min)~rarefied\_richness, data=dat, ylim=c(0,5))  
#mod<-lm(rarefied\_richness ~ log(dbh\_min), data=dat, poly(degree = 2))

plot graphs

a <- ggplot(dat, aes(x = log(dbh\_min), y = species\_richness))+  
 geom\_point() +  
 geom\_smooth(method = lm,se = TRUE, colour = 'green', size = 1.5) +  
 geom\_text(x=2.6, y=16, label="p-value: 0.0001", size=3.5) +  
 geom\_text(x=2.51,y=15.3,label=expression(paste("R"^2,"c: 0.6851")), size=3.5) +  
 labs(x="log(mininmal dbh [cm])", y="observed species richness")  
  
b <- ggplot(dat, aes(x = size, y = species\_abund))+  
 geom\_point() +  
 geom\_smooth(method = lm, se = TRUE, colour = 'green', size = 1.5) +  
 geom\_text(x=70, y=35, label="p-value: 0.0136", size=3.5) +  
 geom\_text(x=72,y=33.5, label=expression(paste("R"^2,"c: 0.4465")), size=3.5) +  
 labs(x="Site", y="observed species abundance")  
  
c <-ggplot(dat, aes(x = canopy\_cover, y = species\_abund))+  
 geom\_point() +  
 geom\_smooth(method = lm, se = TRUE, colour = 'green', size = 1.5) +  
 geom\_text(x=70, y=35, label="p-value: 0.0136", size=3.5) +  
 geom\_text(x=72,y=33.5, label=expression(paste("R"^2,"c: 0.5312")), size=3.5) +  
 labs(x="canopy cover [%]", y="observed species abundance")  
  
d <- ggplot(dat, aes(x = log(dbh\_min), y = species\_abund))+  
 geom\_point() +  
 geom\_smooth(method = lm, se = TRUE, colour = 'green', size = 1.5) +  
 geom\_text(x=2.5, y=35, label="p-value: 0.0053", size=3.5) +  
 geom\_text(x=2.41,y=33.5, label=expression(paste("R"^2,"c: 0.5226")), size=3.5) +  
 labs(x="log(mininmal dbh [cm])", y="observed species abundance")  
  
  
e <- ggplot(dat, aes(x = log(n\_microhabitats)+1, y = species\_abund))+  
 geom\_point() +  
 geom\_smooth(method = lm, se = TRUE, colour = 'green', size = 1.5) +  
 geom\_text(x=1.6, y=35, label="p-value: 0.0098", size=3.5) +  
 geom\_text(x=1.51,y=33.5, label=expression(paste("R"^2,"c: 0.6383")), size=3.5) +  
 labs(x="log(number of microhabitats)", y="observed species abundance")  
  
  
f <- ggplot(dat, aes(x = rarefied\_richness, y = log(dbh\_min)))+  
 geom\_point() +  
 geom\_smooth(method = lm, se = TRUE, colour = 'green', size = 1.5) +  
 geom\_text(x=6, y=4.8, label="p-value: 0.0223", size=3.5) +  
 geom\_text(x=5.92,y=4.55, label=expression(paste("R"^2,"c: 0.4573")), size=3.5) +  
 labs(x="log(minimal dbh [cm])", y="rarefied species richness")

##2c Ordination with NMDS (to look for differences in species composition)

nmd1 <- metaMDS(dat[,4:31], distance="horn", k=2) #NMDS analysis based on Morisita-Horn-Index as a dissimilarity measure

## Run 0 stress 0.1663514   
## Run 1 stress 0.1707768   
## Run 2 stress 0.1707768   
## Run 3 stress 0.1663514   
## ... New best solution  
## ... Procrustes: rmse 2.750847e-05 max resid 6.153271e-05   
## ... Similar to previous best  
## Run 4 stress 0.1663514   
## ... New best solution  
## ... Procrustes: rmse 1.406155e-05 max resid 4.614821e-05   
## ... Similar to previous best  
## Run 5 stress 0.1663514   
## ... Procrustes: rmse 3.519629e-05 max resid 0.0001098604   
## ... Similar to previous best  
## Run 6 stress 0.1663514   
## ... Procrustes: rmse 1.847222e-05 max resid 6.131506e-05   
## ... Similar to previous best  
## Run 7 stress 0.1663514   
## ... New best solution  
## ... Procrustes: rmse 6.670091e-06 max resid 2.189942e-05   
## ... Similar to previous best  
## Run 8 stress 0.1777238   
## Run 9 stress 0.1927819   
## Run 10 stress 0.2690007   
## Run 11 stress 0.1663514   
## ... Procrustes: rmse 5.595955e-05 max resid 0.0001747406   
## ... Similar to previous best  
## Run 12 stress 0.174846   
## Run 13 stress 0.1707767   
## Run 14 stress 0.1828469   
## Run 15 stress 0.1663514   
## ... Procrustes: rmse 4.697731e-06 max resid 8.205444e-06   
## ... Similar to previous best  
## Run 16 stress 0.1777238   
## Run 17 stress 0.1777238   
## Run 18 stress 0.1707767   
## Run 19 stress 0.1707767   
## Run 20 stress 0.1707767   
## \*\*\* Solution reached

# orditkplot(nmd1, display = "species", col = "darkred", fill = NA, border = NA, cex = 0.6)  
ordiplot(nmd1, choices = c(1, 2), type = "n") # ylim = c(-0.75, 0.5), xlim = c(-1.25, 1.3))  
ordilabel(nmd1, display = "species", col = "darkred", fill = NA, border = NA, cex = 0.5)  
points(nmd1, pch=c(16, 17)[as.numeric(as.factor(dat$category))], col = "darkblue") #add sampling points  
legend("topright", pch = c(16, 17), c("Forest","Park"), col = "darkblue", cex = 0.7) #add legend  
text(-1.4, -1.1, labels = "stress = 0.166", cex = 0.7)  
  
ef <- envfit(nmd1, dat[,32:44]) #check for correlation of dissimilarity gradients with environmental variables  
ef #results

##   
## \*\*\*VECTORS  
##   
## NMDS1 NMDS2 r2 Pr(>r)   
## canopy\_cover 0.97465 -0.22375 0.5449 0.006 \*\*   
## n\_tree\_spec -0.90909 0.41660 0.5815 0.004 \*\*   
## n\_tree\_ind 0.98934 -0.14561 0.1254 0.358   
## dbh\_min -0.95998 -0.28007 0.0958 0.478   
## dbh\_min5 -0.66027 -0.75103 0.2847 0.073 .   
## dbh\_mean -0.71933 -0.69467 0.3251 0.049 \*   
## dbh\_max -0.75683 -0.65361 0.3293 0.054 .   
## dbh\_median -0.64467 -0.76446 0.2933 0.061 .   
## dbh\_sd -0.90589 0.42352 0.5773 0.003 \*\*   
## n\_microhabitats 0.48727 -0.87325 0.2378 0.122   
## latitude 0.66162 -0.74984 0.2294 0.152   
## longitude 0.99958 0.02912 0.4694 0.006 \*\*   
## size 0.90394 0.42767 0.7395 0.001 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
## Permutation: free  
## Number of permutations: 999

plot(ef, p.max=0.05, col = "darkblue", cex = 0.7) #add significant environmental variables to the NMDS plot
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Now the species accumulation curve is shown.

SAC\_park <- specaccum(subset(dat[,4:31], dat$category == "park"))

## Warning in cor(x > 0): the standard deviation is zero

SAC\_fore <- specaccum(subset(dat[,4:31], dat$category == "forest"))

## Warning in cor(x > 0): the standard deviation is zero

plot(SAC\_park, xlab = "Plots", ylab = "Species richness", main="Species accumulation curve")  
  
plot(SAC\_fore, xlab = "Plots", ylab = "Species richness", main="Species accumulation curve", col="green", add = T)  
legend("bottomright", legend = c("Park","Forest"), col = c("black","green"), lwd=1, bty = "n")
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Analysis of bird’s diversity and the variables measured from these two types of ecosystems.

# parks <- read.csv("data/parks.csv", sep=";")  
# forest <- read.csv("data/forest.csv", sep=";")  
alpha <- specnumber(dat[,4:31]) # or use the binary site-species matrix  
gamma <- ncol(dat[,colSums(dat[,4:31])>0])  
  
##Lande’s index (beta) diversity  
gamma - mean(alpha)

## [1] 40.72222

##Whittaker’s index  
  
#gamma/mean(alpha)  
  
  
#For parks  
  
alphap <- specnumber(parks[,4:31])  
  
gammap <- ncol(parks[,colSums(parks[,4:31]) > 0])  
  
##Lande’s index   
gammap - mean(alphap)

## [1] 28.22222

##Whittaker’s index  
  
#gammap/mean(alphap)  
  
#For forest  
alphaf <- specnumber(forest[,4:31])  
  
gammaf <- ncol(parks[,colSums(parks[,4:31]) > 0])  
  
##Lande’s index   
gammaf - mean(alphaf)

## [1] 31.22222

##Whittaker’s index  
  
#gammaf/mean(alphaf)

The number of shared and unique species for a given for the two plots combine and separated.

beta\_virt <- betadiver(dat[,4:31], method = NA)  
# a  
beta\_virt$a

## 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17  
## 2 7   
## 3 7 9   
## 4 4 5 4   
## 5 6 6 6 5   
## 6 5 5 7 4 5   
## 7 4 5 5 3 3 2   
## 8 5 6 7 4 4 6 4   
## 9 5 6 6 3 4 4 4 6   
## 10 4 5 5 4 5 5 2 5 4   
## 11 7 8 8 6 7 6 5 7 6 7   
## 12 5 6 7 4 6 6 3 6 5 6 7   
## 13 4 6 7 3 4 4 3 5 5 4 5 5   
## 14 5 7 7 4 4 5 4 7 6 5 7 5 6   
## 15 5 5 6 3 4 4 2 4 4 4 5 5 5 5   
## 16 7 6 8 4 6 7 3 5 4 4 6 6 4 4 4   
## 17 9 8 9 5 6 7 5 7 7 6 9 6 5 7 6 8   
## 18 7 7 8 6 5 7 4 7 6 5 7 6 5 6 6 8 11

beta\_virt$b

## 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17  
## 2 5   
## 3 7 5   
## 4 3 2 3   
## 5 1 1 1 2   
## 6 4 4 2 5 4   
## 7 2 1 1 3 3 4   
## 8 4 3 2 5 5 3 5   
## 9 2 1 1 4 3 3 3 1   
## 10 3 2 2 3 2 2 5 2 3   
## 11 3 2 2 4 3 4 5 3 4 3   
## 12 3 2 1 4 2 2 5 2 3 2 1   
## 13 3 1 0 4 3 3 4 2 2 3 2 2   
## 14 3 1 1 4 4 3 4 1 2 3 1 3 2   
## 15 4 4 3 6 5 5 7 5 5 5 4 4 4 4   
## 16 2 3 1 5 3 2 6 4 5 5 3 3 5 5 5   
## 17 4 5 4 8 7 6 8 6 6 7 4 7 8 6 7 5   
## 18 7 7 6 8 9 7 10 7 8 9 7 8 9 8 8 6 3

beta\_virt$c

## 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17  
## 2 4   
## 3 4 3   
## 4 7 7 10   
## 5 5 6 8 2   
## 6 6 7 7 3 2   
## 7 7 7 9 4 4 7   
## 8 6 6 7 3 3 3 2   
## 9 6 6 8 4 3 5 2 3   
## 10 7 7 9 3 2 4 4 4 3   
## 11 4 4 6 1 0 3 1 2 1 0   
## 12 6 6 7 3 1 3 3 3 2 1 3   
## 13 7 6 7 4 3 5 3 4 2 3 5 3   
## 14 6 5 7 3 3 4 2 2 1 2 3 3 1   
## 15 6 7 8 4 3 5 4 5 3 3 5 3 2 3   
## 16 4 6 6 3 1 2 3 4 3 3 4 2 3 4 5   
## 17 2 4 5 2 1 2 1 2 0 1 1 2 2 1 3 1   
## 18 4 5 6 1 2 2 2 2 1 2 3 2 2 2 3 1 2

plot(betadiver(dat[,4:31], method=NA), pch = 16, cex = 2,)  
legend("topleft", legend = "Virtual matrix", bty = "n")
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beta\_virtp <- betadiver(parks, method = NA)  
# a  
beta\_virtp$a

## 1 2 3 4 5 6 7 8  
## 2 23   
## 3 23 25   
## 4 20 22 23   
## 5 21 23 23 22   
## 6 21 21 22 21 21   
## 7 23 22 24 20 20 20   
## 8 25 24 25 21 23 22 24   
## 9 23 23 24 21 22 22 24 27

beta\_virtp$b

## 1 2 3 4 5 6 7 8  
## 2 5   
## 3 7 5   
## 4 3 1 0   
## 5 3 1 1 2   
## 6 4 4 3 4 4   
## 7 2 3 1 5 5 5   
## 8 4 5 4 8 6 7 5   
## 9 7 7 6 9 8 8 6 3

beta\_virtp$c

## 1 2 3 4 5 6 7 8  
## 2 4   
## 3 4 3   
## 4 7 6 7   
## 5 6 5 7 1   
## 6 6 7 8 2 3   
## 7 4 6 6 3 4 5   
## 8 2 4 5 2 1 3 1   
## 9 4 5 6 2 2 3 1 2

plot(betadiver(parks, method=NA), pch = 16, cex = 2,)  
legend("topleft", legend = "Virtual matrix", bty = "n")
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#vennd iagram <- as alternative to show the overlap of shared species

We can see how nice heterogeneity is present between the two ecosystems

Now the similarity between plots by Sorensen, Simpson and Jaccard

#Sorensen similarity  
sorparks <- betadiver(parks[,4:31], method = "sor")  
sorensen <- as.matrix(sorparks)[,]  
plot(sorensen)
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#Simpson similarity  
simpark<- betadiver(parks[,4:31], method = "sim")  
simpsonpark <- as.matrix(simpark)[,]  
plot(simpsonpark)
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# Jaccard similarity  
jparks <- betadiver(parks[,4:31], method = "j")  
plot(as.matrix(jparks)[,])
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#Sorensen similarity  
sorforest <- betadiver(forest[,4:31], method = "sor")  
sorensenforest <- as.matrix(sorforest)[,]  
plot(sorensen)
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#Simpson similarity  
simf <- betadiver(forest[,4:31], method = "sim")  
simpson <- as.matrix(simf)[,]  
plot(simpson)

![](data:image/png;base64,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)

# Jaccard similarity  
  
jforest <- betadiver(forest[,4:31], method = "j")  
as.matrix(jforest)[,]

## 4 5 6 7 8 9 10  
## 4 0.0000000 0.5555556 0.3333333 0.3000000 0.3333333 0.2727273 0.4000000  
## 5 0.5555556 0.0000000 0.4545455 0.3000000 0.3333333 0.4000000 0.5555556  
## 6 0.3333333 0.4545455 0.0000000 0.1538462 0.5000000 0.3333333 0.4545455  
## 7 0.3000000 0.3000000 0.1538462 0.0000000 0.3636364 0.4444444 0.1818182  
## 8 0.3333333 0.3333333 0.5000000 0.3636364 0.0000000 0.6000000 0.4545455  
## 9 0.2727273 0.4000000 0.3333333 0.4444444 0.6000000 0.0000000 0.4000000  
## 10 0.4000000 0.5555556 0.4545455 0.1818182 0.4545455 0.4000000 0.0000000  
## 11 0.5454545 0.7000000 0.4615385 0.4545455 0.5833333 0.5454545 0.7000000  
## 12 0.3636364 0.6666667 0.5454545 0.2727273 0.5454545 0.5000000 0.6666667  
## 11 12  
## 4 0.5454545 0.3636364  
## 5 0.7000000 0.6666667  
## 6 0.4615385 0.5454545  
## 7 0.4545455 0.2727273  
## 8 0.5833333 0.5454545  
## 9 0.5454545 0.5000000  
## 10 0.7000000 0.6666667  
## 11 0.0000000 0.6363636  
## 12 0.6363636 0.0000000

plot(as.matrix(jforest)[,])

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAS1BMVEUAAAAAADoAAGYAOjoAOpAAZrY6AAA6ADo6AGY6Ojo6kNtmAABmtv+QOgCQZgCQ2/+2ZgC2///bkDrb////tmb/25D//7b//9v///8HrKAIAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAIS0lEQVR4nO3d61biSBRA4dij9oy0I00j8v5POoTLLKNEq5KcVGWzvx+91GUlyO5cIaHZC60p/QAUy8BwBoYzMJyB4QwMZ2A4A8MZGM7AcAaGMzCcgeEMDGdgOAPDGRjOwHAGhjMwnIHhDAxnYDgDwxkYzsBwBoYzMJyB4QwMZ2A4A8MZGM7AcAaGMzCcgeEMDGdgOAPDGRjOwHAGhjMwnIHhDAxnYDgDwxkYzsBwBoYzMJyB4QwMZ2A4A8MZGM7AcAaGMzCcgeEMDGdgOAPDGRjOwHAGhjMwnIHhDAxnYDgDwxkYzsBwBoYzMJyB4SYO3GgmpQJPOzn1MTCcgeEMDGdgkGu7VAbmaPZXnlcDYzTv/v340+Thox9E9uGZUlUROGpyMjCf22A696JvkIHhDByq/OGCgSNd3e2Z/yFM+4tFJlen6wcuJR7DlL9YZHJ1MjCcgencBtO5F61gBoYzMJyB4YICr3/83r8+Ns3dyyST02AxgY99fx7i7la/JpichgsJvFs9HSI/tF9u7v+MnpxGCAr8a//2/NR+uT0sy2MnpxGCVtGHpXfjElyDmMC71Y/fx0V427eXZeCZRB0mbU9vjn2YaHIayuNgOAPDRQfeuBddlpeuwLmKhjMwXFDgt+fTirhnC2zg2cQE3jRPpy+2ly9GTU7DhQQ+n4dueaqysLAXG858saEwl2C4qG3weRF2G1xa0F70bnXai+5Zfg08myqOg2/txNacf28NgSu4wGNWs/69FQSu4RKtOc379xp4dgaGu7nAboOjZzbtLw6YnHvRgfOa/BeLTE59DAxnYDgDwxkYzsBwBoYzMJyB4QwMZ2A4r02CcwmGMzCcgeEMDGdgOAPDGRjOwHAGnlCN528MPJ0q3/5r4MnU+QZ+A0/GwIGTq4GBAydXBbfBcZOrg3vRYZNTn9DAr489n7li4NmEBL7cguWLmxkaeCYxS/D57kkuweUFraJ3q/YGSgYuL2wbvL57MXAF4nayNs2TgcsL3It+ffzLwMVFHia9PTecwDWexEjhiY40VZ6GTBEdGPKxOnW+kJDCS1eSGDhsvnUwcNh8K+E2uIv3sTqL26qcxQT2Y3WqERLYD+WoR9DLhX6sTi1cguGitsF+rE4lwl4P9mN16uBxMFxm4N2qXeVuvzrCnXi+GmdI4OOO07s95dD5apwBgc9p+/aPJ56vxhkQ+PxGnL4j3Innq3FcgidU4/nq7MDtwc/D/rK7FT/fBanyFaf8w6RD47uX/jMYU893Oep8zdjj4MkYOHByNTBw4OSqANkGzzzfJQHsRc8/X41jYDgDwxl4oBq3t9cYeJgq95ivMfAgdR7zXuO1SYMYeObJzc3AM09udm6D553c/JaylTEwnIHhDAxnYDgDwxkYzsBwBoYzMJyB4QwMZ2A4A8MFBd40zek+LJC7zS5XTODN3ct+t2ovQjRwYSGBT/fJenu+/2Pg0kICX+7fsb7/Y+DCApfgg/WDgQsL2gafs+5WfrRdYWF70aeV9NuzgcvyOBjOwHDRgd3JKsxLV+BcRcMZGC4oMO9jdZYq6ESHH6tTi9hTlX4oR3GhLzbs/Vid4lyC4aK2wX6sTiWC9qL9WJ1aeBwMZ2A4A8MZGM7AcAaGMzCcgeEMDGdgOAPDGRjOwHAGhjMwnIHhDAznpStwLsFwBoYzMJyB4QwMZ2A4A8MZGM7AcAaGMzCcgeEMDGdgOAPDGRjOwHDe6Q7OO93BeZ8sOO90B+cSDOed7uC80x2cx8E43asKDEzT7DvPbnRgP1ZnZs27f7tfJQ0cPXuvTQpWOHDU5HRhYLp5tsG+2FDOHHvRvthQDU9VwvliA5xLMFyxFxs0k5DA37/YMGbijo0Quk5d4pO1xLElpjt64o6dhoEBY0tMd/TEHTsNAwPGlpju6Ik7dhoGBowtMd3RE3fsNDy3CGdgOAPDGRjOwHAGhjMwnIHhDAxnYDgDwxkYzsBwEYG3TXP3cvWbzLH7/evffVdBfTP2eBVVz3t7v53vZtRj3q8T33T6cezpPasP6TNOERB4e3jE28uj7nyTObb9k3svc/t67Nvz4YtN+pPVmW97dfvwx3xolh64M/b1Z8b/qlTTBz5d/7B++PxN5tjjf+/0wJ2xr4/tW/T77kPw9djd6qn9ycDH3C6HyYG7Y/uuBxpl+sCd5zbzie7++rZ5yvibr8wqeTH8PDY98Mexm/t/kwN3x24mXjsfBQQ+rmjOZTrfZI7d54y8Oqv14PnuN8mr6A9jD9+mb4O7Y9f/5O03JJk+8GmxOS88nW8yxx5/kB7486x6r6D6duw244nujm1XuumBO2N3q3bceuLC4MDbvH2s7sN8e06t1B3bXnY5MPD5RxNviLmr6PTl9+rDTN9+f/p7h66iTz96/NX760PUvJO1zwvcHbvJ2ZpdeZjJT3Rn7OZ8ceeQsecfTXysVPVhUlbg7thN6nP8eezpWU+e8+c/MX0JHjPfRHWf6Mj6c9+PfX3M21fpzLcN9O5uBlljL+MHzbcNXf9O1v9n+k6Hkpmn/TpjM/8/vxt7XlWmz7kz33X6SvbKY846VTlmvkl8sQHOwHAGhjMwnIHhDAxnYDgDwxkYzsBwBoYzMJyB4QwMZ2A4A8MZGM7AcAaGMzCcgeEMDGdgOAPDGRjOwHAGhjNw3rVEi2PgrNseLY+Bc257tEAGzrnt0QLdfOCs2x4t0K0Hzrvt0QLdeuC82x4t0I0Hzrzt0QLdeODM2x4t0I0HPnIJhjMwnIG1XAaGMzCcgeEMDGdgOAPDGRjOwHAGhjMwnIHhDAxnYDgDwxkYzsBwBoYzMJyB4QwMZ2A4A8MZGO4/J6u+jX/7FD8AAAAASUVORK5CYII=)

#calculate mean of these similarities indices and compare between sites

RANK abundance curve <- takes abundant species per site and plot it against relative species abundance rank

# Klosterpark  
plot1\_1 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[1,4:31]))  
plot1\_2 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[2,4:31]))  
plot1\_3 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[3,4:31]))  
  
plot1\_12 <- merge(plot1\_1, plot1\_2, by = "sp")  
plot1 <- merge(plot1\_12, plot1\_3, by = "sp")  
plot1$abun <- plot1$ab.x + plot1$ab.y + plot1$ab  
plot1 <- plot1[which(plot1$abun!=0),]  
dim(plot1)

## [1] 20 5

plot1$relabun <- plot1$abun \* 100 / sum(plot1$abun)  
plot1$rank <- rank(-plot1$relabun, ties.method = "random")  
plot1 <- plot1[order(plot1$rank),]  
  
# City Forest  
plot2\_1 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[4,4:31]))  
plot2\_2 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[5,4:31]))  
plot2\_3 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[6,4:31]))  
  
plot2\_12 <- merge(plot2\_1, plot2\_2, by = "sp")  
plot2 <- merge(plot2\_12, plot2\_3, by = "sp")  
plot2$abun <- plot2$ab.x + plot2$ab.y + plot2$ab  
plot2 <- plot2[which(plot2$abun!=0),]  
dim(plot2)

## [1] 12 5

plot2$relabun <- plot2$abun \* 100 / sum(plot2$abun)  
plot2$rank <- rank(-plot2$abun, ties.method = "random")  
plot2 <- plot2[order(plot2$rank),]  
  
# Forest Weende  
plot3\_1 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[7,4:31]))  
plot3\_2 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[8,4:31]))  
plot3\_3 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[9,4:31]))  
  
plot3\_12 <- merge(plot3\_1, plot3\_2, by = "sp")  
plot3 <- merge(plot3\_12, plot3\_3, by = "sp")  
plot3$abun <- plot3$ab.x + plot3$ab.y + plot3$ab  
plot3 <- plot3[which(plot3$abun!=0),]  
dim(plot3)

## [1] 12 5

plot3$relabun <- plot3$abun \* 100 / sum(plot3$abun)  
plot3$rank <- rank(-plot3$abun, ties.method = "random")  
plot3 <- plot3[order(plot3$rank),]  
  
# Forest Billingshäuser Schlucht  
plot4\_1 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[10,4:31]))  
plot4\_2 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[11,4:31]))  
plot4\_3 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[12,4:31]))  
  
plot4\_12 <- merge(plot4\_1, plot4\_2, by = "sp")  
plot4 <- merge(plot4\_12, plot4\_3, by = "sp")  
plot4$abun <- plot4$ab.x + plot4$ab.y + plot4$ab  
plot4 <- plot4[which(plot4$abun!=0),]  
dim(plot4)

## [1] 11 5

plot4$relabun <- plot4$abun \* 100 / sum(plot4$abun)  
plot4$rank <- rank(-plot4$abun, ties.method = "random")  
plot4 <- plot4[order(plot4$rank),]  
  
# Cheltenham Park  
plot5\_1 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[13,4:31]))  
plot5\_2 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[14,4:31]))  
plot5\_3 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[15,4:31]))  
  
plot5\_12 <- merge(plot5\_1, plot5\_2, by = "sp")  
plot5 <- merge(plot5\_12, plot5\_3, by = "sp")  
plot5$abun <- plot5$ab.x + plot5$ab.y + plot5$ab  
plot5 <- plot5[which(plot5$abun!=0),]  
dim(plot5)

## [1] 13 5

plot5$relabun <- plot5$abun \* 100 / sum(plot5$abun)  
plot5$rank <- rank(-plot5$abun, ties.method = "random")  
plot5 <- plot5[order(plot5$rank),]  
  
# City Cemetery  
plot6\_1 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[16,4:31]))  
plot6\_2 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[17,4:31]))  
plot6\_3 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[18,4:31]))  
  
plot6\_12 <- merge(plot6\_1, plot6\_2, by = "sp")  
plot6 <- merge(plot6\_12, plot6\_3, by = "sp")  
plot6$abun <- plot6$ab.x + plot6$ab.y + plot6$ab  
plot6 <- plot6[which(plot6$abun!=0),]  
dim(plot6)

## [1] 16 5

plot6$relabun <- plot6$abun \* 100 / sum(plot6$abun)  
plot6$rank <- rank(-plot6$abun, ties.method = "random")  
plot6 <- plot6[order(plot6$rank),]  
  
# Plotting  
plot(plot1$rank, plot1$relabun, type = "l",  
 col = "blue3", pch = 16, lwd = 2,  
 ylim = c(0, 35),  
 xlab = "Rank", ylab = "Relative species abundance [%]")  
points(plot2$rank, plot2$relabun, type = "l",  
 col = "red2", pch = 16, lwd = 2)  
points(plot3$rank, plot3$relabun, type = "l",  
 col = "coral1", pch = 16, lwd = 2)  
points(plot4$rank, plot4$relabun, type = "l",  
 col = "pink", pch = 16, lwd = 2)  
points(plot5$rank, plot5$relabun, type = "l",  
 col = "deepskyblue", pch = 16, lwd = 2)  
points(plot6$rank, plot6$relabun, type = "l",  
 col = "deepskyblue3", pch = 16, lwd = 2)  
legend("topright",legend = c("Klosterpark Weende", "Cheltenham Park", "City Cemetery", "City Forest", "Forest Weende", "Forest Schlucht"), col = c("blue3", "deepskyblue", "deepskyblue3", "red2", "coral1", "pink"), cex = 0.7, pch = 16)

![](data:image/png;base64,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)

#library(wesanderson)  
#library("RColorBrewer")  
  
#par(mfrow = c(1, 1))  
#plot1\_1 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[1,4:31]))  
  
#plot1\_1 <- plot1\_1[which(plot1\_1$ab!=0),]  
#dim(plot1\_1)  
  
# Add rank of species in the first community  
#plot1\_1$rank <- rank(-plot1\_1$ab, ties.method = "random")  
# Ordering data before plotting  
#plot1\_1 <- plot1\_1[order(plot1\_1$rank), ]  
# Plot  
#plot(plot1\_1$rank, plot1\_1$ab, type = "b",  
# col = "coral", pch = 16, lwd = 1,  
# main = "RAD",  
# xlab = "Rank", ylab = "Abundances")  
  
  
  
#plot1\_2 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[2,4:31]))  
#plot1\_2 <- plot1\_2[which(plot1\_2$ab!=0),]  
#dim(plot1\_2)  
  
#plot1\_2$rank <- rank(-plot1\_2$ab, ties.method = "random")  
  
#plot1\_2 <- plot1\_2[order(plot1\_2$rank), ]  
#points(plot1\_2$rank, plot1\_2$ab, type = "both", col = "coral2", pch = 16)  
  
#plot1\_3 <- data.frame(sp = colnames(dat[,4:31]), ab = as.numeric(dat[3,4:31]))  
  
#plot1\_3 <- plot1\_3[which(plot1\_3$ab!=0),]  
#dim(plot1\_3)  
#plot1\_3$rank <- rank(-plot1\_3$ab, ties.method = "random")  
#plot1\_3 <- plot1\_3[order(plot1\_3$rank), ]  
#points(plot1\_3$rank, plot1\_3$ab, type = "b",  
# col = "coral3", pch = 16, lwd = 1)  
  
  
#plot2\_1 <- data.frame(sp = colnames(dat[,4:31]),  
# ab = as.numeric(dat[4,4:31]))  
#plot2\_1 <- plot2\_1[which(plot2\_1$ab!=0),]  
#dim(plot2\_1)  
#$rank <- rank(-plot2\_1$ab, ties.method = "random")  
#plot2\_1 <- plot2\_1[order(plot2\_1$rank), ]  
#points(plot2\_1$rank, plot2\_1$ab, type = "b",  
# col = "aquamarine", pch = 16, lwd = 1)  
  
  
  
#plot2\_2 <- data.frame(sp = colnames(dat[,4:31]),  
# ab = as.numeric(dat[5,4:31]))  
#plot2\_2 <- plot2\_2[which(plot2\_2$ab!=0),]  
#dim(plot2\_2)  
#plot2\_2$rank <- rank(-plot2\_2$ab, ties.method = "random")  
#plot2\_2 <- plot2\_2[order(plot2\_2$rank), ]  
#points(plot2\_2$rank, plot2\_2$ab, type = "b",  
# col = "aquamarine3", pch = 16, lwd = 1)  
  
#plot2\_3 <- data.frame(sp = colnames(dat[,4:31]),  
# ab = as.numeric(dat[6,4:31]))  
#plot2\_3 <- plot2\_3[which(plot2\_3$ab!=0),]  
#dim(plot2\_3)  
#plot2\_3$rank <- rank(-plot2\_3$ab, ties.method = "random")  
#plot2\_3 <- plot2\_3[order(plot2\_3$rank), ]  
#points(plot2\_3$rank, plot2\_3$ab, type = "b",  
# col = "aquamarine4", pch = 16, lwd = 1)  
  
#plot3\_1 <- data.frame(sp = colnames(dat[,4:31]),  
# ab = as.numeric(dat[7,4:31]))  
#plot3\_1 <- plot3\_1[which(plot3\_1$ab!=0),]  
#dim(plot3\_1)  
#plot3\_1$rank <- rank(-plot3\_1$ab, ties.method = "random")  
#plot3\_1 <- plot3\_1[order(plot3\_1$rank), ]  
#points(plot3\_1$rank, plot3\_1$ab, type = "b",  
# col = "antiquewhite", pch = 16, lwd = 1)  
  
#plot3\_2 <- data.frame(sp = colnames(dat[,4:31]),  
# ab = as.numeric(dat[8,4:31]))  
#plot3\_2 <- plot3\_2[which(plot3\_1$ab!=0),]  
#(plot3\_2)  
#plot3\_2$rank <- rank(-plot3\_2$ab, ties.method = "random")  
#plot3\_2 <- plot3\_2[order(plot3\_2$rank), ]  
#points(plot3\_2$rank, plot3\_2$ab, type = "b",  
# col = "antiquewhite3", pch = 16, lwd = 1)  
  
  
#plot3\_3 <- data.frame(sp = colnames(dat[,4:31]),  
# ab = as.numeric(dat[9,4:31]))  
#plot3\_3 <- plot3\_3[which(plot3\_1$ab!=0),]  
#dim(plot3\_3)  
#plot3\_3$rank <- rank(-plot3\_3$ab, ties.method = "random")  
#plot3\_3 <- plot3\_3[order(plot3\_3$rank), ]  
#points(plot3\_3$rank, plot3\_3$ab, type = "b",  
# col = "antiquewhite4", pch = 16, lwd = 1)  
  
  
#plot4\_1 <- data.frame(sp = colnames(dat[,4:31]),  
# ab = as.numeric(dat[10,4:31]))  
#plot4\_1 <- plot4\_1[which(plot4\_1$ab!=0),]  
#dim(plot4\_1)  
#plot4\_1$rank <- rank(-plot4\_1$ab, ties.method = "random")  
#plot4\_1 <- plot4\_1[order(plot4\_1$rank), ]  
#points(plot4\_1$rank, plot4\_1$ab, type = "b",  
# col = "brown1", pch = 16, lwd = 1)  
  
#plot4\_2 <- data.frame(sp = colnames(dat[,4:31]),  
# ab = as.numeric(dat[11,4:31]))  
#plot4\_2 <- plot4\_2[which(plot4\_2$ab!=0),]  
#dim(plot4\_2)  
#plot4\_2$rank <- rank(-plot4\_2$ab, ties.method = "random")  
#plot4\_2 <- plot4\_2[order(plot4\_1$rank), ]  
#points(plot4\_2$rank, plot4\_2$ab, type = "b",  
# col = "brown4", pch = 16, lwd = 1)  
  
#plot4\_3 <- data.frame(sp = colnames(dat[,4:31]),  
# ab = as.numeric(dat[12,4:31]))  
#plot4\_3 <- plot4\_3[which(plot4\_3$ab!=0),]  
#dim(plot4\_3)  
#plot4\_3$rank <- rank(-plot4\_3$ab, ties.method = "random")  
#plot4\_3 <- plot4\_3[order(plot4\_3$rank), ]  
#points(plot4\_3$rank, plot4\_3$ab, type = "b",  
# col = "brown2", pch = 16, lwd = 1)  
  
  
#plot5\_1 <- data.frame(sp = colnames(dat[,4:31]),  
# ab = as.numeric(dat[13,4:31]))  
#plot5\_1 <- plot5\_1[which(plot5\_1$ab!=0),]  
#dim(plot5\_1)  
#plot5\_1$rank <- rank(-plot5\_1$ab, ties.method = "random")  
#plot5\_1 <- plot5\_1[order(plot5\_1$rank), ]  
#points(plot5\_1$rank, plot5\_1$ab, type = "b",  
# col = "chartreuse", pch = 16, lwd = 1)  
  
  
#plot5\_2 <- data.frame(sp = colnames(dat[,4:31]),  
# ab = as.numeric(dat[14,4:31]))  
#plot5\_2 <- plot5\_2[which(plot5\_2$ab!=0),]  
#dim(plot5\_2)  
#plot5\_2$rank <- rank(-plot5\_2$ab, ties.method = "random")  
#plot5\_2 <- plot5\_2[order(plot5\_2$rank), ]  
#points(plot5\_2$rank, plot5\_2$ab, type = "b",  
# col = "chartreuse3", pch = 16, lwd = 1)  
  
#plot5\_3 <- data.frame(sp = colnames(dat[,4:31]),  
# ab = as.numeric(dat[15,4:31]))  
#plot5\_3 <- plot5\_3[which(plot5\_3$ab!=0),]  
#dim(plot5\_3)  
#plot5\_3$rank <- rank(-plot5\_3$ab, ties.method = "random")  
#plot5\_3 <- plot5\_3[order(plot5\_3$rank), ]  
#points(plot5\_3$rank, plot5\_3$ab, type = "b",  
# col = "chartreuse4", pch = 16, lwd = 1)  
  
  
#plot6\_1 <- data.frame(sp = colnames(dat[,4:31]),  
# ab = as.numeric(dat[16,4:31]))  
#plot6\_1 <- plot6\_1[which(plot6\_1$ab!=0),]  
#dim(plot6\_1)  
#plot6\_1$rank <- rank(-plot6\_1$ab, ties.method = "random")  
#plot6\_1 <- plot6\_1[order(plot6\_1$rank), ]  
#points(plot6\_1$rank, plot6\_1$ab, type = "b",  
# col = "cadetblue", pch = 16, lwd = 1)  
  
  
#plot6\_2 <- data.frame(sp = colnames(dat[,4:31]),  
# ab = as.numeric(dat[17,4:31]))  
#plot6\_2 <- plot6\_2[which(plot6\_2$ab!=0),]  
#dim(plot6\_2)  
#plot6\_2$rank <- rank(-plot6\_2$ab, ties.method = "random")  
#plot6\_2 <- plot6\_2[order(plot6\_2$rank), ]  
#points(plot6\_2$rank, plot6\_2$ab, type = "b",  
# col = "cadetblue3", pch = 16, lwd = 1)  
  
  
#plot6\_3 <- data.frame(sp = colnames(dat[,4:31]),  
# ab = as.numeric(dat[18,4:31]))  
#plot6\_3 <- plot6\_3[which(plot6\_3$ab!=0),]  
#dim(plot6\_3)  
#plot6\_3$rank <- rank(-plot6\_3$ab, ties.method = "random")  
#plot6\_3 <- plot6\_3[order(plot6\_3$rank), ]  
#points(plot6\_3$rank, plot6\_3$ab, type = "b",  
# col = "cadetblue4", pch = 16, lwd = 1)  
  
  
#legend( "topright",legend=c("1\_1 (11 species)", "1\_2 (12 species)", "1\_3 (14 species)", "2\_1 (7 species)", "2\_2 (7 species)", "2\_3 (9 species)", "3\_1 (6 species)", "3\_2 (6 species)", "3\_3 (6 species)", "4\_1 (7 species)", "4\_2 (10 species)", "4\_3 (8 species)", "5\_1 (7 species)", "5\_2 (8 species)", "5\_3 (9 species)", "6\_1 (9 species)", "6\_2 (13 species)", "6\_3 (14 species)"), col= c("coral", "coral2", "coral3", "aquamarine", "aquamarine3", "aquamarine4","antiquewhite", "antiquewhite3","antiquewhite4","brown1", "brown4,brown2", "chartreuse","chartreuse3", "chartreuse4", "cadetblue", "cadetblue3", "cadetblue4"), cex = 0.7)  
  
#datplot <- bind\_rows(plot1\_1,plot1\_2,plot1\_3)  
  
  
#plot6\_2$plot <- "plot6\_2"  
  
#plot1 <- cbind(plot1\_1[,1:3], plot1\_2[,1:3], plot1\_3[,1:3])  
  
  
#ggplot()+  
# geom\_line(aes(rank, ab, colour="plot1\_1"), data=plot1\_1)+  
#geom\_line(aes(rank, ab, colour="plot1\_2"), data=plot1\_2)+  
#geom\_line(aes(rank, ab, colour="plot1\_3"), data=plot1\_3)+  
#geom\_line(aes(rank, ab, colour="plot2\_1"), data=plot2\_1)+  
#geom\_line(aes(rank, ab, colour="plot2\_2"), data=plot2\_2)+  
#geom\_line(aes(rank, ab, colour="plot2\_3"), data=plot2\_3)+  
#geom\_line(aes(rank, ab, colour="plot3\_1"), data=plot3\_1)+  
#geom\_line(aes(rank, ab, colour="plot3\_2"), data=plot3\_2)+  
#geom\_line(aes(rank, ab, colour="plot3\_3"), data=plot3\_3)+  
#geom\_line(aes(rank, ab, colour="plot4\_1"), data=plot4\_1)+  
#geom\_line(aes(rank, ab, colour="plot4\_2"), data=plot4\_2)+  
#geom\_line(aes(rank, ab, colour="plot4\_3"), data=plot4\_3)+  
#geom\_line(aes(rank, ab, colour="plot5\_1"), data=plot5\_1)+  
#geom\_line(aes(rank, ab, colour="plot5\_2"), data=plot5\_2)+  
#geom\_line(aes(rank, ab, colour="plot5\_3"), data=plot5\_3)+  
#geom\_line(aes(rank, ab, colour="plot6\_1"), data=plot6\_1)+  
#geom\_line(aes(rank, ab, colour="plot6\_2"), data=plot6\_2)+  
#geom\_line(aes(rank, ab, colour="plot6\_3"), data=plot6\_3)+  
# labs(y = "Abundance", x = "Rank", color = "")  
  
#rank abundance curve per site  
#datsite<-aggregate(data=dat[,1:31],.~site, sum)

datp\_NMDS <- metaMDS(jparks, k = 2)

## Run 0 stress 0.1891579   
## Run 1 stress 0.21503   
## Run 2 stress 0.218472   
## Run 3 stress 0.1888744   
## ... New best solution  
## ... Procrustes: rmse 0.1254807 max resid 0.2656085   
## Run 4 stress 0.2089544   
## Run 5 stress 0.2233708   
## Run 6 stress 0.2288515   
## Run 7 stress 0.2267795   
## Run 8 stress 0.1958146   
## Run 9 stress 0.3209238   
## Run 10 stress 0.2089544   
## Run 11 stress 0.1888744   
## ... Procrustes: rmse 1.996929e-06 max resid 3.212939e-06   
## ... Similar to previous best  
## Run 12 stress 0.2114897   
## Run 13 stress 0.2084861   
## Run 14 stress 0.3017338   
## Run 15 stress 0.2114901   
## Run 16 stress 0.1958146   
## Run 17 stress 0.214247   
## Run 18 stress 0.1881943   
## ... New best solution  
## ... Procrustes: rmse 0.1599653 max resid 0.3621774   
## Run 19 stress 0.218472   
## Run 20 stress 0.2401441   
## \*\*\* No convergence -- monoMDS stopping criteria:  
## 14: stress ratio > sratmax  
## 6: scale factor of the gradient < sfgrmin

datf\_NMDS <- metaMDS(jforest, k=2)

## Run 0 stress 0.174371   
## Run 1 stress 0.1632269   
## ... New best solution  
## ... Procrustes: rmse 0.2226489 max resid 0.4438746   
## Run 2 stress 0.1912414   
## Run 3 stress 0.1708869   
## Run 4 stress 0.2100509   
## Run 5 stress 0.1853256   
## Run 6 stress 0.1912737   
## Run 7 stress 0.1634615   
## ... Procrustes: rmse 0.1459894 max resid 0.2686024   
## Run 8 stress 0.1951734   
## Run 9 stress 0.1587959   
## ... New best solution  
## ... Procrustes: rmse 0.204202 max resid 0.3675787   
## Run 10 stress 0.1738179   
## Run 11 stress 0.1670135   
## Run 12 stress 0.1506224   
## ... New best solution  
## ... Procrustes: rmse 0.2826464 max resid 0.4771622   
## Run 13 stress 0.1759368   
## Run 14 stress 0.1936784   
## Run 15 stress 0.1938985   
## Run 16 stress 0.2262795   
## Run 17 stress 0.1794955   
## Run 18 stress 0.1738524   
## Run 19 stress 0.1627734   
## Run 20 stress 0.2006613   
## \*\*\* No convergence -- monoMDS stopping criteria:  
## 18: stress ratio > sratmax  
## 2: scale factor of the gradient < sfgrmin

par(mfrow = c(1, 2))  
stressplot(datp\_NMDS, main = "Park")  
stressplot(datf\_NMDS, main = "Forest")

![](data:image/png;base64,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)

par(mfrow = c(1, 2))  
plot(datp\_NMDS, display = "sites", type = "t", main = "Goodness of fit")  
points(datp\_NMDS, display = "sites", cex = goodness(datp\_NMDS)\*200)   
title(main = "Goodness of fit")  
  
plot(datf\_NMDS, display = "sites", type = "t", main = "Goodness of fit")  
points(datf\_NMDS, display = "sites", cex = goodness(datf\_NMDS)\*200)   
title(main = "Goodness of fit")
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datpclust <- hclust(jparks, method = "complete")  
plot(datpclust, xlab = "", cex = 0.7, ann = FALSE)  
abline(h = 0.78, lwd = 2, col = "black", lty = 2)  
  
datfclust <- hclust(jforest, method = "complete")  
plot(datfclust, xlab = "", cex = 0.7, ann = FALSE)  
abline(h = 0.78, lwd = 2, col = "black", lty = 2)

![](data:image/png;base64,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)

datpclust\_3 <- cutree(datpclust, k = 3)  
  
plot(datp\_NMDS, display = "sites", type = "n", main = "Park")  
ordihull(datp\_NMDS, groups = datpclust\_3,  
 draw = "polygon", col = c("#fc8d59", "#ffffbf", "#91bfdb"),  
 label = FALSE)  
points(datp\_NMDS, display = "sites", pch = 21, col = "black",  
 bg = c("#fc8d59", "#ffffbf", "#91bfdb")[datpclust\_3])  
legend(x = 0.4, y = -0.2, legend = c(paste0("Cl. ", seq(1:3))),  
 col = c("#fc8d59", "#ffffbf", "#91bfdb"), pch = 16)  
  
datfclust\_3 <- cutree(datfclust, k = 3)  
  
plot(datf\_NMDS, display = "sites", type = "n", main = "Forest")  
ordihull(datf\_NMDS, groups = datfclust\_3,  
 draw = "polygon", col = c("#fc8d59", "#ffffbf", "#91bfdb"),  
 label = FALSE)  
points(datf\_NMDS, display = "sites", pch = 21, col = "black",  
 bg = c("#fc8d59", "#ffffbf", "#91bfdb")[datfclust\_3])  
legend(x = 0.4, y = -0.2, legend = c(paste0("Cl. ", seq(1:3))),  
 col = c("#fc8d59", "#ffffbf", "#91bfdb"), pch = 16)
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Shannon diversity index

H <- diversity(dat[,4:31], index = "shannon")  
plot(H~dat$site, xlab="Sampling plots", xaxt="n", ylab = "Shannon index")  
axis(1, at=1:6, labels=c("KL","CI","WE","SC","CH","CE"))
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