**Министерство науки и высшего образования Российской**

**Федерации**

![](data:image/jpeg;base64,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)

**Федеральное государственное бюджетное образовательное**

**учреждение**

**высшего образования**

**«Московский государственный технический университет**

**имени Н.Э. Баумана**

**(национальный исследовательский университет)»**

**(МГТУ им. Н.Э. Баумана)**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABQ0AAAACCAIAAAB9iG28AAAAIElEQVRYhe3BMQEAAAjAIG2/2P5mALYaAAAAAAAAAHgOi8ABmm05IVQAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABQ0AAAAICAIAAADcE07aAAAAN0lEQVR4nO3BMQEAAAjAIG2/2JbwBLYaAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACARwc4rgGam+1svAAAAABJRU5ErkJggg==)

ФАКУЛЬТЕТ «Информатика и системы управления»\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

КАФЕДРА «Программное обеспечение ЭВМ и информационные технологии»

**Лабораторная работа № 1**

**Тема** Построение и программная реализация алгоритма полиномиальной интерполяции табличных функций.

**Студент** Варламова Е.А.

**Группа** ИУ7-41Б

**Оценка (баллы) \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Преподаватель** Градов В.М.

Москва.

2021 г

**Цель работы**.Получение навыков построения алгоритма интерполяции таблично заданных функций полиномами Ньютона и Эрмита.

1. **Исходные данные.**

1. Таблица функции и её производных

|  |  |  |
| --- | --- | --- |
| x | y | y’ |
| 0.00 | 1.000000 | -1.000000 |
| 0.15 | 0.838771 | -1.14944 |
| 0.30 | 0.655336 | -1.29552 |
| 0.45 | 0.450447 | -1.43497 |
| 0.60 | 0.225336 | -1.56464 |
| 0.75 | -0.018310 | -1.68164 |
| 0.90 | -0.278390 | -1.78333 |
| 1.05 | -0.552430 | -1.86742 |

2. Степень аппроксимирующего полинома - n.

3. Значение аргумента, для которого выполняется интерполяция.

1. **Код программы**

class Point:

def \_\_init\_\_(self, x, y, der = 0):

self.x = x

self.y = y

self.der = der

def build\_configuration(points, value, points\_num):

min\_dif = abs(points[0].x - value)

ind = 0

for i in range(len(points)):

if abs(points[i].x - value) < min\_dif:

min\_dif = abs(points[i].x - value)

ind = i

left = ind

right = ind

for i in range(points\_num - 1):

if i % 2 == 0:

if left == 0:

right += 1

else:

left -= 1

else:

if right == len(points) - 1:

left -= 1

else:

right += 1

return points[left:right + 1]

def build\_result\_row\_Newton(points, points\_num):

val\_column = [p.y for p in points]

arg\_column = [p.x for p in points]

result = [val\_column[0]]

col\_num = len(val\_column)

for i in range(1, col\_num):

for j in range (col\_num - 1):

val\_column[j] = ( val\_column[j] - val\_column[j + 1] ) / (arg\_column[j] - arg\_column[j + i])

result.append(val\_column[0])

col\_num -= 1

return (result, arg\_column)

def build\_result\_row\_Hermite(points, points\_num):

val\_column = []

arg\_column = []

for i in range(points\_num):

arg\_column.append(points[int(i / 2)].x)

val\_column.append(points[int(i / 2)].y)

result = [val\_column[0]]

for j in range (points\_num - 1):

if j % 2 == 0:

val\_column[j] = points[int(j / 2)].der

else:

val\_column[j] = ( val\_column[j] - val\_column[j + 1] ) / (arg\_column[j] - arg\_column[j + 1])

result.append(val\_column[0])

points\_num -= 1

for i in range(2, points\_num + 1):

for j in range (points\_num - 1):

val\_column[j] = ( val\_column[j] - val\_column[j + 1] ) / (arg\_column[j] - arg\_column[j + i])

result.append(val\_column[0])

points\_num -= 1

return (result, arg\_column)

def count\_poly(arg\_column, difs, points\_num, value):

result = 0

multiplier = 1

for i in range (points\_num):

result += (difs[i] \* multiplier)

multiplier \*= (value - arg\_column[i])

return result

def print\_results(points):

points.sort(key=lambda point: point.x, reverse=False)

value = 0.525

print("x---------x---------x---------x---------x---------x")

print("| method | n = 1 | n = 2 | n = 3 | n = 4 |")

print("x---------x---------x---------x---------x---------x")

print("| Newton |", end = "")

for n in range(1, 5):

p = build\_configuration(points, value, n + 1)

difs, arg\_column = build\_result\_row\_Newton(p, n + 1)

res = count\_poly(arg\_column, difs, n + 1, value)

print("{:9.6f}|".format(res), end = "")

print()

print("x---------x---------x---------x---------x---------x")

print("| Hermite |", end = "")

for n in range(1, 5):

p = build\_configuration(points, value, n + 1)

difs, arg\_column = build\_result\_row\_Hermite(p, n + 1)

res = count\_poly(arg\_column, difs, n + 1, value)

print("{:9.6f}|".format(res), end = "")

print()

print("x---------x---------x---------x---------x---------x")

print()

print("x---------x---------x---------x---------x")

print("| | n = 2 | n = 3 | n = 4 |")

print("x---------x---------x---------x---------x")

print("| Root |", end = "")

for p in points:

p.x, p.y = p.y, p.x

points.sort(key=lambda point: point.x, reverse=False)

value = 0

for n in range(2, 5):

p = build\_configuration(points, value, n + 1)

difs, arg\_column = build\_result\_row\_Newton(p, n + 1)

res = count\_poly(arg\_column, difs, n + 1, value)

print("{:9.6f}|".format(res), end = "")

print()

print("x---------x---------x---------x---------x")

if \_\_name\_\_ == "\_\_main\_\_":

f = open("data\_02.txt")

points = []

for line in f:

x\_val, y\_val, der = map(float, line.split())

point = Point(x\_val, y\_val, der)

points.append(point)

f.close()

print\_results(points)

1. **Результат работы программы**

1. Значения y(x) при степенях полиномов Ньютона и Эрмита n = 1, 2, 3 и 4 при фиксированном x (x=0.525). Результаты сведены в таблицу для сравнения полиномов.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | n = 1 | n = 2 | n = 3 | n = 4 |
| Ньютон | 0.337891 | 0.340208 | 0.340314 | 0.340324 |
| Эрмит | 0.342824 | 0.340358 | 0.340312 | 0.340323 |

2. Корень заданной выше табличной функции с помощью обратной интерполяции с использованием полинома Ньютона.

|  |  |  |
| --- | --- | --- |
| n = 2 | n = 3 | n = 4 |
| 0.739046 | 0.739079 | 0.739088 |

1. **Ответы на вопросы защиты лабораторной работы.**
2. Будет ли работать программа при степени полинома n=0?

Да, но результат будет очень грубым, поскольку он будет представлять собой значение функции в точке, аргумент которой ближе всего к заданному значению (точка из исходной таблицы).

1. Как практически оценить погрешность интерполяции? Почему сложно применить для этих целей теоретическую оценку?

Чтобы оценить погрешность, можно проследить за убыванием членов ряда, и, если они убывают достаточно быстро, отбросить все после определённого. Его значение и будет погрешностью.

Сложность использования теоретической оценки состоит в том, что производные интерполируемой функции обычно неизвестны.

1. Если в двух точках заданы значения функции и ее первых производных, то полином какой минимальной степени может быть построен на этих точках?

Полином 3 степени (так как условий 4).

1. В каком месте алгоритма построения полинома существенна информация об упорядоченности аргумента функции (возрастает, убывает)?

При формировании конфигурации из n + 1 узлов, по возможности симметрично расположенных относительно аргумента, для которого выполняется интерполяция (если точки упорядочены по значению аргумента, то формирование такой конфигурации значительно упрощается, ведь все точки расположены друг за другом).

1. Что такое выравнивающие переменные и как их применить для повышения точности интерполяции?

Для интерполяции быстроменяющихся функций возникает необходимость создавать таблицы очень больших объемов, что в ряде случаев неприемлемо. Тогда для повышения точности интерполяции применяют метод выравнивающих переменных: строят преобразование n = n(y) и e = e(x) так, чтобы в новых переменных (n, e) график на отдельных участках был близок к прямой, затем интерполируют и обратным интерполированием находят y = y(n).