**WEEK 8 LAB B**

1.

#include <iostream>

using namespace std;

struct Node {

    int key;

    Node\* left;

    Node\* right;

    int height;

};

int height(Node\* n) {

    if (n == NULL)

        return 0;

    return n->height;

}

Node\* newNode(int key) {

    Node\* node = new Node();

    node->key = key;

    node->left = NULL;

    node->right = NULL;

    node->height = 1;

    return node;

}

Node\* rightRotate(Node\* y) {

    Node\* x = y->left;

    Node\* T2 = x->right;

    x->right = y;

    y->left = T2;

    y->height = max(height(y->left), height(y->right)) + 1;

    x->height = max(height(x->left), height(x->right)) + 1;

    return x;

}

Node\* leftRotate(Node\* x) {

    Node\* y = x->right;

    Node\* T2 = y->left;

    y->left = x;

    x->right = T2;

    x->height = max(height(x->left), height(x->right)) + 1;

    y->height = max(height(y->left), height(y->right)) + 1;

    return y;

}

int getBalance(Node\* n) {

    if (n == NULL)

        return 0;

    return height(n->left) - height(n->right);

}

Node\* insert(Node\* node, int key) {

    if (node == NULL)

        return newNode(key);

    if (key < node->key)

        node->left = insert(node->left, key);

    else if (key > node->key)

        node->right = insert(node->right, key);

    else

        return node;

    node->height = 1 + max(height(node->left), height(node->right));

    int balance = getBalance(node);

    if (balance > 1 && key < node->left->key)

        return rightRotate(node);

    if (balance < -1 && key > node->right->key)

        return leftRotate(node);

    if (balance > 1 && key > node->left->key) {

        node->left = leftRotate(node->left);

        return rightRotate(node);

    }

    if (balance < -1 && key < node->right->key) {

        node->right = rightRotate(node->right);

        return leftRotate(node);

    }

    return node;

}

Node\* minValueNode(Node\* node) {

    Node\* current = node;

    while (current->left != NULL)

        current = current->left;

    return current;

}

Node\* deleteNode(Node\* root, int key) {

    if (root == NULL)

        return root;

    if (key < root->key)

        root->left = deleteNode(root->left, key);

    else if (key > root->key)

        root->right = deleteNode(root->right, key);

    else {

        if ((root->left == NULL) || (root->right == NULL)) {

            Node\* temp = root->left ? root->left : root->right;

            if (temp == NULL) {

                temp = root;

                root = NULL;

            } else

                \*root = \*temp;

            delete temp;

        } else {

            Node\* temp = minValueNode(root->right);

            root->key = temp->key;

            root->right = deleteNode(root->right, temp->key);

        }

    }

    if (root == NULL)

        return root;

    root->height = 1 + max(height(root->left), height(root->right));

    int balance = getBalance(root);

    if (balance > 1 && getBalance(root->left) >= 0)

        return rightRotate(root);

    if (balance > 1 && getBalance(root->left) < 0) {

        root->left = leftRotate(root->left);

        return rightRotate(root);

    }

    if (balance < -1 && getBalance(root->right) <= 0)

        return leftRotate(root);

    if (balance < -1 && getBalance(root->right) > 0) {

        root->right = rightRotate(root->right);

        return leftRotate(root);

    }

    return root;

}

void preOrder(Node\* root) {

    if (root != NULL) {

        cout << root->key << " ";

        preOrder(root->left);

        preOrder(root->right);

    }

}

int main() {

    Node\* root = NULL;

    // Insert the values from the AVL tree image

    root = insert(root, 18);

    root = insert(root, 15);

    root = insert(root, 24);

    root = insert(root, 8);

    root = insert(root, 17);

    root = insert(root, 22);

    root = insert(root, 28);

    root = insert(root, 31);

    cout << "Preorder traversal before deletion: ";

    preOrder(root);

    cout << endl;

    // Delete the specified nodes

    root = deleteNode(root, 24);

    root = deleteNode(root, 15);

    root = deleteNode(root, 18);

    root = deleteNode(root, 22);

    root = deleteNode(root, 17);

    cout << "Preorder traversal after deletion: ";

    preOrder(root);

    cout << endl;

    return 0;

}
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2.

a)

#include <iostream>

using namespace std;

class Node {

public:

int key;

Node\* left;

Node\* right;

Node(int value) {

key = value;

left = NULL;

right = NULL;

}

};

int height(Node\* node) {

if (!node) {

return -1;

}

int leftHeight = height(node->left);

int rightHeight = height(node->right);

return 1 + max(leftHeight, rightHeight);

}

Node\* insert(Node\* node, int value) {

if (!node) {

return new Node(value);

}

if (value < node->key) {

node->left = insert(node->left, value);

} else {

node->right = insert(node->right, value);

}

return node;

}

int main() {

Node\* root = NULL;

int n, value;

cout << "Enter the number of nodes: ";

cin >> n;

cout << "Enter the node values:\n";

for (int i = 0; i < n; i++) {

cin >> value;

root = insert(root, value);

}

int treeHeight = height(root);

cout << "Height of the binary tree: " << treeHeight << endl;

delete root;

return 0;

}
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b) #include <iostream>

#include <climits>

using namespace std;

struct node {

    int key;

    node\* left;

    node\* right;

};

node\* newnode(int key) {

    node\* n = new node();

    n->key = key;

    n->left = NULL;

    n->right = NULL;

    return n;

}

node\* constructbst(int preorder[], int\* preorderindex, int key, int min, int max, int n) {

    if (\*preorderindex >= n)

        return NULL;

    node\* root = NULL;

    if (key > min && key < max) {

        root = newnode(key);

        \*preorderindex = \*preorderindex + 1;

        if (\*preorderindex < n) {

            root->left = constructbst(preorder, preorderindex, preorder[\*preorderindex], min, key, n);

        }

        if (\*preorderindex < n) {

            root->right = constructbst(preorder, preorderindex, preorder[\*preorderindex], key, max, n);

        }

    }

    return root;

}

int height(node\* n) {

    if (n == NULL)

        return -1;

    int leftheight = height(n->left);

    int rightheight = height(n->right);

    return 1 + max(leftheight, rightheight);

}

bool isavl(node\* root) {

    if (root == NULL)

        return true;

    int leftheight = height(root->left);

    int rightheight = height(root->right);

    int balancefactor = leftheight - rightheight;

    if (balancefactor > 1 || balancefactor < -1)

        return false;

    return isavl(root->left) && isavl(root->right);

}

int main() {

    int preorder1[] = {20, 10, 15, 18, 30, 25, 40};

    int preorder2[] = {20, 15, 18, 30, 25, 40};

    int n1 = sizeof(preorder1) / sizeof(preorder1[0]);

    int n2 = sizeof(preorder2) / sizeof(preorder2[0]);

    int preorderindex1 = 0;

    int preorderindex2 = 0;

    node\* root1 = constructbst(preorder1, &preorderindex1, preorder1[0], INT\_MIN, INT\_MAX, n1);

    node\* root2 = constructbst(preorder2, &preorderindex2, preorder2[0], INT\_MIN, INT\_MAX, n2);

    if (isavl(root1))

        cout << "preorder1 forms a valid avl tree" << endl;

    else

        cout << "preorder1 does not form a valid avl tree" << endl;

    if (isavl(root2))

        cout << "preorder2 forms a valid avl tree" << endl;

    else

        cout << "preorder2 does not form a valid avl tree" << endl;

    return 0;

}
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c)

#include <iostream>

#include <vector>

using namespace std;

class Node {

public:

int key;

Node\* left;

Node\* right;

int height;

Node(int value) {

key = value;

left = NULL;

right = NULL;

height = 1;

}

};

int getHeight(Node\* node) {

return node ? node->height : 0;

}

int getBalance(Node\* node) {

return node ? getHeight(node->left) - getHeight(node->right) : 0;

}

Node\* rightRotate(Node\* y) {

Node\* x = y->left;

Node\* T2 = x->right;

x->right = y;

y->left = T2;

y->height = 1 + max(getHeight(y->left), getHeight(y->right));

x->height = 1 + max(getHeight(x->left), getHeight(x->right));

return x;

}

Node\* leftRotate(Node\* x) {

Node\* y = x->right;

Node\* T2 = y->left;

y->left = x;

x->right = T2;

x->height = 1 + max(getHeight(x->left), getHeight(x->right));

y->height = 1 + max(getHeight(y->left), getHeight(y->right));

return y;

}

Node\* insert(Node\* node, int key) {

if (!node) return new Node(key);

if (key < node->key)

node->left = insert(node->left, key);

else if (key > node->key)

node->right = insert(node->right, key);

node->height = 1 + max(getHeight(node->left), getHeight(node->right));

int balance = getBalance(node);

if (balance > 1 && key < node->left->key)

return rightRotate(node);

if (balance < -1 && key > node->right->key)

return leftRotate(node);

if (balance > 1 && key > node->left->key) {

node->left = leftRotate(node->left);

return rightRotate(node);

}

if (balance < -1 && key < node->right->key) {

node->right = rightRotate(node->right);

return leftRotate(node);

}

return node;

}

void inorder(Node\* node, vector<int>& nodes) {

if (!node) return;

inorder(node->left, nodes);

nodes.push\_back(node->key);

inorder(node->right, nodes);

}

vector<int> mergeSortedArrays(const vector<int>& arr1, const vector<int>& arr2) {

vector<int> merged(arr1.size() + arr2.size());

int i = 0, j = 0, k = 0;

while (i < arr1.size() && j < arr2.size()) {

if (arr1[i] < arr2[j]) {

merged[k++] = arr1[i++];

} else {

merged[k++] = arr2[j++];

}

}

while (i < arr1.size()) merged[k++] = arr1[i++];

while (j < arr2.size()) merged[k++] = arr2[j++];

return merged;

}

Node\* buildAVLTreeFromSortedArray(const vector<int>& sortedArray, int start, int end) {

if (start > end) return NULL;

int mid = (start + end) / 2;

Node\* root = new Node(sortedArray[mid]);

root->left = buildAVLTreeFromSortedArray(sortedArray, start, mid - 1);

root->right = buildAVLTreeFromSortedArray(sortedArray, mid + 1, end);

root->height = 1 + max(getHeight(root->left), getHeight(root->right));

return root;

}

Node\* mergeAVLTrees(Node\* rootA, Node\* rootB) {

vector<int> nodesA;

vector<int> nodesB;

inorder(rootA, nodesA);

inorder(rootB, nodesB);

vector<int> mergedNodes = mergeSortedArrays(nodesA, nodesB);

return buildAVLTreeFromSortedArray(mergedNodes, 0, mergedNodes.size() - 1);

}

void printInOrder(Node\* node) {

if (!node) return;

printInOrder(node->left);

cout << node->key << " ";

printInOrder(node->right);

}

int main() {

Node\* rootA = NULL;

Node\* rootB = NULL;

rootA = insert(rootA, 30);

rootA = insert(rootA, 20);

rootA = insert(rootA, 40);

rootA = insert(rootA, 10);

rootA = insert(rootA, 25);

rootB = insert(rootB, 35);

rootB = insert(rootB, 15);

rootB = insert(rootB, 45);

rootB = insert(rootB, 5);

rootB = insert(rootB, 22);

Node\* mergedRoot = mergeAVLTrees(rootA, rootB);

cout << "Inorder traversal of the merged AVL tree: ";

printInOrder(mergedRoot);

cout << endl;

return 0;

}
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d)

#include <iostream>

#include <cmath>

using namespace std;

class Node {

public:

int key;

Node\* left;

Node\* right;

int height;

Node(int value) {

key = value;

left = NULL;

right = NULL;

height = 1;

}

};

int getHeight(Node\* node) {

return node ? node->height : 0;

}

int getBalance(Node\* node) {

return node ? getHeight(node->left) - getHeight(node->right) : 0;

}

Node\* rightRotate(Node\* y) {

Node\* x = y->left;

Node\* T2 = x->right;

x->right = y;

y->left = T2;

y->height = 1 + max(getHeight(y->left), getHeight(y->right));

x->height = 1 + max(getHeight(x->left), getHeight(x->right));

return x;

}

Node\* leftRotate(Node\* x) {

Node\* y = x->right;

Node\* T2 = y->left;

y->left = x;

x->right = T2;

x->height = 1 + max(getHeight(x->left), getHeight(x->right));

y->height = 1 + max(getHeight(y->left), getHeight(y->right));

return y;

}

Node\* rebalance(Node\* node) {

if (!node) return NULL;

int balance = getBalance(node);

if (balance > 1) {

if (getBalance(node->left) < 0)

node->left = leftRotate(node->left);

return rightRotate(node);

}

if (balance < -1) {

if (getBalance(node->right) > 0)

node->right = rightRotate(node->right);

return leftRotate(node);

}

return node;

}

Node\* deleteSubtree(Node\* root, Node\* nodeToDelete) {

if (!root) return NULL;

if (root == nodeToDelete) {

nodeToDelete->left = NULL;

nodeToDelete->right = NULL;

return nodeToDelete;

}

root->left = deleteSubtree(root->left, nodeToDelete);

root->right = deleteSubtree(root->right, nodeToDelete);

root->height = 1 + max(getHeight(root->left), getHeight(root->right));

return rebalance(root);

}

void printInOrder(Node\* node) {

if (!node) return;

printInOrder(node->left);

cout << node->key << " ";

printInOrder(node->right);

}

Node\* insert(Node\* node, int key) {

if (!node) return new Node(key);

if (key < node->key)

node->left = insert(node->left, key);

else if (key > node->key)

node->right = insert(node->right, key);

node->height = 1 + max(getHeight(node->left), getHeight(node->right));

return rebalance(node);

}

int main() {

Node\* root = NULL;

root = insert(root, 30);

root = insert(root, 20);

root = insert(root, 40);

root = insert(root, 10);

root = insert(root, 25);

cout << "Original AVL Tree Inorder: ";

printInOrder(root);

cout << endl;

Node\* nodeToDelete = root->left; // Assuming we want to delete subtree rooted at 20

deleteSubtree(root, nodeToDelete);

cout << "After Deleting Subtree Inorder: ";

printInOrder(root);

cout << endl;

return 0;

}
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e)

#include <iostream>

using namespace std;

struct node {

    int key;

    node\* left;

    node\* right;

    int height;

};

node\* newnode(int key) {

    node\* n = new node();

    n->key = key;

    n->left = NULL;

    n->right = NULL;

    n->height = 1;

    return n;

}

int getheight(node\* n) {

    if (n == NULL)

        return 0;

    return n->height;

}

int updateheight(node\* n) {

    return 1 + max(getheight(n->left), getheight(n->right));

}

int getbalance(node\* n) {

    if (n == NULL)

        return 0;

    return getheight(n->left) - getheight(n->right);

}

node\* rightrotate(node\* y) {

    node\* x = y->left;

    node\* t2 = x->right;

    x->right = y;

    y->left = t2;

    y->height = updateheight(y);

    x->height = updateheight(x);

    return x;

}

node\* leftrotate(node\* x) {

    node\* y = x->right;

    node\* t2 = y->left;

    y->left = x;

    x->right = t2;

    x->height = updateheight(x);

    y->height = updateheight(y);

    return y;

}

node\* insert(node\* root, int key) {

    if (root == NULL)

        return newnode(key);

    if (key < root->key)

        root->left = insert(root->left, key);

    else if (key > root->key)

        root->right = insert(root->right, key);

    else

        return root;

    root->height = updateheight(root);

    int balance = getbalance(root);

    if (balance > 1 && key < root->left->key)

        return rightrotate(root);

    if (balance < -1 && key > root->right->key)

        return leftrotate(root);

    if (balance > 1 && key > root->left->key) {

        root->left = leftrotate(root->left);

        return rightrotate(root);

    }

    if (balance < -1 && key < root->right->key) {

        root->right = rightrotate(root->right);

        return leftrotate(root);

    }

    return root;

}

node\* deletekey(node\* root, int key) {

    if (root == NULL)

        return root;

    if (key < root->key)

        root->left = deletekey(root->left, key);

    else if (key > root->key)

        root->right = deletekey(root->right, key);

    else {

        if ((root->left == NULL) || (root->right == NULL)) {

            node\* temp = root->left ? root->left : root->right;

            if (temp == NULL) {

                temp = root;

                root = NULL;

            } else

                \*root = \*temp;

            delete temp;

        } else {

            node\* temp = root->right;

            while (temp->left != NULL)

                temp = temp->left;

            root->key = temp->key;

            root->right = deletekey(root->right, temp->key);

        }

    }

    if (root == NULL)

        return root;

    root->height = updateheight(root);

    int balance = getbalance(root);

    if (balance > 1 && getbalance(root->left) >= 0)

        return rightrotate(root);

    if (balance < -1 && getbalance(root->right) <= 0)

        return leftrotate(root);

    if (balance > 1 && getbalance(root->left) < 0) {

        root->left = leftrotate(root->left);

        return rightrotate(root);

    }

    if (balance < -1 && getbalance(root->right) > 0) {

        root->right = rightrotate(root->right);

        return leftrotate(root);

    }

    return root;

}

node\* updatekey(node\* root, int oldkey, int newkey) {

    root = deletekey(root, oldkey);

    root = insert(root, newkey);

    return root;

}

void inorder(node\* root) {

    if (root == NULL)

        return;

    inorder(root->left);

    cout << root->key << " ";

    inorder(root->right);

}

int main() {

    node\* root = NULL;

    root = insert(root, 20);

    root = insert(root, 10);

    root = insert(root, 30);

    root = insert(root, 25);

    root = insert(root, 5);

    cout << "inorder before update: ";

    inorder(root);

    cout << endl;

    int oldkey = 10;

    int delta = 100;

    int newkey = oldkey + delta;  // update operation

    root = updatekey(root, oldkey, newkey);

    cout << "inorder after update: ";

    inorder(root);

    cout << endl;

    return 0;

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAe4AAABvCAIAAACl7rTIAAAAAXNSR0IArs4c6QAAFKJJREFUeF7tnb9v3MoRx3mX1l2ApDhIDmAEMuDGVZKD9IAnp4pUvNfkCll6biVXaQ6IDRgIYEQKcKmfhHSGfhTXpZDSWQYi4aoHvOYAW3kuJOOAFPkflJldkscfu8tdHinxyC8r+245O/OZveFwlhq2xuPx1dXVt99+6+EAARAAARCYTwItb/fp9i9+d/Sno/nUH1qDAAiAAAh4P/N+/9+P1x+9H8ACBEAABEBgXgm0SfFf/+rv86o+9AYBEAABEPA8CuVPf/vzX0oUrdbjl8cfPhy/fNxqlQqntb5X7CxS8711Z7WlxfIgu0u1enbhhXObXSVIAAEQqAIBzsobe7Ra67sHvZvB6tfieP79x3qgkBfKkmyJXPtsr39+isCX2ti1lvScXkWzsgdyVnR41LpC5LjaNZ00lQQ46VOSmyC2aQQolP949MOWNPv29uP3z0VIu71tBIilh4ve6OKsEbYWaORkuC0vfjbXP4rA5+dvvMtRQgGKd/3F4fYqHdtDr3ewu2bWcG2374mLrhj+hu4c5fii5JAoJ7tOX/kEVlcHN72D8I7QVZ8C/QJRTSbQHn8zPvzqkBBMs5K99ZBIULgI8wwuvshvg1RL5lXThIvk0KBQWjQ9DKWc97uZWZVBjt5hS0G5ZKqn/LW7ZH/R/MzNrsyqUaIQFBZMDJyj+mu5Bfyl6kS30zvwTY54U8ehvMIaSd7ZoAi8uX8dcxql2CvdyfDtPiUNlEDsvx1Ouhvh0lL6l0Lnq1ORYXx6fznpLD9bEouwGDmzhIDb29OLkbf4MKc+s0yNc0EgJDAtsIiE/Ovt4SRNp9vf+LLNCRHnQy84e+Kf6NHB8qWfnW0PF/tHO2GFneIIf+fnW34CxdmKN5CZzOpgmqNFP+f0JpKdKeUYnNftHyyciMRNCJK380r5MuSdH/Q6Xrd/fh5ejWa0K6G/6zrr9v3EU+SdPk8dNzJh5cIvDQ1GXclfOpHoThPMV6dSDQNnVz3tx4v7PIrAqZu8tZWud3P9SeQEj18esSM6C48sBT9a6AQnFyXHcmbVMNJ/ozs62RfGzKTPDErg1MYTsKqVjwabVHPhfOj6htIPDtlLz5Y7wfKlz/dPRn6eJIhSINnkhEucIH6uMnt6l6xlJD4/e0fZ2cq0opqSY/bXaLDqJ25nfp6kky9DHt2qTzw6SQZEEXFmsyupv+PyCvUPeeq4kWAZI+UMbK7xMHN2LaxNU/5ZdsgnXz4v7dAV9Zwv+8oUQm0SVVpiS6koOV7kVsbOLnmXQwmBN3w3vVzl1cdxsWA4CMQIWIVyBTNKjGjJTr/4/GUSyapurmW1ne49X4nSu8dVaT8Li0njzykyyLxYpsnyVlUcaTmu7jPLT0vLY5def1dt0+N13EQyGz57kyi8KKZ15aDXXF4F5cF3IZG7MTdzg3su2pyRGa3NQUZzIBeVGX98QXJy2BWWy08WDqjENYs+NrZjDAgYCOQN5fHQ7XnJEGiGzoFFHpy2U+7tFwqCjbTiNl1d5bva5SrfcjFqInjIjQtBbygZ9Atc0YKVeoZy9OS7Afu6SFQz4uzRDZF/tyduhmKpgdIKiuOcAW8HZ9GgouTE53O1S94E8t1qLn0sFwWGgUAJoZy3nrobO37+LO55L98bcqvIeNrr4+RbHGLLqCPr7wUerM/ohB/EcZXvaJerfCpl0LWruyL2G6hGHN/+DQmsveh1Rhd8z67hJq6d/m0OP1IZl8PXo+Vn0T8OMOuZb9tTbGl26QkgRSk8y5dUQj8ZebSApJLCXvaX4TyxbOJxnNZPQXKi87ra5Y8Xd5A59MlChe9BwIpAS7bT+u67v9I2ZhBgxZmjAVWP5TYg7SXKsiw/WEY7oKIOzhEkvLEPi9riSRg6gc5NzB/sbolKOt2RTuXwFNOpxbx0rk6O0iypZ1oI62z4ijfcyLjX0WDkbJdevlpVf5dPIN7+svHGe7tJBYYlrf7h+AQ38oUfwSfDweXyBsuRZYeYyQHPbEQcJyOFC5X2CSGkUebD+LzdGnteiXYEGLhSSd2ajTnFH1SknLM4/0y7DByc7LL6jWIQCFgQ8EP51pb/aLnFKRhSPIHEJbP4CSARBECg1gTy1sprDQXGgQAIgMB8EUAony9/QVsQAAEQUBBAKK/EspBPdofPiVdCJygBAiAwPwQQyufHV9AUBEAABDQEEMqxNEAABEBg7gnEQnm+54tzMLj7vtvoS57DTTgFBEBgXgg0IivX9SUvta/3HayAUvV37d9d437iun7rhfRhv4N1gimaQCAWyl3bKs0NIPQlz+Uqp/7dde0nruu3XlQf9lyewUkgkCQwDeU16FceebFL8oU1Cbtz9PV26p/etL7khLeW/cT1/dYL68OOmAQChRCoT79yZf9uXV/yfH29Xfun6zxUv77kcUvr009c12+9nD7shfyiIaShBKxq5XPRr1zZv1vbl1zj7mL7p+vWVL37kje9nzj6lTc0lt6z2VahXKFjnr7e5fYrd+vfrcNedv9007wqPvPWlxz9xLn9vniHllMf9nsOA5h+/gnkDeWufb3jpArvV+7cv1vnuXL6emvXSb36kqOfOPqVz39InFcL8oZyx77eur7brv2+9ZhN/bt1Z7n29bZ3cgP7kqOfOC0P9Cu3/41gZLEEatKvnKDww2G6/t2qvuR8SrTVeFZfb6f+6Sy8SX3Ja9xPXNdvvZA+7MX+mCGtyQTQr/xOvY++5HeKG5OBQGMI5C2wNAYQDAUBEACB6hNAKK++j6AhCIAACGQQQCi/0yWCvuR3ihuTgUBjCCCUN8bVMBQEQKC+BBDK6+tbWAYCINAYAgjljXE1DAUBEKgvgdbTp+OffrryvK362gjLQAAEQKDmBNrHx97hYc2NhHkgAAIgUG8CKLDU27+wDgRAoBEEEMob4WYYCQIgUG8CCOX19i+sAwEQaASB1lNv/NMDbHs2wtkwEgRAoK4E2sdjbHvW1bmwCwRAoCkE2t6TJ02xFXaCAAiAQE0JtL3x2NvCQ+U1dS/MAgEQaAYBse2JB8ub4WxYCQIgUFcCeIKlrp6FXSAAAg0igFDeIGfDVBAAgboSQCivq2dhFwiAQIMIIJQ3yNkwFQRAoK4EEMrr6lnYBQIg0CACCOX36ezW+t6H45ePW60ylGg9fnlcgvBWILcMnaspU5j8oTxP6ay+r3mr6QVoZSbQfn54QyP8RfMhPPbWy4kvlfKHDKSVUkmpDOnpH9ahudVa3z3o3Zzsf7y9DWW6ylGOp9eT7p/c9A5267dC7ms93Ne8riu/kPUjJ5UXx/Dq6P93Gn/u4cLpSqNq42NZ+Wiw+rU4BqNu/7yGv9Wq0bfRh34//cXh9iod20OPQuiazVlru3zSq9NYHHeSY5j39vTV9nCxb6eJjbYVHyNfrv318++j18U70Pm+5tXlE0WtH0ocd970bkajcCIJODwG9M3N9R3TvgOHljpF+8e//WEr9deeZ++GE2/x4RJPLW/T5UVUXkf962rsShrL4rluEMkjzVlh4oaABKnkfwg/1+HQ6Unj09mENKff9Tq9A1/TvfXw7mSqQ6QAopQvld9bD2fgtDkzCw5Hn5MGxoOS65XuZPiWk2tOh98OJ92N6BTKs0mpje7oZP9T+K1OTlg5kCOFYuzKzHk/7Z+MLDTJt3bT/tLpGVE7WJ2Ru8n0Ogz8FayxwL+69SDXf3SFRJBOv5HQIutHvR7SNFznZYv2XkqNglU3XXKuWbN9ASdzPSRMM49fokDuDd9dqFeHf+67s6yfRpR/dnzItxTn6Kz20z//6zDrrz0p3h0sX3JiyHnhGy7u0nX1iD+TF1LO0Y52ZM2XVtu5uHzLryiVCX9vfW/gZ/18g+5nl+zXG/9z+jZMJHWfG+Cm9ZThKT2vTALo4j8Z+ibQxJluU8qns7r9jS/CXsbzwrdLOW9Cn1VOP4zH2kqX8hMRkymcHR30Ol5n4VHGSUvPljuji9NIacXTyKFsaDP0KV8AiMdrPjFr3tvb04tRZ/mZuNoXeii5afXU+NewDpXKGtaD/GqbcpvIYVj/uvVQyLwspNtbOOGFI1Yd6eWvB916K8Y5WeshOYt+PC1jDuRvI4lG/OSlHc5D6A7IrHmO+FAMiqpKUW97rr3odSaX78Osjn7gm6Lq+umaK+t0iGgR5n2cowW/a3IipZEJTySutJz1d1emxdbov6OkdJ/raKb0zJjX1StpDkLCaLAp7WU8iw/5Siez6SCzCO21zDhiek2+fF7aoTzsnC+diZCiMICiDPmGTkp+p5FDUfItX6B3d8UvbOq4rHk/f5mQz4vdszX4S6mnYbxyHbo6XDtev/6V66GweUmQWFYE3wt+f3T7nG+duxVwstaD5Xqj2BJbZvHTyBD+Pisl909yjQ9FuqFysmKhnArk8l6S09hoZTCoW1Eu9kp84T1aiEcL/l1Ttkhx5OFikEZGjV2ijymp9eWfc3bpF3Ao6+Gk/lx8Jaoc8tB9bkKY1lM/bx5XpOXrpOjm5c/9LNtWgeBegO5wtJlMSpZiDr2cT1S48brdRKqUNW94Wbc1xGac0V8KPTXjtevQRgebMZr1b3NqKWOKXedKFbPWQ/Ik1Xi6Zac7dn1G7nFKHk0i9bDyxIdS0FdFaNv7fB3qEm57Zlcb/NAdnhpb2n6QjtrIv3vKaf2qS1B68e+h5D0sl28W+4lorvzcAZ5xXgc5rkPt5uUfoPng7Gua9YubIUXCnZaRdIFRjrxXHUSqXiLry5hXXpUK3psyclPoaRyvWIeuftSNN67/oiZxkGO33hwEJoZarIfYGZrxXHfhjI7zNt4oEv+ObI9RSs43+5aLShc38ps5z2e2f/2f7fS2Z7ZFn95f0gbcjl8qpecl5LWUbtnoi07vReJJNVlaDevISvny3PRXus+zlfRIH9O86RIBzUXXnO4K17u5Np21LanTQTtvhBtlKHxzYjyoqnBCVdENfx+CC19ZZUTfBfGCukGOUONm8Prs7DU/uCR/VzbzJhNTG39kjTH4S62nxr/6dWjyr0PJSLP+s+xTf+8wr2YCm99X+lT7bU/zeqCqiHjOYfrsg2483dSHB9f7ObtbjWyP8WaNZXElNGeW+JDPX9U8q/2X43HmtqcyvO5vchrnF2Rom1MW0xOFkcgTL2evRdIdeXKdw2X8gVKuBr/mnWvd5zkgKueVcsQNu58jhHcDoq7Nep4fLJxkl6a1GinnlU+h0Jwsn3atMrc9PY/lBEpy4ctie1bEmchWhNBRKUfsUXdHA97qpHAggrmfJZnnlcXZyHZKDs+oT1GvE7OeqXVlWod6/6bXQ7gO+aIrVoVcJ+xHzfrPAcJ+XoNwwzrPoVL6FNd16DpebIfapuQFxodC4FRBSGs8Hl9dXeVJzKugPnTQEKA0ia4U4eNDhXOiB8HoSmdzXSl8aggEARBIE8Af7tdzVVC1hO6ZMh/Gz2d8WOvIdzrOAgEQKJwAQnnhSCshkKslVNAKiuwF6sSPVG9QQU08fo4DBECgGgRQYKmGH6AFCIAACMxAAFn5DPBwKgiAAAhUgwBCeTX8AC1AAARAYAYCzQ3l89JZdAbn2p5q/3yxrUSMAwEQuFsCfihvZr/yslFX7WpRNX3K5g/5INAcAu0n/3yy9e8taTD6lTfH8VFL3doqNZMRrAaBahNoj3/zx7SGNv3K6Sxlf+Si+o/H5Gf1gxZ/NDpt3Jz4r9kFgcKmvs+u8g19qON8rN7WpOz/rpSj65/u3Bdb04dd1+9bEnbtl13tnwa0A4F5ImBVK7fvA06mF9V/nKLPykXkrUZBP3SaQtEfnP9Wfdo+W7YgzWx5TKJk42nRMF10fNT1v3aUr+t/be5zrVw4yv7vrv2yXftxS02Ufdh1q7vcftnz9JuCriBwDwRy9iu/g/7jFH3CPjtnF7FXNKT7g4sXTnLLdNErnBt2jy4y3kIiYD/y43jQ2ERnV175KY8a+1wr/a/uu30n/bLTnHUrNF+/7HtY75gSBGpKIG+/8vL7j0cbbWW+OI29Q/Fe5uUU5uya13d6fXrFRqwVm6Hvs7t8xZpx7HOt7bvtKKf01XsH/bJLtwETgMAcE1C/pjm7TVLJ/cfli1y94G1t2S9OC/rZUiznSH753qblMbfY5FYlR9O3ZertCl+BZi9fsS5y9blW9N3OJafEdVp2v+wSVYdoEKgDAataedpQm/7Is/Ufp7TTf90O3bxTO3Qb2LRbS282e7N8E31DsflE8fJ46iHrR3OzXa7yFX2oHftc6/pue45yJIQi+mKr+32buaX7Wdt4E2NAAATsCeQM5VzPKLP/eNg7m/t6U2PvQfwtuTr7xOZk5yb+huIsGOLNUtwRXPYRNPV9dpSf7kOdo8917MVXQf/3HHLItGL6Ymv6fZfdLzvLjfgeBBpNoOXteg/+98D7Rx0oyOc66H3k4X5psVaVLb9YbSENBECgOQTa42/Gh18d1sNgfg7SbsMzn71ly8+nFc4CARAAgfwFlkqxk38Cw8+HB++lK1a9suUXqy2kgQAINI0A+pU3zeOwFwRAoIYEapKV19AzMAkEQAAErAkglFujwkAQAAEQqCoBhPKqegZ6gQAIgIA1AYRya1QYCAIgAAJVJYBQXlXPQC8QAAEQsCaAUG6NCgNBAARAoKoEEMqr6hnoBQIgAALWBBDKrVFhIAiAAAhUlQBCeVU9A71AAARAwJoAQrk1KgwEARAAgaoSQCivqmegFwiAAAhYE0Aot0aFgSAAAiBQVQII5VX1DPQCARAAAWsCCOXWqDAQBEAABKpKAKG8qp6BXiAAAiBgTQCh3BoVBoIACIBAVQkglFfVM9ALBEAABKwJIJRbo8JAEAABEKgqAYTyqnoGeoEACICANQGEcmtUGAgCIAACVSWAUF5Vz0AvEAABELAmgFBujQoDQQAEQKCqBBDKq+oZ6AUCIAAC1gQQyq1RYSAIgAAIVJUAQnlVPQO9QAAEQMCaAEK5NSoMBAEQAIGqEmiNPe/qwYOtquoHvUAABEAABDIJtL3x2Ds8zByHASAAAiAAApUlgAJLZV0DxUAABEDAlsD/AYt3+jx0aExfAAAAAElFTkSuQmCC)