**CSCD-371 .Net Programming Class notes:**

**Day 2**

\*\*Mark Capka taking notes feel free to make suggested edits

*NOTE: In class code is pretty fragmented to note particular pieces, all code is available under todays lecture in the class git i’ll add as I can and will remove this message once I add in the code. I will also upload everything to my github tomorrow for versioning control*

***Action Items from Thursday (today)***

* ***Assignment 1 (by Monday EOD)***
* ***Reading chapters 1-6 (by Tuesday)***
  + ***Pay attention to***
    - ***Pattern matching***
    - ***Properties (chapter 6, the whole thing and it is foundational) + coding guidelines***
    - ***Nullibility: Null values and not null values (chapter 2) (hint at end of lecture)***
* ***Submit google form if you haven’t already***
* ***Reach out via GitterChat if needed***
* ***ATTEMPT HOMEWORK BEFORE THURSDAYS TO ENSURE YOU HAVE TIME TO ASK QUESTIONS***

***Action items From Tuesday*** *Clone to your fork first*

* *Submit the google form for submitting your github id*
* *start reading chapters 1-6*
* *confirm your tools*
* *Start looking at/working on Assignment1*

**Instructors:**

Email address: **EWU-Instructors@IntelliTect.com**

**Mark Michaelis**

**Michael Stokesbury (Mike)**

**Kevin Bost**

**Github Link:** [**https://github.com/IntelliTect-Samples/EWU-CSCD371-2021-Winter\**](https://github.com/IntelliTect-Samples/EWU-CSCD371-2021-Winter%5C)

**Reason for 1-6 chapter upfront reading:** to cover more material in class for our benefit. We should be relatively familiar with the basics at this point, should be more skimming the first 6 chapters since much of it we should be familiar withbased on the fundamentals of other languages like Java.

**Testing:** Advantage of automated testing/unit testing is that it saves us from manually verifying every feature by giving the computer an expectation of the results that your code should have.

**\*Regression testing/retesting:** even after modifying code later, if your original unit test is correct, you will still get verification that your results haven’t changed despite alteration of later code.   
 **\*\*\*\*that makes knowing how to write and utilize these tests very useful and time saving. We will set up our system to keep our quality high.**

Often it is the subtle mistakes that trip us up. These little subtleties may escape us between the expectation and result but will likely be caught by a properly written test.

**HOW MUCH UNIT TESTING?:** 100% code coverage is difficult, expensive, and unlikely.

0% code coverage is very easy, but potentially very expensive

**Correct:** between 0-100% (lol). Ideally 75%-80% BUT it does depend on the project you are working on, the languages, how intent revealing your code is… **There is no magic answer**

**(HOWEVER) we should be at about 80-90%.**

**TEST DRIVEN DEVELOPMENT Design:**

1. *Write a test to show that you need to write production code.* 
   1. *Next write the simplest implementation that lets the test pass*
      1. *Refactor*
         1. *Repeat*

*End Result: all qualities are fulfilled, code coverage is high, minimizes duplication of code*

***Writing with unit tests is like driving with a seat belt,*** *there is an absolute correct way to do it (wearing your seatbelt/writing unit tests) and* ***once you become familiar with the correct way of doing it and become practiced in doing so, it becomes habit and will feel weird to go without*** *code without tests, just as it feels weird to drive without a seatbelt after a while.*

**Risk is increased drastically as project size increases without unit testing.** This is reflected in industry with additional costs as well to cover for lacks of unit testing, whether testing manually.

**Can you have 100% code coverage and still have bugs?? YES - we can have bad tests or incomplete code.**

Just because a test is written, doesn’t mean that you are writing tests that achieve what you desire, or that fully cover all of the potential bugs.

*I.e*

*[2:26 PM] Kevin Bost (Guest)*

*public void Divide(int a, int b) => a / b;*

*[TestMethod]*

*public void RunTest() => Assert.AreEqual(2, Divide(4, 2));*

**Exercise following Mark:**

Create Class library project in visual studio:

Project name: LoginStuff

Check box for place solution and project in the same directory.(AT END OF CLASS WE WILL MOVE SOLUTION)

*\*inside the lectures, there will be a folder for the class which will hold the code from the class, video, etc.*

*Then right click on “LoginStuff” in solution Explorer and create new Project to house the tests and create Project: LoginStuff.tests*

*[2:34 PM] Kevin Bost (Guest)*

*Naming convention: <Name Of Project being Tested>.Tests*

*​[2:36 PM] Kevin Bost (Guest)*

*Solution files just provide organization of projects and files within Visual Studio. VSCode just uses your folder structure.*

***CommandLine:*** *find directory you would like the project created in: ![](data:image/png;base64,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)*

*dotnet new classlib -n LoginStuff*

*dir*

*dotnet new mstest -n LoginStuff.Tests*

*dotnet sln add .\LoginStuff\LoginStuff.csproj*

*dotnet sln add .\loginStuff.Tests\LoginStuff.Tests.csproj*

**VIEW:** Test Explorer to run tests (similar to eclipse and other IDE)

**GenerateType:** put in projectLoginStuff: DO THROUGH CODE GEN -follow up on this later for clarity in notes Can use autocode to automatically add dependency

**CommandLine:** go into test project directory:

Dotnet add reference ..\LoginStuff.csproj

h | select -last 6

Code . (will open up VS or your default IDE)

**Powershell is dotnet in command line.**

This means that you can hit . and it will pull up a bunch of options of commands you can do.

I.e. if you type; “this is a test”. Which will give all methods that are available after the dot. Allows us to easily work with a CLI as well while we learn C

**Right click on LoginStuff, add, new item, class, svm /\*for static void main\*/**

Marks’ preference is to do the solution directory in the **parent** of directory.

\*create the solution, then add it

\*If we don’t do this, then we may not end up with our solution linked to our other files.

\*solution files are ugly. They give the path and the solution project you are pointing at. If you don’t have it at the parent level, when you move the solution you also have to move the project.

Generally don’t use an abbreviation in C# unless it is an agreed upon ALWAYS used abbreviation. For example: HTML is an accepted abbreviation

\*Because of intellisense, we should just have to declare the name once and intellisense should help suggest the longer names anyway, shouldn’t really increase your typing much.

CONVENTIONS ARE EXTREMELY IMPORTANT \*\*\*\* THEY WILL BE STICKLERS

Classes and Methods: PascalCase:

Local Variables: camelCase

Fields: \_PascalCase (will talk more about later, called "unsderscore pascal case". )

\*\*\*\*\*\*\*READ AND MEMORIZE THE CODING GUIDELINES\*\*\*\*\*

BEST WAY TO UNDERMINE YOUR EXPERTISE IS TO NOT FOLLOW THE CONVENTIONS

They will tell us how to turn analyzers on so the compiler will tell us if we are violating any of the conventions.

\*\*\*\*PAY ATTENTION TO NAMING AND STYLE

SHORTCUTS: \* MUST MAKE SURE C# shortcuts are installed or selected)

Ctrl + r, t Only works in the context of tests

Ctrl + shift + B Build

Ctrl + f5 runs the program if there is one selected

**code coverage:** can tell us how any of our tests are passing and in which methods they are testing. *To find code coverage -> go to test view, then drop down and bottom option*

*CODE WITH COVERAGE: might be tested*

*CODE WITHOUT COVERAGE: is NOT tested*

***Visual studio enterprise:*** *can have* ***live unit testing*** *as an option. Likely EWU can probably help you get a login (see 1st day notes on enterprise edition info)*

*ApplicationTests.cs FOR FULL CODE: see the github for todays lecture for the in class code*

*Can be created very quickly thanks to intellisense suggestions.*

***F12 is your friend: ctrl+.*** *Will generate the method, hit enter, should now compile.*

*Assert.IsTrue(success)*

***\*\*\*\*This generated method does NOT transfer the name of the variables.***

***//incomplete code - will return and try to clarify***

*\*\*SO another option is to the generation using defined local variables instead.*

*I.e. string userName = “Inigo.Montoya”;*

*String password = “OpenSaysMe”*

*Bool success = application.Login(userName, password)*

*Assert.IsTrue(success);*

*Doesn’t matter which type you use as long as you remember to change the name of the parameters. If it isn’t done for you.*

***Generally -*** *don’t write code unless it helps make things more clear.*

*I.e. the “this” keyword isn’t really needed in C#*

***Alt + shift + enter:*** *maximizes source code real estate on screen*

***Alt + arrowKey :*** *moves your line of code*

*public bool Login(string username, string password)*

*{*

*return password == “OpenSaysMe”;*

*} //this should pass*

*Test fails*

*Write test that passes*

*Refactor*

*[TestMethod]*

*Public void ValidLogin()*

*{*

***//Arrange***

*Application application = new Application();*

***//Act***

*Bool result = application.Login(*

*Assert.IsFalse(application.Login(userName: “Inigo.Montoya”, password: “Bad Password”)))*

***//Assert ONLY HAVE ONE ASSERT OTHERWISE IF ONE TEST FAILS THE REST WONT RUN***

*Assert.IsFalse(result)*

*}*

***Then refactor: Since all of our previous tests all create an application it is doing alot of duplicate work so we can refactor to reuse.***

***OK TO NAME THINGS THE SAME AS THE DATA TYPE***

*I.e. Application Application; as a variable*

*Generally don’t use fields, just use properties.*

***In C# there are properties:***

***Property:*** *gives the ability to intercept to validate what you have is going to be set correctly.*

*Application Application; //field of data type application*

***Ctrl + . :*** *Enter can be used to rename all of our applications within scope. Really helps with refactoring*

*Public Application Application {*

*Get => Application;*

*Set => Application = value;*

*}*

***Ctrl + alt + click*** *on the author links that you would like to edit at the same time. There will belinks for places that are suggested to make the changes. This will place the 3 cursors and we can edit those all 3 at once since we are editing the same word, this will save us lots of time and energy.*

***Properties:*** *C# supports the ability to have validation on your getters and setters..*

***NOTE:*** *Assert methods are just fancy ways of throwing exceptions with useful error message. Any unit test that does not throw an exception is a success, and any unit test that throws an exception is a failure.*

***DEBUGGING HOTKEY: f9 for breakpoint***

*[TestMethod]*

*Public void CheckApplicationIsNull()*

*{*

*Application = null;*

*Assert.IsNull(Application);*

*} // ctrl + r, t*

*If we change the above test method to a property: we can right click and select “encapsulate as property” which will establish Application as:   
Property:*  ***Application Application {get; set;}***

**ALWAYS USE PROPERTIES INSTEAD OF FIELDS UNLESS YOU HAVE TO**

Access from property instead of field

**Properties:** Underscore\_Pascal\_Case

\*allows us to do interception

**\*\*properties start with underscore**

*So we will change our previously listed getters and setterS:*

*Public Application Application:*

*{*

*get => \_Application;*

*set => \_Application = value ??*

*Throw new ArgumentNullException(nameof(value));*

*}*

*Ultimately, getters and setters are first class properties that allow us to verify the getters and setters in C#, unlike Java where we had to have fields, then getters and setters to fetch them.*

*In C# we can check our getters to determine if they are retrieving something valid.*

*So for example, we could set it so that \_Application cannot be null.*

***F11: Debugging: Step In***

*IF WE RUN OUR TESTS IN A DIFFERENT ORDER IT MAY AFFECT THE RESULTS.*

*UNIT TESTS SHOULDN’T AFFECT EACH OTHER. IF A TEST FAILS OR SUCCEEDS ANY PREVIOUS OR FUTURE TESTS SHOULDN’T BE IMPACTED.*

*[TestInitialize]*

*Public void Setup()*

*{*

*Console.WriteLine(“Inside Setup”);*

*Application = new Application();*

*}*

*//gives every single test a new instance of the application*