Solutions to Practice Problems

### 1 R Programming Basics

##### 1.1 Practice: BMI calculation

\*\* Note: feel free to use fake values for the following problem.  
Body Mass Index (BMI) can be used to screen for weight categories that may lead to health problems. The formula is BMI = weight(kg)/height(m)^2. BMI ranges are underweight (under 18.5 kg/m2), normal weight (18.5 to 25), overweight (25 to 30), and obese (over 30).  
a) Define a variable and assign the value of your weight to it. (Note: kg = lb/2.205)  
b) Define a variable and assign the value of your height to it. (Note: m = inches/39.37)  
c) Calculate your BMI. Assign the value to a variable.  
d) Print it with 3 significant digits.  
e) In 2013, a new formula for BMI that accounts for the distortions of the traditional BMI formula for shorter and taller individuals was proposed by Nick Trefethen, Professor of numerical analysis at Oxford University. (source: [link](https://people.maths.ox.ac.uk/trefethen/bmi.html)). The new formula is BMI = 1.3\*weight(kg)/height(m)^2.5. What is your BMI now?  
f) Print the statement "My BMI is \_\_\_." to the console.  
g) Use a relational operator to check whether your BMI is not underweight? h) Use relational operators AND logical operators to check whether your BMI is in the “normal” range.

Solution:

# 1.1 BMI practice solution  
# a)  
my\_weight <- 65 #kg  
# b)  
my\_height <- 1.80 #m  
# c)   
my\_BMI <- my\_weight/my\_height^2  
my\_BMI

## [1] 20.06173

# d)   
print(my\_BMI, digits = 3)

## [1] 20.1

# e)  
my\_new\_BMI <- 1.3\*my\_weight/my\_height^2.5  
# f)  
statement <- sprintf("My BMI is %s.", round(my\_BMI,digits = 1)) #round to 1 decimal place  
print(statement)

## [1] "My BMI is 20.1."

# g)  
my\_BMI >= 18.5 # am i not underweight? T/F

## [1] TRUE

# h)  
# usually we'd do 18.5 <= my\_BMI <= 25 but you can't have multiple relational operators on the same line of code without Boolean ones  
my\_BMI >= 18.5 & my\_BMI <= 25

## [1] TRUE

### 2 Data structures - Vectors and dataframes

##### Practice 2.1 - My family

You are gathering information about your family members (alternatively, your friends or coworkers). a) Make a vector of their names.  
b) Who is the first person you wrote down? (i.e. Get the first element)  
c) Make a vector of their ages (in same order as part a)).  
d) Make a vector if they’re a kid or not (TRUE/FALSE).  
e) Make a data frame of your family members with column names: Name, Age, Is\_Kid.  
f) Sort their names by alphabetical order. The output should be saved to a data frame variable. (Look this up if you don’t know how to!)  
g) Subset your data frame so only rows of the members that are children shows (do not save as variable).  
h) Subset your data frame so only rows of the members that are older than 20 years old show (do not save as variable).  
i) Add 1 to the ages of all your members in one line of code.  
j) Remove the Is\_Kid column.

Solution:

# a) Make a vector using c()   
names <- c("Tinky Winky", "Dipsy", "Laa Laa", "Po")  
# b) Use positive indexing  
names[1]

## [1] "Tinky Winky"

# c) Make a vector using c()  
ages <- c(21, 10, 10, 2)  
# d) Make a logical vector using c()  
is\_kid <- c(F,T,T,T)  
# e) Make a data frame using data.frame()  
family <- data.frame(Name = names, Age = ages, Is\_Kid = is\_kid)  
family

## Name Age Is\_Kid  
## 1 Tinky Winky 21 FALSE  
## 2 Dipsy 10 TRUE  
## 3 Laa Laa 10 TRUE  
## 4 Po 2 TRUE

# f) https://www.r-bloggers.com/r-sorting-a-data-frame-by-the-contents-of-a-column/  
sorted\_family <- family[order(family$Name),]   
sorted\_family

## Name Age Is\_Kid  
## 2 Dipsy 10 TRUE  
## 3 Laa Laa 10 TRUE  
## 4 Po 2 TRUE  
## 1 Tinky Winky 21 FALSE

# g) Logical vector or subset()  
sorted\_family[sorted\_family$Is\_Kid,]

## Name Age Is\_Kid  
## 2 Dipsy 10 TRUE  
## 3 Laa Laa 10 TRUE  
## 4 Po 2 TRUE

subset(sorted\_family, subset = Is\_Kid)

## Name Age Is\_Kid  
## 2 Dipsy 10 TRUE  
## 3 Laa Laa 10 TRUE  
## 4 Po 2 TRUE

# h) subset using logical vector  
sorted\_family[sorted\_family$Age > 20,]

## Name Age Is\_Kid  
## 1 Tinky Winky 21 FALSE

subset(sorted\_family, subset = Age > 20)

## Name Age Is\_Kid  
## 1 Tinky Winky 21 FALSE

# i) modify the Age column only  
sorted\_family$Age <- sorted\_family$Age + 1  
# j) Using negative indexing or assigning column to NULL  
sorted\_family$Is\_Kid <- NULL  
# Or sorted\_family <- sorted\_family[, - which (colnames(sorted\_family) == "Is\_Kid")]

### 3 Import, Export and base R Graphs

### Practice 3.1 American Women

The “women” data set in R gives the average heights and weights for American women aged 30–39.  
a) Print the first 15 rows to the console. (Hint: use the “n” argument in head() function)  
b) Create a folder called “Data Sets” in your current working directory.  
c) Write the women data frame as a csv file to the Data Sets folder (exclude row names).  
d) Read this file back into R and assign it to a variable called “women.df”.  
e) Plot a histogram of the heights column.  
f) Find the mean and standard deviation of heights (Recall: vectors tutorial)  
g) print the variables from f) in a statement ""The mean and standard deviation of the heights is \_\_ and \_\_" (Hint: use sprintf() or paste() )  
h) Plot a scatter plot, where x = height and y = weight. Relabel x and y axes to “Height (in)” and “Weight (lbs)” respectively.  
i) Save f) to a jpeg file.

Solution

data("women")  
# a) Print using head()  
head(women, n = 15)

## height weight  
## 1 58 115  
## 2 59 117  
## 3 60 120  
## 4 61 123  
## 5 62 126  
## 6 63 129  
## 7 64 132  
## 8 65 135  
## 9 66 139  
## 10 67 142  
## 11 68 146  
## 12 69 150  
## 13 70 154  
## 14 71 159  
## 15 72 164

# b) Create a folder using dir.create()  
dir.create("Data Sets")  
# c) Write to csv using write.csv()  
write.csv(x = women, file = "Data sets/women.csv", row.names = F)  
# d) Read using read.csv()  
women.df <- read.csv(file = "Data sets/women.csv")  
# e) Plot histogram using hist()  
hist(women.df$height)
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# f) Find mean using mean() and standard deviation using sd()  
mean.hts <- mean(women.df$height)  
sd.hts <- sd(women.df$weight)  
# g) Print  
sprintf("The mean and standard deviation of the heights is %s and %s", mean.hts, sd.hts)

## [1] "The mean and standard deviation of the heights is 65 and 15.4986942614378"

paste("The mean of the heights is ", mean.hts, " and ", sd.hts, sep = "")

## [1] "The mean of the heights is 65 and 15.4986942614378"

# h) Plot using plot()  
plot(x=women.df$height, y=women.df$weight, xlab = "Height (in)", ylab = "Weight (lbs)", main = "Avg Heights and Weights for American Women 30-39")

![](data:image/png;base64,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)

# i) Save as jpeg  
jpeg(filename = "heights\_vs\_weights.jpeg")  
plot(x=women.df$height, y=women.df$weight, xlab = "Height (in)", ylab = "Weight (lbs)", main = "Avg Heights and Weights for American Women 30-39")  
dev.off()

## png   
## 2

### Statistical tests

### Practice 5.1 American women

The “women” data set in R gives the average heights and weights for American women aged 30–39.  
\* Significance level is p<0.05.  
a) Print the first 10 rows to the console. (Hint: use the “n” argument in head() function)  
b) What is the data type of the height column? (Hint: use str() or class())  
c) Are the height and weight variables normally distributed? (Hint: use Shapiro’s test for each)  
d) Should we use t-test or wilcoxin test on this data? Why?  
e) Compare the heights to an estimated mean of 66.2 using a one-sample t-test. Is there a significant difference in means?  
f) Compare the first 6 weights recorded (ie. 1 to 6) to the next 6 (ie. 7 to 12) using a t-test. Is there a significant difference in means?

Solution

# Load data (you can still use it without this step)  
data("women")  
# a) Print using head()  
head(women, n = 10)

## height weight  
## 1 58 115  
## 2 59 117  
## 3 60 120  
## 4 61 123  
## 5 62 126  
## 6 63 129  
## 7 64 132  
## 8 65 135  
## 9 66 139  
## 10 67 142

# b) Use class() to get data type   
class(women$height) # ANSWER: numeric

## [1] "numeric"

# c) use Shapiro's test to test for normality. If p > 0.05, normally distributed  
shapiro.test(women$height) # p-value = 0.7545

##   
## Shapiro-Wilk normality test  
##   
## data: women$height  
## W = 0.96359, p-value = 0.7545

shapiro.test(women$weight) # p-value = 0.6986

##   
## Shapiro-Wilk normality test  
##   
## data: women$weight  
## W = 0.96036, p-value = 0.6986

# ANSWER: Yes, since p > 0.05 for both variables, the data is normally distributed  
  
# d) ANSWER: We could use t-tests because parametric statistical tests is used on normally distributed data.  
  
# e) use t.test(), where mu = 66.2  
t.test(women$height, mu = 66.2) # p-value = 0.3163

##   
## One Sample t-test  
##   
## data: women$height  
## t = -1.0392, df = 14, p-value = 0.3163  
## alternative hypothesis: true mean is not equal to 66.2  
## 95 percent confidence interval:  
## 62.52341 67.47659  
## sample estimates:  
## mean of x   
## 65

# ANSWER: No, since p > 0.05, there is no significant difference, so the mean of heights is close to 66.2.  
  
# f) use t.test() with x,y (two samples)  
t.test(x = women$weight[1:6], y = women$weight[7:12]) # p-value 0.0003556

##   
## Welch Two Sample t-test  
##   
## data: women$weight[1:6] and women$weight[7:12]  
## t = -5.4053, df = 9.5115, p-value = 0.0003556  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -26.88688 -11.11312  
## sample estimates:  
## mean of x mean of y   
## 121.6667 140.6667

# ANSWER: Yes, since p < 0.05, there is a significant difference

### 7 Heatmaps

### Practice 7.1 Motor trend car road tests (mtcars)

Fuel consumption and 10 additional aspects (variables) of automobile design tested in 1974 are given in an in-built R dataset called “mtcars”. a) Look at the first rows of the data frame (using head()) b) Look at the structure, are all the data numeric? (use str()) c) Convert the data frame to a data matrix into a new variable. d) Add 1 to all values and apply log2 transformation. e) Make a heatmap (using the pheatmap package). i) Scale by column, ii) use clustering method “ward”, iii) set cell width to 10, iv) pick 9 colours from RColorBrewer color palette “RdPu” and make a palette with 250 colors for the heatmap, and v) set the title to “my heatmap” vi) save to a jpeg file called “mtcars\_heatmap”

Solution

# a) Use head()   
head(mtcars)

## mpg cyl disp hp drat wt qsec vs am gear carb  
## Mazda RX4 21.0 6 160 110 3.90 2.620 16.46 0 1 4 4  
## Mazda RX4 Wag 21.0 6 160 110 3.90 2.875 17.02 0 1 4 4  
## Datsun 710 22.8 4 108 93 3.85 2.320 18.61 1 1 4 1  
## Hornet 4 Drive 21.4 6 258 110 3.08 3.215 19.44 1 0 3 1  
## Hornet Sportabout 18.7 8 360 175 3.15 3.440 17.02 0 0 3 2  
## Valiant 18.1 6 225 105 2.76 3.460 20.22 1 0 3 1

# b) Use str() to see the structure  
str(mtcars) # ANSWER: Yes, all variables are numeric

## 'data.frame': 32 obs. of 11 variables:  
## $ mpg : num 21 21 22.8 21.4 18.7 18.1 14.3 24.4 22.8 19.2 ...  
## $ cyl : num 6 6 4 6 8 6 8 4 4 6 ...  
## $ disp: num 160 160 108 258 360 ...  
## $ hp : num 110 110 93 110 175 105 245 62 95 123 ...  
## $ drat: num 3.9 3.9 3.85 3.08 3.15 2.76 3.21 3.69 3.92 3.92 ...  
## $ wt : num 2.62 2.88 2.32 3.21 3.44 ...  
## $ qsec: num 16.5 17 18.6 19.4 17 ...  
## $ vs : num 0 0 1 1 0 1 0 1 1 1 ...  
## $ am : num 1 1 1 0 0 0 0 0 0 0 ...  
## $ gear: num 4 4 4 3 3 3 3 4 4 4 ...  
## $ carb: num 4 4 1 1 2 1 4 2 2 4 ...

# c) convert to matrix using as.matrix  
mtcars\_mat <- as.matrix(mtcars)  
# d) add 1 and log2  
mtcars\_mat <- mtcars\_mat + 1  
mtcars\_mat <- log2(mtcars\_mat)  
# equivalent: mtcars\_mat <- log2(mtcars\_mat + 1)  
# e) plot heatmap  
library(pheatmap)  
library(RColorBrewer)  
pheatmap(mtcars\_mat, #e  
 scale = "column", #i  
 clustering\_method = "ward.D", #ii  
 cellwidth = 10, #iii  
 col = colorRampPalette(brewer.pal(9, "RdPu")) (256), #iv  
 main = "my\_heatmap", #v  
 filename = "mtcars\_heatmap.jpeg" #vi  
 )