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1

RT-Thread线程概念与管理方式

Section 17.1

--------------------------------------------------
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17.1.1 线程概念

模块化编程是嵌入式系统设计的基本思想之一，通常将一个大的任务分解为多个简单易解决的小任务。线程是任务的实现载体，是RTT操作系统中最基本的调度单位。

--------------------------------------------------
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17.1.2 线程管理方式及特点

线程管理的主要功能是对线程进行管理和调度，以实现不同线程的快速切换，达到多线程同时运行的目的，实际上同一时刻MCU只能运行一个线程。

--------------------------------------------------
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线程调度由线程调度器完成，RT-Thread的线程调度器是抢占式：保证最高优先级的线程优先运行。

(1) 无线程运行时，从就绪线程列表中查找最高优先级线程运行。

(2) 低优先级线程使高优先级的线程满足运行条件，当前线程停止运行，高优先级的线程运行。

(3) 中断服务程序使高优先级的线程满足运行条件，中断完成时，被中断的线程挂起，高优先级线程运行。

线程切换时，调度器先将当前线程上下文信息保存，当再切回到这个线程时，调度器将该线程的上下文信息恢复。

17.1.2 线程管理方式及特点

--------------------------------------------------
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2

RT-Thread线程工作机制

Section 17.2

--------------------------------------------------
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17.2.1 线程控制块

线程控制块是操作系统用于管理线程的一个数据结构，存放了线程的优先级、线程名称、线程状态、链表结构、线程等待事件集合等信息，在RT-Thread中，线程控制块由结构体struct rt\_thread表示，指向线程控制块的指针称为线程句柄，用rt\_thread\_t表示。

--------------------------------------------------
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17.2.1 线程控制块

线程控制块

线程句柄

结构体：

struct rt\_thread tid1;

tid1.name = “tid1”

结构体指针：

rt\_thread\_t tid2;

tid2->name = “tid2”;

--------------------------------------------------
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17.2.2 线程重要属性

线程名称

线程名称即线程的名字，由用户命名，命名规则遵循C语言变量命名规则，通常以字母开头，线程名称的最大长度由 rtconfig.h 中的宏 RT\_NAME\_MAX 指定，多余部分会被自动截掉，默认长度为8位。

线程入口函数

线程入口函数是线程实现预期功能的函数，线程的入口函数由用户设计实现，有无限循环和顺序执行或有限次循环两种模式，在创建线程或初始化线程时可以传入参数。

--------------------------------------------------
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17.2.2 线程重要属性

无限循环模式

void thread\_entry(void\* paramenter)

{

while (1)

{

/\* 等待事件的发生 \*/

/\* 对事件进行服务、进行处理 \*/

}

}

注意：调用延时函数或者主动挂起。

顺序执行或有限次循环模式

static void thread\_entry(void\* parameter)

{

/\* 处理事务 #1 \*/

…

/\* 处理事务 #2 \*/

…

/\* 处理事务 #3 \*/

}

注意：简单的顺序语句、do whlie() 或 for()循环

--------------------------------------------------
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17.2.2 线程重要属性

线程栈

RT-Thread 线程具有独立的栈，当进行线程切换时，会将当前线程的上下文信息保存在栈中，当线程恢复运行时，再从栈中读取上下文信息，进行恢复。

线程栈大小可根据实际情况设定，对于资源相对较大的 MCU，可以适当设计较大的线程栈，对于资源较小的MUC可以在初始时设置较大的栈，如1K 或 2K 字节，然后在 FinSH 中用 list\_thread 命令查看线程运行过程中使用栈的大小，加上适当的余量形成最终的线程栈大小。

--------------------------------------------------
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17.2.2 线程重要属性

线程优先级

线程的优先级表示线程被调度的优先程度，每个线程都具有优先级，应给重要的线程赋予较高的优先级，增大其被调度的可能。

对于 ARM Cortex-M 系列，普遍采用 32 个优先级。最低优先级默认分配给空闲线程（31），用户一般不使用。在系统中，当有比当前线程优先级更高的线程就绪时，当前线程将立刻被换出，高优先级线程抢占处理器运行。

--------------------------------------------------
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17.2.2 线程重要属性

时间片

当线程优先级相同时，时间片才起作用，系统对优先级相同的就绪态线程采用时间片轮转算法进行调度，即线程轮转执行相应个系统节拍（1ms）。

--------------------------------------------------
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17.2.2 线程重要属性

线程状态

对于单核MCU，同一时刻只允许运行一个线程，操作系统会自动根据线程运行的情况动态地调整线程状态。RT-Thread中线程共有五种状态。

获取资源得不到或者延时

强制结束（一般不用）

自然结束

获取到资源，或者延时时间到

启动

创建

--------------------------------------------------
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17.2.2 线程重要属性

调用函数rt\_thread\_create/init创建/初始化的线程处于初始态；初始态线程调用函rt\_thread\_startup进入就绪态；就绪态线程被调度器调度后进入运行态；处于运行状态的线程调用rt\_thread\_delay，rt\_sem\_take，rt\_mutex\_take，rt\_mb\_recv等函数或者获取不到资源时，将进入挂起态；处于挂起态的线程等待超时依然未能获得资源或由于其它线程释放了资源，将返回就绪态。挂起态的线程调用rt\_thread\_delete/detach函数，将转换为关闭态；运行态的线程运行结束时，会在线程的最后部分执行函数rt\_thread\_exit，将状态改为关闭态。

--------------------------------------------------
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17.2.2 线程重要属性

错误代码

--------------------------------------------------
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17.2.3 系统线程

根据线程创建者，将线程分为系统线程和用户线程两类，系统线程是由RT-Thread内核创建的线程，用户线程是由应用程序调用线程管理接口创建的线程。

RT-Thread中的系统线程有空闲线程和主线程。

空闲线程

空闲线程（idle）是系统创建的最低优先级的线程，线程状态永远处于就绪态。当系统中无其它就绪线程时，调度器将调度空闲线程，它通常是一个死循环，且永远不能被挂起。

--------------------------------------------------
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17.2.3 系统线程

空闲线程主要用于回收被删除线程的资源，如某线程运行完毕，系统将自动执行 rt\_thread\_exit函数，先将该线程从就绪队列中删除，再将该线程的状态更改为关闭态，然后挂入僵尸队列（资源未回收，处于关闭态的线程队列）中，最后由空闲线程回收该线程的资源。

此外，空闲线程提供了接口来运行用户设置的钩子函数，适合钩入功耗管理、看门狗喂狗等工作。

--------------------------------------------------
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17.2.3 系统线程

主线程

系统启动时会创建main线程，它的入口函数为main\_thread\_entry，用户的应用入口函数 main就是从这里真正开始的，系统调度器启动后，main线程就开始运行，用户可以在main函数里添加自己的应用程序初始化代码。

--------------------------------------------------
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3

RT-Thread线程应用方法及实例

Section 17.3

--------------------------------------------------
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17.3.1 线程管理方式

--------------------------------------------------
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17.3.2 动态线程应用步骤

最长8个字符

--------------------------------------------------
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17.3.3 线程应用实例

利用线程实现状态指示灯，系统启动后，LED\_R先以0.5秒的间隔闪烁3次，然后进入正常运行状态，LED\_R以1秒的间隔闪烁。

打开RT-Thread Studio，基于开发板创建模板工程

--------------------------------------------------
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17.3.3 线程应用实例

利用线程实现状态指示灯，系统启动后，LED\_R先以0.5秒的间隔闪烁10次，然后进入正常运行状态，LED\_R以1秒的间隔闪烁。

--------------------------------------------------
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17.3.3 线程应用实例

--------------------------------------------------
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