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**C++17**

编译器版本：GCC 7.1、Clang 5.0

\_\_cplusplus：201703L

编译选项：-std=c++17

**1 关键字**

1.1 constexpr

扩展constexpr使用范围，可用于if语句中，也可用于lambda表达式中。

例子1：

#include<iostream>

template<bool ok>

constexpr void foo()

{

*//在编译期进行判断，if和else语句不生成代码*

if constexpr (ok == true)

{

*//当ok为true时，下面的else块不生成汇编代码*

std::cout << "ok" << std::endl;

}

else

{

*//当ok为false时，上面的if块不生成汇编代码*

std::cout << "not ok" << std::endl;

}

}

int main()

{

foo<true>();*//输出ok，并且汇编代码中只有std::cout << "ok" << std::endl;这一句*

foo<false>();*//输出not ok，并且汇编代码中只有std::cout << "not ok" << std::endl;这一句*

return 0;

}

例子2：

int main()

{

constexpr auto add1 = [](int n, int m){

auto func1 = [=] { return n; }; *//func1 lambda表达式*

auto func2 = [=] { return m; }; *//func2 lambda表达式*

return [=] { return func1() + func2(); };

};

constexpr auto add2 = [](int n, int m){

return n + m;

};

auto add3 = [](int n, int m){

return n + m;

};

int sum1 = add1(30, 40)( ); *//传入常量值，add1在编译期计算，立即返回70*

int sum2 = add2(sum1, 4); *//由于传入非constexpr变量，add2的constexpr失效，变成运行期lambda*

constexpr int sum3 = add3(1, 2); *//sum3为constexpr变量，传入常量值，add3变成编译期lambda，立即返回3*

int sum4 = add2(10, 2);*//传入常量值，add2在编译期计算，立即返回12*

return 0;

}

**1.2 static\_assert**

扩展static\_assert用法，静态断言的显示文本可选。

如：

1. static\_assert(true, "");
2. static\_assert(true);*//c++17支持*

**1.3 auto**

扩展auto的推断范围

如：

1. auto x1 = { 1, 2 }; *//推断出std::initializer\_list<int>类型*
2. auto x2 = { 1, 2.0 }; *//错误：类型不统一，无法推断*
3. auto x3{ 1, 2 }; *//错误：auto的聚合初始化只能一个元素*
4. auto x4 = { 3 }; *//推断出std::initializer\_list<int>类型*
5. auto x5{ 3 }; *//推断出int类型*

**1.4 typename**

扩展用法，允许出现在模板的模板的参数中。

首先回顾一下typename的用法，①用于模板中，表示模板参数为类型；②用于声明某名字是变量名

如例1：

struct A

{

typedef int Example;

};

*//第一种用法：声明模板参数为类型*

template<typename T>

struct B { };

struct C

{

typedef typename A::Example E;*//第二种用法：声明某名字为一种类型*

};

int main()

{

typename A::Example e;*//第二种用法：声明某名字为一种类型*

return 0;

}

新特性下的typename用法，

如例2：

#include<iostream>

#include<typeinfo>

template<typename T>

struct A

{

int num;

A()

{

std::cout << "A Construct" << std::endl;

std::cout << "template typename is: " << typeid (T).name() << std::endl;

}

};

*//此处的T可省略，X代表模板类型，T和X前的typename可替换成class*

template<template<typename T> typename X>

struct B

{

X<double> e;

B() { std::cout << "B Construct" << std::endl; }

};

int main()

{

A<B<A>> a;

std::cout << "\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*" << std::endl;

B<A> b;

return 0;

}

运行结果：

![https://img-blog.csdnimg.cn/20190520112402200.png](data:image/png;base64,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)

**1.5 inline**

扩展用法，可用于定义内联变量，功能与内联函数相似。inline可避免函数或变量多重定义的问题，如果已定义相同的函数或变量（且该函数或变量声明为inline），编译器会自动链接到该函数或变量。

如（不发生错误）：

*// test.h*

inline void print()

{

std::cout << "hello world" << std::endl;

}

inline int num = 0;

*// func.h*

include "test.h"

inline void add(int arg)

{

num += arg;

print();

}

*// main.cpp*

include "func.h"

int main()

{

num = 0;

print();

add(10);

return 0;

}

**2 语法**

**2.1 折叠表达式**

用于变长参数模板的解包，只支持各种运算符（和操作符），分左、右折叠

如：

#include<string>

template<typename ... T>

auto sum(T ... arg)

{

return (arg + ...);*//右折叠*

}

template<typename ... T>

double sum\_strong(T ... arg)

{

return (arg + ... + 0);*//右折叠*

}

template<typename ... T>

double sub1(T ... arg)

{

return (arg - ...);*//右折叠*

}

template<typename ... T>

double sub2(T ... arg)

{

return (... - arg);*//左折叠*

}

int main()

{

int s1 = sum(1, 2, 2, 4, 5);*//解包：((((1+)2+)3+)4+)5 = 15*

double s2 = sum(1.1, 2.2, 3.3, 4.4, 5.5, 6.6);

double s3 = sum(1, 2.2, 3, 4.4, 5);

double s4 = sub1(5, 2, 1, 1);*//解包：((((5-)2-)1-)1) = 1*

double s5 = sub2(5, 2, 1, 1);*//解包：(5-(2-(1-(1)))) = 3*

double s6 = sum\_strong();*//s6 = 0*

std::string str1("he");

std::string str2("ll");

std::string str3("o ");

std::string str4("world");

std::string str5 = sum(str1, str2, str3, str4);*//str5 = "hello world"*

return 0;

}

2.2 结构化绑定

用一对包含一个或多个变量的中括号，表示结构化绑定，但是使用结构化绑定时，须用auto关键字，即绑定时声明变量

例子1：

*/\**

*\* 例子：多值返回*

*\*/*

struct S

{

double num1;

long num2;

};

S foo(int arg1, double arg2)

{

double result1 = arg1 \* arg2;

long result2 = arg2 / arg1;

return {result1, result2};*//返回结构体S对象*

};

int main()

{

auto [num1, num2] = foo(10, 20.2);*//自动推导num1为double，num2为long*

return 0;

}

例子2：

#include<list>

#include<map>

*/\**

*\* 例子：循环遍历*

*\*/*

template<typename T, typename U>

struct MyStruct

{

T key;

U value;

};

int main()

{

std::list<MyStruct<int, double>> Container1;

std::map<int, MyStruct<long long, char>> Container2;

for(auto [key, value] : Container1)

{

*//key为int类型，value为double类型*

}

for(auto [key, value] : Container2)

{

*//key为int类型，value为MyStruct<long long, char>类型*

*//value1为long long类型，value2为char类型*

auto [value1, value2] = value;

}

return 0;

}

**2.3 允许非类型模板参数进行常量计算**

非类型模板参数可传入类的静态成员

如：

class MyClass

{

public:

static int a;

};

template<int \*arg>

void foo() {}

int main()

{

foo<&MyClass::a>();

return 0;

}

2.4 条件分支语句初始化

在if和switch中可进行初始化

如：

template<long value>

void foo(int &ok)

{

if constexpr (ok = 10; value > 0)

{

}

}

int main()

{

int num = 0;

if(int i = 0; i == 0)

{

}

foo<10>(num);

switch(int k = 10; k)

{

case 0:break;

case 1:break;

default:break;

}

return 0;

}

2.5 聚合初始化

在初始化对象时，可用花括号进行对其成员进行赋值

如：

struct MyStruct1

{

int a;

int b;

};

struct MyStruct2

{

int a;

MyStruct1 ms;

};

int main()

{

MyStruct1 a{10};

MyStruct2 b{10, 20};

MyStruct2 c{1, {}};

MyStruct2 d{{}, {}};

MyStruct2 e{{}, {1, 2}};

return 0;

}

**2.6 嵌套命名空间**

简化多层命名空间的写法

如：

*//传统写法*

namespace A

{

namespace B

{

namespace C

{

};

};

};

*//新写法*

namespace A::B::C

{

};

**2.7 lambda表达式捕获\*this的值**

lambda表达式可捕获\*this的值，但this及其成员为只读

如：

struct MyStruct {

double ohseven = 100.7;

auto f() {

return [this] {

return [\*this] {

this->ohseven = 200.2;*//错误，只读变量不可赋值*

return ohseven;*//正确*

};

}();

}

auto g() {

return []{

return [\*this]{};*//错误，外层lambda表达式没有捕获this*

}();

}

};

**2.8 枚举[类]对象的构造**

可以给枚举[类]对象赋值

如：

enum MyEnum { value };

MyEnum me {10};*//错误：不能用int右值初始化MyEnum类型对象*

enum byte : unsigned char { };

byte b { 42 }; *//正确*

byte c = { 42 }; *//错误：不能用int右值初始化byte类型对象*

byte d = byte{ 42 }; *//正确，其值与b相等*

byte e { -1 }; *//错误：常量表达式-1不能缩小范围为byte类型*

struct A { byte b; };

A a1 = { { 42 } }; *//错误：不能用int右值初始化byte类型对象*

A a2 = { byte{ 42 } }; *//正确*

void f(byte);

f({ 42 }); *//错误：无类型说明符*

enum class Handle : unsigned int { value = 0 };

Handle h { 42 }; *//正确*

**2.9 十六进制单精度浮点数字面值**

以0x前缀开头的十六进制数，以f后缀的单精度浮点数，合并，就有了十六进制的单精度浮点数

如：

int main()

{

float value = 0x1111f;

return 0;

}

**2.10 基于对齐内存的动态内存分配**

谈到动态内存分配，少不了new和delete运算符，新标准中的new和delete运算符新增了按照对齐内存值来分配、释放内存空间的功能（即一个新的带对齐内存值的new、delete运算符重载）

函数原型：

1. void\* operator new(std::size\_t size, std::align\_val\_t alignment);
2. void\* operator new[](std::size\_t size, std::align\_val\_t alignment);
4. void operator delete(void\*, std::size\_t size, std::align\_val\_t alignment);
5. void operator delete[](void\*, std::size\_t size, std::align\_val\_t alignment);

参数说明：

size —— 分配的字节数。必须为alignment的整数倍。

alignment —— 指定的对齐内存值。必须是实现支持的合法对齐。

new的返回值：

成功，返回指向新分配内存起始地址的指针。

用法例子：

#include<new>

struct alignas(8) A {};

int main()

{

A \*a = static\_cast<A \*>(::operator new(sizeof(A), static\_cast<std::align\_val\_t>(alignof (A))));

::operator delete(a, sizeof(A), static\_cast<std::align\_val\_t>(alignof (A)));

return 0;

}

**2.11 细化表达式的计算顺序**

为了支持泛型编程和重载运算符的广泛使用，新特性将计算顺序进行的细化

如以下争议代码段：

#include<map>

int main()

{

std::map<int, int> tmp;

*//对于std::map的[]运算符重载函数，在使用[]新增key时，std::map就已经插入了一个新的键值对*

tmp[0] = tmp.size();*//此处不知道插入的是{0, 0}还是{0, 1}*

return 0;

}

为了解决该情况，新计算顺序规则为：

①后缀表达式从左到右求值。这包括函数调用和成员选择表达式。

②赋值表达式从右向左求值。这包括复合赋值。

③从左到右计算移位操作符的操作数。

**2.12 模板类的模板参数自动推导**

定义模板类的对象时，可以不指定模板参数，但必须要在构造函数中能推导出模板参数

如：

**template<class T> struct A {**

**explicit A(const T&, ...) noexcept {} // #1**

**A(T&&, ...){} // #2**

**};**

**int i;**

**A a1 = { i, i }; //错误，不能根据#1推导为右值引用，也不能通过#1实现复制初始化**

**A a2{i, i}; //正确，调用#1初始化成功，a2推导为A<int>类型**

**A a3{0, i}; //正确，调用#2初始化成功，a2推导为A<int>类型**

**A a4 = {0, i}; //正确，调用#2初始化成功，a2推导为A<int>类型**

**template<class T> A(const T&, const T&) -> A<T&>; // #3**

**template<class T> explicit A(T&&, T&&) -> A<T>; // #4**

**A a5 = {0, 1}; //错误，#1和#2构造函数结果相同（即冲突）。根据#3推导为A<int&>类型**

**A a6{0, 1}; //正确，通过#2推断为A<int>类型**

**A a7 = {0, i}; //错误，不能将非静态左值引用绑定到右值。根据#3推导为A<int&>类型**

**A a8{0, i}; //错误，不能将非静态左值引用绑定到右值。根据#3推导为A<int&>类型**

**template<class T>**

**struct B {**

**template<class U>**

**using TA = T;//定义别名**

**template<class U>**

**B(U, TA<U>);//构造函数**

**};**

**B b{(int\*)0, (char\*)0}; //正确，推导为B<char \*>类型**

**2.13 简化重复命名空间的属性列表**

如：

1. [[ using CC: opt(1), debug ]] void f() {}
2. *//作用相同于 [[ CC::opt(1), CC::debug ]] void f() {}*

**2.14 不支持、非标准的属性**

在添加属性列表时，编译器会忽略不支持的非标准的属性，不会发出警告和错误。

**2.15 改写与继承构造函数**

在类的继承体系中，构造函数的自动调用是一个令人头疼的问题。新特性引入继承与改写构造函数的用法。

例子1：

**#include<iostream>**

**struct B1**

**{**

**B1(int) { std::cout << "B1" << std::endl; }**

**};**

**struct D1 : B1 {**

**using B1::B1;//表示继承B1的构造函数**

**};**

**D1 d1(0); //正确，委托基类构造函数进行初始化，调用B1::B1(int)**

例子2：

**#include<iostream>**

**struct B1**

**{**

**B1(int) { std::cout << "B1" << std::endl; }**

**};**

**struct B2**

**{**

**B2(int) { std::cout << "B2" << std::endl; }**

**};**

**struct D1 : B1, B2 {**

**using B1::B1;//表示继承B1的构造函数**

**using B2::B2;//表示继承B2的构造函数**

**};**

**D1 d1(0); //错误：函数冲突，**

**struct D2 : B1, B2**

**{**

**using B1::B1;**

**using B2::B2;**

**//正确，D2::D2(int)隐藏了B1::B1(int)和B2::B2(int)。另外由于B1和B2没有默认的构造函数，因此必须显式调用B1和B2的构造函数**

**D2(int) : B1(1), B2(0)**

**{ std::cout << "D2" << std::endl; }**

**};**

**struct D3 : B1**

**{**

**using B1::B1;**

**};**

**D3 d3(0);//正确，继承B1的构造函数，即利用B1的构造函数来初始化，输出B1**

**// 程序入口**

**int main()**

**{**

**D2 d(100);//编译通过，输出B1 B2 D2**

**return 0;**

**}**

例子3：

**#include<iostream>**

**struct B1**

**{**

**B1() { std::cout << "B1 default" << std::endl; }**

**B1(int) { std::cout << "B1" << std::endl; }**

**};**

**struct B2**

**{**

**B2() { std::cout << "B2 default" << std::endl; }**

**B2(int) { std::cout << "B2" << std::endl; }**

**};**

**struct D1 : B1, B2**

**{**

**using B1::B1;**

**using B2::B2;**

**//正确，D2::D2(int)隐藏了B1::B1(int)和B2::B2(int)，但必须要显示调用B1和B2的构造函数**

**D1(int) : B1(1), B2(0)**

**{ std::cout << "D2" << std::endl; }**

**//有默认构造函数，在不显示调用基类的构造函数时自动调用基类的默认构造函数**

**D1() { std::cout << "D2 default" << std::endl; }**

**};**

**// 程序入口**

**int main()**

**{**

**D1 d(100);//编译通过，输出B1 B2 D2**

**D1 dd;**

**//输出**

**//B1 default**

**//B2 default**

**//D2 default**

**return 0;**

**}**

**2.16 内联变量**

见1.5

**2.17 用auto作为非类型模板参数**

当模板参数为非类型时，可用auto自动推导类型

如：

**#include<iostream>**

**template<auto T>**

**void foo()**

**{**

**std::cout << T << std::endl;**

**}**

**int main()**

**{**

**foo<100>();//输出100**

**foo<int>();//no matching function for call to "foo<int>()"**

**return 0;**

**}**

**3 宏**

**3.1 \_\_has\_include**

判断有没有包含某文件

如：

**int main()**

**{**

**#if \_\_has\_include(<cstdio>)**

**printf("hehe");**

**#endif**

**#if \_\_has\_include("iostream")**

**std::cout << "hehe" << std::endl;**

**#endif**

**return 0;**

**}**

**4 属性**

**4.1 fallthrough**

用于switch语句块内，表示会执行下一个case或default

如：

**int main()**

**{**

**int ok1, ok2;**

**switch (0)**

**{**

**case 0:**

**ok1 = 0;**

**[[fallthrough]];**

**case 1:**

**ok2 = 1;**

**[[fallthrough]];**

**}**

**return 0;**

**}**

**4.2 nodiscard**

可用于类声明、函数声明、枚举声明中，表示函数的返回值没有被接收，在编译时会出现警告。

如：

**[[nodiscard]] class A {}; //该属性在这其实没用**

**[[nodiscard]] enum class B {}; //该属性在这其实没用**

**class C {};**

**[[nodiscard]] int foo()**

**{ return 10; }**

**[[nodiscard]] A func1() { return A(); }**

**[[nodiscard]] B func2() { return B(); }**

**[[nodiscard]] C func3() { return C(); }**

**int main()**

**{**

**foo();//warning: ignoring return value**

**func1();//warning: ignoring return value**

**func2();//warning: ignoring return value**

**func3();//warning: ignoring return value**

**return 0;**

**}**

**4.3 maybe\_unused**

可用于类、typedef、变量、非静态数据成员、函数、枚举或枚举值中。用于抑制编译器对没用实体的警告。即加上该属性后，对某一实体不会发出“没有用”的警告。

用法例子：

1. [[maybe\_unused]] class A {};
2. [[maybe\_unused]] enum B {};
3. [[maybe\_unused]] int C;
4. [[maybe\_unused]] void fun();