## [面试题-python 浅拷贝和深拷贝（copy模块）](https://www.cnblogs.com/yoyoketang/p/14449962.html)

**前言**

面试的时候经常会问到深拷贝和浅拷贝，那么python的深拷贝和浅拷贝有什么区别呢？

**思考题**

先来看 2 个简单的案例, 对元素 a/aa 重新赋值一个新的变量 b/bb 后，改变原来 a/aa 的值，看会不会影响新的变量 b/bb 的值

# 1.str

a = "hello"

b = a

a = "world"

print('a: {}'.format(a))

print('b: {}'.format(b))

# 2.list

aa = [1, 2, 3]

bb = aa

aa.append(4)

print('aa: {}'.format(aa))

print('bb: {}'.format(bb))

运行结果

a: world

b: hello

aa: [1, 2, 3, 4]

bb: [1, 2, 3, 4]

这是个很有趣的事情，字符串重新赋值给b后，改变原来a的值，b不会跟着变。  
但是list重新赋值给bb后，改变aa的值，bb的值也跟着变了。  
这里有个知识点：在python中，都是将“对象的引用(内存地址)”赋值给变量的。其次，在python中有6个标准数据类型，他们分为可变和不可变两类。

**可变和不可变对象**

在python中有6个标准数据类型，他们分为可变和不可变两类。

* 不可变类型：Number（数字）String（字符串）Tuple（元组）
* 可变类型：List（列表）Dictionary（字典）Set（集合）

可变对象和不可变对象的内存地址可以通过id函数获取

* 可变对象：可变对象可以在其 id() 保持固定的情况下改变其取值；
* 不可变对象：具有固定值的对象。不可变对象包括数字、字符串和元组。这样的对象不能被改变。如果必须存储一个不同的值，则必须创建新的对象。
* id(object)： 函数用于获取对象的内存地址，函数返回对象的唯一标识符，标识符是一个整数。

字符串和数字都是不可变类型，不同变量赋值一样，通过id获取的内存地址是一样的

# 作者-上海悠悠 QQ交流群:717225969

# blog地址 https://www.cnblogs.com/yoyoketang/

a = "abc"

b = "abc"

print(id(a))

print(id(b))

print(a is b)

c = 100

d = 100

print(id(c))

print(id(d))

print(c is d)

运行结果

1557212603592

1557212603592

True

1561032832

1561032832

True

list、dict 和 set集合是可变类型，虽然值一样，但是id获取的内存地址不一样

# 作者-上海悠悠 QQ交流群:717225969

# blog地址 https://www.cnblogs.com/yoyoketang/

a = {"key": "123"}

b = {"key": "123"}

print(id(a))

print(id(b))

print(a is b)

print(a == b)

c = [1, 2, 3]

d = [1, 2, 3]

print(id(c))

print(id(d))

print(c is d)

print(c == d)

运行结果

1638920310144

1638920310216

False

True

1638921292360

1638921292680

False

True

现在知道了id函数获取内存地址，我们说的深拷贝和浅拷贝是针对可变对象:list、dict 和 set集合

**copy模块**

python 中的深拷贝和浅拷贝使用 copy 模块

浅拷贝 A shallow copy constructs a new compound object and then (to the extent possible) inserts references into it to the objects found in the original.

上面这段话是官方文档上的描述，有2个含义：

* 1.浅拷贝会创建一个新的容器对象(compound object)
* 2.对于对象中的元素，浅拷贝就只会使用原始元素的引用（内存地址）

常见的浅拷贝操作有：

* 使用切片操作[:]
* 使用工厂函数（如list/dict/set）
* copy模块的copy()方法

深拷贝 A deep copy constructs a new compound object and then, recursively, inserts copies into it of the objects found in the original.

上面这段话是官方文档上的描述，也是有2个含义：

* 1.深拷贝和浅拷贝一样，都会创建一个新的容器对象(compound object)
* 2.和浅拷贝的不同点在于，深拷贝对于对象中的元素，深拷贝都会重新生成一个新的对象

**浅拷贝**

浅拷贝使用 copy 模块的 copy 方法

# 作者-上海悠悠 QQ交流群:717225969

# blog地址 https://www.cnblogs.com/yoyoketang/

import copy

a = [1, "hello", [2, 3], {"key": "123"}]

b = copy.copy(a)

print(id(a)) # 外面容器拷贝了，所以a和b的id不一样

print(id(b))

# a和b容器里面的元素对象id

print(id(a[2]))

print(id(b[2]))

运行结果

1340977220424

1340977221576

1340977220168

1340977220168

浅拷贝是拷贝了list外面一层的， 创建一个新的容器对象(compound object)，所以a和b的id是不一样的  
对于容器里面的元素对象，浅拷贝就只会使用原始元素的引用（内存地址），所以可以看到子元素的内存地址还是一样的

![https://img2020.cnblogs.com/blog/1070438/202102/1070438-20210225225735331-754795210.png](data:image/png;base64,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)

如果改变a里面的不可变对象数字和字符串，此时a和b的值就不一样了，但是b的后面没改变的元素还是指向a

# 改变a的 数字和字符串对象

a[0] = 2

# a 和b 的值不一样了

print(a)

print(b)

# 但是后面的元素还是指的a

print(id(a[2]))

print(id(b[2]))

运行结果

[2, 'hello', [2, 3], {'key': '123'}]

[1, 'hello', [2, 3], {'key': '123'}]

2488134044232

2488134044232

如果改变a里面的可变对象， 把[2, 3]里面的3改成 [2, 4]

# 改变a的 可变对象 [2, 4]

a[2][1] = 4

print(a)

print(b)

print(id(a[2]))

print(id(b[2]))

运行结果

[1, 'hello', [2, 4], {'key': '123'}]

[1, 'hello', [2, 4], {'key': '123'}]

2385125673544

2385125673544

此时b会随着a的改变而改变，这就是浅拷贝了

**深拷贝**

浅拷贝使用 copy 模块的 deepcopy 方法

import copy

# 作者-上海悠悠 QQ交流群:717225969

# blog地址 https://www.cnblogs.com/yoyoketang/

a = [1, "hello", [2, 3], {"key": "123"}]

b = copy.deepcopy(a)

print(id(a)) # 外面容器拷贝了，所以a和b的id不一样

print(id(b))

# a和b容器里面的元素对象id

print(id(a[2]))

print(id(b[2]))

# 改变a的 可变对象 [2, 4]

a[2][1] = 4

print(a)

print(b)

print(id(a[2]))

print(id(b[2]))

深拷贝和浅拷贝的不同点在于，深拷贝对于对象中的元素，深拷贝都会重新生成一个新的对象。  
所以不管a怎么变，都不会影响b的值

**赋值**

赋值跟浅拷贝 深拷贝是有区别的，可以看下面的示例

# 作者-上海悠悠 QQ交流群:717225969

# blog地址 https://www.cnblogs.com/yoyoketang/

a = [1, "hello", [2, 3], {"key": "123"}]

b = a

print(id(a))

print(id(b))

# a和b容器里面的元素对象id

print(id(a[2]))

print(id(b[2]))

a[0] = 2

print(a)

print(b)

运行结果

1992198687560

1992198687560

1992198687304

1992198687304

[2, 'hello', [2, 3], {'key': '123'}]

[2, 'hello', [2, 3], {'key': '123'}]

赋值语句并没有生成新的容器，跟浅拷贝的区别在于外面的容器也是指向的a的内存地址，并没有生成新的容器

参考博客资料<https://www.nowcoder.com/discuss/203654?type=2&order=0&pos=1232&page=0>  
参考博客资料<https://copyfuture.com/blogs-details/2020031720252559878eggumgw4iaj7c>