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# Expected Learning Outcomes Assessed

CLO1: Analyze problems and interpret technical specifications to create and program appropriate algorithmic solutions that include the use of control structures, parameters and return values. (C3, A5)

CLO2: Construct program using reference variables and the management of dynamically linked structure. (C6)

CLO3: Design and implement object oriented solutions to programming problems using C++. (C6, P7)

Questions 1 until Question 4 are based on Fig. 1. Member and Trainer are derived from the class User.

|  |
| --- |
| *User* |
| Username Email DateJoined |
| viewInfo() |

|  |
| --- |
| *Member* |
| Level |
| viewInfo() |

|  |
| --- |
| *Trainer* |
| Specialty |
| viewInfo() |

*Figure 1: Class Diagram*

## Question 1

Write the complete DEFINITION (attributes and methods) of the abstract class named **User**

that includes the following attributes:

* + Username
  + Email
  + DateJoined

And the following methods:

* + A parameter constructor
  + A suite of getters and setters. A getter with public access is provided for each of the private data elements. A setter with protected access is provided for each of the private data elements.
  + ***viewInfo*** method that print all the attributes of the class User
  + Overload the friend operator **==** which accepts *User* objects and returns **true** if the *email*

addresses of the objects are equal

## Question 2

Write the complete DEFINITION (attributes and methods) of the class named *Member* that is publicly derived from the class *User* that includes the following attributes:

* + level - (beginner, intermediate, expert) and the following methods
    - parameter constructor
    - getters and setters for level
    - overload the method, ***viewInfo*** to print out all the details of the Trainer

inclusive of the details inherited by the object.

## Question 3

Write the complete DEFINTION (attributes and methods) of the class named Trainer that is publicly derived from the class User that includes the following attributes:

* + specialty

and the following methods

* + - parameter constructor
    - getters and setters for specialty
    - overload the method, ***viewInfo*** to print out all the details of the Trainer

inclusive of the details inherited by the object.

## Question 4

In the main function, you are required to use STL (either a list or vector) to create a collection of Users objects.

Your C++ program will have the following functionalities:

1. **Add a new user** - A user, either a member or a *trainer* can be added to the collection of users. Validate level to store the values: beginner, intermediate, expert for *Member* objects.
2. **Edit an existing user** – Based on existing *email* address of a user, all other information (except email address) of a user can be updated.
3. **Delete an existing user –** Based on an existing *email* address of a user, the user object is to be deleted.
4. **View User** – Based on an existing *email* address of a user, the user object details are viewed.
5. **List All Users–** A list of all users with their information is viewed. At the end there will also be a total count for each type of users i.e. a count of members and a count of trainers.
6. **Menu** to perform the tasks from 1 – 5.

## Requirements:

* 1. Program will demonstrate the use of
     + STL (either a vector or list) for the collection of users.
     + ‘getters’ and ‘setters’ to access the class objects
     + public inheritance
     + iterator to access the vector
     + polymorphism via ***viewInfo*** method.
     + operator overloading of == as friend functions
  2. An executable C++ program without any syntax errors
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MAIN.cpp

//Name : I Kadek Yau Dwi Mega Saputra

//Nim : E1800175

//Compal: CodeBlock

#include <iostream>

#include <trainJourney.h>

#include <freightJourney.h>

#include <passengerJourney.h>

#include <vector>

using namespace std;

int trainJourney::ai = 1111;

/// Methods required for question 4

int menu();

void addtrainJourney(vector<trainJourney\*> &listJourney);

void viewpassengerJourneys(

vector<trainJourney\*> &listJourney,

const string& startTown,

const string& endTown

);

void summaryReport(vector<trainJourney\*> &listJourney);

int main() {

vector<trainJourney\*> listJourney;

int chosenMenu;

do {

chosenMenu = menu();

switch (chosenMenu) {

case 0: {

cout << "Quitting.." << endl;

break;

}

case 1: {

addtrainJourney(listJourney);

break;

}

case 2: {

string st, et;

cout << "Start town >>> ";

cin >> ws;

getline(cin, st);

cout << "End town >>> ";

cin >> ws;

getline(cin, et);

viewpassengerJourneys(listJourney, st, et);

break;

}

case 3: {

summaryReport(listJourney);

break;

}

default:

cout << "Invalid input"; break;

}

cout << "\n----------------------------------------\n";

} while (chosenMenu != 0);

return 0;

}

int menu() {

int selMenu;

cout << "1. Add a new train journey\n"

"2. View passenger train journey\n"

"3. Summary report\n"

"0. quit\n"

">>>>>>>> ";

cin >> selMenu;

return selMenu;

}

void addtrainJourney(vector<trainJourney\*> &listJourney) {

string st, et;

int jTime;

trainJourney \*journey;

int chosenJourneyType;

do {

cout << "1. Freight\n"

"2. Passenger\n"

">>> ";

cin >> chosenJourneyType;

if (chosenJourneyType != 1 && chosenJourneyType != 2)

cout << "Invalid journey type" << endl;

else break;

} while (true);

cout << "Enter origin town: ";

cin >> ws;

getline(cin, st);

cout << "Enter destination town: ";

cin >> ws;

getline(cin, et);

cout << "Time it takes: ";

cin >> jTime;

if (chosenJourneyType == 1) {

int capacity, carriages;

string hazardousOpt;

bool canCarryHazarous;

cout << "Capacity: ";

cin >> capacity;

cout << "Carriages: ";

cin >> carriages;

cout << "Can carry hazardous materials ? [y to allow]";

cin >> ws;

getline(cin, hazardousOpt);

canCarryHazarous = (hazardousOpt == "y" || hazardousOpt == "Y");

journey = new freightJourney(st,et, jTime, capacity, carriages,

canCarryHazarous);

} else {

int noFirst, noSecond, noEco;

string restaurantOpt;

bool hasRestaurantOnBoard;

cout << "First class capacity: ";

cin >> noFirst;

cout << "Second class capacity: ";

cin >> noSecond;

cout << "Economy class capacity: ";

cin >> noEco;

cout << "Has a restaurant on board? [Y/n]";

cin >> ws;

getline(cin, restaurantOpt);

hasRestaurantOnBoard = (restaurantOpt == "y" || restaurantOpt == "Y");

journey = new passengerJourney(st, et, jTime, noFirst, noSecond,

noEco, hasRestaurantOnBoard);

}

listJourney.push\_back(journey);

cout << "New train journey added! Detail: \n";

journey->viewJourney();

}

void viewpassengerJourneys(

vector<trainJourney\*> &listJourney,

const string& startTown,

const string& endTown

) {

}

void summaryReport(vector<trainJourney\*> &listJourney) {

}

trainJourney.h

#ifndef TRAINJOURNEY\_H

#define TRAINJOURNEY\_H

#include <string>

using namespace std;

/// QUESTION 1

class trainJourney {

int trainID;

string startTown;

string endTown;

int journeyTime;

public:

static int ai;

trainJourney(

const string &startTown,

const string &endTown,

int journeyTime

):

startTown(startTown),

endTown(endTown),

journeyTime(journeyTime) { trainID = ai++; }

int getTrainId() const {

return trainID;

}

const string &getStartTown() const {

return startTown;

}

const string &getEndTown() const {

return endTown;

}

int getJourneyTime() const {

return journeyTime;

}

virtual void viewJourney() = 0;

friend

bool operator==(const trainJourney &ltj, const trainJourney &rtj) {

return ltj.trainID == rtj.trainID &&

ltj.startTown == rtj.startTown &&

ltj.endTown == rtj.endTown &&

ltj.journeyTime == rtj.journeyTime;

}

protected:

void setTrainId(int trainId) {

trainID = trainId;

}

void setStartTown(const string &startTown) {

trainJourney::startTown = startTown;

}

void setEndTown(const string &endTown) {

trainJourney::endTown = endTown;

}

void setJourneyTime(int journeyTime) {

trainJourney::journeyTime = journeyTime;

}

void printAttributes() {

cout << "ID: " << trainID

<< " Origin: " << startTown

<< " Destination: " << endTown

<< " takes " << journeyTime << " minutes.";

}

};

#endif // TRAINJOURNEY\_H

freightJourney.h

#ifndef FREIGHTJOURNEY\_H

#define FREIGHTJOURNEY\_H

#include <trainJourney.h>

#include <string>

/// QUESTION 2

class freightJourney: public trainJourney {

int capacity;

int carriages;

bool hazardous;

public:

freightJourney(

const string &startTown,

const string &endTown,

int journeyTime,

int capacity,

int carriages,

bool hazardous

): trainJourney(

startTown,

endTown,

journeyTime

),

capacity(capacity),

carriages(carriages),

hazardous(hazardous) {}

int getCapacity() const {

return capacity;

}

void setCapacity(int capacity) {

freightJourney::capacity = capacity;

}

int getCarriages() const {

return carriages;

}

void setCarriages(int carriages) {

freightJourney::carriages = carriages;

}

bool isHazardous() const {

return hazardous;

}

void setHazardous(bool hazardous) {

freightJourney::hazardous = hazardous;

}

void viewJourney() override {

cout << "(Freight Journey) "

<< "hazardous materials"

<< (hazardous ? " " : " not ")

<< "allowed. ";

printAttributes();

cout << "Capacity: " << capacity

<< ". Carriages: " << carriages

<< endl;

}

};

#endif // FREIGHTJOURNEY\_H

passengerJourney.h

#ifndef PASSENGERJOURNEY\_H

#define PASSENGERJOURNEY\_H

#include <trainJourney.h>

#include <string>

/// QUESTION 3

class passengerJourney: public trainJourney {

int noFirstClass, noSecondClass, noEcoClass;

bool catering;

public:

passengerJourney(

const string &startTown,

const string &endTown,

int journeyTime,

int noFirstClass,

int noSecondClass,

int noEcoClass,

bool catering

): trainJourney(

startTown,

endTown,

journeyTime

), noFirstClass(noFirstClass),

noSecondClass(noSecondClass),

noEcoClass(noEcoClass),

catering(catering) {}

int getNoFirstClass() const {

return noFirstClass;

}

void setNoFirstClass(int noFirstClass) {

passengerJourney::noFirstClass = noFirstClass;

}

int getNoSecondClass() const {

return noSecondClass;

}

void setNoSecondClass(int noSecondClass) {

passengerJourney::noSecondClass = noSecondClass;

}

int getNoEcoClass() const {

return noEcoClass;

}

void setNoEcoClass(int noEcoClass) {

passengerJourney::noEcoClass = noEcoClass;

}

bool isCatering() const {

return catering;

}

void setCatering(bool catering) {

passengerJourney::catering = catering;

}

void viewJourney() override {

cout << "(Passenger Journey) "

<< "has"

<< (catering ? " " : " no ")

<< "restaurant on board. ";

printAttributes();

cout << "[First: "

<< noEcoClass

<< ", Second: "

<< noSecondClass

<< ", Eco: "

<< noEcoClass

<< "]"

<< endl;

}

};

#endif // PASSENGERJOURNEY\_H