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## Question 01 (10 points)

Create the X matrix and print it from SAS, R, and Python.

#### SAS code

insert screen short of SAS Code and output

#### R code

X = matrix(c(4,5,1,2, 1,1,4,5,2,1,0,2),   
 nrow = 3,   
 ncol =4,  
 byrow =TRUE)  
  
print(X)

## [,1] [,2] [,3] [,4]  
## [1,] 4 5 1 2  
## [2,] 1 1 4 5  
## [3,] 2 1 0 2

#### Python Code

import numpy  
x = numpy.matrix('4,5,1,2; 1,1,4,5;2,1,0,2')  
  
print(x)

## [[4 5 1 2]  
## [1 1 4 5]  
## [2 1 0 2]]

# Question 02 (15 points)

Please watch videos1 and 2 in week 11 lecture assignment. You can download the code which used for S&P from files tab.

Please do the following with your assigned stock.

* Download the data.
* Calculate log returns.
* Calculate volatility measure.
* Calculate volatility over entire length of series for various three different decay factors.
* Plot the results, overlaying the volatility curves on the data, just as was done in the S&P example.
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If you cannot download data from your assigned stock you can pick a different stock from the following list. PM, PG, HON, URTY, PEN

You can use Yahoo finance or google finance to find your data! Submit your final code and the plot.

# Question 03 (20 points)

The built-in data set called Orange in R is about the growth of orange trees. The Orange data frame has 3 columns of records of the growth of orange trees.

Variable description Tree : an ordered factor indicating the tree on which the measurement is made. The ordering is according to increasing maximum diameter.

age : a numeric vector giving the age of the tree (days since 1968/12/31) circumference : a numeric vector of trunk circumferences (mm). This is probably  
“circumference at breast height”, a standard measurement in forestry.

#Check the structure of the dataset  
str(Orange)

## Classes 'nfnGroupedData', 'nfGroupedData', 'groupedData' and 'data.frame': 35 obs. of 3 variables:  
## $ Tree : Ord.factor w/ 5 levels "3"<"1"<"5"<"2"<..: 2 2 2 2 2 2 2 4 4 4 ...  
## $ age : num 118 484 664 1004 1231 ...  
## $ circumference: num 30 58 87 115 120 142 145 33 69 111 ...  
## - attr(\*, "formula")=Class 'formula' language circumference ~ age | Tree  
## .. ..- attr(\*, ".Environment")=<environment: R\_EmptyEnv>   
## - attr(\*, "labels")=List of 2  
## ..$ x: chr "Time since December 31, 1968"  
## ..$ y: chr "Trunk circumference"  
## - attr(\*, "units")=List of 2  
## ..$ x: chr "(days)"  
## ..$ y: chr "(mm)"

names(Orange)

## [1] "Tree" "age" "circumference"

head(Orange)

## Tree age circumference  
## 1 1 118 30  
## 2 1 484 58  
## 3 1 664 87  
## 4 1 1004 115  
## 5 1 1231 120  
## 6 1 1372 142

1. Calculate the mean and the median of the trunk circumferences for different size of the trees. (Tree)

pacman::p\_load(pacman, dplyr) #load required packages  
  
suppressMessages(  
 Summary\_<-Orange%>%  
 group\_by(Tree)%>%  
 select(circumference)%>%  
 summarise(  
 Mean = mean(circumference),  
 Median = median(circumference)  
 )  
)  
Summary\_

## # A tibble: 5 × 3  
## Tree Mean Median  
## <ord> <dbl> <dbl>  
## 1 3 94.00000 108  
## 2 1 99.57143 115  
## 3 5 111.14286 125  
## 4 2 135.28571 156  
## 5 4 139.28571 167

1. Make a scatter plot of the trunk circumferences against the age of the tree. Use different plotting symbols for different size of trees.

pacman::p\_load(ggplot2)#load ggplot2   
  
# Set shape by Tree  
ggplot(Orange, aes(x=circumference, y=age, shape=Tree , color=Tree)) + geom\_point(size=6, alpha=0.6)+  
labs(title="Trunk circumferences vs age of \n the tree Scatter Plot")+ theme\_minimal()
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1. Display the trunk circumferences on a comparative boxplot against tree. Be sure you order the boxplots in the increasing order of maximum diameter.

ggplot(data = Orange,aes(y = circumference, x = Tree, fill=Tree)) + geom\_boxplot() +  
labs(title="Trunk circumferences comparative \n boxplot against tree")+ theme\_minimal()
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# Question 04 (40 points)

Download “Temp” data set.

Temp<-data.frame((read.csv('TEMP.csv')))  
  
first<-data.frame(as.Date(Temp$Date[1:741]))  
names(first)<-c('Formated\_Date')  
second<-data.frame(as.Date(Temp$Date[742:length(Temp$Date)], format = "%d/%m/%Y"))  
names(second)<-c('Formated\_Date')  
Temp$Formated\_Date =rbind(first, second)

1. Find the difference between the maximum and the minimum monthly average temperatures for each country and report/visualize top 20 countries with the maximum differences for the period since 1900.

New\_Temp<-na.omit(Temp[which(Temp$Formated\_Date>='1900/1/1'),]) # subset data with start date >1900  
Temp\_summary<-New\_Temp%>%  
 group\_by(Country)%>%  
 select(Monthly.AverageTemp)%>%  
 summarise(  
 MAX = max(Monthly.AverageTemp),  
 MIN = min(Monthly.AverageTemp),  
 Diff = MAX-MIN  
 )

## Adding missing grouping variables: `Country`

#order by difference in decreasing order  
newdata <- Temp\_summary[order(-Temp\_summary$Diff),]   
# print top 20 difference   
head(newdata, 20)

## # A tibble: 20 × 4  
## Country MAX MIN Diff  
## <fctr> <dbl> <dbl> <dbl>  
## 1 Kazakhstan 25.562 -23.601 49.163  
## 2 Mongolia 20.716 -27.294 48.010  
## 3 Russia 16.893 -29.789 46.682  
## 4 Canada 14.796 -28.736 43.532  
## 5 Uzbekistan 30.375 -12.323 42.698  
## 6 Turkmenistan 32.136 -8.443 40.579  
## 7 Belarus 22.811 -16.527 39.338  
## 8 Finland 18.967 -20.101 39.068  
## 9 Estonia 22.332 -16.483 38.815  
## 10 Ukraine 23.936 -14.724 38.660  
## 11 Kyrgyzstan 19.275 -19.161 38.436  
## 12 North Korea 23.952 -14.390 38.342  
## 13 Latvia 22.279 -15.784 38.063  
## 14 Moldova 25.231 -12.781 38.012  
## 15 Greenland 0.339 -37.177 37.516  
## 16 Denmark 0.699 -36.439 37.138  
## 17 Lithuania 21.791 -15.179 36.970  
## 18 Tajikistan 19.363 -16.466 35.829  
## 19 Poland 22.509 -13.107 35.616  
## 20 Armenia 25.291 -9.982 35.273

#plotting the data  
TempN<-head(newdata, 20)  
#plot bar char for the top 20 City Temps  
i<-ggplot(data=TempN, aes(y=Diff, reorder(Country, Diff))) +  
 geom\_bar(stat="identity", color="blue", fill="red",width=.7)+ theme(axis.text.x = element\_text(angle = 90, hjust = 1))+labs(title="Top 20 Countries by Temp Diff", y="Temp Diff", x = "Country")+ coord\_flip()  
i
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1. Select a subset of data called “UStemp” where US land temperatures from 01/01/1990 in Temp data. Use UStemp dataset to answer the followings.

UStemp<-na.omit(Temp[which(Temp$Formated\_Date>='1900/1/1'),])

1. Create a new column to display the monthly average land temperatures in Fahrenheit (°F).

UStemp$Fahrenheit<-(UStemp$Monthly.AverageTemp\*(180/100))+32 #create a fahrenheit   
  
#print first 6 rows  
head(UStemp)

## Date Monthly.AverageTemp Monthly.AverageTemp.Uncertainty  
## 742 1/1/1900 -3.428 0.936  
## 743 2/1/1900 1.234 1.135  
## 744 3/1/1900 10.545 0.933  
## 745 4/1/1900 13.352 0.536  
## 746 5/1/1900 20.260 0.524  
## 747 6/1/1900 24.448 0.944  
## Country Formated\_Date Fahrenheit  
## 742 Afghanistan 1900-01-01 25.8296  
## 743 Afghanistan 1900-01-02 34.2212  
## 744 Afghanistan 1900-01-03 50.9810  
## 745 Afghanistan 1900-01-04 56.0336  
## 746 Afghanistan 1900-01-05 68.4680  
## 747 Afghanistan 1900-01-06 76.0064

1. Calculate average land temperature by year and plot it. The original file has the average land temperature by month.

UStemp<-(Temp[which(Temp$Formated\_Date>='1900/1/1'),])# raw data  
  
Year<-format((UStemp$Formated\_Date), format = "%Y")# create a new Year column based on Formated Date  
names(Year)<-c('Year')  
UStemp<-cbind(UStemp,Year) #bind the new created column  
  
UStemp<-na.omit(UStemp) #Omit Nas  
#Yearly Land Temp  
Yearly\_Land\_Avg<-UStemp%>%  
 group\_by(Year)%>%  
 select(Monthly.AverageTemp)%>%  
 summarise(  
 avg = mean(as.numeric(Monthly.AverageTemp)))

## Adding missing grouping variables: `Year`

Yearly\_Land\_Avg

## # A tibble: 114 × 2  
## Year avg  
## <S3: AsIs> <dbl>  
## 1 1900 18.57393  
## 2 1901 18.54531  
## 3 1902 18.39099  
## 4 1903 18.48791  
## 5 1904 18.26810  
## 6 1905 18.45356  
## 7 1906 18.53389  
## 8 1907 18.19317  
## 9 1908 18.34625  
## 10 1909 18.40127  
## # ... with 104 more rows

ggplot(Yearly\_Land\_Avg, aes(x=as.numeric(Year), y=as.numeric(avg))) +geom\_line()+geom\_point() +labs(title="Yearly Land Average Temperature Plot", y = 'Yearly Average Temp', x = 'Year')

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAA4VBMVEUAAAAAADoAAGYAOjoAOmYAOpAAZpAAZrYzMzM6AAA6ADo6AGY6Ojo6ZmY6kLY6kNtNTU1NTW5NTY5NbqtNjshmAABmOgBmOpBmZmZmtrZmtv9uTU1uTW5uTY5ubqtuq8huq+SOTU2OTW6OTY6OyP+QOgCQkDqQtpCQ27aQ29uQ2/+rbk2rbm6rbo6ryKur5P+2ZgC2Zma225C2/7a2/9u2///Ijk3I///bkDrbtmbb/7bb/9vb///kq27k///r6+v/tmb/trb/yI7/25D/29v/5Kv//7b//8j//9v//+T///+xgnFWAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAZZUlEQVR4nO2dDVvkOHLHNXNHWHZzoRmmczlmd3aYgdyF2V06yS10kgETOk2Dv/8HiiVZ77IttyWrbKqeh8Zu++8q62epJL81KdFmbSR3AGhpDQHP3BDwzA0Bz9wQ8MwNAc/cEPDMDQHP3AYBXpEza8Jnz5cH36yv1m9/79r28+Whmnlo236YPS1Jbd2+W23zQ7d+zT29uXL2PkQd1QYBflrywnoghy1rDQf8fNnqIMiiAQ6IXQAm1XFp7X2IOqoNa6I52efL1qiHA94c/SOtDIPNE0l/CwIsDvyDb9MGzNvmNW9AaR0RO1bZMYO0Jm/+rdrFNQMkoWm7qdY9+C8+xb57+3cN8PrtfxzRBSsme1oeKmfcxZXcDN/gPzGxCqg2Vdhi0ebo+IHqqo9q0dOSzvFjqcFB1ZhU//iG6O6IxaYvsX9VwHzVejFXDyvynjYQMG2kN0cMxYNMO2vVPP3hiBz8T7WLGwZIplIFWFtXTPHv/vjPh8rJIW8kuJ5+Smfcxbe1KSa0ZVEBCZOA5aLN0Z+Oqom/HjHJ05LOMUmTAxcwW2z5sgGLxdMDXIX+D7yBrmI/ozXisG6x+VRdN+uGaiW4SsDGuocUDy1mVq4q7XKiZ3Xd5aWmnHEXYjNKrNaRJgCrRZsjfrQcV1MH36p6VsfQ7IDFrgPmi01fa9U34XvPD71KNLUmmjbSvFryOip2gDZJAjUrjTVrxqwC4KavS1fhW1KlxZZw7ZpNHWvOVP7nm3kgQmwGVG+JA1aLmJenZfU1XcYm2BHU7MABXLf0hi/RyWIHG22/2L6sqtnpARbUHtQ+bY7qVlKUA09v2mBH7aaz7mG9mupk1avQ9m9zVNU3kRDrRo8xkZtRyV4LSJgArBYxMnXDQAEzn9U2mh04gOmU7asGLA5vGjZ1OxPA9Eg/Y99rgGn5rVTm1WuFua4LeFVvmffa6IYcwGoziQArB2GAFcbZAK53Qk7x/KUAP7z521J2L+RuuuuKtlW253W7ycfc67f/SbeinHGZ2ozeRDsnR1QTrWI1AfMYaBPd5IDHvhL5RF+szAE8gyb6+ZKft5F5TY4BRR340/dXQqQBttel/STeqa4Bi4Z9zfsx/8LdCGeigMVm9E6WWEfGqjpZKlYTMD081obYdsDbiJUIUYRt+rIA652sKAP6HhYNsGimjuWAxwRclYka8YtOyLG7rhjfiGGSLDVWxtX6bCuaMy4Tm3GGSfqoxBomkWOnBv/hqE6drQ6OVYj1Ji1fFmBzCDmtYZLWNWb9kLOSJ6w3V3KQL7spas8kYHfdQ74leaJDyVa8gI4NZ/XG5WZ4Wf9leagHJEyd6BCLnBz8QIhoxhsc1PWY0AG+BGz5sgGzxfVZGu04H8PGu5o0ZuP0tNyrmqiDdT42GuC6r5TaeH+m9epWsyHgvY0PM0awOlnudzAh4L2Nn9EbyRPZ9+IiAkabnCHgmRsCnrkh4JkbAp65IeCZGwKeuXUA3n5YLC7Kcne+OL1nX6ipyopuC1lndAXIoCLvRhjg3efrcvvj9cvXi/LuPf1CTSHg7IoIgB8py5uL3ZfbcvvTLSUupxBwdkUEwHUt3n68Z5W5arLl1HeVdWrRslsn4Jevn8rHU4FVTVFLcVhmP/Sno4hSg3fnn/R6q6YQcHZFDMDbDxelnnkxBwNSRADM+bJmWvSiP2EvGooiAuC7BbWLevRLqy6Og+EoIvWiWyxF1NlLZjoKBJzRRfbdQMDTVyDgjC5G3Q1CiLsQAU9eIQTsPlJnIQKevAIBZ3SBgHMqQAaFOTieAmRQQ3bD5YuAZ6BAwBldIOCcCpBBIeB4CpBBIeB4CpBBIeB4CpBBIeB4CpBBIeB4CpBBDTnR4VuIgCevQMAZXSDgnAqQQSHgeAqQQSHgeAqQQSHgeAqQQSHgeAqQQSHgeAqQQSHgeAqQQSHgeAqQQSHgeAqQQSHgeAqQQSHgeAqQQSHgeAqQQSHgeAqQQSHgeAqQQSHgeAqQQUEEjAbD2iBiDZ6uApvojC4QcE4FyKAQcDwFyKD23w0fXwQ8AwUCzugCAedUgAyqt0I+14+AM7hIr1Bv5kDAGVwg4JwKkEEh4HgKkEFhDo6nABlUqEJxFWARcAYXQxS+114V2kLRMpdYg/O5GKDwvrhOGgKG4QIB51SADCoQsJaDEXBGF8lycKH6zgg4o4tBija+CBiGi2iA7epMCgQMwUUswE5CJmIxAs7qYhhgok22AJZTvq0hYLiKFsBE/BEEnNXFoF601UbrK9WAGXcEnNFFNMB6da5pI2AALuLVYOPyAptEwABcRASsnZyUgPUc7B81I2C4ihDA9AMBZ3SRBLDKweyvVJOerSFgsIrmHKz+IeDMLmICFh/6LRwIOLOL+ID1lhoBZ3eBgHMqQAalA1bQ1EgXAYNyERewHPqKOVIL9C6YtTUEDFbRBLhQXyrATTf4IGC4ih6AOd9BgLc/3VYfHxbvbtns3WIhJhFwGoUBs6sGDwb8SHHuzi/Ku9N7On9zgTU4scIH2Dm7xQXNfEMB35z8VtXg7cf7cvf5upp/+eUaASdW9AXcsDUv4DUVnDlNtAK8O6+aaFaJv6uso/aj7WWk1LAQ+V8nRYj4T0hHFTUWr9/+XpZPy2P9OwqYNdEnFPD2x2utFic9kBMqQAblrcFaTTZuAhCC5luofYCflqzyPlDMBmDayfpZNc4yD/eIOtwQcKH6Vmro697Y0e6iH+DKdl9E3xkBp1UowM6V4MKY6Q24fHhz5W+iq/x7957OPVZ96ZdfcZiUUmFcP4oK+GlJhKlKzGrw42JRkaWT1Tj4RLbVSfczoQJkUCMA7m1J9zOhAmRQHsCxczACBqHQLiw0dZEDXHgBb46s9hkBZ1AQ1QhHBvx8eYg1OL9CAW7nu/cwCQHnVaQD/HyJgPMrtBvsYgO2TnEg4CwK87acvV14AWMnC4DCe/2ovwsf4OfLYw9FBDyuwjvy7e/CBxg7WRAU6jpDF2HsZGV0ARJwufkBO1nZFQkBi4sN2MnKqUiYg3tbeNQ97JUAdvlZgAe6QMB5FZ4WeAzAa0LO1gffEHByRR7Aq4P/Xp71uOQwNIhcCgBBZQFcjYPpUDj8hOXQIHIpIASVIwcj4DEVDsgRmug1baKtm+4QcCJFA+Bwvvt0sh5oZgg/IT00iFwKEEFlAdzThgaRSwEiKJtk0G1Y4S4cwL2vNCDgYQqLZNhtWOEuEHBmhfmSYPUcKAKOoIAQlH49nyjA3WegA10g4MwKH+Cga0iBLjyAPc+tIOBkCgew/a6kgS6wBmdWuK91R8DRFBCCcp/o1u6XjeACAWdWNADGXnQMBYSgRge8jw0NIpcCQlAIOKECQlAu4DLtqUoEPK5iEoDR9jfjxVdEfkbngTU4k8J963fZ81T0PjUYb7obTZEFMN50N5rCfDp0JMB4T9Z4CgScUgEgqCyA8aa78RQmzNE6WXjT3ViKTIB72tAgcikABIWAUyoABJUFsLqpI3CgNDSIXAoAQeWpweKN76FD4aFB5FIACCpTDRYvBA8cKQ0NIpcia1Dq7lgEnEqRMyjtLYX5mugy8Hz00CByKYACDnm7XXBQXsB8HHxWrumr/RFwHIV1G1074D58cZiU04VUODfCNudgBBxLkRewbImJ+oorkgPGl5HGV9iAedXNA/j5shoBn/W4f3ZoELkUWXNwkQ8wRbs6Lh+Cb+kYGkQuxbhBGfWX5Aa8PsTrwZEV+nVf8RBwphy8YnTDb8oaGkQuBQDABuHRANM3gq9I4CB4aoC1XJgbsP00/2iA+9rQIMZU6L3ZkTtZZhRFPsCzfiE4DMB17yoT4Fm/0j8fYOcZlXw5uMc975MDnC0H+wBbM+PV4Fm/o0MVHhDA8pDDTlYMBYEA2OIrfh24ViDgIYoJALY6ZIOC8gOe88NnWkHDBRwvKC/gWT98Bg6wm4NTA573s0nwAMt5BBxDgYDn/fCZfkMbHMCFeIdhMQrgOT98BhMw0U6wlb1ec9cVlB9wTxsaRExFV+HkAkyKYMC9XlTZFVQw4O1Pt9XHh8W7Wza7O1+c3gME3Fk4YYCbNjIPwL7s+0jJ7s4vyjvG9eVrNfV+toAbt5IKsJGD09fgNbvtXbebk9+qGrz9eF/uPl/TCvzlltdpBBwQlO3X24vSOllj5OAVse7o2BqA1dR3lXla9GxWFU7rYvnRsZH2zfQ3Yrj1bTy6S9u/bStjHEwBsyb6hGJ9PBWAqQ09yqIqWo9+8wJ7shzsuSTZXYNFq9F7x/etweZ5DtHJ+vkXswZDA9x6JUZ7IKjDhdyIiTr0eoZ+U4E8qNSGfCGOCdhpnwXgkmdfwDk4GmBxetjMxv0A089S86mOmhbRCIC9t+ywJrqqs7zv/PL1E8xetNUUWhYMWB4mQwDzTB4KWLYV4zTR1P7dzsHVYImOfnk6hjkObgccnoMHAdZvmgwH3NNHoKAR8NNymrfsWJ0Zu7NE5EerC9XQ75ODhRsG2PecaH7A7kh4QoCNHpLnbtVwwNrph35BEeG+EDfgQALMbroLvto/Y8DE0fcDXIAEvGZd6BVEwB1neEYBHHaWSdzvTMQrVYzUkBVw3YWGCLjrNCQ7VVmvqCTmJrTPdsAF8QJujMH8Wt7QTsABZteCzyYNWF/P18eS/7oAq5+aky6aYrC+twD7nxNt2Y1e1jsHP1/CzMF7ANaHO0XRH7C2Mlf0BkwAApbVGBjgkBzcANg6w2ED9o2m/ICbYmgArJ/TAgWYVWN44+D2/o0vBwcB9vbF5OrWOLghBn8O1s9pAQNc2f/CA2xUEruYJGCd5FiAje9lpwo24GAbGkSwQsPgSYYtgK02Mgywta1a0ZQmXMBa2+w9vhrsFQN2fy3bUVhlSMyJ0BysdYxCARM/YHmR2uO+wRAwn/YCthtBUW2MNtetwb7RFIkJ2NwSAm5QuD+HbswYgPUz/GLGxq9ql6cTLQ+gQMBGbOpwggj4aRn+gp18gN2ErI1htKRnj1X4hpQL93RVasABo71etkcNXhHS5y0OQ4MIVXQB1qB4AOsgiXLBv3ZycBNgOwanOyf0HsByENd5vqaX7dVE0ytK4J5NIkZppwXclIPtNOGcM1OBggbMEQee6hgaRKiiEXCdg/Xy9uRgP2D3hHPL3HwAr9nZ6BWsV/pbgG3a5nlE2Y/1XFqqp+T1RQupp08tgwoHrB9Expby52B6tUH8Lse0AJsrm02tvjL/slRL9wBMiMG3B2B3z3QboxcdfBYaPmBfg6gAy6U9AKt6qOXuSQHubUODCFUYpShzaz1HXMB25pWL2gHbgmiAfQeTa4kBq9+1g3c1yQJst5DBgFUO9gF2FLEAiw1jDW5QmCQ8gG0sotPq2broZHlycCBg8/yyA1j07SAChvq2WVkha9KipSm8gAt7cGttjJ360gFpS4IAGwdcD8AdfEfpZIEFbDGVc+yLPoCZrrRgqWW2XxVUO2CtwSfubgRV4DGaaKBvm3UAF0atGATY6YD7Z40mWl/IIzIPPs9uwAAM9W2zgAHrScOYsncDRBPd24YGUfi6Qt05WBNqzaO2yS6HCHg0wJ7BTEMvujBLVmVCt2/UQbgIBazNdwBWObgJcEfXz6fotP6Ax/9puwSAPZu0t7YnYBetFkQhp3w5uPOw8yg6bY9h0ug/bZcBcBHcRO8FuGE3OqMaa5g09k/bheZgNWHMeXJwEGCizXkcObHNB/DYP23n7nVvwJ6ybHfZBNjlK7fUCdgZCEEE3Pun7SIYCXh5lTlF9Ll9+oimrvklVnxE5bp2PonYjbZoSNK3YbX41WfG/2k7z+jBUVi1rbMGd1mvGiz6xMq13gdQXauuGhxg8xwmDQPs77B2mHX5yZ+O2bwi3AGYFAjYb6ABFyp1+gGr0e9UAI/8qyvybGOrIj1g8xyZFWEzYO381UQAj/yrK7yAegI25vYCXBALsHmW24mRuWgDXJCJAB77RznyAdZ9tgMW/Tg1KkLAwUFoV4TaFGABq9tCJgJ49F9d8ZZrC2CrT+a9gTHAbMDtN8XpTbR+PJqT0wA8+q+u+Mo1C2Dbke2evxTJSCkqFnmcwgfc0wZH3QXYbsIBAHY78SrTIGDLvOWqKZxeWA7AhRwm2YBVBZ4C4Kc/9z8DPTSIIMA2DH0uUifLH4gepczBOuGJAV72eEFWVMBWwdqPc8cHbDkkwYCLQg9Im5hGDl6H38qRFLBWiPY4OVINti8gDwTsiw0iYPpwYXgPehzAFo0ogJ1mYT/A9vXdCQCuh0nj3ZPVBZjYNCzAJMCHx6sJWPXUmwAT7eEJQlzUvthAAq7SMIQaXFgVOC1grafeMEyiVjrLJgh4BSQHi6aXVy2rutkpudOHz61VgYl7ub6wVpgBYEi96EKOOu1UFwWwfS4lALBnmfMlAQ54/HEwcSa4wgBsS+zs2bWjnUHJHNwA2OnKNxlwwPvYwCCcjgtXiPLuAixXiFAybYBtdGFrIWDVQpskBWDv7a8IOFQAG3BjgYMGbGWavvYKALP/ArC3TO2HVLp3NCyodsAdDyx6V0LAbg4mRPZYgwAH7WhYUAg4DLCbNvv0ookiDA5wAOFXANjT8d0bcNNppb476rPeOdg/EnbWGhTUKwCstdGNBYqAAwUAABN3SqBtLlHAgO3zNcOjGiJIArgYCFgOeoABDsvBrwFw4TBuDkJbLxyw9+v0gMNcvB7A+mmLpgCM9Yj2r6yXBmw8ZEd9lgZw6JE9xEe4YDzAIawcwA0GGXDokT3ERw/BaICbWlsEvIePHoJkgJ1rQz4m6pRVPa/9a7+CDDcHvxrAVl/DB9j5Lhiwf18iCJpOnfVwMdEcvP3ptvr4sHh3y2bvFgsxGQbYV+kaAO956SAS4NaB0AhBZQL8SHHuPl+Xd6f3dP7morMGW5dFfVd1EXAMRQzANye/VTV4+/G+3H2h9fbll+sIgH33FBcIOKogtAazJlrV4N151USzSvxdZQ0S9soo+Voo3/uh7K+I99sxLeB9XdO0sBxcceUt9PbHa60WNxw8+snk0ls1nF6X9ok1OIqgF2CK9VF2rVQebti2BdgtuoYvEHBEQS/Aj1X1pc00Ah7kI7YiRQ2mqF9+bR8m8bMG4n4pF7Bv3KR9IuAogl6Aq8HS4uSaTd6xqRDAfJI4gL1nPuQHAo4kCAbcZk0bJwIwhxkGWNb5vvuJgL0LUwMW0EIBq6zddz8RsHdhNsBNTywg4KiCcQC7Objp6jACnhZgidW6Dtd4dRhz8OwBYy86qmAkwPRX5EJr8L77iYC9C/MB9isQ8IQAF8QLuIlugYD3UkAD3NQ8FwUC3kuRsYkWj4BywKK/BRlwO18EbFhNEgEnVkAD3PaEDwKeBeDmcBDwlAA35OB2wHIhAo4iSAqYm5ODW9dFwFMETAoEnE4BC3BLD6sAALg9PATsNaIBbhsjsVXyAu4KDwH7DAGnVSDgcAECHgq4K8llBow5eDDgjm6qWpq7ZKajgANYP1HVuG5Q2P59SS6AqZgSYJK7iZ6iYkKA9T5O7pKZjiI/YFIg4ISK7IALBJxUMSHAmIP3UWQHTKmF9qIDw46jAIlreoBZu4uA0ylAAQ7mm71kpqNAwBldZN+NEQAbORgBx1ekBxxss30LFXwb53eTsAanUGRvolUQCDiFAhDgsJ8OCwg7jgIkLgQcTwES18QBRwo7jgIkLgQcTwES16QBd9zxFB52HAVIXFMG3HXPYnjYcRQgcSHgeAqQuBBwPAVIXFMGjDk4iQIQ4Ghhx1GADAoBx1OADAoBx1OADAoBx1OADAoBx1OADAoBx1OADAoBx1OADAoBx1OADAoBx1OADAoBx1OADAoBx1OADAoi4CTW9KO103IBZjcQ8HR9IOCMLsDsBgKero+JAkaLagh45oaAZ24IeOaGgGduQACzH5Lffli84/8WF2W5O1+c3idycbdY0P+xXdi7Qf/F9WGXDXPY6gIG4Ede3Bfl3en97vN1uf3x+uVrNfc+jYvy5oJ+FduFsxvVv7g+7LJhDttdgAB8c/JbdSRuP97TPXiksd5c7L7c8uMzgYuXX67pd5FdmD7Yvy+3cX1YZcMdtrsAAZg3NXXJ0FlRQHwuuouqTaMtXXQXhg9eg+P7MMrGKjePAQLM2rYTGujL10/l42kCwLWLqpUrq1oc3YWxGzwzRvdhlg112O4CEGDag/iZNp67809l/OpluChpS5emBtc+6EH0+O42tg+rbCZVg6mxfPLhooyfIA0X1KKnedNHXa8i+7DLZjulHMyy1vt6H1hTFLWLq7mghf/y6210F8Zu8Boc14dTNtRhuwtAgKtOP81adIxKu0BJxsHcBfVxch1/qG34eEzgwymbqYyD0ZIZAp65IeCZGwKeuSHgmRsCnrkh4JkbAp65vWLAz5dvf6/+bY4Oc0eS0l4x4ArtcfW5OviWO5CU9poBl+uqCm+OznKHkdReNeCn5WG5og308yUhtL3eHBFCjsvND//KZudgrxpw+fDmr99fUb4V5fXBt6flGavWc0rLrxtwVXNpGn6g1bWi+380G2++v5pTs/26AXO05Zq9LZWyfqj+vbna0Go9E0PAJWud2dzT8s0Vq8EIeC7GAT9UXNkcBf2ANXhGxgE/X1ZkK7AU9OYIAc/IOGA2TKK1eFX9+9vyDAGjTcYQ8MwNAc/cEPDMDQHP3BDwzA0Bz9z+H1XwCcEkx97DAAAAAElFTkSuQmCC)

1. Calculate the one year difference of average land temperature by year and provide the maximum difference (value) with corresponding years. (for example, year 2000: add all 12 monthly averages and divide by 12 to get average temperature in 2000. You can do the same thing for all the available years. Then you can calculate the one year difference as 1991-1990, 1992-1991, etc)

new<-transform(Yearly\_Land\_Avg, One\_Year\_Difference = ave(avg, FUN = function(x) c(NA, diff(x))))  
  
#print first 6 rows to confirm calculations  
head(new)

## Year avg One\_Year\_Difference  
## 1 1900 18.57393 NA  
## 2 1901 18.54531 -0.02861817  
## 3 1902 18.39099 -0.15431941  
## 4 1903 18.48791 0.09691749  
## 5 1904 18.26810 -0.21981067  
## 6 1905 18.45356 0.18546757

#order by difference in decreasing order  
newdata <- new[order(-new$One\_Year\_Difference),]   
# print top 20 difference   
  
print('The max difference')

## [1] "The max difference"

head(newdata, 1)

## Year avg One\_Year\_Difference  
## 58 1957 18.81424 0.4675591

Y = head(newdata, 1)  
  
print(paste(' The one Year Max difference is' , round(Y$One\_Year\_Difference, 4),'and the corresponding Years are', Y$Year, '-', (as.numeric(Y$Year)-1)))

## [1] " The one Year Max difference is 0.4676 and the corresponding Years are 1957 - 1956"

1. Download “CityTemp” data set (check your SMU email). Find the difference between the maximum and the minimum temperatures for each major city and report/visualize top 20 cities with maximum differences for the period since 1900.

CityTemp<-read.csv('CityTemp.csv')  
first1<-data.frame(as.Date(CityTemp$Date[1:600]))  
names(first1)<-c('Formated\_Date')  
second1<-data.frame(as.Date(CityTemp$Date[601:length(CityTemp$Date)], format = "%d/%m/%Y"))  
names(second1)<-c('Formated\_Date')  
  
CityTemp$Formated\_Date =(rbind(first1, second1))  
  
New\_CityTemp<-na.omit(CityTemp[which(CityTemp$Formated\_Date>='1900/1/1'),]) # subset data with start date >1900  
  
  
City\_Temp<-New\_CityTemp%>%  
 group\_by(Country,City)  
  
CityTemp\_summary = select(City\_Temp,Monthly.AverageTemp)%>%  
 summarise(MAX = max(Monthly.AverageTemp),  
 MIN = min(Monthly.AverageTemp),  
 Diff = MAX-MIN)

## Adding missing grouping variables: `Country`, `City`

#order by difference in decreasing order  
City\_Temp\_Summary\_sort <- CityTemp\_summary[order(-CityTemp\_summary$Diff),]   
# print top 20 diff  
  
head(City\_Temp\_Summary\_sort, 20)

## Source: local data frame [20 x 5]  
## Groups: Country [9]  
##   
## Country City MAX MIN Diff  
## <fctr> <fctr> <dbl> <dbl> <dbl>  
## 1 China Harbin 26.509 -26.772 53.281  
## 2 China Changchun 26.572 -23.272 49.844  
## 3 Russia Moscow 24.580 -19.376 43.956  
## 4 China Shenyang 26.010 -17.035 43.045  
## 5 Canada Montreal 23.059 -18.363 41.422  
## 6 Ukraine Kiev 24.593 -16.191 40.784  
## 7 Russia Saint Petersburg 21.921 -18.589 40.510  
## 8 Canada Toronto 23.181 -15.502 38.683  
## 9 China Taiyuan 24.718 -13.116 37.834  
## 10 China Peking 28.936 -8.017 36.953  
## 11 China Tianjin 28.936 -8.017 36.953  
## 12 South Korea Seoul 26.791 -8.992 35.783  
## 13 Iran Mashhad 27.226 -8.384 35.610  
## 14 China Dalian 25.875 -9.348 35.223  
## 15 United States Chicago 26.372 -8.590 34.962  
## 16 China Tangshan 27.346 -7.487 34.833  
## 17 United States New York 25.313 -9.147 34.460  
## 18 Iraq Baghdad 38.283 4.236 34.047  
## 19 Germany Berlin 23.795 -10.125 33.920  
## 20 China Jinan 28.389 -5.389 33.778

#plotting the data  
CDAT<-head(City\_Temp\_Summary\_sort, 20)  
#plot bar char for the top 20 City Temps  
iii<-ggplot(data=CDAT, aes(y=Diff, reorder(City, Diff))) +  
 geom\_bar(stat="identity", color="blue", fill="green",width=.7)+ theme(axis.text.x = element\_text(angle = 90, hjust = 1))+labs(title="Top 20 citys by Temp Diff", y="Temp Diff", x = "City")+ coord\_flip()  
  
iii
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1. Compare the two graphs in (i) and (iii) and comment it.

require(gridExtra)

## Loading required package: gridExtra

##   
## Attaching package: 'gridExtra'

## The following object is masked from 'package:dplyr':  
##   
## combine

grid.arrange(i, iii, ncol=2)
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# Question 05 (15 points)

Write a function in R or Python that converts temperature to either Fahrenheit or Celsius. Your function definition should be as follows –

Inputs:

Temp\_val = Int or list of temperature values to be converted.  
   
 Convert\_to = Str. "F" to convert to Fahrenheit or "C" to convert to Celsius. Raise error   
 if the strings do not match specified input.

Output:

Int or list of converted temperature values with temperature unit.

TempConverter<-function(Temp\_val , convert\_to){  
 #make sure all inputs passed are numeric  
 tryCatch({as.numeric(Temp\_val)  
 },  
 error = function(e) {  
 print("EXCEPTION!! Can only convert numeric inputs")})  
 #only F or C conversions are supported  
 if(convert\_to=='F' || convert\_to=='C'){  
 #from Celsius to Fahrenheit: first multiply by 180/100, then add 32  
 if(toupper(convert\_to)=='F'){  
 print(paste("Converting",paste0(Temp\_val," degree Celsius")," to Fahrenheit"))  
 return(paste0((Temp\_val\*(180/100))+32," degree Fahrenheit"))  
 }  
 #from Fahrenheit to Celsius: first subtract 32, then multiply by 100/180  
 if(toupper(convert\_to)=='C'){  
 print(paste("Converting",paste0(Temp\_val," degree Fahrenheit")," to Celsius"))  
 return(paste0((Temp\_val-32)\*(100/180)," degree Celsius"))  
 }  
 }  
 else{  
 print("EXCEPTION!! Only an 'F'to convert to Fahrenheit or 'C' to convert to Celsius are supported")  
 }  
}  
  
#Testing the Function  
TempConverter((68.5), 'F')

## [1] "Converting 68.5 degree Celsius to Fahrenheit"

## [1] "155.3 degree Fahrenheit"

TempConverter(c(10, 0, 23), 'C')

## [1] "Converting 10 degree Fahrenheit to Celsius"  
## [2] "Converting 0 degree Fahrenheit to Celsius"   
## [3] "Converting 23 degree Fahrenheit to Celsius"

## [1] "-12.2222222222222 degree Celsius" "-17.7777777777778 degree Celsius"  
## [3] "-5 degree Celsius"

TempConverter(c(10, 0, 23), 'F')

## [1] "Converting 10 degree Celsius to Fahrenheit"  
## [2] "Converting 0 degree Celsius to Fahrenheit"   
## [3] "Converting 23 degree Celsius to Fahrenheit"

## [1] "50 degree Fahrenheit" "32 degree Fahrenheit"   
## [3] "73.4 degree Fahrenheit"

TempConverter(32, 'C')

## [1] "Converting 32 degree Fahrenheit to Celsius"

## [1] "0 degree Celsius"

TempConverter(0, 'X')

## [1] "EXCEPTION!! Only an 'F'to convert to Fahrenheit or 'C' to convert to Celsius are supported"