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**Specifications**

Step1

When the user first launches the program, they will be led to this screen. There are three JButtons on the screen. The user can click “start game” button to start the game. However, if the user clink “leaderboard” button, the user will be led to leaderboard screen. If the user clink “quit” button, the program will finish and exit the screen.
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Step2

After users clink “start game” button, the game will start and the user will be led to this screen. The blocks will drop down automatically and the user can use arrow keys to move and rotate the blocks. There is also a JButton in the left hand side, if users clink it, they will be led to first screen.
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Step3

The users can use arrow keys to move and rotate the blocks. Users can arrange and place where they want.
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Step4

If the blocks assemble the line, the line will be cleaned, and score will be added.
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Step5

When the score increases, the level will upgrade and the speed will accelerate.
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Step5

When the blocks accumulate to the top, the game will finish. When the game finish users can see a small screen, and users need to type their names.

![](data:image/png;base64,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)

Step6

After users enter their names, they will be led to leaderboard screen. Leaderboard will show the users’ names and their scores.

![](data:image/png;base64,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)

**Disclaimers**

**Purpose of the program**

The program is designed to a simple “Tetris” game, with the addition of the JOptionPane to let players enter their names. When the players finish the game they can see all the players’ name and all the players’ scores.

**Shape of Block (Block Structure)**

We use 1 and 0 to create the block. In block structure, 1 means there is a color in the block, 0 means empty, so that we can create different shapes of block.

**How to move the block**

There is something important that why is x++ in the move right method and why is x— in the move left method. Assuming the block is the origin, draw the x-axis and y-axis. If you want to move block right, then block will move from origin to x, and x is how much the steps user move, and so on.

**Check Bottom, Left and Right**

After we have the blocks, we need to make them move down. We use “drop block” method, in this method, we tell the computer that if there is nothing (null) under block, then block move down. And we use the check bottom method to let blocks stop if they are in the bottom.

**Database**

Adding the sound or music make game more interesting. We downloaded the sound/music what we want, and that program read the file. After program read the files of sound, players can hear when they are playing the game.

**Conclusion**

**408850385鄭明佐**

In the process of writing this app, I recognized a lot of methods and several packages. I think the most important thing is that I learn some good ways to learn it. This is very helpful to me. To build an app with the group members, I not only learn the skills of writing programs, but also improve the skills of communicating with the group members. I will often find opportunities to do some projects to practice my skills in the future. I am particularly interested in some visual methods. Interested, and I will continue to explore this kind of knowledge

**Conclusion**

**408850351 徐雅玟**

This is the first time I have made a project from scratch. For me, this is a big challenge. From small to large, we are all game players, but we don’t know how difficult it is to make games. Actually this time there are still a lot of unfinished places (bugs) in the production of the game, but doing a project is already a very fulfilling thing for me.

In this project, the biggest challenge I faced was debugging because I had not made a complete app. Even though I encountered a lot of difficulties in this project, I was very interested in making games. I hope to work in this direction in the future.

**Java Source Code**

**//AudioPlayer.java**

package tetris;

import java.io.File;

import java.io.IOException;

import java.util.logging.Level;

import java.util.logging.Logger;

import javax.sound.sampled.AudioSystem;

import javax.sound.sampled.Clip;

import javax.sound.sampled.LineUnavailableException;

import javax.sound.sampled.UnsupportedAudioFileException;

public class AudioPlayer {

private String soundsFolder = "tetrissounds" + File.separator;

private String clearLinePath = soundsFolder + "line.wav";

private String gameoverPath = soundsFolder + "success.wav";

private Clip clearLineSound, gameoverSound;

public AudioPlayer(){

try {

clearLineSound = AudioSystem.getClip();

gameoverSound = AudioSystem.getClip();

clearLineSound.open(AudioSystem.getAudioInputStream(new File(clearLinePath).getAbsoluteFile()));

gameoverSound.open(AudioSystem.getAudioInputStream(new File(gameoverPath).getAbsoluteFile()));

} catch (LineUnavailableException ex) {

Logger.getLogger(AudioPlayer.class.getName()).log(Level.SEVERE, null, ex);

} catch (UnsupportedAudioFileException ex) {

Logger.getLogger(AudioPlayer.class.getName()).log(Level.SEVERE, null, ex);

} catch (IOException ex) {

Logger.getLogger(AudioPlayer.class.getName()).log(Level.SEVERE, null, ex);

}

}

public void playClearLine(){

clearLineSound.setFramePosition(0);

clearLineSound.start();

}

public void playGameover(){

gameoverSound.setFramePosition(0);

gameoverSound.start();

}

}

**//GameArea.java**

package tetris;

import java.awt.Color;

import java.awt.Graphics;

import java.util.Random;

import javax.swing.JPanel;

import tetrisblocks.\*;

public class GameArea extends JPanel {

private int gridRows;

private int gridColumns;

private int gridCellSize;

private Color[][] background;

private TetrisBlock block;

private TetrisBlock[] blocks;

public GameArea(JPanel placeholder, int columns){

//placeholder.setVisible( false )

this.setBounds( placeholder.getBounds() );

this.setBackground( placeholder.getBackground() );

this.setBorder( placeholder.getBorder() );

gridColumns = columns;

gridCellSize = this.getBounds().width / gridColumns;

gridRows = this.getBounds().height / gridCellSize;

blocks = new TetrisBlock[]{ new IShape(),

new JShape(),

new LShape(),

new OShape(),

new SShape(),

new TShape(),

new ZShape(), };

}

public void initBackgroundArray(){

background = new Color[gridRows][gridColumns];

}

public boolean moveBlockDown(){

if(checkBottom() == false){

return false;

}

block.moveDown();

repaint();

return true;

}

public void moveBlockRight() {

if( block == null ) return;

if( !checkRight() ) return;

block.moveRight();

repaint();

}

public void moveBlockLeft(){

if( block == null ) return;

if( !checkLeft() ) return;

block.moveLeft();

repaint();

}

public void rotateBlock() {

if( block == null ) return;

block.rotate();

if(block.getLeftEdge() < 0) block.setX(0);

if(block.getRightEdge() >= gridColumns) block.setX(gridColumns - block.getWidth());

if(block.getBottomEdge() >= gridRows) block.setY(gridRows - block.getHeight());

repaint();

}

public void dropBlock() {

if( block == null ) return;

while( checkBottom() ){

block.moveDown();

}

repaint();

}

private boolean checkBottom(){

if( block.getBottomEdge() == gridRows){

return false;

}

int[][]shape = block.getShape();

int w = block.getWidth();

int h = block.getHeight();

for(int col = 0; col < w; col++){

for(int row = h - 1; row >= 0; row--){

if(shape[row][col] != 0){

int x = col + block.getX();

int y = row + block.getY() + 1;

if(y < 0) break;

if(background[y][x] != null) return false;

break;

}

}

}

return true;

}

private boolean checkLeft(){

if( block.getLeftEdge() == 0 ){

return false;

}

int[][]shape = block.getShape();

int w = block.getWidth();

int h = block.getHeight();

for(int row = 0; row < h; row++){

for(int col = 0; col < w; col++){

if(shape[row][col] != 0){

int x = col + block.getX() - 1;

int y = row + block.getY();

if(y < 0) break;

if(background[y][x] != null) return false;

break;

}

}

}

return true;

}

private boolean checkRight(){

if( block.getRightEdge() == gridColumns){

return false;

}

int[][]shape = block.getShape();

int w = block.getWidth();

int h = block.getHeight();

for(int row = 0; row < h; row++){

for(int col = w - 1; col >= 0; col--){

if(shape[row][col] != 0){

int x = col + block.getX() + 1;

int y = row + block.getY();

if(y < 0) break;

if(background[y][x] != null) return false;

break;

}

}

}

return true;

}

public int clearLines(){

boolean lineFilled;

int linesCleared = 0;

for(int r = gridRows - 1;r >= 0; r--){

lineFilled = true;

for(int c = 0; c < gridColumns; c++){

if(background[r][c] == null){

lineFilled = false;

break;

}

}

if(lineFilled){

linesCleared++;

clearLine(r);

shiftDown(r);

clearLine(0);

r++;

repaint();

}

}

if(linesCleared > 0){

Tetris.playClearLine();

}

return linesCleared;

}

private void clearLine(int r){

for(int i = 0;i < gridColumns; i++){

background[r][i] = null;

}

}

private void shiftDown(int r){

for(int row = r; row > 0; row--){

for(int col = 0; col < gridColumns; col++){

background[row][col] = background[row - 1][col];

}

}

}

private void drawBlock(Graphics g){

int h = block.getHeight();

int w = block.getWidth();

Color c = block.getColor();

int[][] shape = block.getShape();

for(int row = 0; row < h; row++){

for(int col = 0; col < w; col++){

if(shape[row][col] == 1){

int x = (block.getX() + col) \* gridCellSize;

int y = (block.getY() + row) \* gridCellSize;

drawGridSquare(g, c, x, y);

}

}

}

}

public void moveBlockToBackground(){

int h = block.getHeight();

int w = block.getWidth();

Color c = block.getColor();

int[][] shape = block.getShape();

int xPos = block.getX();

int yPos = block.getY();

for(int row = 0; row < h; row++){

for(int col = 0; col < w; col++){

if(shape[row][col] == 1){

background[row + yPos][col + xPos] = c;

}

}

}

}

private void drawBackground(Graphics g){

Color color;

for(int r = 0; r < gridRows; r++){

for(int c = 0; c < gridColumns; c++){

color = background[r][c];

if(color != null){

int x = c \* gridCellSize;

int y = r \* gridCellSize;

drawGridSquare(g, color, x, y);

}

}

}

}

private void drawGridSquare(Graphics g, Color color, int x, int y){

g.setColor(color);

g.fillRect(x, y, gridCellSize, gridCellSize);

g.setColor(Color.black);

g.drawRect(x, y, gridCellSize, gridCellSize);

}

@Override

protected void paintComponent(Graphics g){

super.paintComponent(g);

drawBackground(g);

drawBlock(g);

}

public boolean isBlockOutOfBounds() {

if(block.getY() < 0){

block = null;

return true;

}

return false;

}

public void spawnBlock() {

Random r = new Random();

block = blocks[r.nextInt( blocks.length )];

block.spawn(gridColumns);

}

}

**//GameForm.java**

package tetris;

import java.awt.Graphics;

import java.awt.event.ActionEvent;

import javax.swing.AbstractAction;

import javax.swing.ActionMap;

import javax.swing.InputMap;

import javax.swing.JFrame;

import javax.swing.JPanel;

import javax.swing.KeyStroke;

public class GameForm extends JFrame {

private GameArea ga;

private GameThread gt;

public GameForm() {

initComponents();

ga = new GameArea(gameAreaPlaceholder, 10);

this.add(ga);

initControls();

}

public void startGame() {

ga.initBackgroundArray();

gt = new GameThread(ga, this);

gt.start();

}

private void initControls(){

InputMap im = this.getRootPane().getInputMap();

ActionMap am = this.getRootPane().getActionMap();

im.put(KeyStroke.getKeyStroke("RIGHT"), "right");

im.put(KeyStroke.getKeyStroke("LEFT"), "left");

im.put(KeyStroke.getKeyStroke("UP"), "up");

im.put(KeyStroke.getKeyStroke("DOWN"), "down");

am.put("right", new AbstractAction() {

@Override

public void actionPerformed(ActionEvent ae) {

ga.moveBlockRight();

}

});

am.put("left", new AbstractAction() {

@Override

public void actionPerformed(ActionEvent ae) {

ga.moveBlockLeft();

}

});

am.put("up", new AbstractAction() {

@Override

public void actionPerformed(ActionEvent ae) {

ga.rotateBlock();

}

});

am.put("down", new AbstractAction() {

@Override

public void actionPerformed(ActionEvent ae) {

ga.dropBlock();

}

});

}

public void updateScore(int score) {

scoreDisplay.setText("Score : " + score);

}

public void updateLevel(int level) {

levelDisplay.setText("Level : " + level);

}

@SuppressWarnings("unchecked")

// <editor-fold defaultstate="collapsed" desc="Generated Code">

private void initComponents() {

gameAreaPlaceholder = new javax.swing.JPanel();

scoreDisplay = new javax.swing.JLabel();

levelDisplay = new javax.swing.JLabel();

btnMainMenu = new javax.swing.JButton();

setDefaultCloseOperation(javax.swing.WindowConstants.EXIT\_ON\_CLOSE);

setResizable(false);

gameAreaPlaceholder.setBackground(new java.awt.Color(238, 238, 238));

gameAreaPlaceholder.setBorder(javax.swing.BorderFactory.createLineBorder(new java.awt.Color(0, 0, 0)));

javax.swing.GroupLayout gameAreaPlaceholderLayout = new javax.swing.GroupLayout(gameAreaPlaceholder);

gameAreaPlaceholder.setLayout(gameAreaPlaceholderLayout);

gameAreaPlaceholderLayout.setHorizontalGroup(

gameAreaPlaceholderLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGap(0, 198, Short.MAX\_VALUE)

);

gameAreaPlaceholderLayout.setVerticalGroup(

gameAreaPlaceholderLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGap(0, 298, Short.MAX\_VALUE)

);

scoreDisplay.setFont(new java.awt.Font("Copperplate Gothic Bold", 0, 15)); // NOI18N

scoreDisplay.setText("score : 0");

levelDisplay.setFont(new java.awt.Font("Copperplate Gothic Bold", 0, 15)); // NOI18N

levelDisplay.setText("level : 1");

btnMainMenu.setText("Main Menu");

btnMainMenu.setFocusable(false);

btnMainMenu.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

btnMainMenuActionPerformed(evt);

}

});

javax.swing.GroupLayout layout = new javax.swing.GroupLayout(getContentPane());

getContentPane().setLayout(layout);

layout.setHorizontalGroup(

layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(layout.createSequentialGroup()

.addContainerGap()

.addComponent(btnMainMenu)

.addGap(55, 55, 55)

.addComponent(gameAreaPlaceholder, javax.swing.GroupLayout.PREFERRED\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(layout.createSequentialGroup()

.addComponent(levelDisplay, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE)

.addGap(96, 96, 96))

.addGroup(layout.createSequentialGroup()

.addComponent(scoreDisplay, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE)

.addContainerGap())))

);

layout.setVerticalGroup(

layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addComponent(gameAreaPlaceholder, javax.swing.GroupLayout.PREFERRED\_SIZE, javax.swing.GroupLayout.DEFAULT\_SIZE, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addGroup(layout.createSequentialGroup()

.addGap(18, 18, 18)

.addComponent(scoreDisplay)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)

.addComponent(levelDisplay))

.addGroup(layout.createSequentialGroup()

.addContainerGap()

.addComponent(btnMainMenu))

);

pack();

setLocationRelativeTo(null);

}// </editor-fold>

private void btnMainMenuActionPerformed(java.awt.event.ActionEvent evt) {

gt.interrupt();

this.setVisible(false);

Tetris.showStartup();

}

public static void main(String args[]) {

/\* Set the Nimbus look and feel \*/

/\* Create and display the form \*/

java.awt.EventQueue.invokeLater(new Runnable() {

public void run() {

new GameForm().setVisible(true);

}

});

}

// Variables declaration - do not modify

private javax.swing.JButton btnMainMenu;

private javax.swing.JPanel gameAreaPlaceholder;

private javax.swing.JLabel levelDisplay;

private javax.swing.JLabel scoreDisplay;

// End of variables declaration

}

**//GameThread.java**

package tetris;

import java.awt.Color;

import java.util.Random;

import java.util.logging.Level;

import java.util.logging.Logger;

public class GameThread extends Thread{

private GameArea ga;

private GameForm gf;

private int score;

private int level=1;

private int scorePerLevel=3;

private int pause=1000;

private int speedupPerLevel=100;

public GameThread(GameArea ga, GameForm gf) {

this.ga = ga;

this.gf = gf;

gf.updateScore(score);

gf.updateLevel(level);

}

@Override

public void run(){

while(true){

ga.spawnBlock();

while(ga.moveBlockDown()){

try{

Thread.sleep(pause);

} catch (InterruptedException ex) {

return;

}

}

if(ga.isBlockOutOfBounds()){

Tetris.gameOver(score);

break;

}

ga.moveBlockToBackground();

score += ga.clearLines();

gf.updateScore(score);

int lvl = score/ scorePerLevel + 1;

if(lvl > level){

level = lvl;

gf.updateLevel(level);

pause -= speedupPerLevel;

}

}

}

}

**//LeaderboardForm.java**

package tetris;

import java.io.FileOutputStream;

import java.io.ObjectOutputStream;

import java.util.ArrayList;

import java.util.Vector;

import javax.swing.RowSorter.SortKey;

import javax.swing.SortOrder;

import javax.swing.table.DefaultTableModel;

import javax.swing.table.TableModel;

import javax.swing.table.TableRowSorter;

public class LeaderboardForm extends javax.swing.JFrame {

private DefaultTableModel tm;

private String leaderboardFile = "leaderboard";

private TableRowSorter<TableModel> sorter;

public LeaderboardForm() {

initComponents();

initTableData();

initTableSorter();

}

private void initTableData(){

Vector ci = new Vector();

ci.add("Player");

ci.add("Score");

tm = ( DefaultTableModel ) leaderboard.getModel();

try{

FileOutputStream fs = new FileOutputStream(leaderboardFile);

ObjectOutputStream os = new ObjectOutputStream(fs);

tm.setDataVector( (Vector<Vector>)os.readObject(), ci );

os.close();

fs.close();

}catch(Exception e){}

}

private void initTableSorter(){

sorter = new TableRowSorter<>(tm);

leaderboard.setRowSorter(sorter);

ArrayList<SortKey> keys = new ArrayList<>();

keys.add( new SortKey(1, SortOrder.DESCENDING));

sorter.setSortKeys(keys);

}

private void saveLeadrboard(){

try{

FileOutputStream fs = new FileOutputStream(leaderboardFile);

ObjectOutputStream os = new ObjectOutputStream(fs);

os.writeObject(tm.getDataVector());

os.close();

fs.close();

}catch(Exception e){}

}

@SuppressWarnings("unchecked")

// <editor-fold defaultstate="collapsed" desc="Generated Code">

private void initComponents() {

btnMainMenu = new javax.swing.JButton();

jScrollPane1 = new javax.swing.JScrollPane();

leaderboard = new javax.swing.JTable();

setDefaultCloseOperation(javax.swing.WindowConstants.EXIT\_ON\_CLOSE);

setResizable(false);

btnMainMenu.setText("Main Menu");

btnMainMenu.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

btnMainMenuActionPerformed(evt);

}

});

leaderboard.setModel(new javax.swing.table.DefaultTableModel(

new Object [][] {

},

new String [] {

"Player", "Score"

}

) {

Class[] types = new Class [] {

java.lang.Object.class, java.lang.Integer.class

};

boolean[] canEdit = new boolean [] {

false, false

};

public Class getColumnClass(int columnIndex) {

return types [columnIndex];

}

public boolean isCellEditable(int rowIndex, int columnIndex) {

return canEdit [columnIndex];

}

});

jScrollPane1.setViewportView(leaderboard);

javax.swing.GroupLayout layout = new javax.swing.GroupLayout(getContentPane());

getContentPane().setLayout(layout);

layout.setHorizontalGroup(

layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(layout.createSequentialGroup()

.addContainerGap()

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addComponent(btnMainMenu)

.addComponent(jScrollPane1, javax.swing.GroupLayout.PREFERRED\_SIZE, 375, javax.swing.GroupLayout.PREFERRED\_SIZE))

.addContainerGap(javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE))

);

layout.setVerticalGroup(

layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(layout.createSequentialGroup()

.addContainerGap()

.addComponent(btnMainMenu)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.UNRELATED)

.addComponent(jScrollPane1, javax.swing.GroupLayout.PREFERRED\_SIZE, 275, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addContainerGap(javax.swing.GroupLayout.DEFAULT\_SIZE, Short.MAX\_VALUE))

);

pack();

setLocationRelativeTo(null);

}// </editor-fold>

private void btnMainMenuActionPerformed(java.awt.event.ActionEvent evt) {

this.setVisible(false);

Tetris.showStartup();

}

public void addPlayer(String playerName, int score){

tm.addRow(new Object[] {playerName, score});

saveLeadrboard();

this.setVisible(true);

}

public static void main(String args[]) {

/\* Set the Nimbus look and feel \*/

//<editor-fold defaultstate="collapsed" desc=" Look and feel setting code (optional) ">

/\* If Nimbus (introduced in Java SE 6) is not available, stay with the default look and feel.

\* For details see http://download.oracle.com/javase/tutorial/uiswing/lookandfeel/plaf.html

\*/

try {

for (javax.swing.UIManager.LookAndFeelInfo info : javax.swing.UIManager.getInstalledLookAndFeels()) {

if ("Nimbus".equals(info.getName())) {

javax.swing.UIManager.setLookAndFeel(info.getClassName());

break;

}

}

} catch (ClassNotFoundException ex) {

java.util.logging.Logger.getLogger(LeaderboardForm.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

} catch (InstantiationException ex) {

java.util.logging.Logger.getLogger(LeaderboardForm.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

} catch (IllegalAccessException ex) {

java.util.logging.Logger.getLogger(LeaderboardForm.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

} catch (javax.swing.UnsupportedLookAndFeelException ex) {

java.util.logging.Logger.getLogger(LeaderboardForm.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

}

//</editor-fold>

/\* Create and display the form \*/

java.awt.EventQueue.invokeLater(new Runnable() {

public void run() {

new LeaderboardForm().setVisible(true);

}

});

}

// Variables declaration - do not modify

private javax.swing.JButton btnMainMenu;

private javax.swing.JScrollPane jScrollPane1;

private javax.swing.JTable leaderboard;

// End of variables declaration

}

**//StartupForm.java**

package tetris;

public class StartupForm extends javax.swing.JFrame {

public StartupForm() {

initComponents();

}

@SuppressWarnings("unchecked")

// <editor-fold defaultstate="collapsed" desc="Generated Code">

private void initComponents() {

btnStart = new javax.swing.JButton();

btnQuit = new javax.swing.JButton();

btnLeaderboard = new javax.swing.JButton();

setDefaultCloseOperation(javax.swing.WindowConstants.EXIT\_ON\_CLOSE);

setResizable(false);

btnStart.setText("Start Game");

btnStart.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

btnStartActionPerformed(evt);

}

});

btnQuit.setText("Quit");

btnQuit.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

btnQuitActionPerformed(evt);

}

});

btnLeaderboard.setText("Leaderboard");

btnLeaderboard.addActionListener(new java.awt.event.ActionListener() {

public void actionPerformed(java.awt.event.ActionEvent evt) {

btnLeaderboardActionPerformed(evt);

}

});

javax.swing.GroupLayout layout = new javax.swing.GroupLayout(getContentPane());

getContentPane().setLayout(layout);

layout.setHorizontalGroup(

layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(layout.createSequentialGroup()

.addGap(90, 90, 90)

.addGroup(layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addComponent(btnQuit, javax.swing.GroupLayout.PREFERRED\_SIZE, 228, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(btnLeaderboard, javax.swing.GroupLayout.PREFERRED\_SIZE, 228, javax.swing.GroupLayout.PREFERRED\_SIZE)

.addComponent(btnStart, javax.swing.GroupLayout.PREFERRED\_SIZE, 228, javax.swing.GroupLayout.PREFERRED\_SIZE))

.addContainerGap(90, Short.MAX\_VALUE))

);

layout.setVerticalGroup(

layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING)

.addGroup(javax.swing.GroupLayout.Alignment.TRAILING, layout.createSequentialGroup()

.addContainerGap(168, Short.MAX\_VALUE)

.addComponent(btnStart)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)

.addComponent(btnLeaderboard)

.addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED)

.addComponent(btnQuit)

.addGap(37, 37, 37))

);

pack();

setLocationRelativeTo(null);

}// </editor-fold>

private void btnStartActionPerformed(java.awt.event.ActionEvent evt) {

this.setVisible(false);

Tetris.start();

}

private void btnQuitActionPerformed(java.awt.event.ActionEvent evt) {

System.exit(0);

}

private void btnLeaderboardActionPerformed(java.awt.event.ActionEvent evt) {

this.setVisible(false);

Tetris.showLeaderboard();

}

/\*\*

\* @param args the command line arguments

\*/

public static void main(String args[]) {

/\* Set the Nimbus look and feel \*/

//<editor-fold defaultstate="collapsed" desc=" Look and feel setting code (optional) ">

/\* If Nimbus (introduced in Java SE 6) is not available, stay with the default look and feel.

\* For details see http://download.oracle.com/javase/tutorial/uiswing/lookandfeel/plaf.html

\*/

try {

for (javax.swing.UIManager.LookAndFeelInfo info : javax.swing.UIManager.getInstalledLookAndFeels()) {

if ("Nimbus".equals(info.getName())) {

javax.swing.UIManager.setLookAndFeel(info.getClassName());

break;

}

}

} catch (ClassNotFoundException ex) {

java.util.logging.Logger.getLogger(StartupForm.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

} catch (InstantiationException ex) {

java.util.logging.Logger.getLogger(StartupForm.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

} catch (IllegalAccessException ex) {

java.util.logging.Logger.getLogger(StartupForm.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

} catch (javax.swing.UnsupportedLookAndFeelException ex) {

java.util.logging.Logger.getLogger(StartupForm.class.getName()).log(java.util.logging.Level.SEVERE, null, ex);

}

//</editor-fold>

/\* Create and display the form \*/

java.awt.EventQueue.invokeLater(new Runnable() {

public void run() {

new StartupForm().setVisible(true);

}

});

}

// Variables declaration - do not modify

private javax.swing.JButton btnLeaderboard;

private javax.swing.JButton btnQuit;

private javax.swing.JButton btnStart;

// End of variables declaration

}

**//Tetris.java**

package tetris;

import javax.swing.JOptionPane;

public class Tetris {

private static GameForm gf;

private static StartupForm sf;

private static LeaderboardForm lf;

private static AudioPlayer audio = new AudioPlayer();

public static void start(){

gf.setVisible(true);

gf.startGame();

}

public static void showStartup() {

sf.setVisible(true);

}

public static void showLeaderboard(){

lf.setVisible(true);

}

public static void gameOver(int score){

playGameover();

String playerName = JOptionPane.showInputDialog("Game Over !\nPlease enter your name.");

gf.setVisible(false);

lf.addPlayer(playerName, score);

}

public static void playClearLine(){

audio.playClearLine();

}

public static void playGameover(){

audio.playGameover();

}

public static void main(String[] args){

java.awt.EventQueue.invokeLater(new Runnable() {

public void run() {

gf = new GameForm();

sf = new StartupForm();

lf = new LeaderboardForm();

sf.setVisible(true);

}

});

}

}

**//TetrisBlock.java**

package tetris;

import java.awt.Color;

import java.util.Random;

public class TetrisBlock {

private int[][][][] allShapes = {

//I-Shape

{

//0 degree

{

{1},

{1},

{1},

{1}

, },

//90 degrees

{

{1, 1, 1, 1}

},

//180 degrees

{

{1},

{1},

{1},

{1}

},

//270 degrees

{

{1, 1, 1, 1}

}

},

//J-Shape

{

//0 degree

{

{0, 1},

{0, 1},

{1, 1}

},

//90 degrees

{

{1, 0, 0},

{1, 1, 1}

},

//180 degrees

{

{1, 1},

{1, 0},

{1, 0}

},

//270 degrees

{

{1, 1, 1},

{0, 0, 1}

}

},

//L-Shape

{

//0 degree

{

{1, 0},

{1, 0},

{1, 1}

},

//90 degrees

{

{1, 1, 1},

{1, 0, 0}

},

//180 degrees

{

{1, 1},

{0, 1},

{0, 1}

},

//270 degrees

{

{0, 0, 1},

{1, 1, 1}

}

},

//O-Shape

{

//0 degree

{

{1, 1},

{1, 1}

},

//90 degrees

{

{1, 1},

{1, 1}

},

//180 degrees

{

{1, 1},

{1, 1}

},

//270 degrees

{

{1, 1},

{1, 1}

}

},

//S-Shape

{

//0 degree

{

{1, 0},

{1, 1},

{0, 1}

},

//90 degrees

{

{0, 1, 1},

{1, 1, 0}

},

//180 degrees

{

{1, 0},

{1, 1},

{0, 1}

},

//270 degrees

{

{0, 1, 1},

{1, 1, 0}

}

},

//T-Shape

{

//0 degree

{

{1, 1, 1},

{0, 1 ,0}

},

//90 degrees

{

{0, 1},

{1, 1},

{0, 1}

},

//180 degrees

{

{0, 1, 0},

{1, 1, 1}

},

//270 degrees

{

{1, 0},

{1, 1},

{1, 0}

}

},

//Z-Shape

{

//0 degree

{

{1, 1, 0},

{0, 1, 1}

},

//90 degrees

{

{0, 1},

{1, 1},

{1, 0}

},

//180 degrees

{

{1, 1, 0},

{0, 1, 1}

},

//270 degrees

{

{0, 1},

{1, 1},

{1, 0}

}

}

};

private int[][] shape;

private Color color;

private int x, y;

private int[][][] shapes;

private int currentRotation;

private Color[] availableColors = {Color.GREEN, Color.RED, Color.BLUE,

Color.CYAN, Color.MAGENTA, Color.ORANGE,

Color.PINK, Color.LIGHT\_GRAY, Color.YELLOW};

public TetrisBlock(int[][] shape){

this.shape = shape;

initShapes();

}

private void initShapes(){

shapes = new int[4][][];

for(int i = 0; i < 4; i++){

int r = shape[0].length;

int c = shape.length;

shapes[i] = new int[r][c];

for(int y = 0; y < r; y++){

for(int x = 0; x < c; x++){

shapes[i][y][x] = shape[c - x - 1][y];

}

}

shape = shapes[i];

}

}

public void spawn(int gridWidth){

Random r = new Random();

currentRotation = r.nextInt( shapes.length );

shape = shapes[currentRotation];

y = -getHeight();

x = r.nextInt( gridWidth - getWidth() );

color = availableColors[r.nextInt( availableColors.length )];

}

public int[][] getShape(){ return shape; }

public Color getColor(){ return color; }

public int getHeight(){ return shape.length; }

public int getWidth(){ return shape[0].length; }

public int getX(){ return x; }

public void setX(int newX){ x = newX; }

public int getY(){ return y; }

public void setY(int newY){ y = newY; }

public void moveDown(){ y++; }

public void moveRight(){ x++; }

public void moveLeft(){ x--; }

public void rotate() {

currentRotation++;

if(currentRotation > 3) currentRotation = 0;

shape = shapes[currentRotation];

}

public int getBottomEdge(){ return y + getHeight(); }

public int getLeftEdge(){ return x; }

public int getRightEdge(){ return x + getWidth(); }

}

**//IShape.java**

package tetrisblocks;

import tetris.TetrisBlock;

public class IShape extends TetrisBlock{

public IShape(){

super( new int[][]{ {1, 1, 1, 1} } );

}

public void rotation(){

super.rotate();

if(this.getWidth() == 1){

this.setX(this.getX() + 1);

this.setY(this.getY() - 1);

}else{

this.setX(this.getX() - 1);

this.setY(this.getY() + 1);

}

}

}

**//JShape.java**

package tetrisblocks;

import tetris.TetrisBlock;

public class JShape extends TetrisBlock {

public JShape(){

super( new int[][]{ {0, 1},

{0, 1},

{1, 1} });

}

public void rotation(){

super.rotate();

if(this.getWidth() == 1){

this.setX(this.getX() + 1);

this.setY(this.getY() - 1);

}else{

this.setX(this.getX() - 1);

this.setY(this.getY() + 1);

}

}

}

**//LShape.java**

package tetrisblocks;

import tetris.TetrisBlock;

public class LShape extends TetrisBlock {

public LShape(){

super( new int[][]{ {1, 0},

{1, 0},

{1, 1} });

}

public void rotation(){

super.rotate();

if(this.getWidth() == 1){

this.setX(this.getX() + 1);

this.setY(this.getY() - 1);

}else{

this.setX(this.getX() - 1);

this.setY(this.getY() + 1);

}

}

}

**//OShape.java**

package tetrisblocks;

import tetris.TetrisBlock;

public class OShape extends TetrisBlock{

public OShape(){

super( new int[][]{ {1, 1},

{1, 1} });

}

public void rotation(){

super.rotate();

if(this.getWidth() == 1){

this.setX(this.getX() + 1);

this.setY(this.getY() - 1);

}else{

this.setX(this.getX() - 1);

this.setY(this.getY() + 1);

}

}

}

**//SShape.java**

package tetrisblocks;

import tetris.TetrisBlock;

public class SShape extends TetrisBlock{

public SShape(){

super( new int[][]{ {1, 0},

{1, 1},

{0, 1} });

}

public void rotation(){

super.rotate();

if(this.getWidth() == 1){

this.setX(this.getX() + 1);

this.setY(this.getY() - 1);

}else{

this.setX(this.getX() - 1);

this.setY(this.getY() + 1);

}

}

}

**//TShape.java**

package tetrisblocks;

import tetris.TetrisBlock;

public class TShape extends TetrisBlock{

public TShape(){

super( new int[][]{ {1, 1, 1},

{0, 1, 0} });

}

public void rotation(){

super.rotate();

if(this.getWidth() == 1){

this.setX(this.getX() + 1);

this.setY(this.getY() - 1);

}else{

this.setX(this.getX() - 1);

this.setY(this.getY() + 1);

}

}

}

**//ZShape.java**

package tetrisblocks;

import tetris.TetrisBlock;

public class ZShape extends TetrisBlock{

public ZShape(){

super( new int[][]{ {1, 1, 0},

{0, 1, 1} });

}

public void rotation(){

super.rotate();

if(this.getWidth() == 1){

this.setX(this.getX() + 1);

this.setY(this.getY() - 1);

}else{

this.setX(this.getX() - 1);

this.setY(this.getY() + 1);

}

}

}