# TASK

ublic static final int DEBUG\_ENABLE\_DEBUGGER

开机日志

Dgb调试C

# 行业标准

LOG的抓取方式：

拨号盘 里面输入 \*#\*#284#\*#\*，等待约1-2分钟；进入到手机的文件管理器，路径的正确打开方式为：MIUI→debug\_log 文件夹下，有一个包含 bugreport 名字的压缩包，这个就是需要的log。为了保证有效Log不被冲掉，请在遇到Bug时立即抓取Log

<http://www.miui.com/thread-14130379-1-1.html>

# 截屏

Adsf

获取当前activity的名字

adb shell screencap -p /sdcard/findui/c2.png

adb pull /sdcard/findui

# 抓到pc端

adb shell logcat -b main -b system -b radio -b events -v time > logcat0630.log

adb bugreport > bugreport0622.txt

adb pull /data/anr

# lint

代码质量检查

# Debug

## 调试方法

### 串口调试

咖啡色接gnd口就好

打开CRT，选择波特率为115200，

串口只能链接一个！不支持多个会话

后台服务的话，加上&符号

logcat –v time &

dmesg &

logcat -v time&

######################################USB-USB-IN

logcat -b main -b system -b radio -b events -v time

### ADB

搜索关键字：\* FOR %%i IN (\*.apk)

git，googel，

目标文件：apk

日志加入

#扫描当前apk文件夹

@REM 循环安装本目录下的APK文件

FOR %%i IN (\*.apk) DO (

ECHO 正在安装：%%i

adb install -r %%i

)

#### APK安装

ADB APK安装

adb install

APK 命令可以用adb install [-lrtsd] <file>或者adb install-multiple [-lrtsdp] <file...>，adb install-multiple表示批量安装。  
参数介绍：

* -l：锁定该程序
* -r：可以覆盖已有的应用，保留数据和缓存文件
* -t：允许测试该应用
* -s：安装在SD卡中
* -d：允许降低版本安装
* -p：部分应用程序安装

1. 无需数据线

且可解决部分机器在方法1时出现的“unable to connect to 192.168.1.199:5555”错误

在android设备上安装 “终端模拟器”等类似shell命令工具，使用下面命令（**需root权限**）：

TCP/IP方式：

setprop service.adb.tcp.port 5555

stop adbd

start adbd

usb方式：

setprop service.adb.tcp.port -1

stop adbd

start adbd

<https://twiceyuan.com/2014/11/21/Android%E7%BD%91%E7%BB%9C%E8%B0%83%E8%AF%95%E5%BC%80%E5%90%AF%E6%96%B9%E6%B3%95/>

#### 常见问题

##### 三星手机5.1调试

1. ~~左上角插入手机卡2才有用（待验证）~~

　　1、点开设置—更多—关于设备-》软件信息-》版本号。点内部版本号7到8次左右。

　　2、点过之后返回，就会看到开发者选项，这个勾选USB调试就行啦！

　　3、如果不能安装驱动，在三星官网下载PC套件Samsung kies(包含了链接所需要的驱动)。点击打开。【[PC套件下载地址](http://www.samsung.com/cn/support/usefulsoftware/KIES/)】http://www.samsung.com/cn/support/usefulsoftware/KIES/

4、那个KIES软件安装到电脑上，通过数据线连接电脑（链接模式为媒体设备MTP）即可。

实在连不上可以尝试重启一下

提示：若要解除阻止并通过USB数据线连接至+其他设备，请插入USIM&oq=若要解除阻止并通过USB数据线连接至+其他设备，请插入USIM

##### adb无法启动

现象1：端口被占用，Unable to create Debug Bridge: Unable to start adb server: error: could not install \*smartsocket\* listener: cannot bind to 127.0.0.1:5037

现象2：unknown host service

解决办法：kill 端口占用的进程，常见的是手机助手占用了。

Netstat –ano | findstr 5037

![http://www.keyguan.com/blog/wp-content/uploads/2017/04/img_58fc25905902c.png](data:image/png;base64,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)

[Android Debugger port : Connection refused:](http://www.jianshu.com/p/96aaed625ad0) adb kill-server; adb start-server

Adb启动ok，无法发现设备

Adb是32位的，设备是64位的，请用android stdio的最新tool的adb来使用就好了。

##### MIX开启 USB安装/USB调试（安全设置）

需要登录小米账号，[more](http://www.miui.com/thread-5711795-1-1.html)

然后才可以执行adb shell。

参考：

[ANDROID开发常用的ADB命令整理kg](http://www.keyguan.com/blog/2017/02/11/android%E5%BC%80%E5%8F%91%E5%B8%B8%E7%94%A8%E7%9A%84adb%E5%91%BD%E4%BB%A4%E6%95%B4%E7%90%86/)

串口adb

Wifi-adb调试

Win-cmd:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
| cls | Clear screen |  |  |  |
| Findstr | 正则匹配 |  |  |  |
|  |  |  |  |  |

#### 源码分析

ADB是Android debug bridge的缩写，它使用PC机可以通过USB或网络与android设备通讯。

源码：system/core/adb

先来看下编译脚本

##### Android.mk

可以看到，最终会有3个执行文件被生成，adbd和两个adb程序。adbd是手机终的守护进程；adb一个是windows、linux、darwin或freebsd运行的程序，另一个是目标机上运行的程序。

宏ADB\_HOST用于区分是PC端程序还是目标机端的程序。宏ADB\_HOST\_ON\_TARGET用于区分adb程序是否是在目标机上运行。这3个程序使用的是同一份源码，在内部，使用这些宏来区别不同的程序。

程序的入口在adb.c的main()函数：

##### 入口adb. main()函数

1. **int** main(**int** argc, **char** \*\*argv)
2. {
3. #if ADB\_HOST
4. adb\_sysdeps\_init();
5. adb\_trace\_init();
6. D("Handling commandline()\n");
7. **return** adb\_commandline(argc - 1, argv + 1);
8. #else
9. /\* If adbd runs inside the emulator this will enable adb tracing via
10. \* adb-debug qemud service in the emulator. \*/
11. adb\_qemu\_trace\_init();
12. **if**((argc > 1) && (!strcmp(argv[1],"recovery"))) {
13. adb\_device\_banner = "recovery";
14. recovery\_mode = 1;
15. }
17. start\_device\_log();
18. D("Handling main()\n");
19. **return** **adb\_main(0, DEFAULT\_ADB\_PORT)**;
20. #endif
21. }

先来看adbd程序，此时宏的设置是ADB\_HOST=0。上面代码中start\_device\_log()是log的初始化操作，可以重定向输出的log信息，接着进入adb\_main()函数。先来看下它的参数DEFAULT\_ADB\_PORT：

1. #if ADB\_HOST\_ON\_TARGET
2. /\* adb and adbd are coexisting on the target, so use 5038 for adb
3. \* to avoid conflicting with adbd's usage of 5037
4. \*/
5. #  define DEFAULT\_ADB\_PORT 5038
6. #else
7. #  define DEFAULT\_ADB\_PORT 5037
8. #endif

如果是目标机程序，它的值是5038，否则它的值是5037。这里没有定义ADB\_HOST\_ON\_TARGET， 所以它是5037。

##### adb\_main()的源代码如下：

1. **int** adb\_main(**int** is\_daemon, **int** server\_port)
2. {
3. #if !ADB\_HOST
4. **int** port;
5. **char** value[PROPERTY\_VALUE\_MAX];
7. umask(000);
8. #endif
10. atexit(adb\_cleanup);
11. #ifdef HAVE\_WIN32\_PROC
12. SetConsoleCtrlHandler( ctrlc\_handler, TRUE );
13. #elif defined(HAVE\_FORKEXEC)
14. // No SIGCHLD. Let the service subproc handle its children.
15. signal(SIGPIPE, SIG\_IGN);
16. #endif
18. init\_transport\_registration();
20. #if ADB\_HOST
21. HOST = 1;
22. usb\_vendors\_init();
23. usb\_init();
24. local\_init(DEFAULT\_ADB\_LOCAL\_TRANSPORT\_PORT);
25. adb\_auth\_init();
27. **char** local\_name[30];
28. build\_local\_name(local\_name, **sizeof**(local\_name), server\_port);
29. **if**(install\_listener(local\_name, "\*smartsocket\*", NULL)) {
30. exit(1);
31. }
32. #else
33. property\_get("ro.adb.secure", value, "0");
34. auth\_enabled = !strcmp(value, "1");
35. **if** (auth\_enabled)
36. adb\_auth\_init();
38. // Our external storage path may be different than apps, since
39. // we aren't able to bind mount after dropping root.
40. **const** **char**\* adb\_external\_storage = getenv("ADB\_EXTERNAL\_STORAGE");
41. **if** (NULL != adb\_external\_storage) {
42. setenv("EXTERNAL\_STORAGE", adb\_external\_storage, 1);
43. } **else** {
44. D("Warning: ADB\_EXTERNAL\_STORAGE is not set.  Leaving EXTERNAL\_STORAGE"
45. " unchanged.\n");
46. }
48. /\* don't listen on a port (default 5037) if running in secure mode \*/
49. /\* don't run as root if we are running in secure mode \*/
50. **if** (should\_drop\_privileges()) {
51. **struct** \_\_user\_cap\_header\_struct header;
52. **struct** \_\_user\_cap\_data\_struct cap;
54. **if** (prctl(PR\_SET\_KEEPCAPS, 1, 0, 0, 0) != 0) {
55. exit(1);
56. }
58. /\* add extra groups:
59. \*\* AID\_ADB to access the USB driver
60. \*\* AID\_LOG to read system logs (adb logcat)
61. \*\* AID\_INPUT to diagnose input issues (getevent)
62. \*\* AID\_INET to diagnose network issues (netcfg, ping)
63. \*\* AID\_GRAPHICS to access the frame buffer
64. \*\* AID\_NET\_BT and AID\_NET\_BT\_ADMIN to diagnose bluetooth (hcidump)
65. \*\* AID\_SDCARD\_R to allow reading from the SD card
66. \*\* AID\_SDCARD\_RW to allow writing to the SD card
67. \*\* AID\_MOUNT to allow unmounting the SD card before rebooting
68. \*\* AID\_NET\_BW\_STATS to read out qtaguid statistics
69. \*/
70. gid\_t groups[] = { AID\_ADB, AID\_LOG, AID\_INPUT, AID\_INET, AID\_GRAPHICS,
71. AID\_NET\_BT, AID\_NET\_BT\_ADMIN, AID\_SDCARD\_R, AID\_SDCARD\_RW,
72. AID\_MOUNT, AID\_NET\_BW\_STATS };
73. **if** (setgroups(**sizeof**(groups)/**sizeof**(groups[0]), groups) != 0) {
74. exit(1);
75. }
77. /\* then switch user and group to "shell" \*/
78. **if** (setgid(AID\_SHELL) != 0) {
79. exit(1);
80. }
81. **if** (setuid(AID\_SHELL) != 0) {
82. exit(1);
83. }
85. /\* set CAP\_SYS\_BOOT capability, so "adb reboot" will succeed \*/
86. header.version = \_LINUX\_CAPABILITY\_VERSION;
87. header.pid = 0;
88. cap.effective = cap.permitted = (1 << CAP\_SYS\_BOOT);
89. cap.inheritable = 0;
90. capset(&header, &cap);
92. D("Local port disabled\n");
93. } **else** {
94. **char** local\_name[30];
95. build\_local\_name(local\_name, **sizeof**(local\_name), server\_port);
96. **if**(install\_listener(local\_name, "\*smartsocket\*", NULL)) {
97. exit(1);
98. }
99. }
101. **int** usb = 0;
102. **if** (access(USB\_ADB\_PATH, F\_OK) == 0 || access(USB\_FFS\_ADB\_EP0, F\_OK) == 0) {
103. // listen on USB
104. usb\_init();
105. usb = 1;
106. }
108. // If one of these properties is set, also listen on that port
109. // If one of the properties isn't set and we couldn't listen on usb,
110. // listen on the default port.
111. property\_get("service.adb.tcp.port", value, "");
112. **if** (!value[0]) {
113. property\_get("persist.adb.tcp.port", value, "");
114. }
115. **if** (sscanf(value, "%d", &port) == 1 && port > 0) {
116. printf("using port=%d\n", port);
117. // listen on TCP port specified by service.adb.tcp.port property
118. local\_init(port);
119. } **else** **if** (!usb) {
120. // listen on default port
121. local\_init(DEFAULT\_ADB\_LOCAL\_TRANSPORT\_PORT);
122. }
124. D("adb\_main(): pre init\_jdwp()\n");
125. init\_jdwp();
126. D("adb\_main(): post init\_jdwp()\n");
127. #endif
129. **if** (is\_daemon)
130. {
131. // inform our parent that we are up and running.
132. #ifdef HAVE\_WIN32\_PROC
133. **DWORD**  count;
134. WriteFile( GetStdHandle( STD\_OUTPUT\_HANDLE ), "OK\n", 3, &count, NULL );
135. #elif defined(HAVE\_FORKEXEC)
136. fprintf(stderr, "OK\n");
137. #endif
138. start\_logging();
139. }
140. D("Event loop starting\n");
142. fdevent\_loop();
144. usb\_cleanup();
146. **return** 0;
147. }

(1) init\_transport\_registration()初始化fevent transport\_registration\_fde；

(2) 判断系统属性ro.adb.secure，目标板设置这个宏；

sagit:/ $ getprop | grep ro.adb.secure

[ro.adb.secure]: [1]

(3) 没有定义环境变量adb\_external\_storage；只有$EXTERNAL\_STORAGE

sagit:/ $ echo $EXTERNAL\_STORAGE

/sdcard

(4) should\_drop\_privileges()根据android编译环境should\_drop\_privileges返回不同的值，如果它的值是userdebug或eng，宏ALLOW\_ADBD\_ROOT的值被定义为1，执行install\_listener()，否则不会定义，这种情况下，由于adbd运行在root下，为保证它的安全性，它需要降级运行；

ifneq (,$(filter userdebug eng,$(TARGET\_BUILD\_VARIANT)))

LOCAL\_CFLAGS += -DALLOW\_ADBD\_ROOT=1

Endif

http://blog.csdn.net/xgbing/article/details/52058390

## Native奔溃调试

## [android native 内存泄露检查（libc.debug.malloc ）](http://blog.csdn.net/haima1998/article/details/51508947)

\*c c++代码，由于其特殊性质，没有虚拟机概念，内存则直接是由用户管理，比如申请，释放，都是需要用户主动去触发，如果用户出现使用了申请，但是用完之后，没有调用释放，则会引起内存泄露。这种叫真正意义的内存泄露，只有重启机子，才能恢复。

相对而已java端的内存泄露，指的是一个应用长期运行，导致相互引用，无法释放，GC没法回收，引起的有效内存越来越小，我们将此现象叫做，内存泄露，通过关闭此应用，重新打开即可恢复内存。因此看来，java内存泄露和c c ++ 的 还是有本质区别的。

java本身的虚拟机里面会关注对象的申请，释放，这些不需要用户直接注，java虚拟机通过管理机制，将调用c c++里面真正的malloc free 方法，封装起来，将java对象的生命周期和malloc free 进行关联，则可以保证在对象不使用的时候，内存紧张时，释放掉不再被引用的对象，GC回收就是在做这件事请。回到我们这节的主要内容，如何定位我们的c c++的内存泄露。

Android对内存的使用包括内存泄漏和内存越界，内存泄漏会导致系统内存减少，最终分配不到内存，这样大的程序就不能运行，甚至系统没有内存而崩溃。Android中kernel和应用程序都可能会有内存泄漏和越界。对于Java代码，在越界的时候虚拟机会加以检查并抛出异常。而对于C/C++代码，越界的时候就悄无声息地让程序出错或crash

### 调试手段

在adb shell之下:确保/system/lib/ libc\_malloc\_debug\_leak.so存在

root@zs600b:/ # stop

root@zs600b:/ # setprop libc.debug.malloc 1

root@zs600b:/ # start

执行成功之后，浏览器和cs-app都无法打开了。。。

指针溢出，野指针，堆内存指针释放多遍等问题如何调试？

Android这边打开bionic/libc/bionic/malloc\_debug\_common.c里的配置

如adb shell setprop persist.libc.debug.malloc 10 再重启

之后可以复现问题，抓bugreport来分析问题，当然要匹配symbols(out/target/product/project/symbols)

此时overhead会比较重，可能会有一些不预期的anr(出现ANR时请点击等待)，但不影响测试。

start & stop are tools under /system/bin (system.img)

### 常见问题

/system/bin/sh: Missing module libc\_malloc\_debug\_leak.so required for malloc debug level 1: dlopen failed: library "libc\_malloc\_debug\_leak.so" not found

userdebug才是自带so，否则自己手动push进去吧。。，。

可以看看eng或这user-debug版中的/system/lib/下是否有这两个文件，其中libc\_malloc\_debug\_qemu.so是模拟器用的。

### 复现场景

堆引起的异常(调用malloc申请的内存后使用不当引起的异常)：

1. 申请后多次释放 (double free)

2. 释放后又去使用 (used after free)

3. 使用越界 (比如申请了50节内存，结果在使用时多用了8字节的内存，这样就把后面的内存的内容踩坏，引起堆结构异常)

4. 释放时传给free()的地址不是malloc()申请的地址，比如：p = malloc(10); free(p + 5);

5. 内存泄露：申请内存后，忘记释放或某些代码路径没有释放

### 源码分析

此malloc的调试原理是：当系统发现我们有libc.debug.malloc的一些列配置成立时，此时系统会将malloc free 等方法，重新指向到 lib\_malloc\_debug.so里面的对应实现方法，lib\_malloc\_debug.so里面的方法，像比较而言，多了一些记录信息，将每次的申请时的地址，堆栈，so等信息记录下来，然后我们需要的时候，则通过工具ddms dump出来，进行分析每个申请的内存，是否正常的释放了，是否出现了内存泄露。

|  |
| --- |
| // The value of libc.debug.malloc.  #if !defined(LIBC\_STATIC)  static int g\_malloc\_debug\_level = 0;  #endif  // Initializes memory allocation framework once per process.  static void malloc\_init\_impl() {  const char\* so\_name = NULL;  // If debug level has not been set by memcheck option in the emulator,  // lets grab it from libc.debug.malloc system property.  if (g\_malloc\_debug\_level == 0 && \_\_system\_property\_get("libc.debug.malloc", env)) {  g\_malloc\_debug\_level = atoi(env);  }  // Choose the appropriate .so for the requested debug level.  switch (g\_malloc\_debug\_level) {  case 1:  case 5:  case 10:  so\_name = "libc\_malloc\_debug\_leak.so";  break;  }  // Load .so that implements the required malloc debugging functionality.  void\* malloc\_impl\_handle = dlopen(so\_name, RTLD\_LAZY);  // No need to init the dispatch table because we can only get  // here if debug level is 1, 5, 10, or 20.  static MallocDebug malloc\_dispatch\_table \_\_attribute\_\_((aligned(32)));  switch (g\_malloc\_debug\_level) {  case 1:  InitMalloc(malloc\_impl\_handle, &malloc\_dispatch\_table, "leak");  break;  }  } |

android系统启动流程

## framework debug 技巧

### 安装

拷贝文件到system/framework/;  
stop;  
start重启system\_server进程

### Java调试

其实整个调试过程非常简单：

* 打断点
* 跟踪代码（Step in/out/over等等）

### 打断点

在正确的进程的合适位置打断点:区别于普通app的进程，framwork的所在进程需要进行源码分析，比如ams是运行在system\_server中的，并且这些进程只能在root的机子调试（模拟器或者root真机）

### 跟踪代码

### 打印日志

-系统一般都会有debug标志，我们修改源码中的标志，打印就好，比如

修改后

-- Log.e("tag",logStr);

### REF

[android native 代码内存泄露 定位方案](http://www.jianshu.com/p/2b43abdd6647)

[[MTK软件原创] 如何调试malloc(堆越界)问题](http://bbs.16rd.com/thread-54815-1-1.html)

[more detail about adb shell start, stop and reboot](http://blog.csdn.net/johnnylq/article/details/6401531)

[android native 内存泄露检查（libc.debug.malloc ）](http://blog.csdn.net/haima1998/article/details/51508947)

# 日志分析logcat

Logcat是存到缓存到内存中的，英文

打印的都是 /dev/log

[Android6.0 Log的工作机制，源码分析](https://zhuanlan.zhihu.com/p/24372024)

adb logcat -c  
清除log缓存

adb bugreport  
查看bug报告

查看event节点，调试activity生命周期

logcat -b events -v time

logcat -b events -v time | grep am\_

查看slog

adb logcat -b system -v time | grep WindowManagerService

logcat -b system -v time | grep WindowManagerService > /sdcard/dlg.txt

cat /proc/kmsg 实时打印内核日志

内核的 dmesg 静态显示内核日志

## 日志抓取方案

Android日志主要分为kernel、radio、event、main这四种log。

dmesg

kernel log属于Linux内核的log ，可以通过读取/proc/kmsg或者通过串口来抓取。

adb 抓取kernel log的命令如下（需要有root权限）：

kernel.log抓取

adb shell rm -rf /sdcard/logs

adb shell mkdir /sdcard/logs

adb reboot

adb root

adb remount

adb shell

#dmesg > /sdcard/logs/kernel.log

cat /proc/kmsg > /sdcard/logs/kernel0324.log

adb shell

logcat -b main -b system -b radio -b events -v time > /sdcard/logs/logcat0324.log

adb shell

. hardware\_monitor.sh > /sdcard/logs/hardware0324.log

cp -rf /data/tombstones /sdcard/logs/

cp -rf /data/anr /sdcard/logs/

exit

adb pull /sdcard/logs

# 日志系统

打印5级堆栈

Debug.getCallers(5));

## TAG中心

ActivityManagerDebugConfig 分类法

类名/别名

子业务名

static final boolean TAG\_WITH\_CLASS\_NAME = false;

static final boolean APPEND\_CATEGORY\_NAME = false;

// Default log tag for the activity manager package.

static final String TAG\_AM = "ActivityManager";

static final String POSTFIX\_BROADCAST = (APPEND\_CATEGORY\_NAME) ? "\_Broadcast" : "";

ActivityManagerService：

private static final String TAG = TAG\_WITH\_CLASS\_NAME ? "ActivityManagerService" : TAG\_AM;

private static final String TAG\_BROADCAST = TAG + POSTFIX\_BROADCAST;

# C++debug

打印调用堆栈

#include <utils/CallStack.h>

void \_\_egl\_get\_backtrace(void)

{

ALOGD("%s start", \_\_func\_\_);

android::CallStack stack(\_\_func\_\_);

ALOGD("%s end", \_\_func\_\_);

}

在需要的地方，添加这个函数就可以了。记得include这个头文件。

# DEBUG ZGOTE

Zygote

/\*\* enable debugging over JDWP \*/

public static final int DEBUG\_ENABLE\_DEBUGGER = 1;

/\*\* enable JNI checks \*/

public static final int DEBUG\_ENABLE\_CHECKJNI = 1 << 1;

/\*\* enable Java programming language "assert" statements \*/

public static final int DEBUG\_ENABLE\_ASSERT = 1 << 2;

/\*\* disable the AOT compiler and JIT \*/

public static final int DEBUG\_ENABLE\_SAFEMODE = 1 << 3;

/\*\* Enable logging of third-party JNI activity. \*/

public static final int DEBUG\_ENABLE\_JNI\_LOGGING = 1 << 4;

/\*\* Force generation of native debugging information. \*/

public static final int DEBUG\_GENERATE\_DEBUG\_INFO = 1 << 5;

/\*\* Always use JIT-ed code. \*/

public static final int DEBUG\_ALWAYS\_JIT = 1 << 6;

/\*\* Make the code debuggable with turning off some optimizations. \*/

public static final int DEBUG\_NATIVE\_DEBUGGABLE = 1 << 7;

## debug.checkjn

if ("1".equals(SystemProperties.get("debug.checkjni"))) {

debugFlags |= Zygote.DEBUG\_ENABLE\_CHECKJNI;

}

String genDebugInfoProperty = SystemProperties.get("debug.generate-debug-info");

if ("true".equals(genDebugInfoProperty)) {

debugFlags |= Zygote.DEBUG\_GENERATE\_DEBUG\_INFO;

}

if ("1".equals(SystemProperties.get("debug.jni.logging"))) {

debugFlags |= Zygote.DEBUG\_ENABLE\_JNI\_LOGGING;

}

if ("1".equals(SystemProperties.get("debug.assert"))) {

debugFlags |= Zygote.DEBUG\_ENABLE\_ASSERT;

}

Trace和EventLog.writeEvent等系统监控原理

checkTime(startTime, "startProcess: returned from zygote!");

# 卡机日志

01-18 01:45:27.305 W/SystemServer( 577): System clock is before 1970; setting to 1970.

01-18 01:45:27.308 I/SystemServer( 577): Entered the Android system server!