# TODO

它带了critical标志，即如果该进程连续crash几次，系统会进入恢复模式

还是不能回调啊

<https://blog.csdn.net/xiayu98020214/article/details/9372401>

# Init

基于Linux内核的android系统，在内核启动完成后将创建一个Init用户进程，实现了内核空间到用户空间的转变。在[Android 启动过程介绍](http://blog.csdn.net/yangwen123/article/details/8023654)一文中介绍了Android系统的各个启动阶段，init进程启动后会读取init.rc配置文件，通过fork系统调用启动init.rc文件中配置的各个Service进程。init进程首先启动启动android的服务大管家ServiceManager服务，然后启动Zygote进程。Zygote进程的启动开创了Java世界，无论是SystemServer进程还是android的应用进程都是Zygote的子进程，[Zygote进程启动过程的源代码分析](http://blog.csdn.net/yangwen123/article/details/8059995)一文中详细介绍了Zygote进程的启动过程，[System Server进程启动过程源码分析](http://blog.csdn.net/yangwen123/article/details/8060156)则详细介绍了在Zygote进程启动完成后创建的第一个进程SystemServer进程的启动过程，SystemServer进程的启动包括两个阶段，在第一阶段主要是启动C++相关的本地服务，如SurfaceFlinger等，在第二阶段通过在ServerThread线程中启动android的各大关键Java服务。[Zygote孵化应用进程过程的源码分析](http://blog.csdn.net/yangwen123/article/details/8080924)一文中详细介绍了Zygote进程创建android应用进程的过程，当用户点击Luncher上的应用图标时，Luncher进程通过socket向Zygote进程发送进程创建请求，Zygote进程接受客户端的请求后，通过fork系统调用为应用程序创建相应的进程。本文则介绍android用户进程的始祖Init进程，Init进程是Linux系统中用户空间的第一个进程，负责创建系统中的关键进程，同时提供属性服务来管理系统属性。

## Android进程模型

Linux通过调用start\_kernel函数来启动内核，当内核启动模块启动完成后，将启动用户空间的第一个进程——Init进程，下图为Android系统的进程模型图：
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从上图可以看出，Linux内核在启动过程中，创建一个名为kthreadd的内核进程，PID=2，用于创建内核空间的其他进程；同时创建第一个用户空间Init进程，该进程PID = 1，用于启动一些本地进程，比如Zygote进程，而Zygote进程也是一个专门用于孵化Java进程的本地进程，上图清晰地描述了整个Android系统的进程模型，为了证明以上进程模型的正确性，可以通过ps命令来查看进程的PID级PPID，下图显示了Init进程的PID为1，其他的本地进程的PPID都是1，说明它们的父进程都是Init进程，都是由Init进程启动的。

bullhead:/ # ps -A

USER PID PPID VSIZE RSS WCHAN PC NAME

**root 1 0 744 404 c0118a30 0003503c S /init**

**root 2 0 0 0 c0053f24 00000000 S kthreadd**

root 3 2 0 0 c005acc4 00000000 S ksoftirqd/0

root 5 2 0 0 c004e538 00000000 S kworker/0:0H

logd 145 1 8704 2116 ffffffff b6f97408 S /system/bin/logd

system 148 1 1216 352 c0495dc4 b6f71490 S /system/bin/servicemanager

root 150 1 6936 1892 ffffffff b6ef0a68 S /system/bin/vold

system 151 1 258108 15032 ffffffff b6f837dc S /system/bin/surfaceflinger

**root 164 1 1362960 42992 ffffffff b6e54300 S zygote**

u0\_a15 1607 164 1461176 62568 ffffffff b6e547dc S com.twitter.android

## 源码分析

<http://blog.csdn.net/yangwen123/article/details/9029959>

<http://blog.csdn.net/gaugamela/article/details/52133186>?

# Android系统启动

## 概述

Android系统底层基于Linux Kernel, 当Kernel启动过程会创建init进程, 该进程是用户空间的鼻祖, init进程会启动servicemanager(binder服务管家), Zygote进程(Java进程的鼻祖). Zygote进程会创建 system\_server进程以及各种app进程.
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## init

[**init**](http://gityuan.com/2016/02/05/android-init/)**是Linux系统中用户空间的第一个进程(pid=1)**, Kernel启动后会调用/system/core/init/Init.cpp的main()方法.

127|bullhead:/ # ps -A| grep init

root 1 0 11840 2036 SyS\_epoll\_wait 4fb8b4 S init

xpose 的强大功能，就是对 init 进行 hook，然后修改。但是替换 init 这个文件是需要 root 权限的，所以使用 xpose 这个框架，是需要进行 root 的。

在运行环境中查看命令“/sbin/ueventd”，其实它是”/init”的软链接：

bullhead:/ # ls sbin -l

total 2528

-rwxr-x--- 1 root root 1746080 1970-01-01 00:00 adbd

-rwxr-x--- 1 root root 838192 1970-01-01 00:00 charger

lrwxrwxrwx 1 root root 7 1970-01-01 00:00 ueventd -> ../init

lrwxrwxrwx 1 root root 7 1970-01-01 00:00 watchdogd -> ../init

通过分析Android.mk可知，ueventd.c、watchdog.c与init.c被编译成了同一个可执行文件“/init”，并创建了软链接“/sbin/ueventd”、“/sbin/watchdog”指向“/init”:

### Init.main

|  |
| --- |
| int main(int argc, char\*\* argv) {  klog\_init(); //初始化kernel log  property\_init(); //创建一块共享的内存空间，用于属性服务  signal\_handler\_init(); //初始化子进程退出的信号处理过程  property\_load\_boot\_defaults(); //加载/default.prop文件  start\_property\_service(); //启动属性服务器(通过socket通信)  init\_parse\_config\_file("/init.rc"); //解析init.rc文件  //执行rc文件中触发器为 on early-init的语句  action\_for\_each\_trigger("early-init", action\_add\_queue\_tail);  //执行rc文件中触发器为 on init的语句  action\_for\_each\_trigger("init", action\_add\_queue\_tail);  //执行rc文件中触发器为 on late-init的语句  action\_for\_each\_trigger("late-init", action\_add\_queue\_tail);  while (true) {  if (!waiting\_for\_exec) {  execute\_one\_command();  restart\_processes();  }  int timeout = -1;  if (process\_needs\_restart) {  timeout = (process\_needs\_restart - gettime()) \* 1000;  if (timeout < 0)  timeout = 0;  }  if (!action\_queue\_empty() || cur\_action) {  timeout = 0;  }  epoll\_event ev;  //循环 等待事件发生  int nr = TEMP\_FAILURE\_RETRY(epoll\_wait(epoll\_fd, &ev, 1, timeout));  if (nr == -1) {  ERROR("epoll\_wait failed: %s\n", strerror(errno));  } else if (nr == 1) {  ((void (\*)()) ev.data.ptr)();  }  }  return 0;  } |

init进程的主要功能点:

* 分析和运行所有的init.rc文件;
* 生成设备驱动节点; （通过rc文件创建）
* 处理子进程的终止(signal方式);
* 提供属性服务property service。

### 启动Zygote

当init解析到下面这条语句,便会启动Zygote进程

|  |
| --- |
| service zygote /system/bin/app\_process -Xzygote /system/bin --zygote --start-system-server  class main //伴随着main class的启动而启动  socket zygote stream 660 root system //创建socket  onrestart write /sys/android\_power/request\_state wake  onrestart write /sys/power/state on  onrestart restart media //当zygote重启时,则会重启media  onrestart restart netd // 当zygote重启时,则会重启netd  } |

当init子进程(Zygote)退出时，会产生SIGCHLD信号，并发送给init进程，通过socket套接字传递数据，调用到wait\_for\_one\_process()方法，根据是否是oneshot，来决定是重启子进程，还是放弃启动。由于缺省模式oneshot=false,因此**Zygote一旦被杀便会再次由init进程拉起**.

![init_oneshot](data:image/jpeg;base64,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)

接下来,便是进入了Zygote进程.

## Zygote

当[Zygote](http://gityuan.com/2016/02/13/android-zygote/)进程启动后, 便会执行到frameworks/base/cmds/app\_process/App\_main.cpp文件的main()方法. 整个调用流程:

|  |
| --- |
| App\_main.main  AR.start  AR.startVm  AR.startReg  ZygoteInit.main (首次进入Java世界)  registerZygoteSocket  preload  startSystemServer  runSelectLoop |

### App\_main.main

在 app\_main 里面的 main 方法最后，调用了 **runtime.start(“com.android.internal.os.ZygoteInit”, args, zygote);**  
点击查看 run 是第一 AppRuntime。

所以 app\_process 调用了 com.android.internal.os.ZygoteInit 这个类，这是第一个被调用的 java 类。对应源码位置是 **\frameworks\base\core\java\com\android\internal\os**

|  |
| --- |
| int main(int argc, char\* const argv[])  {  AppRuntime runtime(argv[0], computeArgBlockSize(argc, argv));  while (i < argc) {  ...//参数解析  }  //设置进程名  if (!niceName.isEmpty()) {  runtime.setArgv0(niceName.string());  set\_process\_name(niceName.string());  }  if (zygote) {  // 启动AppRuntime  runtime.start("com.android.internal.os.ZygoteInit", args, zygote);  }  ...  } |

### AndroidRuntime::start

AppRuntime 继承于 AndroidRuntime，AndroidRuntime 位于**\frameworks\base\core\jni**

在 AndroidRuntime 的 start 方法中，调用了 startVm，这个方法，这个方法才是真正的去开启虚拟机。手机启动的时候只是开启 Linux 系统，当执行到这里的时候，Linux 系统开启安卓运行的虚拟机。

|  |
| --- |
| void AndroidRuntime::start(const char\* className, const Vector<String8>& options)  {  ALOGD("\n>>>>>> AndroidRuntime START %s <<<<<<\n",  className != NULL ? className : "(unknown)");  ...  // 虚拟机创建  if (startVm(&mJavaVM, &env, zygote) != 0) {  return;  }  onVmCreated(env);  // JNI方法注册  if (startReg(env) < 0) {  return;  }  ...  // 调用ZygoteInit.main()方法[见小节3.3]  env->CallStaticVoidMethod(startClass, startMeth, strArray); |

**startVm 部分代码：**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | /\*   \* Initialize the VM.   \*   \* The JavaVM\* is essentially per-process, and the JNIEnv\* is per-thread.   \* If this call succeeds, the VM is ready, and we can start issuing   \* JNI calls.   \*/  if (JNI\_CreateJavaVM(pJavaVM, pEnv, &initArgs) < 0) {      ALOGE("JNI\_CreateJavaVM failed\n");      return -1;  } |

在 startVm 末尾调用 JNI\_CreateJavaVM，去创建一个虚拟机。

#### JNI\_CreateJavaVM

Sdf

JNI\_CreateJavaVM 方法位于 **\art\runtime\jni\_internal.cc** 文件中。

**JNI\_CreateJavaVM ：**

[?](https://www.2cto.com/kf/201805/743995.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | // JNI Invocation interface.    extern "C" jint JNI\_CreateJavaVM(JavaVM\*\* p\_vm, JNIEnv\*\* p\_env, void\* vm\_args) {    const JavaVMInitArgs\* args = static\_cast<javavminitargs\*>(vm\_args);    if (IsBadJniVersion(args->version)) {      LOG(ERROR) << "Bad JNI version passed to CreateJavaVM: " << args->version;      return JNI\_EVERSION;    }    Runtime::Options options;    for (int i = 0; i < args->nOptions; ++i) {      JavaVMOption\* option = &args->options[i];      options.push\_back(std::make\_pair(std::string(option->optionString), option->extraInfo));    }    bool ignore\_unrecognized = args->ignoreUnrecognized;    if (!Runtime::Create(options, ignore\_unrecognized)) {      return JNI\_ERR;    }    Runtime\* runtime = Runtime::Current();    bool started = runtime->Start();    if (!started) {      delete Thread::Current()->GetJniEnv();      delete runtime->GetJavaVM();      LOG(WARNING) << "CreateJavaVM failed";      return JNI\_ERR;    }    \*p\_env = Thread::Current()->GetJniEnv();    \*p\_vm = runtime->GetJavaVM();    return JNI\_OK;  }</javavminitargs\*> |

其中最主要的最后两行代码，实例化了 p\_env 和 p\_vm ，p\_env 就是我们编写 jni 方法的第一个参数 JNIEnv \*env ，p\_vm 就是虚拟机。

//JNIEnv \*env 实例化  
\*p\_env = Thread::Current()->GetJniEnv();  
//实例化虚拟机的地方  
\*p\_vm = runtime->GetJavaVM();

**注：虚拟机在 Linux 就是一个结构体的方式保存着。**

#### p\_env

GetJniEnv() 这个函数定义在文件 **\art\runtime** 下的 thread.h 中。  
\* thread.h \*

[?](https://www.2cto.com/kf/201805/743995.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | // Every thread may have an associated JNI environment  JNIEnvExt\* jni\_env\_;    // JNI methods  JNIEnvExt\* GetJniEnv() const {    return jni\_env\_;  } |

JNI 方法的第一个参数是 JNIEnv，JNIEnv 是一个接口， JNIEnvExt 是 JNIEnv子类。

#### 加载 java 文件

D

在 **\frameworks\base\core\jni\AndroidRuntime** 中继续往下，会发现加载 java 类，实际上是调用 env->FindClass(slashClassName) 进行加载的。（java 中 双亲委托机制 ClassLoader 进行加载 java 文件，最底层的实现也是使用 FindClass 这个方法）

##### 1.FindClass

FindClass 是在 **libnativehelper\include\nativehelper\jni.h** 中，  
**jni.h 下 FindClass ：**

[?](https://www.2cto.com/kf/201805/743995.html)

|  |  |
| --- | --- |
| 1  2 | jclass FindClass(const char\* name)  { return functions->FindClass(this, name); } |

这里的 functions 是 JNINativeInterface，最终调用的是 **\art\runtime\jni\_internal.cc**下的 FindClass 。  
**\jni\_internal.cc 下 FindClass：**

[?](https://www.2cto.com/kf/201805/743995.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | static jclass FindClass(JNIEnv\* env, const char\* name) {    CHECK\_NON\_NULL\_ARGUMENT(name);    Runtime\* runtime = Runtime::Current();    ClassLinker\* class\_linker = runtime->GetClassLinker();    std::string descriptor(NormalizeJniClassDescriptor(name));    ScopedObjectAccess soa(env);    mirror::Class\* c = nullptr;    //判断虚拟机是否开启    if (runtime->IsStarted()) {      StackHandleScope<1> hs(soa.Self());      Handle<mirror::classloader> class\_loader(hs.NewHandle(GetClassLoader(soa)));      c = class\_linker->FindClass(soa.Self(), descriptor.c\_str(), class\_loader);    } else {      //还没开启虚拟机，即加载的是系统的类      c = class\_linker->FindSystemClass(soa.Self(), descriptor.c\_str());    }    return soa.AddLocalReference<jclass>(c);  }</jclass></mirror::classloader> |

最终程序调用到 class\_linker 的 FindClass 方法进行加载类。

##### 2. class\_linker 的 FindClass

class\_linker 所在目录 **\art\runtime** 下有一个 class\_linker.cc 文件，找到里面的 FindClass 方法。

**FindClass 部分代码：**

[?](https://www.2cto.com/kf/201805/743995.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | if (pair.second != nullptr) {    return DefineClass(self,                       descriptor,                       hash,                       ScopedNullHandle<mirror::classloader>(),                       \*pair.first,                       \*pair.second);  } </mirror::classloader> |

在这边调用了 DefineClass。

**DefineClass 部分代码：**

[?](https://www.2cto.com/kf/201805/743995.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | // Add the newly loaded class to the loaded classes table.  mirror::Class\* existing = InsertClass(descriptor, klass.Get(), hash);  if (existing != nullptr) {    // We failed to insert because we raced with another thread. Calling EnsureResolved may cause    // this thread to block.    return EnsureResolved(self, descriptor, existing);  }    // Load the fields and other things after we are inserted in the table. This is so that we don't  // end up allocating unfree-able linear alloc resources and then lose the race condition. The  // other reason is that the field roots are only visited from the class table. So we need to be  // inserted before we allocate / fill in these fields.  LoadClass(self, dex\_file, dex\_class\_def, klass); |

这是调用了两个比较重要的方法， InsertClass 和 LoadClass。

InsertClass(descriptor, klass.Get(), hash); 有一个参数是 hash，这样会把类进行缓存，在 DefineClass 执行 InsertClass 之前，会先进行这个判断，如果已经加载的就不再进行加载。

LoadClass(self, dex\_file, dex\_class\_def, klass); 是真正的去进行加载 Class。

**LoadClass：**

[?](https://www.2cto.com/kf/201805/743995.html)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | void ClassLinker::LoadClass(Thread\* self,                              const DexFile& dex\_file,                              const DexFile::ClassDef& dex\_class\_def,                              Handle<mirror::class> klass) {    const uint8\_t\* class\_data = dex\_file.GetClassData(dex\_class\_def);    if (class\_data == nullptr) {      return;  // no fields or methods - for example a marker interface    }    bool has\_oat\_class = false;    if (Runtime::Current()->IsStarted() && !Runtime::Current()->IsAotCompiler()) {      OatFile::OatClass oat\_class = FindOatClass(dex\_file, klass->GetDexClassDefIndex(),                                                 &has\_oat\_class);      if (has\_oat\_class) {        LoadClassMembers(self, dex\_file, class\_data, klass, &oat\_class);      }    }    if (!has\_oat\_class) {      LoadClassMembers(self, dex\_file, class\_data, klass, nullptr);    }  }</mirror::class> |

最开始是通过 DexFile 去获取到 ClassData。因为在类还没加载的时候，class 是以 dex格式 存在在 **磁盘** 文件下，这时候需要先把 dex 转为 class，再把 class 加载到内存中。

然后通过 LoadClassMembers 进行加载类的信息，分配内存。LoadClassMembers 中分别对 ArtField 和 ArtMethod 进行初始化。

### ZygoteInit.main

|  |
| --- |
| public static void main(String argv[]) {  try {  ...  registerZygoteSocket(socketName); //为Zygote注册socket  preload(); // 预加载类和资源[见小节3.4]  ...  if (startSystemServer) {  startSystemServer(abiList, socketName);//启动system\_server【见小节3.6】  }  Log.i(TAG, "Accepting command socket connections");  runSelectLoop(abiList); //进入循环模式[见小节3.5]  ...  } catch (MethodAndArgsCaller caller) {  caller.run(); //启动system\_server中会讲到。  }  ...  } |

### ZygoteInit.preload

|  |
| --- |
| static void preload() {  Log.d(TAG, "begin preload");  preloadClasses();  preloadResources();  preloadOpenGL();  preloadSharedLibraries();  WebViewFactory.prepareWebViewInZygote();  Log.d(TAG, "end preload");  } |

### ZygoteInit.runSelectLoop

|  |
| --- |
| private static void runSelectLoop(String abiList) throws MethodAndArgsCaller {  ArrayList<FileDescriptor> fds = new ArrayList<FileDescriptor>();  ArrayList<ZygoteConnection> peers = new ArrayList<ZygoteConnection>();    //sServerSocket是socket通信中的服务端，即zygote进程  fds.add(sServerSocket.getFileDescriptor());  peers.add(null);  while (true) {  StructPollfd[] pollFds = new StructPollfd[fds.size()];  for (int i = 0; i < pollFds.length; ++i) {  pollFds[i] = new StructPollfd();  pollFds[i].fd = fds.get(i);  pollFds[i].events = (short) POLLIN;  }  ...  Os.poll(pollFds, -1);  for (int i = pollFds.length - 1; i >= 0; --i) {  //采用I/O多路复用机制，当客户端发出连接请求或者数据处理请求时，跳过continue，执行后面的代码  if ((pollFds[i].revents & POLLIN) == 0) {  continue;  }  if (i == 0) {  //创建客户端连接  ZygoteConnection newPeer = acceptCommandPeer(abiList);  peers.add(newPeer);  fds.add(newPeer.getFileDesciptor());  } else {  //处理客户端数据事务  boolean done = peers.get(i).runOnce();  if (done) {  peers.remove(i);  fds.remove(i);  }  }  }  }  } |

### ZygoteInit.startSystemServer

|  |
| --- |
| private static boolean startSystemServer(String abiList, String socketName)  throws MethodAndArgsCaller, RuntimeException {  ...  // fork子进程system\_server  pid = Zygote.forkSystemServer(  parsedArgs.uid, parsedArgs.gid,  parsedArgs.gids,  parsedArgs.debugFlags,  null,  parsedArgs.permittedCapabilities,  parsedArgs.effectiveCapabilities);  ...  if (pid == 0) {  if (hasSecondZygote(abiList)) {  waitForSecondaryZygote(socketName);  }  //进入system\_server进程[见小节4.1]  handleSystemServerProcess(parsedArgs);  }  return true;  } |

Zygote进程创建Java虚拟机,并注册JNI方法, 真正成为Java进程的母体,用于孵化Java进程. 在创建完[小节4.1]system\_server进程后,zygote功成身退，调用runSelectLoop()，随时待命，当接收到请求创建新进程请求时立即唤醒并执行相应工作。

<http://gityuan.com/2016/02/01/android-booting/>

## system\_server

Zygote通过fork后创建system\_server进程。

### handleSystemServerProcess

|  |
| --- |
| private static void handleSystemServerProcess(  ZygoteConnection.Arguments parsedArgs)  throws ZygoteInit.MethodAndArgsCaller {  ...  if (parsedArgs.niceName != null) {  //设置当前进程名为"system\_server"  Process.setArgV0(parsedArgs.niceName);  }  final String systemServerClasspath = Os.getenv("SYSTEMSERVERCLASSPATH");  if (systemServerClasspath != null) {  //执行dex优化操作,比如services.jar  performSystemServerDexOpt(systemServerClasspath);  }  if (parsedArgs.invokeWith != null) {  ...  } else {  ClassLoader cl = null;  if (systemServerClasspath != null) {  cl = new PathClassLoader(systemServerClasspath, ClassLoader.getSystemClassLoader());  Thread.currentThread().setContextClassLoader(cl);  }  //[见小节4.2]  RuntimeInit.zygoteInit(parsedArgs.targetSdkVersion, parsedArgs.remainingArgs, cl);  }  } |

system\_server进程创建PathClassLoader类加载器.

### RuntimeInit.zygoteInit

|  |
| --- |
| public static final void zygoteInit(int targetSdkVersion, String[] argv, ClassLoader classLoader)  throws ZygoteInit.MethodAndArgsCaller {  Trace.traceBegin(Trace.TRACE\_TAG\_ACTIVITY\_MANAGER, "RuntimeInit");  redirectLogStreams(); //重定向log输出  commonInit(); // 通用的一些初始化  nativeZygoteInit(); // zygote初始化  applicationInit(targetSdkVersion, argv, classLoader); // [见小节3.4]  } |

nativeZygoteInit()方法经过层层调用,会进入app\_main.cpp中的onZygoteInit()方法, Binder线程池的创建也是在这个过程,如下:

|  |
| --- |
| virtual void onZygoteInit()  {  sp<ProcessState> proc = ProcessState::self();  proc->startThreadPool(); //启动新binder线程  } |

applicationInit()方法经过层层调用,会抛出异常ZygoteInit.MethodAndArgsCaller(m, argv), ZygoteInit.main() 会捕捉该异常, 见下文.

### ZygoteInit.main

ZygoteInit.java

|  |
| --- |
| public static void main(String argv[]) {  try {  startSystemServer(abiList, socketName); //抛出MethodAndArgsCaller异常  ....  } catch (MethodAndArgsCaller caller) {  caller.run(); //此处通过反射,会调用SystemServer.main()方法 [见小节4.4]  } catch (RuntimeException ex) {  ...  }  } |

采用抛出异常的方式,用于栈帧清空,提供利用率, 以至于现在大家看到的每个Java进程的调用栈如下:

|  |
| --- |
| ...  at com.android.server.SystemServer.main(SystemServer.java:175)  at java.lang.reflect.Method.invoke!(Native method)  at com.android.internal.os.ZygoteInit$MethodAndArgsCaller.run(ZygoteInit.java:738)  at com.android.internal.os.ZygoteInit.main(ZygoteInit.java:628) |

**六. 实战分析**

以下列举启动部分重要进程以及关键节点会打印出的log

/system/bin/vold: 383

/system/bin/lmkd: 432

/system/bin/surfaceflinger: 434

/system/bin/debuggerd64: 537

/system/bin/mediaserver: 540

/system/bin/installd: 541

/system/vendor/bin/thermal-engine: 552

zygote64: 557

zygote: 558

system\_server: 1274

**1. before zygote**

//启动vold, 再列举当前系统所支持的文件系统. 执行到system/vold/main.cpp的main()

11-23 14:36:47.474 383 383 I vold : Vold 3.0 (the awakening) firing up

11-23 14:36:47.475 383 383 V vold : Detected support for: ext4 vfat

//使用内核的lmk策略

11-23 14:36:47.927 432 432 I lowmemorykiller: Using in-kernel low memory killer interface

//启动SurfaceFlinger

11-23 14:36:48.041 434 434 I SurfaceFlinger: SurfaceFlinger is starting

11-23 14:36:48.042 434 434 I SurfaceFlinger: SurfaceFlinger's main thread ready to run. Initializing graphics H/W...

// 开机动画

11-23 14:36:48.583 508 508 I BootAnimation: bootanimation launching ...

// debuggerd

11-23 14:36:50.306 537 537 I : debuggerd: starting

// installd启动

11-23 14:36:50.311 541 541 I installd: installd firing up

// thermal守护进程

11-23 14:36:50.369 552 552 I ThermalEngine: Thermal daemon started

**2. zygote**

// Zygote64进程(Zygote): AndroidRuntime::start

11-23 14:36:51.260 557 557 D AndroidRuntime: >>>>>> START com.android.internal.os.ZygoteInit uid 0 <<<<<<

// Zygote64进程: AndroidRuntime::startVm

11-23 14:36:51.304 557 557 D AndroidRuntime: CheckJNI is OFF

// 执行ZygoteInit.preload()

11-23 14:36:52.134 557 557 D Zygote : begin preload

// 执行ZygoteInit.preloadClasses(), 预加载3860个classes, 花费时长746ms

11-23 14:36:52.134 557 557 I Zygote : Preloading classes...

11-23 14:36:52.881 557 557 I Zygote : ...preloaded 3860 classes in 746ms.

// 执行ZygoteInit.preloadClasses(), 预加载86组资源, 花费时长179ms

11-23 14:36:53.114 557 557 I Zygote : Preloading resources...

11-23 14:36:53.293 557 557 I Zygote : ...preloaded 86 resources in 179ms.

// 执行ZygoteInit.preloadSharedLibraries()

11-23 14:36:53.494 557 557 I Zygote : Preloading shared libraries...

11-23 14:36:53.503 557 557 D Zygote : end preload

// 执行com\_android\_internal\_os\_Zygote\_nativeForkSystemServer(),成功fork出system\_server进程

11-23 14:36:53.544 557 557 I Zygote : System server process 1274 has been created

// Zygote开始进入runSelectLoop()

11-23 14:36:53.546 557 557 I Zygote : Accepting command socket connections

**3. system\_server**

//进入system\_server, 建立跟Zygote进程的socket通道

11-23 14:36:53.586 1274 1274 I Zygote : Process: zygote socket opened, supported ABIS: armeabi-v7a,armeabi

// 执行SystemServer.run()

11-23 14:36:53.618 1274 1274 I SystemServer: Entered the Android system server! <===> boot\_progress\_system\_run

// 等待installd准备就绪

11-23 14:36:53.707 1274 1274 I Installer: Waiting for installd to be ready.

//服务启动

11-23 14:36:53.732 1274 1274 I ActivityManager: Memory class: 192

//phase100

11-23 14:36:53.883 1274 1274 I SystemServiceManager: Starting phase 100

11-23 14:36:53.902 1274 1274 I SystemServer: Package Manager

11-23 14:37:03.816 1274 1274 I SystemServer: User Service

...

11-23 14:37:03.940 1274 1274 I SystemServer: Init Watchdog

11-23 14:37:03.941 1274 1274 I SystemServer: Input Manager

11-23 14:37:03.946 1274 1274 I SystemServer: Window Manager

...

11-23 14:37:04.081 1274 1274 I SystemServiceManager: Starting com.android.server.MountService$Lifecycle

11-23 14:37:04.088 1274 2717 D MountService: Thinking about reset, mSystemReady=false, mDaemonConnected=true

11-23 14:37:04.088 1274 1274 I SystemServiceManager: Starting com.android.server.UiModeManagerService

11-23 14:37:04.520 1274 1274 I SystemServer: NetworkTimeUpdateService

//phase480 && 500

11-23 14:37:05.056 1274 1274 I SystemServiceManager: Starting phase 480

11-23 14:37:05.061 1274 1274 I SystemServiceManager: Starting phase 500

11-23 14:37:05.231 1274 1274 I ActivityManager: System now ready <==> boot\_progress\_ams\_ready

11-23 14:37:05.234 1274 1274 I SystemServer: Making services ready

11-23 14:37:05.243 1274 1274 I SystemServer: WebViewFactory preparation

//phase550

11-23 14:37:05.234 1274 1274 I SystemServiceManager: Starting phase 550

11-23 14:37:05.237 1274 1288 I ActivityManager: Force stopping com.android.providers.media appid=10010 user=-1: vold reset

//Phase600

11-23 14:37:06.066 1274 1274 I SystemServiceManager: Starting phase 600

11-23 14:37:06.236 1274 1274 D MountService: onStartUser 0

**七. 总结**

各大核心进程启动后，都会进入各种对象所相应的main()方法，如下

| **进程** | **主方法** |
| --- | --- |
| init进程 | Init.main() |
| zygote进程 | ZygoteInit.main() |
| app\_process进程 | RuntimeInit.main |
| system\_server进程 | SystemServer.main() |
| app进程 | ActivityThread.main() |

注意其中app\_process进程是指通过/system/bin/app\_process来启动的进程，且后面跟的参数不带–zygote，即并非启动zygote进程。 比如常见的有通过adb shell方式来执行am,pm等命令，便是这种方式。

关于重要进程重启的过程，会触发哪些关联进程重启名单：

* zygote：触发media、netd以及子进程(包括system\_server进程)重启；
* system\_server: 触发zygote重启;
* surfaceflinger：触发zygote重启;
* servicemanager: 触发zygote、healthd、media、surfaceflinger、drm重启

所以，surfaceflinger,servicemanager,zygote自身以及system\_server进程被杀都会触发Zygote重启。

# ueventd启动过程

由ueventd进程实现了类似功能（管理设备节点权限、创建设备节点）。

ueventd通过两种方式创建设备节点：

* **静态**，ueventd启动时，根据在sysfs中预定义的uevent信息创建设备节点；
* **动态**，系统运行过程中，当接收到内核uevent事件时（如插入u盘），动态创建设备节点。

在init.rc中，当触发条件为“early-init”时ueventd被启动：   
**system/core/rootdir/init.rc**

在运行环境中查看命令“/sbin/ueventd”，其实它是”/init”的软链接：

shell@wwt:/ # ls sbin -l

-rwxr-x--- root root 499152 1970-01-01 08:00 adbd

-rwxr-x--- root root 3325472 1970-01-01 08:00 healthd

lrwxrwxrwx root root 1970-01-01 08:00 ueventd -> ../init

lrwxrwxrwx root root 1970-01-01 08:00 watchdogd -> ../init

通过分析Android.mk可知，ueventd.c、watchdog.c与init.c被编译成了同一个可执行文件“/init”，并创建了软链接“/sbin/ueventd”、“/sbin/watchdog”指向“/init”:

on early-init  
 start ueventd

service ueventd /sbin/ueventd  
 class core  
 critical  
 seclabel u:r:ueventd:s0

## system/core/init/Android.mk

LOCAL\_MODULE:= init

......

# Make a symlink from /sbin/ueventd and /sbin/watchdogd to /init

SYMLINKS := \

$(TARGET\_ROOT\_OUT)/sbin/ueventd \

$(TARGET\_ROOT\_OUT)/sbin/watchdogd

原来在文件init.c的main()函数中有一个巧妙的处理：可以通过判断第一个运行参数来启动不同的进程：

* 如果执行“./ueventd”，进入第一个条件分支，执行uevent\_main()函数；
* 如果执行“./watchdog”，进入第二个条件分支，执行watchdogd\_main()函数；
* 如果执行”./init”，跳过所有分支条件，继续执行main()函数。

***system/core/init/init.c***

int main(int argc, char \*\*argv)

{

......

if (!strcmp(basename(argv[0]), "ueventd"))

return ueventd\_main(argc, argv);

if (!strcmp(basename(argv[0]), "watchdogd"))

return watchdogd\_main(argc, argv);

......

}

因此，脚本init.rc中的命令“start ueventd”最终执行的是ueventd\_main()函数。

## ueventd代码分析

### ueventd\_main

ueventd\_main()函数就是ueventd进程的主体，实现了以下几个功能：

* 解析ueventd.rc文件，管理设备节点权限；
* 递归扫描/sys目录，根据uevent文件，静态创建设备节点；
* 通过netlink获取内核uevent事件，动态创建设备节点。

***system/core/init/ueventd.c***

int ueventd\_main(int argc, char \*\*argv)

{

struct pollfd ufd;

int nr;

char tmp[32];

INFO("starting ueventd\n");

......

// 解析ueventd.rc文件

ueventd\_parse\_config\_file("/ueventd.rc");

// 解析厂商相关的ueventd.$(TARGET\_BOARD\_PLATFORM).rc文件

snprintf(tmp, sizeof(tmp), "/ueventd.%s.rc", hardware);

ueventd\_parse\_config\_file(tmp);

// 创建netlink sockfd(全局变量device\_fd)，用于监听uevent事件

// 执行coldboot，递归扫描/sys目录下uevent文件，创建相应设备节点

device\_init();

ufd.events = POLLIN;

// 获取device\_init()创建的sockfd

ufd.fd = get\_device\_fd();

while(1) {

ufd.revents = 0;

// 通过sockfd监听内核uevent事件

nr = poll(&ufd, 1, -1);

if (nr <= 0)

continue;

if (ufd.revents & POLLIN)

// 当接收到内核uevent事件时，创建相应设备节点

handle\_device\_fd();

}

}

### device\_init

**system/core/init/devices.c**

device\_init()函数做了两件事：

uevent\_open\_socket()，创建netlink套接字，并赋值给全局变量device\_fd，用于后续的uevent事件监听，uevent\_open\_socket()函数涉及到netlink机制与socket编程，具体分析请参考：uevent\_open\_socket()浅析

coldboot()，递归扫描/sys目录下的uevent节点，然后写入字符串“add”，强制触发内核uevent事件。

这里我们对coldboot()函数代码进行重点分析，调用关系如下：

main() -> device\_init()-> coldboot() -> do\_coldboot()

system/core/init/devices.c

#### void device\_init(void)

{

......

// 创建netlink sockfd(全局变量device\_fd)，用于监听uevent事件

device\_fd = uevent\_open\_socket(256\*1024, true);

if(device\_fd < 0)

return;

fcntl(device\_fd, F\_SETFD, FD\_CLOEXEC);

fcntl(device\_fd, F\_SETFL, O\_NONBLOCK);

// 递归扫描/sys目录下uevent文件，创建相应设备节点

if (stat(coldboot\_done, &info) < 0) {

......

coldboot("/sys/class");

coldboot("/sys/block");

coldboot("/sys/devices");

......

}

......

}

#### static void coldboot(const char \*path)

{

DIR \*d = opendir(path);

if(d) {

do\_coldboot(d);

closedir(d);

}

}

#### static void do\_coldboot(DIR \*d)

{

struct dirent \*de;

int dfd, fd;

// 获得目录文件描述符

dfd = dirfd(d);

// 打开目录中的uevent节点，写入“add\n”触发内核uevent事件并处理

fd = openat(dfd, "uevent", O\_WRONLY);

if(fd >= 0) {

write(fd, "add\n", 4);

close(fd);

handle\_device\_fd();

}

// 递归调用do\_coldboot(),扫描uevent节点

while((de = readdir(d))) {

DIR \*d2;

if(de->d\_type != DT\_DIR || de->d\_name[0] == '.')

continue;

fd = openat(dfd, de->d\_name, O\_RDONLY | O\_DIRECTORY);

if(fd < 0)

continue;

d2 = fdopendir(fd);

if(d2 == 0)

close(fd);

else {

do\_coldboot(d2);

closedir(d2);

}

}

}

### handle\_device\_fd

在main()函数中通过poll监听到内核uevent事件后，由handle\_device\_f d()函数进行处理：

解析uevent事件；

动态创建设备节点。

这一部分代码的调用关系如下：

main() -> handle\_device\_id() -> handle\_device\_event() -> handle\_generic\_device\_event() -> handle\_device() -> make\_device() -> mknode()

system/core/init/devices.c

#### void handle\_device\_fd()

{

char msg[UEVENT\_MSG\_LEN+2];

int n;

// 通过sockfd调用recvmsg()获取内核uevent事件,以字符串形式存入msg

while ((n = uevent\_kernel\_multicast\_recv(device\_fd, msg, UEVENT\_MSG\_LEN)) > 0) {

......

struct uevent uevent;

// 将字符串msg解析成uevent

parse\_event(msg, &uevent);

......

// 处理设备相关uevent事件

handle\_device\_event(&uevent);

// 处理固件相关uevent事件（暂不分析）

handle\_firmware\_event(&uevent);

}

}

#### static void handle\_device\_event(struct uevent \*uevent)

{

......

handle\_generic\_device\_event(uevent);

......

}

#### static void handle\_generic\_device\_event(struct uevent \*uevent)

{

......

// 根据uevent事件中子系统名称，创建/dev目录及其子目录

} else if(!strncmp(uevent->subsystem, "input", 5)) {

base = "/dev/input/";

make\_dir(base, 0755);

} else if(!strncmp(uevent->subsystem, "mtd", 3)) {

base = "/dev/mtd/";

make\_dir(base, 0755);

} else if(!strncmp(uevent->subsystem, "sound", 5)) {

base = "/dev/snd/";

make\_dir(base, 0755);

} else if(!strncmp(uevent->subsystem, "misc", 4) &&

!strncmp(name, "log\_", 4)) {

kernel\_logger();

base = "/dev/log/";

make\_dir(base, 0755);

name += 4;

} else

base = "/dev/";

links = get\_character\_device\_symlinks(uevent);

if (!devpath[0])

snprintf(devpath, sizeof(devpath), "%s%s", base, name);

// 根据uevent事件中的信息创建/删除节点及链接

handle\_device(uevent->action, devpath, uevent->path, 0,

uevent->major, uevent->minor, links);

}

static void handle\_device(const char \*action, const char \*devpath,

const char \*path, int block, int major, int minor, char \*\*links)

{

......

// 当uevent事件中的atcion为“add”时，创建节点及链接

if(!strcmp(action, "add")) {

make\_device(devpath, path, block, major, minor, (const char \*\*)links);

if (links) {

for (i = 0; links[i]; i++)

make\_link(devpath, links[i]);

}

}

// 当uevent事件中的atcion为“remove”，删除链接

if(!strcmp(action, "remove")) {

if (links) {

for (i = 0; links[i]; i++)

remove\_link(devpath, links[i]);

}

unlink(devpath);

}

......

}

static void make\_device(const char \*path,

const char \*upath UNUSED,

int block, int major, int minor,

const char \*\*links)

{

......

// 合成设备号

dev = makedev(major, minor);

......

// 根据文件路径、权限、设备号创建节点

mknod(path, mode, dev);

......

}

# AIL语言

init.rc文件由系统第一个启动的init程序进行解析.它由"Android Init Language"语言编写而成.

在/system/core/init/下有一份readme.txt文件

AIL语言非常简单,主要包括两部分:结构语法及注释语法.下面我们就这两点进行说明

## 结构语法

AIL语言包含主要包含五种结构语法:

1. Actions
2. Services
3. Options
4. Commands
5. Imports

需要注意,AIL采用是面向行的代码风格,即用换行符作为一条语句的分隔符,也就是在init.rc中以一条语句通常占据一行.如果一行写不下,可以在行尾添加反斜杠来链接到下一行,换言之,通过行尾添加反斜杠符可以将多行代码链接为一行代码.

Action和Service显式声明了一个语句块,而Commands和Options则分别用来定义Actions和Service(你可以理解为这是Action或者Service的属性).

另外,我们声明的Commands和Options属于最近声明的语句块,即就近原则.需要注意,在第一个语句块之前的commands和options会被忽略.

每个Actions或者Services应该有唯一的名字.对于名字重复的情况,

Action覆盖策略：如果第二个定义的Action的名字和之前存在Action的名字相同,第二个Action中定义的Commands将会被添加到已经存在的同名Action中.

Service禁止重复定义：如果第二个定义的Service的名字和之前存在的Service的名字相同,第二个Service会被忽略并输出错误信息

## 注释语法

AIL中的注释语法和Shell脚本一致,以#开头即可

## 结构语法详解

### Imports

用来引入一个要解析的其他配置文件,通常用于当前配置文件的扩展.  
其格式如下:

import <path>

如果path是个一个目录,则该目录下的每个.rc文件都被引入.

在初始化过程中,共有两次使用import来引入.rc文件:

1. 在初始化引导期间,引入/init.rc文件
2. 在执行mount\_all命令时,引入/{system,vendor,odm}/etc/init/或者指定路径下的.rc文件

我们来看看init.rc文件引入的.rc文件:

////引入其他要解析的rc文件

import /init.environ.rc

import /init.usb.rc

import /init.${ro.hardware}.rc

import /init.usb.configfs.rc

import /init.${ro.zygote}.rc

bullhead:/ # getprop ro.hardware

bullhead

bullhead:/ # getprop ro.zygote

zygote64\_32

Properties

Properties代表Init进程运行中的一些属性信息.在Init运行中,通过以下属性能够获取当前程序内部信息:

| **类型** | **说明** |
| --- | --- |
| init.svc.<name> | 指定名称服务的状态,有stopped,stopping,runing,restarting这种四种状态 |
| init.action | 获取当前正在执行的action |
| init.command | 获取当前正在执行的command |

作者：涅槃1992  
链接：https://www.jianshu.com/p/d08e1affd5ec  
來源：简书  
简书著作权归作者所有，任何形式的转载都请联系作者获得授权并注明出处。

bullhead:/ # getprop | grep init.action

1|bullhead:/ # getprop | grep init.com

1|bullhead:/ # getprop | grep init.svc

[init.svc.adbd]: [running]

### Actions监听

Actions代表一些Action.Action代表一组命令,它包含一个触发器,该触发器决定了何时执行这个Action,即在什么情况下才能执行该Action中的定义命令.当一些条件满足触发器的条件时,该Action中定义的命令会被添加到要执行命令队列的尾部(如果这组命令已经在队列中,则不会再次添加).

当一个Action从队列移除时,该Action定义的命令会依次被执行.

Action的格式如下:

on <trgger> [&& <trigger>]\*

<command>

<command>

<command>

...

不难发现Action都是以on开始,随后会定义触发器(trigger),接着便是为其定义命令(Commmand).在开始讲解Trigger和Command之前,我们先来看一段Action的示例代码:

on boot

# 初始化网络

ifup lo

hostname localhost

domainname localdomain

#定义了一个action,在init初始化之前触发

on early-init

#### trigger

trigger即我们上面所说的触发器,本质上是一个字符串,能够匹配某种包含该字符串的事件.  
trigger又被细分为事件触发器(event trigger)和属性触发器(property trigger).

事件触发器可由"trigger"命令或初始化过程中通过QueueEventTrigger()触发,通常是一些事先定义的简单字符串,例如:boot,late-init  
属性触发器是当指定属性的变量值变成指定值时触发,其格式为property:<name>=\*

一个Action可以有多个属性触发器,但是最多有一个事件触发器.下面我们看两个例子:

on boot && property:a=b

该Action只有在boot事件发生时,并且属性a和b相等的情况下才会被触发.

-----------------

on property:a=b && property:c=d

该Action会在以下三种情况被触发:

* 在启动时,如果属性a的值等于b并且属性c的值等于d
* 在属性c的值已经是d的情况下,属性a的值被更新为b
* 在属性a的值已经是b的情况下,属性c的值被更新为d

当前AIL中常用的有以下几种事件触发器:

类型 说明

boot init.rc被装载后触发

device-added-<path> 指定设备被添加时触发

device-removed-<path> 指定设备被移除时触发

service-exited-<name> 在特定服务(service)退出时触发

early-init 初始化之前触发

late-init 初始化之后触发

init 初始化时触发

#### Commands

命令 解释

|  |  |
| --- | --- |
| bootchart\_init | 如果配置了bootcharing,则启动.包含在默认的init.rc中 |
| chmod | 更改文件权限 |
| chown <owner> <group> <path> | 更改文件的所有者和组  chown system system /sys/class/timed\_output/vibrator/enable |
| class\_start <serviceclass> | 启动指定类别服务下的所有未启动的服务 |
| class\_stop <serviceclass> | 停止指定类别服务类下的所有已运行的服务 |
| class\_reset <serviceclass> | 停止指定类别的所有服务(服务还在运行),但不会禁用这些服务.后面可以通过class\_start重启这些服务 |
| copy <src> <dst> | 复制文件,对二进制/大文件非常有用 |
| domainname <name> | 设置域名称 |
| enable <servicename> | 启用已经禁用的服务 |
| exec [ <seclabel> [ <user> [ <group> ]\* ]] |  |
| --<command> [ <argument> ]\* | fork一个进程执行指定命令,如果有参数,则带参数执行 |
| export <name> | 在全局环境中,将<name>变量的值设置为<value>,即以键值对的方式设置全局环境变量.这些变量对之后的任何进程都有效 |
| hostname | 设置主机名 |
| ifup <interface> | 启动某个网络接口 |
| insmod [-f] <path> [<options>] | 加载指定路径下的驱动模块。-f强制加载，即不管当前模块是否和linux kernel匹配 |
| load\_all\_props | 从/system，/vendor加载属性。默认包含在init.rc |
| load\_persist\_props | 当/data被加密时，加载固定属性 |
| loglevel <level> | 设置kernel日志等级 |
| mkdir <path> [mode] [owner] [group] | 在制定路径下创建目录 |
| mount\_all <fstab> [ <path> ]\* | 在给定的fs\_mgr-format上调用fs\_mgr\_mount和引入rc文件 |
| mount <type> <device> <dir>[ <flag> ]\* [<options>] | 挂载指定设备到指定目录下. |
| powerct | 用来应对sys.powerctl中系统属性的变化,用于系统重启 |
| restart <service> | 重启制定服务，但不会禁用该服务 |
| restorecon <path> [ <path> ]\* | 恢复指定文件到file\_contexts配置中指定的安全上线文环境 |
| restorecon\_recursive <path> [ <path> ]\* | 以递归的方式恢复指定目录到file\_contexts配置中指定的安全上下文中 |
| rm <path> | 删除指定路径下的文件 |
| rmdir <path> | 删除制定路径下的目录 |
| setprop <name> <value> | 将系统属性<name>的值设置为<value>,即以键值对的方式设置系统属性 |
| setrlimit <resource> <cur> <max> | 设置资源限制 |
| start <service> | 启动服务(如果该服务还未启动) |
| stop <service> | 关闭服务(如果该服务还未停止) |
| swapon\_all <fstab> |  |
| symlink <target> <path> | 创建一个指向<path>的符合链接<target> |
| sysclktz <mins\_west\_of\_gmt> | 设置系统时钟的基准,比如0代表GMT,即以格林尼治时间为准 |
| trigger <event> | 触发一个事件,将该action排在某个action之后(用于Action排队) |
| verity\_load\_state |  |
| verity\_update\_state <mount\_point> |  |
| wait <path> [ <timeout> ] | 等待一个文件是否存在,存在时立刻返回或者超时后返回.默认超时事件是5s |
| write <path> <content> | 写内容到指定文件中 |

动作列表用于创建所需目录，以及为某些特定文件指定权限等。  
AndroidO上支持的Command详见/system/core/init/builtins.cpp，如:

static const Map builtin\_functions = {

{"bootchart", {1, 1, do\_bootchart}},

{"chmod", {2, 2, do\_chmod}},

{"chown", {2, 3, do\_chown}},

{"class\_reset", {1, 1, do\_class\_reset}},

{"class\_restart", {1, 1, do\_class\_restart}},

{"class\_start", {1, 1, do\_class\_start}},

{"class\_stop", {1, 1, do\_class\_stop}},

...

### Services

Services代表一些Service.Service是一些在系统初始化时就启动或者退出时需要重启的程序.其格式如下:

service <name> <pathname> [ <argument> ]\*

<option>

<option>

...

不难发现,首先需要为服务定义名字,并指定程序路径,然后便是通过option来修饰服务.同样先来看一下示例:

#定义ueventd服务,设置服务为/sbin/ueventd

service ueventd /sbin/ueventd

class core#为其设置类名为core

critical#表明这是一个关键服务

seclabel u:r:ueventd:s0 #设置其安全上下文

#### Options

Options代表一些option.option用来修饰服务,决定了服务在什么时候运行以及怎样运行.AIL中提供了非常多的option,下面我们做个简单说明:

| **选项** | **解释** |
| --- | --- |
| console | 服务需要一个控制台. |
| critical | 表示这是一个关键设备服务.如果4分钟内此服务退出4次以上,那么这个设备将重启进入recovery模式 |
| disabled | 服务不会自动启动,必须通过服务名显式启动 |
| setenv <name> <value> | 在进程启动过程中,将环境变量<name>的值设置为<value>,即以键值对的方式设置环境变量 |
| socket <name> <type> <perm> [ <user> [ <group> [seclabel]]] | 创建一个unix域下的socket,其被命名/dev/socket/<name>. 并将其文件描述符fd返回给服务进程.其中,type必须为dgram,stream或者seqpacke,user和group默认是0.seclabel是该socket的SELLinux的安全上下文环境,默认是当前service的上下文环境,通过seclabel指定. |
| user <username> | 在执行此服务之前切换用户名,当前默认的是root.自Android M开始,即使它要求linux capabilities,也应该使用该选项.很明显,为了获得该功能,进程需要以root用户运行 |
| group <groupname> | 在执行此服务之前切换组名,除了第一个必须的组名外,附加的组名用于设置进程的补充组(借助setgroup()函数),当前默认的是root |
| seclabel <seclabel> | 在执行该服务之前修改其安全上下文,默认是init程序的上下文 |
| oneshot | 当服务退出时,不重启该服务 |
| class <name> | 为当前service设定一个类别.相同类别的服务将会同时启动或者停止,默认类名是default. |
| onrestart | 当服务重启时执行该命令 |
| priority <priority> | 设置服务进程的优先级.优先级取值范围为-20~19,默认是0.可以通过setpriority()设置 |

AndroidO上支持的Option详见/system/core/init/service.cpp，如：

static const Map option\_parsers = {

{"capabilities",

{1, kMax, &Service::ParseCapabilities}},

{"class", {1, kMax, &Service::ParseClass}},

{"console", {0, 1, &Service::ParseConsole}},

{"critical", {0, 0, &Service::ParseCritical}},

{"disabled", {0, 0, &Service::ParseDisabled}},

{"group", {1, NR\_SVC\_SUPP\_GIDS + 1, &Service::ParseGroup}},

{"ioprio", {2, 2, &Service::ParseIoprio}},

{"priority", {1, 1, &Service::ParsePriority}},

## 参考

[深入理解AIL语言及init.rc文件](https://www.jianshu.com/p/d08e1affd5ec)

# 属性系统

个人看来属性系统有一下四个优点，当然缺点也很明显，只能支持三种基本类型：string、int、boolean

* 全局：只要拥有对应的权限，就可以同步获取和修改
* 通用：在Java层，native层，shell层都可以获取和修改
* 初始化早：属性服务实在 init 进程中启动的，
* 使用简单：主要就两个方法 set 和 get

## build.prop概述

### build.prop是什么？

在Android中.prop类型的文件是一个属性文件，记录一些系统设置。.prop文件类似/etc中的文件。更简单的来说，就相当于Windows中的系统注册表。所以，build.prop中记录了一些系统的设置属性。这些属性包括系统初始或固定的一些参数属性、功能的开放等。通过调整/增加这些参数可以达到较调系统性能偏重点和附加功能开启的作用。

### build.prop是怎样生成的？

首先需要确定build.prop在编译过程中是由哪个Makefile、.mk或编译脚本控制的。熟悉Android编译过程的可能很容易定位到./build/core/Makefile这个文件。如果不熟悉Android编译过程可以通过查看Android整编的log。在./build/core/Makefile中，可以看到：

# build.prop

INSTALLED\_BUILD\_PROP\_TARGET := $(TARGET\_OUT)/build.prop

ALL\_DEFAULT\_INSTALLED\_MODULES += $(INSTALLED\_BUILD\_PROP\_TARGET)

ADDITIONAL\_BUILD\_PROPERTIES := \

$(call collapse-pairs, $(ADDITIONAL\_BUILD\_PROPERTIES))

ADDITIONAL\_BUILD\_PROPERTIES := $(call uniq-pairs-by-first-component, \

$(ADDITIONAL\_BUILD\_PROPERTIES),=)

ifdef TARGET\_SYSTEM\_PROP

system\_prop\_file := $(TARGET\_SYSTEM\_PROP)

else

system\_prop\_file := $(wildcard $(TARGET\_DEVICE\_DIR)/system.prop)

endif

通过Makefile文件，可以得到，build.prop的来源有：

* ./build/tools/buildinfo.sh：将buildinfo.sh的内容，直接echo到build.prop中
* system.prop：把默认的system.prop内容追加到build.prop中。如，./device/jrdcom/Alto5TF/system.prop
* ADDITIONAL\_BUILD\_PROPERTIES：把ADDITIONAL\_BUILD\_PROPERTIES中的属性追加到build.prop
* ODM/OED厂商的定制：一些厂商一般都会有自己的一些额外定制

## Api

Gh

Systemproperties类在android.os下，但这个类是隐藏的，上层程序开发无法直接使用。其实用java的反射机制是可以使用这个类。何谓java反射机制，请自行研究学习，在此不做介绍。用JNI 的方式，可以绕过Systemproperties这个类，直接本地调用来实现创建、获取及修改系统属性。

至于native的接口，则是通过jni调用的底层的，详细可以查看android\_os\_SystemProperties.cpp就知道了，例如prop set就调用了jni的static void SystemProperties\_set函数，最终通过err = property\_set(key, val);调用底层的接口函数，底层的接口具体流程后面有讲解。

## 如何使用系统属性

### native

当编写本地应用程序时，可以使用 property\_get 和 property\_set 这两个API来读取/设置属性。要使用它们，我们需要 include cutils/properties.h，并链接 libcutils 库。

int property\_get(const char \*key, char \*value, const char \*default\_value);

int8\_t property\_get\_bool(const char \*key, int8\_t default\_value);

int64\_t property\_get\_int64(const char \*key, int64\_t default\_value);

int32\_t property\_get\_int32(const char \*key, int32\_t default\_value);

int property\_set(const char \*key, const char \*value);

int property\_list(void (\*propfn)(const char \*key, const char \*value, void \*cookie), void \*cookie);

以上就是 properties.h 中申明的所有方法，其中 property\_set 返回 0 表示执行成功，返回值 <0 表示失败。

### Java

java 层调用 /frameworks/base/core/java/android/os/SystemProperties.java 中的 set 和 get 方法即可设置和获取系统属性

public static String get(String key) {}

public static String get(String key, String def) {}

public static int getInt(String key, int def) {

public static long getLong(String key, long def) {}

public static boolean getBoolean(String key, boolean def) {}

public static void set(String key, String val) {}

public static void addChangeCallback(Runnable callback) {}

通过 JNI 最终调用的还是 /system/core/libcutils/properties.c 中的 property\_get 和 property\_set

|  |  |  |
| --- | --- | --- |
| 主要通过SystemProperties中提供的get相关的方法；者直接用类**Build**.java。 | get(String key, String def)  **Build.XXX** | frameworks\base\core\[**Java**](http://lib.csdn.net/base/java)\[**android**](http://lib.csdn.net/base/android)\os\ SystemProperties.java调用jni  \frameworks\base\core\jni\android\_os\_SystemProperties.cpp |

### Shell

Android toolbox 程序提供了两个工具： setprop 和 getprop 获取和设置属性。其使用方法：

getprop <属性名>

setprop <属性名><<属性值>

可以通过命令adb shell: getprop查看手机上所有属性状态值。

默认情况下，设置属性只会使 "init" 守护程序写入共享内存，它不会执行任何脚本或二进制程序。但是，您可以将您的想要的实现的操作与init.rc中某个属性的变化相关联.例如，在默认的init.rc中有：

# adbd on at boot in emulator

on property:ro.kernel.qemu=1

start adbd

on property:persist.service.adb.enable=1

start adbd

on property:persist.service.adb.enable=0

stop adbd

这样，如果你设置persist.service.adb.enable为1 ，"init"守护程序就知道需要采取行动：开启adbd服务。

|  |  |  |  |
| --- | --- | --- | --- |
| Adb命令 |  | adb shell getprop xxxx | adb shell setprop xxxx  临时修改，不重启系统 |

### 件修改

|  |  |
| --- | --- |
| /system/build.prop | Pull/push要修改build.prop权限。可以改为644，重启生效。 |

### addChangeCallback

android-7.1.1\_r1/frameworks/base/core/java/android/view/WindowManagerGlobal.java

if (mSystemPropertyUpdater == null) {

mSystemPropertyUpdater = new Runnable() {

@Override public void run() {

synchronized (mLock) {

for (int i = mRoots.size() - 1; i >= 0; --i) {

mRoots.get(i).loadSystemProperties();

}

}

}

};

SystemProperties.addChangeCallback(mSystemPropertyUpdater);

}

### 回调原理

frameworks/base/core/jni/android\_os\_SystemProperties.cpp

**static void** SystemProperties\_add\_change\_callback(JNIEnv \*env, jobject clazz)  
{  
 *// This is called with the Java lock held.* **if** (sVM == NULL) {  
 env->GetJavaVM(&sVM);  
 }  
 **if** (sClazz == NULL) {  
 sClazz = (jclass) env->NewGlobalRef(clazz);  
 sCallChangeCallbacks = env->GetStaticMethodID(sClazz, **"callChangeCallbacks"**, **"()V"**);  
 add\_sysprop\_change\_callback(do\_report\_sysprop\_change, -10000);  
 }  
}

### key前缀分类

系统属性根据不同的应用类型，分为不可变型，持久型，网络型，启动和停止服务等。

合法性检查

**bool** is\_legal\_property\_name(**const** std::string& name) {  
 size\_t namelen = name.size();  
  
 **if** (namelen < 1) **return false**;  
 **if** (name[0] == **'.'**) **return false**;  
 **if** (name[namelen - 1] == **'.'**) **return false**;  
  
 */\* Only allow alphanumeric, plus '.', '-', '@', ':', or '\_' \*/  
 /\* Don't allow ".." to appear in a property name \*/* **for** (size\_t i = 0; i < namelen; i++) {  
 **if** (name[i] == **'.'**) {  
 *// i=0 is guaranteed to never have a dot. See above.* **if** (name[i-1] == **'.'**) **return false**;  
 **continue**;  
 }  
 **if** (name[i] == **'\_'** || name[i] == **'-'** || name[i] == **'@'** || name[i] == **':'**) **continue**;  
 **if** (name[i] >= **'a'** && name[i] <= **'z'**) **continue**;  
 **if** (name[i] >= **'A'** && name[i] <= **'Z'**) **continue**;  
 **if** (name[i] >= **'0'** && name[i] <= **'9'**) **continue**;  
 **return false**;  
 }  
  
 **return true**;  
}

#### ro

属性名称以“ro.”开头，read-only那么这个属性被视为只读属性。一旦设置，属性值不能改变。

prop\_info\* pi = (prop\_info\*) \_\_system\_property\_find(name.c\_str());  
**if** (pi != **nullptr**) {  
 *// ro.\* properties are actually "write-once".* **if** (android::base::StartsWith(name, **"ro."**)) {  
 LOG(ERROR) << **"property\_set(\""** << name << **"\", \""** << value << **"\") failed: "** << **"property already set"**;  
 **return** PROP\_ERROR\_READ\_ONLY\_PROPERTY;  
 }  
  
 \_\_system\_property\_update(pi, value.c\_str(), valuelen);  
}

root@KL300E:/data/property # setprop ro.test 1

root@KL300E:/data/property # setprop ro.test 2

setprop: failed to set property 'ro.test' to '2'

root@KL300E:/data/property # getprop ro.test

[ro.test]: [1]

生命周期：存在于内存上，手机一旦关机这些属性值，也不存在了

bullhead:/ # getprop ro.test

bullhead:/ # getprop | grep ro.test

1|bullhead:/ #

#### persist.

属性名称以“persist.”开头，当设置这个属性时，其值也将写入/data/property。

root@KL300E:/data/property # ls

persist.country.code

persist.dji.install.go

persist.hdmi.enable

其他类型的属性除了位于属性文件中的属性值之外，手机一旦关机这些属性值都会丢失，不能持久存在

#### net.

属性名称以“net.”开头，当设置这个属性时，“net.change”属性将会自动设置，以加入到最后修改的属性名。（这是很巧妙的。 netresolve模块的使用这个属性来追踪在net.\*属性上的任何变化。）

1|root@KL300E:/ # setprop net.test 0

root@KL300E:/ # getprop | grep net.test

[net.change]: [net.test]

[net.test]: [0]

root@KL300E:/ # setprop net.test2 2

root@KL300E:/ # getprop | grep net.test

[net.change]: [net.test2]

[net.test2]: [2]

[net.test]: [0]

#### ctrl.start/stop

属性“ ctrl.start ”和“ ctrl.stop ”是用来启动和停止服务。每一项服务必须在/init.rc中定义.系统启动时，与init守护进程将解析init.rc和启动属性服务。一旦收到设置“ ctrl.start ”属性的请求，属性服务将使用该属性值作为服务名找到该服务，启动该服务。这项服务的启动结果将会放入“ init.svc.<服务名>“属性中 。客户端应用程序可以轮询那个属性值，以确定结果。

#### 其他

全是虚拟机参数

dalvik.vm.

gsm.XX

init.svc.：服务控制参数

sys.usb.：usb相关

大部分前缀都可以随便选择的

### 权限鉴定

只有有权限的进程才能修改属性，要不随便写一个就改系统属性那当黑客也太容易了。权限相关定义在下面两个文件里：

system/core/init/property\_service.c

#### 定制

1. 设置了一个属性值，广播出来？.brocast.
2. 设置meta.

## 参数详解

build.prop中参数包括

1. Dalvik虚拟机相关参数
2. 系统版本、定义相关参数、
3. 基本性能相关参数、
4. 基本耗电相关参数、
5. 扩展性能较调及附加功能开启

### Dalvik虚拟机相关参数

**dalvik.vm.** **heapstartsize**

本参数控制Dalvik虚拟机在启动一个应用程序之后为其分配的初始堆栈大小，可填写的值为**2m~48m**。例如：dalvik.vm.heapstartsize=8m，就表示应用程序启动后为其分配的初始堆栈大小为8兆字节。这里分配的内存容量会影响到整个系统对RAM的使用程度，和第一次使用应用程序时的流畅程序。这个值越大，系统消耗RAM则越快，但是应用程序打开后的反应也越快。值越小，系统的RAM剩余则越多，但是程序在启动后会很卡。建议值是8m，既可以保持140M左右的RAM，程序的反应速度也会大幅度提高。

**dalvik.vm.heapsize**

本参数控制Dalvik虚拟机给一个应用程序分配的最大堆栈量，可填写的值为12m~48m。例如：dalvik.vm.heapsize=48m，就表示应用程序在任意时刻内可以使用的最大堆栈大小为48兆字节。这里分配的内存容量会影响到整个系统对RAM的使用程序，和程序在运行一段时间后的反应速度。**这个值越大，系统消耗RAM则越快，但是程序会运行的非常稳定**，尤其是游戏和视频程序的内容加载速度可以大幅度提升。值越小，系统的RAM剩余则越多，但是程序会很卡，尤其是游戏在切换场景Loading的时候会花费很多的时间。若应用程序需要使用超过这个值的内存时，将会触发系统的垃圾收集器，系统和程序就会卡顿。建议值是40~40m。

**dalvik.vm.lockprof.threshold**

本参数控制Dalvik虚拟机调试记录程序内部锁资源争夺的阈值，默认值是500。多用于程序的数据统计，对性能较调意义不大。

**dalvik.vm.stack-trace-file**

本参数控制Dalvik虚拟机的堆栈记录调试文件。用于系统调试，一般用户对其调整无意义,默认为/data/anr/traces.txt，这是开发者分析anr的重要文件。

**dalvik.vm.execution-mode**

本参数控制Dalvik虚拟机的程序执行机制。可填写的值有"int:portable"、"int:fast"和"int:jit"。int:portable表示以兼容模式运行(脚本翻译模式)，此模式下程序的兼容性最高，但其执行效率最低(程序优化度依赖于dalvik虚拟机版本)。官方默认此模式。int:fast表示以快速自优化模式运行(脚本翻译和预优化混合)，此模式下程序的兼容性很高，执行效率也比较高。因为此时dalvik虚拟机允许程序使用自己的预定义优化模式和代码(包括C/C  /汇编代码)。推荐使用。**int:jit表示以Just-In-Time**模式运行(JIT模式)，此模式下程序的兼容性最差，**但程序一旦加载后其运行效率最高(与C/C  直接编写的程序效率无异)**，因为在此模式下dalvik虚拟机会预先将Java程序翻译成针对机器平台的本地语言(Native)，同时完全允许代码中的所有预优化和代码，**允许所有不安全的非托管代码，同时不严谨的程序如果运行在JIT模式可能会造成内存泄露**。但要注意，**很多Dalvik虚拟机并不支持此模式**(如官方2.2)。

**dalvik.vm.dexopt-flags**

本参数控制Dalvik虚拟机的程序代码校验和优化。可填写的值有m、v和o。m为标准选项，可以是m=y或m=n，若m=y则启用不安全代码的校验和托管代码的优化，兼容性和安全性最高，推荐使用；

v为校验选项，可与o并存，可以是v=a或v=n。若v=a则表示校验所有代码，v=n则关闭代码的校验

o为优化选项，可与v并存。可以是o=v或o=a。若o=v则表示优化以校验过的代码，o=a则表示优化所有代码。例如：dalvik.vm.dexopt-flags=m=ydalvik.vm.dexopt-flags=v=n,o=v注意，这个参数只会影响到安装APK之后或初次使用APK时生成dex文件时有效。若整个系统(包括应用程序)为odex化，则无意义。

**dalvik.vm.verify-bytecode**

本参数控制Dalvik虚拟机是否验证应用程序的可执行代码。可以与上一个参数配合使用。可填写的值为true和false。其具体意义与dalvik.vm.dexopt-flags的v=n一模一样。但可以与dalvik.vm.dexopt-flags配合使用以取得更好的效果。例如：dalvik.vm.dexopt-flags=v=n,o=vdalvik.vm.verify-bytecode=false这样可以令后来安装的apk文件可以被优化而不被检验。dalvik.vm.checkjni，本参数控制Dalvik虚拟机在调用外部jni链接库的时候是否对其做安全性检验。可填写的值为true和false。此参数会覆盖ro.kernel.android.checkjni。若值为true，会增加程序的兼容性和稳定性，但也会增加其加载和执行的时间。推荐为false。

**dalvik.vm.deadlock-predict**

本参数控制Dalvik虚拟机对程序死锁预测处理。可填写的值有off、warn和err。off表示关闭死锁预测功能(默认设置)。warn表示在继续程序运行的同时只记录该死锁预测(如果为真死锁就会出现程序假死现象，然后等N久出现关闭)。err表示预测到死锁时马上弹出FC。注意：有些Dalvik虚拟机版本并不支持此参数。

超级急速流畅型

dalvik.vm.startheapsize=16m

dalvik.vm.heapsize=48m

dalvik.vm.execution-mode=int:jit

dalvik.vm.dexopt-flags=v=n,o=v

dalvik.vm.verify-bytecode=false

dalvik.vm.checkjni=false

常用稳定加流畅型：

dalvik.vm.startheapsize=8m

dalvik.vm.heapsize=40m

dalvik.vm.execution-mode=int:fast

dalvik.vm.dexopt-flags=m=y

dalvik.vm.verify-bytecode=false

dalvik.vm.checkjni=false

超级稳定大内存型：

dalvik.vm.startheapsize=4m

dalvik.vm.heapsize=30m

dalvik.vm.execution-mode=int:portable

dalvik.vm.dexopt-flags=v=a,o=v

dalvik.vm.verify-bytecode=true

dalvik.vm.checkjni=true

**(以荣耀一代为例，RAM 512M，以下是像我一样追求速度的童鞋的推荐参数)**  
**dalvik.vm.startheapsize=16m  
dalvik.vm.heapsize=64m（RAM大的童鞋这个参数可以再大一些）  
dalvik.vm.execution-mode=int:jit  
dalvik.vm.dexopt-flags=v=n,o=v  
dalvik.vm.verify-bytecode=false  
dalvik.vm.checkjni=false**

### 系统版本、定义等参数

**ro.build.id**

本参数定义了系统的版本ID。为系统内部使用，OTA时作为粗略版本比较。更改后可避免OTA提示，但可能会引起预装程序(如Blur)的稳定性。

#### ro.build.type

*user:性能好,Log/Debug信息少,相当于是正式版*

*//eng:Log/Debug信息相对多*

*//userdebug:debug强*

**ro.build.display.id**

本参数定义了设置中显示的系统版本号。主要用于设置中显式出现可读版本，一般用于个性化定制和第三方应用程序对系统版本的判断(如魔趣设置)。更改后可自定义版本显示，但某些第三方应用程序会出现错误(如魔趣设置无法实现机器保修查询)。

**ro.build.version.incremental**

本参数定义了系统的升级字。主要用于系统OTA精确版本比对，同时与ro.build.description和ro.build.fingerprint相匹配。更改后可以免OTA提示(如避免Miui的升级提示和Blur的升级提示)。

#### ro.product.model

本参数定义了机器的型号字符串。主要用于机器型号**显式定义(如系统设置中的手机型号和Blur、Google设置向导中的机型等)**。更改后可自定义手机型号名称，供用户界面显示。

*/\*\* The end-user-visible name for the end product. \*/***public static final** String ***MODEL*** = *getString*(**"ro.product.model"**);

如小米的

C:\Users\key.guan>adb shell

sagit:/ $ getprop | grep product

[ro.boot.product.region]: [cn]

[ro.build.product]: [sagit]

[ro.product.board]: [msm8998]

[ro.product.brand]: [Xiaomi]

[ro.product.cert]: [MCE16]

[ro.product.cpu.abi]: [arm64-v8a]

[ro.product.cpu.abilist]: [arm64-v8a,armeabi-v7a,armeabi]

[ro.product.cpu.abilist32]: [armeabi-v7a,armeabi]

[ro.product.cpu.abilist64]: [arm64-v8a]

[ro.product.cuptsm]: [XIAOMI|ESE|02|01]

[ro.product.device]: [sagit]

[ro.product.first\_api\_level]: [25]

[ro.product.locale]: [zh-CN]

[ro.product.manufacturer]: [Xiaomi]

[**ro.product.model**]: [MI 6]

[ro.product.name]: [sagit]

*/\*\* The name of the overall product. \*/***public static final** String ***PRODUCT*** = *getString*(**"ro.product.name"**);  
  
*/\*\* The name of the industrial design. \*/***public static final** String ***DEVICE*** = *getString*(**"ro.product.device"**);  
  
*/\*\* The name of the underlying board, like "goldfish". \*/***public static final** String ***BOARD*** = *getString*(**"ro.product.board"**);

# ro.build.product is obsolete; use ro.product.device （旧代码ro.build.product，使用代码ro.product.device）

**ro.product.locale.language**

本参数定义了系统的初始(默认)语言。此处注意是语言，如中文是zh，英文是en。更改后改变系统**初次启动**时的语言设置。

**ro.product.locale.region**

本参数定义了系统的初始(默认)区域。此处注意是区域，如中国大陆为CN，台湾为TW，美国为US。更改后改变系统初次启动时的区域设置。

**ro.build.description和ro.build.fingerprint**

ROM的编译综合说明。其中包含了平台硬件、Android版本、源代码分支和标签、OTA详细版本等。其中的OTA部分，例如：umts\_jordan\_china-user 2.3.6 4.5.3-109\_DPP-141323416413release-keys将此数字与ro.build.version.incremental一同更改可避免OTA升级提醒(如Miui和Blur等)。

### 基本性能相关参数

**windowsmgr.max\_events\_per\_sec**

本参数定义了Android系统的窗体事件管理器在单位时间内可以处理的最大事件数量。通过更改本参数可以获得非常明显的丝滑流畅体验。可填写的值范围为“大于0的正整数”，官方默认为60。建议150、200、260、300这几个值。当此值变大时，系统触控平滑度明显提高，但对应的CPU使用率也会升高，最终的结果就是电池续航能力下降。以我个人的经验来说，此值取到240左右时在系统设置中滑动可以得到接近WP7的流畅和平滑度。

**ro.min\_pointer\_dur**

本参数定义了两次触摸之间的最短时间间隔，单位是毫秒。默认值为25，推荐值是10。通过调整此参数可以提高系统触控的灵敏度或稳定度。当此值越大时，触控越稳定。此值越小，触控越灵敏。

**mot.proximity.delay**

本参数定义了手机光纤感应器的抖动消除时间，单位是毫秒。默认值是500，推荐值是250。通过调整此参数可以提高在通话结束后屏幕点亮的速度。当此值越大时，通话结束后屏幕点亮所需要的时间越长，但在通话过程中如果手机意外瞬间离开脸部也不会点亮屏幕，可防止通话过程中的误操作(比方说通话时不小心手机移动了一下，屏幕就会点亮，此时如果脸部触碰到了屏幕就会对通话造成影响)。此值越小，则当手机离开脸部或装入口袋后会立即点亮或关闭屏幕。

**mot.proximity.distance**

本参数定义了手机屏幕上的两个触摸点之间的最短距离，若距离小于此值则认为是一个触摸点，单位是像素。默认值是60，推荐值是100。为什么推荐100呢？因为Defy的屏幕分辨率为480x854，也就是说横向有480个像素点，对应上去也就相当于是横向并排允许4个触摸点，平均一个手指一个点，这样在类似于杀西瓜等游戏中可以提升游戏操作。

**ro.kernel.android.checkjni**

本参数定义了Dalvik虚拟机在执行程序的时候是否要做Jni链接库的检查工作。详细见Dalvik参数属性期。若考虑稳定性可使用true，若需要性能可使用false。注意：此参数会被Dalvik参数覆盖。

**ro.media.enc.jpeg.quality**

本参数定义了JPEG图像编码器所使用的质量因子，可填写的值为1~100，默认为80，推荐为100。想照出更好的照片吗？想让照片的大小轻松上M吗？那就使用100吧。

**debug.sf.hw**

本参数定义了系统是否启用GPU来渲染程序的UI，默认为0，推荐为1。但要注意，如果此值为1，在某些应用程序中可能会出现显示错乱的现象(极少见)。

**persist.sys.use\_dithering**

本参数定义了系统渲染器对图像的缩放是否启用抖动技术。可填写的值为0或1。当开启抖动后，图像的显示(指背景、解锁等的图像，并非图库、相机那些的)会很柔和，但会增加CPU负载，最终导致ROM卡顿。

**persist.sys.purgeable\_assets**

本参数定义了系统是否可以清除暂时不用的数据以释放更多的RAM。可填写的值为0或1。当值为1时，系统会定期清理不用的数据以释放更多的RAM，同时作为代价就是下次启动程序或游戏加载数据会变慢。

**video.accelerate.hw**

本参数定义了系统是否对视频启用**硬件加速**功能。这里的视频指代屏幕上显示的东西，不仅仅是“电影视频”。可填写的值为0或1。需要注意的是：摩托官方的2.2和2.3系统对此功能支持的不是很好，开启后有时反而会降低系统流畅度。但CM系统绝对建议开启。

**debug.performance.tuning**

本参数定义了系统是否针对性能做较调。可填写的值为0或1。需要注意的是：摩托官方的2.2和2.3系统对此功能支持的不是很好，开启后有时反而会降低系统流畅度。但CM系统绝对建议开启。

ro.HOME\_APP\_ADJ

ro.FOREGROUND\_APP\_ADJ

ro.VISIBLE\_APP\_ADJ

ro.PERCEPTIBLE\_APP\_ADJ

ro.HEAVY\_WEIGHT\_APP\_ADJ

ro.SECONDARY\_SERVER\_ADJ

ro.BACKUP\_APP\_ADJ

ro.HIDDEN\_APP\_MIN\_ADJ

ro.EMPTY\_APP\_ADJ

以上参数可填写的值为整数。这里只给出值的规律

0代表降低进程的优先级且驻留内存，1代表驻留内存，4代表缓存较多的内存，15代表尽量缓存内存。也就是说内存缓存器是按照ADJ从大到小来进行缓存的。大家可根据自系统中自己对各种应用程序的要求进行更改。

以下给出一个经典用例：

ro.FOREGROUND\_APP\_ADJ=0 前台程序驻留内存(不缓存)

ro.VISIBLE\_APP\_ADJ=1         可见的程序驻留内存(不缓存)

ro.PERCEPTIBLE\_APP\_ADJ=2    缓存的RAM多一些

ro.HOME\_APP\_ADJ=3         桌面程序，缓存的RAM稍多一些

ro.HEAVY\_WEIGHT\_APP\_ADJ=4        缓存的RAM再多一些

ro.SECONDARY\_SERVER\_ADJ=5        缓存的RAM再再多一些

ro.BACKUP\_APP\_ADJ=6       缓存的RAM再再再多一些

ro.HIDDEN\_APP\_MIN\_ADJ=7         隐藏的程序，根据程序的类型进行内存管理，最低为缓存的RAM再再再再多一些，最高就是直接缓存内存。

ro.EMPTY\_APP\_ADJ=15         已经退出的程序，直接缓存内存

ro.FOREGROUND\_APP\_MEM

ro.VISIBLE\_APP\_MEM

ro.PERCEPTIBLE\_APP\_MEM

ro.HEAVY\_WEIGHT\_APP\_MEM

ro.SECONDARY\_SERVER\_MEM

ro.BACKUP\_APP\_MEM

ro.HOME\_APP\_MEM

ro.HIDDEN\_APP\_MEM

ro.CONTENT\_PROVIDER\_MEM

ro.EMPTY\_APP\_MEM

以上参数定义了各种类型的应用程序在内存缓冲的大小，单位是页下面给出一个经典用例：

ro.FOREGROUND\_APP\_MEM=1280

ro.VISIBLE\_APP\_MEM=2560

ro.PERCEPTIBLE\_APP\_MEM=3840

ro.HEAVY\_WEIGHT\_APP\_MEM=6400

ro.SECONDARY\_SERVER\_MEM=7680

ro.BACKUP\_APP\_MEM=8960

ro.HOME\_APP\_MEM=5120

ro.HIDDEN\_APP\_MEM=12800

ro.CONTENT\_PROVIDER\_MEM=15360

ro.EMPTY\_APP\_MEM=20480

### 基本耗电相关参数

**wifi.supplicant\_scan\_interval**

本参数定义了Wifi扫描已保存节电的时间间隔。当点亮屏幕或打开Wifi时，系统会不停的扫描环境中是否存在已经保存的Wifi节点，当发现后则进行连接，而这个参数控制了每次扫描的时间间隔。单位是秒。取值范围是正整数。**官方默认为45，推荐180**。

**ro.mot.battmanager.wifictrl**

本参数定义了电源管理模块对Wifi的控制。默认为0。当此值为1时可以明显节电，但有时Wifi会出现不稳定的情况(不是所有ROM都如此)。

**ro.mot.deep.sleep.supported**

本参数定义了是否开启摩托的“休眠”模式。取值为true或false。当值为true时，在电源菜单中会出现“休眠”模式。此模式类似于电脑的睡眠，即将CPU等部件的电源全部关闭，只为**RAM供电**以保存休眠前的系统状态。耗电量比完全关机多一些，但可以做到**瞬间开机**。仅在官方ROM有效。

**pm.sleep\_mode**

本参数定义了系统待机时的睡眠深度，在所有Android系统上有效。取值范围是0~4，对应解释如下。0：强制关闭除RAM之外的所有部件，此状态下最省电。Defy几乎可以纯待机3~4个礼拜。但是此模式与“休眠”类似，一旦进入之后射频也会关闭，手机的2G/3G信号也就断了(语音和数据)。

1：让ARM进入中断触发的待机(超低功耗)模式。与模式0相比，本模式下射频不会关闭，而ARM可以通过软件(闹铃)和硬件(来电)中断来唤醒，因此耗电方面远大于模式0，Defy可以纯待机7天(不安装任何软件)。非常建议使用。  
2：将所有应用程序挂起到后台。与模式1相比，本模式下硬件几乎不参与多少节电，耗电自然比模式1多很多。当应用程序被挂起后，CPU的负载会大幅度降低，从而节电。此模式下Defy纯待机5天。  
3：将CPU的频率和电压降至最低，低到主频只有几十MHz的水平，而此时CPU接受外部中断(通过中断来恢复频率和电压)。与模式2相比，本模式下CPU通过降频和降压参与了节电，因此本模式的耗电比模式2多了一点。Defy纯待机约4~5天。本模式也是官方ROM和官方CM系统的默认值。  
4：CPU接受外部中断。与上述4个模式相比，此模式下几乎不做任何节电，只是关闭了屏幕和按键背光而已。Defy纯待机约2天。将上述5个模式的节电按照星级来分就是，模式0和1为5颗星，模式2和3为3颗星，模式4为1颗星。综上所属就是，模式0和模式1基本一样，是靠完全关闭几乎所有硬件部件来进行节电，省电效果最佳。模式2和模式3是靠调节CPU频率来进行节电。个人强烈推荐采用pm.sleep\_mode=1，即省电又稳定。如果想用模式0但又担心基带射频的同学可以继续往下看，解决办法在下面。

**ro.ril.disable.power.collapse**

本参数定义了是否禁止射频参与电源休眠。取值是0或1。这个参数的使用需要与上一个参数相匹配(我看到很多ROM中的这两个参数都是不匹配的，**最终造成的效果就是点亮屏幕后信号存在问题**)。当本参数为1的时候即射频永远打开，为0的时候根据上一个参数pm.sleep\_mode来判断是否关闭射频。永远打开射频必然费电，但是如果射频关闭，那手机就没信号了。那么当pm.sleep\_mode=0的时候，上面说过，此时待机会关闭几乎所有硬件部件，包括射频。而此时如果ro.ril.disable.power.collapse=1，就会保持射频的开启(即使进入休眠模式也一样)。这样即使待机，手机也有信号。但是又存在这样一个现象，在有些ROM中pm.sleep\_mode=0会带来更多的问题， **如睡死、亮屏后Wifi打不开、蓝牙打不开等**。因此建议同学们可以先尝试一下pm.sleep\_mode=0和ro.ril.disable.power.collapse=1组合使用，看看是否有bug，如果没有那自然使用此种模式，毕竟最省电了(极端省电)。对于稳定与省电兼得，可使用如下组合：pm.sleep\_mode=1ro.ril.disable.power.collapse=0这样射频在pm.sleep\_mode=1下不会被关闭，而进入休眠模式后射频会关闭。

### 参数定制建议

|  |  |  |  |
| --- | --- | --- | --- |
|  | 原生定义 | 现状 | 修改意见 |
| 系统设置-》关于设备显示-》  产品名 | **ro.product.model：**The end-user-visible name for the end product. | 硬编码或者，没有 | 类似公司华为手机，实现属性ro.product.model |
| 打印在产品硬件印刷名：同上 | 同上 | 直接是ma；GL300A | 同上 |
| 上传到服务器产品名字：同上 | 同上 | 同上 | 同上 |
| 对外宣传的名字 | **无** |  | * 旧产品保留，新产品改为，加一个ro. \*\*.product. [**media**](http://dict.cn/media)   在系统设置-》关于设备显示-》增加一个显示 |
| App与系统之间代码标志名字 | **ro.product.device ：***The name of the industrial design.* | 使用**ro.product.name** | 旧产品保留，新产品改为原生定义**ro.product.device** |
|  |  |  |  |

ro.build.product，使用代码ro.product.device

/\*\* \*/

public static final String MODEL = getString("ro.product.model");

*/\*\* The name of the overall product. \*/***public static final** String ***PRODUCT*** = *getString*(**"ro.product.name"**);  
  
*/\*\* The name of the industrial design. \*/***public static final** String ***DEVICE*** = *getString*(**"ro.product.device"**);  
  
*/\*\* The name of the underlying board, like "goldfish". \*/***public static final** String ***BOARD*** = *getString*(**"ro.product.board"**);

## 源码分析

### frameworks

**JAVA**：\frameworks\base\core\[**Java**](http://lib.csdn.net/base/java)\[**android**](http://lib.csdn.net/base/android)\os\ SystemProperties.java：get()—》native\_get

**JIN**:\frameworks\base\core\jni\android\_os\_SystemProperties.cpp: SystemProperties\_getSS-> property\_get

### **bionic：设置属性**异步socket通信

bionic是一种 [C 标准库](https://zh.wikipedia.org/wiki/C%E6%A8%99%E6%BA%96%E5%87%BD%E5%BC%8F%E5%BA%AB)，由 [Google](https://zh.wikipedia.org/wiki/Google) 所开发的[自由软件](https://zh.wikipedia.org/wiki/%E8%87%AA%E7%94%B1%E8%BB%9F%E9%AB%94)，用于 [Android](https://zh.wikipedia.org/wiki/Android) [嵌入式](https://zh.wikipedia.org/wiki/%E5%B5%8C%E5%85%A5%E5%BC%8F)系统上，采用 [BSD 授权条款](https://zh.wikipedia.org/wiki/BSD%E6%8E%88%E6%AC%8A%E6%A2%9D%E6%AC%BE)。Google 希望用它来取代 [glibc](https://zh.wikipedia.org/wiki/Glibc)，它的发展目标是达到轻量化以及高运行速度。

**操作在\bionic\libc\bionic\system\_properties.c中：**

|  |
| --- |
| int \_\_system\_property\_get(const char \*name, char \*value)  {    //数据已经存储在内存中\_\_system\_property\_area\_\_ 等待读取完返回  const prop\_info \*pi = \_\_system\_property\_find(name);  return \_\_system\_property\_read(pi, 0, value);  } |

进程启动后数据已经将系统属性数据读取到相应的**共享内存**中，保存在全局变量\_\_system\_property\_area\_\_，在

|  |
| --- |
| int \_\_system\_property\_set(const char \*key, const char \*value)  {     msg.cmd = PROP\_MSG\_SETPROP;     strlcpy(msg.name, key, sizeof msg.name);     strlcpy(msg.value, value, sizeof msg.value);     err = send\_prop\_msg(&msg);  }  static int send\_prop\_msg(prop\_msg \*msg)  {    //sokcet 通信 /dev/socket/property\_service     s = socket(AF\_LOCAL, SOCK\_STREAM, 0);     connect(s, (struct sockaddr \*) &addr, alen)     send(s, msg, sizeof(prop\_msg), 0)     close(s);  } |

通过socket向property\_service发送消息，property\_service运行在哪里呢？

### \system\core\init\

#### Property Service创建服务端socket

bullhead:/dev/socket # ls -al | grep property\_service

srw-rw-rw- 1 root root 0 1970-01-04 04:46 property\_service

**init进程启动监听过程中：**，**Property Service 是运行在init守护进程中。**

|  |
| --- |
| \system\core\init\Init.c  int main(int argc, char \*\*argv)  {     //加入到action queue队列  queue\_builtin\_action(property\_service\_init\_action, **"property\_service\_init");**   for(;;)  //执行action queue队列  //接收通过socket向property service 发送的数据;         nr = poll(ufds, fd\_count, timeout);         ……         handle\_property\_set\_fd();  }  static int **property\_service\_init\_action**(int nargs, char \*\*args)  {     start\_property\_service();  }  \system\core\init\property\_service.c：  void **start\_property\_service(void)**  {    //加载属性配置文件      load\_properties\_from\_file(PROP\_PATH\_SYSTEM\_BUILD);     load\_properties\_from\_file(PROP\_PATH\_SYSTEM\_DEFAULT);     load\_properties\_from\_file(PROP\_PATH\_LOCAL\_OVERRIDE);     load\_persistent\_properties();     //创建socket资源 并绑定     fd **= create\_socket(PROP\_SERVICE\_NAME, SOCK\_STREAM**, 0666, 0, 0);    //监听     listen(fd, 8);  } |

bullhead:/data/property # ls -al

total 40

drwx------ 2 root root 4096 1970-01-04 04:46 .

drwxrwx--x 45 system system 4096 1970-01-03 11:22 ..

-rw------- 1 root root 1 1970-01-04 04:46 persist.radio.adb\_log\_on

-rw------- 1 root root 5 1970-01-04 04:46 persist.radio.eons.enabled

-rw------- 1 root root 1 1970-01-04 04:46 persist.radio.ril\_payload\_on

-rw------- 1 root root 9 1970-01-04 04:46 persist.sys.dalvik.vm.lib.2

-rw------- 1 root root 1 1970-01-04 04:46 persist.sys.profiler\_ms

-rw------- 1 root root 3 1970-01-04 04:46 persist.sys.timezone

-rw------- 1 root root 9 1970-01-04 04:46 persist.sys.webview.vmsize

#define PROP\_PATH\_SYSTEM\_BUILD     "/system/build.prop"  
#define PROP\_PATH\_SYSTEM\_DEFAULT   "/system/default.prop"  
#define PROP\_PATH\_LOCAL\_OVERRIDE   "/data/local.prop"

Persist 顾名思义是从持久化文件读写的

#### Property Service 监听socket处理

|  |
| --- |
| //\system\core\init\property\_service.c：  void handle\_property\_set\_fd()  {    //等待建立通信     s = accept(property\_set\_fd, (struct sockaddr \*) &addr, &addr\_size)    //获取套接字相关信息 uid gid     getsockopt(s, SOL\_SOCKET, SO\_PEERCRED, &cr, &cr\_size);    //接收属性设置请求消息     recv(s, &msg, sizeof(msg), 0);    //处理消息     switch(msg.cmd) {    case PROP\_MSG\_SETPROP:        //通过设置系统属性  处理ctl.开头消息         if(memcmp(msg.name,"ctl.",4) == 0)         {            //权限检测             if (check\_control\_perms(msg.value, cr.uid, cr.gid))             {                 handle\_control\_message((char\*) msg.name + 4, (char\*) msg.value);             }         } else         {            //更改系统属性值             if (check\_perms(msg.name, cr.uid, cr.gid))             {                 property\_set((char\*) msg.name, (char\*) msg.value);             }         }    break;     }     close(s);  } |

#### 设置属性（根据key类型）

|  |
| --- |
| **int** property\_set(**const char** \*name, **const char** \*value)  {  prop\_info \*pi;  **int** ret;   size\_t namelen = strlen(name);  size\_t valuelen = strlen(value);   **if** (!is\_legal\_property\_name(name, namelen)) **return** -1;   **if (valuelen >= PROP\_VALUE\_MAX) return -1;**   pi = (prop\_info\*) \_\_system\_property\_find(name);   **if**(pi != 0) {  */\* ro.\* properties may NEVER be modified once set \*/* **if**(!strncmp(name, **"ro."**, 3)) **return** -1;   \_\_system\_property\_update(pi, value, valuelen);  } **else** {  ret = \_\_system\_property\_add(name, namelen, value, valuelen);  **if** (ret < 0) {  ERROR(**"Failed to set '%s'='%s'\n"**, name, value);  **return** ret;  }  }  */\* If name starts with "net." treat as a DNS property. \*/* **if** (strncmp(**"net."**, name, strlen(**"net."**)) == 0) {  **if** (strcmp(**"net.change"**, name) == 0) {  **return** 0;  }  */\*  \* The 'net.change' property is a special property used track when any  \* 'net.\*' property name is updated. It is \_ONLY\_ updated here. Its value  \* contains the last updated 'net.\*' property.  \*/* property\_set(**"net.change"**, name);  } **else if** (persistent\_properties\_loaded &&  strncmp(**"persist."**, name, strlen(**"persist."**)) == 0) {  */\*  \* Don't write properties to disk until after we have read all default properties  \* to prevent them from being overwritten by default values.  \*/* write\_persistent\_property(name, value);  } **else if** (strcmp(**"selinux.reload\_policy"**, name) == 0 &&  strcmp(**"1"**, value) == 0) {  selinux\_reload\_policy();  }  property\_changed(name, value);  **return** 0;  }   **void** handle\_property\_set\_fd()  {  prop\_msg msg;  **int** s;  **int** r;  **int** res;  struct ucred cr;  struct sockaddr\_un addr;  socklen\_t addr\_size = sizeof(addr);  socklen\_t cr\_size = sizeof(cr);  **char** \* source\_ctx = NULL;  struct pollfd ufds[1];  **const int** timeout\_ms = 2 \* 1000; */\* Default 2 sec timeout for caller to send property. \*/* **int** nr;   **if** ((s = accept(property\_set\_fd, (struct sockaddr \*) &addr, &addr\_size)) < 0) {  **return**;  }   */\* Check socket options here \*/* **if** (getsockopt(s, SOL\_SOCKET, SO\_PEERCRED, &cr, &cr\_size) < 0) {  close(s);  ERROR(**"Unable to receive socket options\n"**);  **return**;  }   ufds[0].fd = s;  ufds[0].events = POLLIN;  ufds[0].revents = 0;  nr = TEMP\_FAILURE\_RETRY(poll(ufds, 1, timeout\_ms));  **if** (nr == 0) {  ERROR(**"sys\_prop: timeout waiting for uid=%d to send property message.\n"**, cr.uid);  close(s);  **return**;  } **else if** (nr < 0) {  ERROR(**"sys\_prop: error waiting for uid=%d to send property message. err=%d %s\n"**, cr.uid, errno, strerror(errno));  close(s);  **return**;  }   r = TEMP\_FAILURE\_RETRY(recv(s, &msg, sizeof(msg), MSG\_DONTWAIT));  **if**(r != sizeof(prop\_msg)) {  ERROR(**"sys\_prop: mis-match msg size received: %d expected: %zu errno: %d\n"**,  r, sizeof(prop\_msg), errno);  close(s);  **return**;  }   **switch**(msg.cmd) {  **case** PROP\_MSG\_SETPROP:  msg.name[PROP\_NAME\_MAX-1] = 0;  msg.value[PROP\_VALUE\_MAX-1] = 0;   **if** (!is\_legal\_property\_name(msg.name, strlen(msg.name))) {  ERROR(**"sys\_prop: illegal property name. Got: \"%s\"\n"**, msg.name);  close(s);  **return**;  }   getpeercon(s, &source\_ctx);   **if**(memcmp(msg.name,**"ctl."**,4) == 0) {  *// Keep the old close-socket-early behavior when handling  // ctl.\* properties.* close(s);  **if** (check\_control\_mac\_perms(msg.value, source\_ctx)) {  handle\_control\_message((**char**\*) msg.name + 4, (**char**\*) msg.value);  } **else** {  ERROR(**"sys\_prop: Unable to %s service ctl [%s] uid:%d gid:%d pid:%d\n"**,  msg.name + 4, msg.value, cr.uid, cr.gid, cr.pid);  }  } **else** {  **if** (check\_perms(msg.name, source\_ctx)) {  property\_set((**char**\*) msg.name, (**char**\*) msg.value);  } **else** {  ERROR(**"sys\_prop: permission denied uid:%d name:%s\n"**,  cr.uid, msg.name);  }   *// Note: bionic's property client code assumes that the  // property server will not close the socket until \*AFTER\*  // the property is written to memory.* close(s);  }  freecon(source\_ctx);  **break**;  **default**:  close(s);  **break**;  }  } |

**修改系统属性权限表：**

property\_perms[] = {

   { "net.dns",          AID\_RADIO,    0 },

   { "net.",             AID\_SYSTEM,   0 },

   { "dev.",             AID\_SYSTEM,   0 },

   { "runtime.",         AID\_SYSTEM,   0 },

   { "sys.",             AID\_SYSTEM,   0 },

   { "service.",         AID\_SYSTEM,   0 },

   { "persist.sys.",     AID\_SYSTEM,   0 },

   { "persist.service.", AID\_SYSTEM,   0 },

   ……

    { NULL, 0, 0 }

};

一般property启动应该加在init.<your hardware>.rc而不是直接init.rc里。下面是一个init.rc里的例子：

### 开关服务

可以通过设置系统属性 改变服务的执行状态 start/stop：如果想要应用有权限启动/关闭某Native Service：需要具有system/root权限，找到对应应用uid gid，将应用名称加入到control\_perms列表中。

连着前面就是ctr.start和ctr.stop系统属性：用来启动和停止服务的。

|  |
| --- |
| void handle\_control\_message(const char \*msg, const char \*arg)  {    if (!strcmp(msg,"start")) {         msg\_start(arg);     } else if (!strcmp(msg,"stop")) {         msg\_stop(arg);     } else if (!strcmp(msg,"restart")) {         msg\_stop(arg);         msg\_start(arg);     }  }static void msg\_start(const char \*name)  {     service\_start(svc, args);  }void service\_start(struct service \*svc, const char \*dynamic\_args){    //创建进程启动服务     pid = fork();     execve(svc->args[0], (char\*\*) svc->args, (char\*\*) ENV);     //修改服务的系统属性 执行状态     notify\_service\_state(svc->name, "running");  } |

例如：　// start boot animation

# setprop ctl.start bootanim

　　　　property\_set("ctl.start", "bootanim");

定义开机启动的服务:**启动服务的时候会判断：**

static void service\_start\_if\_not\_disabled(struct service \*svc)

{        //判断是否启动

       if (!(svc->flags & SVC\_DISABLED)) {

           service\_start(svc, NULL);

       }

}

在init.rc中表明服务是否在开机时启动：

service adbd /sbin/adbd

　　　　class core

　　　　disabled //不自动启动

### 开机动画情景分析

Android系统的开机动画是由应用程序bootanimation来实现的，它位于/system/bin目录下，bootanimation在init.rc中的定义如下：

1. service bootanim /system/bin/bootanimation
2. class core
3. user graphics
4. group graphics audio
5. disabled
6. oneshot

可见，由于设置为"disable"，该应用在init启动过程中是不会启动的，需要其他地方显示的调用才能启动。那是什么时候启动的呢？当SurfaceFlinger服务启动时，会修改系统属性值ctl.start，通知init进程启动bootanimation。

SurfaceFlinger调用了startBootAnim()启动了开机动画。该函数代码如下：

1. void SurfaceFlinger::startBootAnim() {
2. // start boot animation
3. property\_set("service.bootanim.exit", "0");
4. property\_set("ctl.start", "bootanim");
5. }

可见，将系统属性ctl.start的值设置为"bootanim"。

回到init进程的init.c的main函数中：

1. **int** main(**int** argc, **char** \*\*argv) {
2. **for**(;;) {
3. nr = poll(ufds, fd\_count, timeout);
4. **if** (nr <= 0)
5. **continue**;
6. **for** (i = 0; i < fd\_count; i++) {
7. **if** (ufds[i].revents & POLLIN) {
8. **if** (ufds[i].fd == get\_property\_set\_fd())
9. handle\_property\_set\_fd();
10. **else** **if** (ufds[i].fd == get\_keychord\_fd())
11. handle\_keychord();
12. **else** **if** (ufds[i].fd == get\_signal\_fd())
13. handle\_signal();
14. }
15. }
16. }
17. }

可以看到，init进程会使用poll机制来轮询事件，其中一个事件是系统属性值被修改。得到该事件后，会执行handle\_property\_set\_fd()，代码如下：

1. if(memcmp(msg.name,"ctl.",4) == 0) {
2. // Keep the old close-socket-early behavior when handling
3. // ctl.\* properties.
4. close(s);
5. if (check\_control\_mac\_perms(msg.value, source\_ctx)) {
6. handle\_control\_message((char\*) msg.name + 4, (char\*) msg.value);
7. } else {
8. ERROR("sys\_prop: Unable to %s service ctl [%s] uid:%d gid:%d pid:%d\n",
9. msg.name + 4, msg.value, cr.uid, cr.gid, cr.pid);
10. }
11. }

该函数会进一步执行handle\_control\_message()，传入的参数msg.name=ctl.start，msg.value=bootanim。

1. void handle\_control\_message(const char \*msg, const char \*arg)
2. {
3. if (!strcmp(msg,"start")) {
4. msg\_start(arg);
5. } else if (!strcmp(msg,"stop")) {
6. msg\_stop(arg);
7. } else if (!strcmp(msg,"restart")) {
8. msg\_restart(arg);
9. } else {
10. ERROR("unknown control msg '%s'\n", msg);
11. }
12. }

由于msg == "start"，handle\_control\_message进一步执行msg\_start（），且传入的arg参数等于bootanim。msg\_start代码如下：

1. static void msg\_start(const char \*name)
2. {
3. struct service \*svc = NULL;
4. char \*tmp = NULL;
5. char \*args = NULL;
7. if (!strchr(name, ':'))
8. svc = service\_find\_by\_name(name);
9. else {
10. tmp = strdup(name);
11. if (tmp) {
12. args = strchr(tmp, ':');
13. \*args = '\0';
14. args++;
16. svc = service\_find\_by\_name(tmp);
17. }
18. }
20. if (svc) {
21. service\_start(svc, args);
22. } else {
23. ERROR("no such service '%s'\n", name);
24. }
25. if (tmp)
26. free(tmp);
27. }

该函数首先调用service\_find\_by\_name()，从service\_list中查询要启动的服务是否有存在，若存在，返回服务的相关信息。因为init.rc中有bootanimation的定义，因此在init进程执行parse\_config()时，会将该服务添加到service\_list中，所以bootanimation应用是存在的。然后，如果找到了该服务，就调用service\_start启动服务。

到此，bootanimation应用就启动了。

### 共享属性原理

初始化共享内存：属性是存储在共享内存中的,而要在使用共享内存之前呢,又必须要先初始化共享内存.初始化之后,肯定要加载那些存储属性的文件等等.这些都是init进程中完成的.

init.c 的main函数中调用了property\_init函数

init. property\_init（）

init\_property\_area

|  |  |
| --- | --- |
| 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 | static int init\_property\_area(void) {  if (property\_area\_inited)  return -1;   if(\_\_system\_property\_area\_init())//会以读写方式打开/dev/\_\_properties\_\_  return -1;   if(init\_workspace(&pa\_workspace, 0))//这里面会以只读方式再次打开/dev/\_\_properties\_\_  return -1;   fcntl(pa\_workspace.fd, F\_SETFD, FD\_CLOEXEC);   property\_area\_inited = 1;//表明共享内存已经被初始化了  return 0; } |

system\_property\_area\_init用来初始化共享内存.

|  |  |
| --- | --- |
| 1 2 3 4 | int \_\_system\_property\_area\_init() {  return map\_prop\_area\_rw(); } |

|  |  |
| --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33 34 35 36 37 38 39 40 41 42 43 44 45 46 47 48 49 50 51 | static int map\_prop\_area\_rw() {  /\* dev is a tmpfs that we can use to carve a shared workspace  \* out of, so let's do that...  \*/  //proerty\_file是 /dev/\_\_properties\_\_,要注意,这里是以可读可写方式打开的,这个文件描述符是给property service使用的  const int fd = open(property\_filename,  O\_RDWR | O\_CREAT | O\_NOFOLLOW | O\_CLOEXEC | O\_EXCL, 0444);   if (fd < 0) {  if (errno == EACCES) {  /\* for consistency with the case where the process has already  \* mapped the page in and segfaults when trying to write to it  \*/  abort();  }  return -1;  }   // TODO: Is this really required ? Does android run on any kernels that  // don't support O\_CLOEXEC ?  const int ret = fcntl(fd, F\_SETFD, FD\_CLOEXEC);  if (ret < 0) {  close(fd);  return -1;  }   if (ftruncate(fd, PA\_SIZE) < 0) {  close(fd);  return -1;  }   pa\_size = PA\_SIZE;  pa\_data\_size = pa\_size - sizeof(prop\_area);  compat\_mode = false;   //----------------pa\_size大小为128K  void \*const memory\_area = mmap(NULL, pa\_size, PROT\_READ | PROT\_WRITE, MAP\_SHARED, fd, 0);  if (memory\_area == MAP\_FAILED) {  close(fd);  return -1;  }   prop\_area \*pa = new(memory\_area) prop\_area(PROP\_AREA\_MAGIC, PROP\_AREA\_VERSION);   /\* plug into the lib property services \*/  \_\_system\_property\_area\_\_ = pa;//共享内存的起始地址存储在这个全局变量上   close(fd);  return 0; } |

我们可以看到，在init进程的main()函数里，打开了一个设备文件“/dev/\_\_**properties**”，并把它设定为128KB大小，接着调用mmap()将这块内存映射到init进程空间了。这个内存的首地址被记录在**system\_property\_area**全局变量里，以后每添加或修改一个属性，都会基于这个**system\_property\_area**变量来计算位置。

在来看下面的函数:

|  |  |
| --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 | static int init\_workspace(workspace \*w, size\_t size)//size传入的参数值是0 {  void \*data;  int fd = open(PROP\_FILENAME, O\_RDONLY | O\_NOFOLLOW);//以只读的方式再次打开/dev/\_\_properties\_\_,  if (fd < 0)  return -1;   w->size = size;  w->fd = fd;  return 0; } |

打开的句柄记录在pa\_workspace.fd处，以后每当init进程调用service\_start()时，会执行下面的代码

|  |  |
| --- | --- |
| 1 2 3 4 5 | if (properties\_inited()) {  get\_property\_workspace(&fd, &sz);  sprintf(tmp, "%d,%d", dup(fd), sz);  add\_environment("ANDROID\_PROPERTY\_WORKSPACE", tmp);  } |

说白了就是把 pa\_workspace.fd 的句柄记入一个名叫“ ANDROID\_PROPERTY\_WORKSPACE ”的环境变量去,另外size似乎没什么用,一直是0.

|  |  |
| --- | --- |
| 1 2 | root@generic\_x86\_64:/ # echo $ANDROID\_PROPERTY\_WORKSPACE  8,0 |

存入环境变量的作用是其他进程可以很方便拿到文件描述符fd,利用这个fd就可以读取属性值了.

为什么要两次open那个/dev/**properties**文件呢？是这样的：第一次open的句柄，最终是给属性服务自己用的，所以需要有读写权限；而第二次open的句柄，会被记入pa\_workspace.fd，并在合适时机添加进环境变量，**供其他进程使用，因此只能具有读取权限。**

## 小结

Property Service运行在init进程中，开机从属性文件中加载到共享内存中；设置系统属性通过socket与Property Service通信。

　　Property Consumer进程将存储系统属性值的共享内存，加载到当前进程虚拟空间中，实现对系统属性值的读取。

Property Setter进程修改系统属性，通过socket向Property Service发送消息，更改系统属性值。

属性系统设计的关键就是：跨进程共享内存的实现。

[详情看](http://blog.csdn.net/hecong_kit/article/details/46008895)

属性初始化的入口点是property\_init ，在system/core/init/property\_service.c中定义。它的主要工作是申请32k共享内存，其中前1k是属性区的头，后面31k可以存247个属性（受前1k头的限制）。property\_init初始化完property以后，加载/default.prop的属性定义。   
  
其它的系统属性（build.prop, local.prop,…）在start\_property\_service中加载。加载完属性服务创建一个socket和其他进程通信（设置或读取属性）。   
  
Init进程poll属性的socket，等待和处理属性请求。如果有请求到来，则调用handle\_property\_set\_fd来处理这个请求。在这个函数里，首先检查请求者的uid/gid看看是否有权限，如果有权限则调property\_service.c中的property\_set函数。   
  
在property\_set函数中，它先查找就没有这个属性，如果找到，更改属性。如果找不到，则添加新属性。更改时还会判断是不是“ro”属性，如果是，则不能更改。如果是persist的话还会写到/data/property/<name>中。   
  
**最后它会调property\_changed，把事件挂到队列里**，如果有人注册这个属性的话（比如init.rc中on property:ro.kernel.qemu=1），最终会调它的会调函数。   
  
property名字长度限制是32字节，值的限制是92字节。不知道是google怎么想的 — 一般都是名字比值长得多！比如[dalvik.vm.heapgrowthlimit]: [48m]
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