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#' Mixclustering  
  
#' @param X  
#' @param clust  
#' @param iterations  
#' @param initialisation  
  
#' @return  
#' @export  
  
  
library(dplyr)

## Warning: package 'dplyr' was built under R version 3.6.3

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(tidyverse)

## Warning: package 'tidyverse' was built under R version 3.6.3

## -- Attaching packages --------------------------------------- tidyverse 1.3.0 --

## v ggplot2 3.3.3 v purrr 0.3.3  
## v tibble 3.0.3 v stringr 1.4.0  
## v tidyr 1.0.2 v forcats 0.4.0  
## v readr 1.3.1

## Warning: package 'ggplot2' was built under R version 3.6.3

## Warning: package 'tibble' was built under R version 3.6.3

## Warning: package 'readr' was built under R version 3.6.3

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

library(gtools)

## Warning: package 'gtools' was built under R version 3.6.3

library(FactoMineR)

## Warning: package 'FactoMineR' was built under R version 3.6.3

library(bayess)

## Warning: package 'bayess' was built under R version 3.6.3

## Loading required package: MASS

## Warning: package 'MASS' was built under R version 3.6.3

##   
## Attaching package: 'MASS'

## The following object is masked from 'package:dplyr':  
##   
## select

## Loading required package: mnormt

## Loading required package: gplots

##   
## Attaching package: 'gplots'

## The following object is masked from 'package:stats':  
##   
## lowess

## Loading required package: combinat

##   
## Attaching package: 'combinat'

## The following object is masked from 'package:utils':  
##   
## combn

##   
## Attaching package: 'bayess'

## The following object is masked from 'package:gtools':  
##   
## rdirichlet

library(mvtnorm)

## Warning: package 'mvtnorm' was built under R version 3.6.3

library(devtools)

## Warning: package 'devtools' was built under R version 3.6.3

## Loading required package: usethis

## Warning: package 'usethis' was built under R version 3.6.3

## Error in get(genname, envir = envir) : objet 'testthat\_print' introuvable

My\_Mix\_clustering <-  
 function(X, clust, iterations, initialisation) {  
 set.seed(123)  
 n <- nrow(X) # nombre de lignes  
 col <- ncol(X) # nombre de colonnes  
  
 ## S?paration des variables qualitatives et variables quantitatives:  
  
 ## Varibales quantitatives  
 donnees\_quati <- as.matrix(X %>% select\_if(is.numeric))  
 col <- ncol(donnees\_quati)  
 ## Variables qualitatives  
 donnees\_quali <- X %>% select\_if(is.factor)  
 col\_quali <- ncol(donnees\_quali)  
  
 mod <- sapply(seq(col\_quali), function(i) {  
 length(levels(donnees\_quali[, i]))  
 })  
 # initialisation des objets  
 prop <- matrix(NA, iterations + 1, clust)  
 mu <- array(NA, dim = c(iterations + 1, clust, col))  
 sigma <- array(NA, dim = c(iterations + 1, clust, col, col))  
 alpha <- array(NA, dim = c(iterations + 1, clust, col\_quali))  
 mode(alpha) <- "list"  
 log\_vrai <- rep(0, iterations + 1)  
 # initialisation de l'algorithme => random/kmeans  
 if (initialisation == 'random') {  
 prop[1,] <- rdirichlet(1, par = rep(1, clust))  
 mu[1, ,] <- donnees\_quati[sample(1:n, clust),]  
 for (k in 1:clust)  
 sigma[1, k, ,] <- rWishart(1, 8, var(donnees\_quati))  
 }  
 if (initialisation == 'kmeans') {  
 z <- kmeans(donnees\_quati, clust)$clust  
 for (k in 1:clust) {  
 prop[1, k] <- mean(z == k)  
 mu[1, k,] <- colMeans(donnees\_quati[which(z == k),])  
 sigma[1, k, ,] <- var(donnees\_quati[which(z == k),])  
 }  
 }  
 # initialisation des parametres  
 for (k in 1:clust) {  
 for (i in 1:col\_quali) {  
 alpha[1, k, i] <- list(rdirichlet(1, rep(1, mod[i])))  
 names(alpha[1, k, i][[1]]) <- levels(donnees\_quali[, i])  
 }  
 }  
 # calcul de log de vraisemblance  
 for (i in 1:n) {  
 tmp <- 0  
 for (k in 1:clust) {  
 fk <- 1  
 for (j in 1:col\_quali) {  
 fk <-fk \* alpha[1, k, j][[1]][donnees\_quali[i, j]]  
 }  
 tmp <-  
 tmp + prop[1, k] \* (fk \* dmvnorm(donnees\_quati[i,], mu[1, k,], sigma[1, k, ,]))  
 }  
 log\_vrai[1] <- log\_vrai[1] + log(tmp)  
 }  
 # algorithme EM  
 for (iter in 1:iterations) {  
 #E-step  
 tik <- matrix(NA, n, clust)  
 for (k in 1:clust) {  
 fk <- 1  
 for (i in 1:col\_quali) {  
 fk <- fk \* alpha[iter, k, i][[1]][donnees\_quali[, i]]  
 }  
 tik[, k] <-  
 prop[iter, k] \* (fk + dmvnorm(donnees\_quati, mu[iter, k,], sigma[iter, k, ,]))  
 }  
 tik <- tik / rowSums(tik)  
 #M-step  
 for (k in 1:clust) {  
 nk <- sum(tik[, k])  
 prop[iter + 1, k] <- nk / n  
 mu[iter + 1, k,] <- colSums(tik[, k] \* donnees\_quati) / nk  
 sigma[iter + 1, k, ,] <- Reduce('+', lapply(1:n, function(m) {  
 tik[m, k] \* (donnees\_quati[m,] - mu[iter + 1, k,]) %\*% t(donnees\_quati[m,] - mu[iter + 1, k,]) / nk  
 }))  
 for (i in 1:col\_quali) {  
 alpha[iter + 1, k, i] <- list(sapply(1:mod[i], function(a) {  
 sum(tik[, k] \* (donnees\_quali[, i] == levels(donnees\_quali[, i])[a])) / nk  
 }))  
 names(alpha[iter + 1, k, i][[1]]) <- levels(donnees\_quali[, i])  
 }  
 }  
 #calcul de log vraisemblance  
 for (i in 1:n) {  
 tmp <- 0  
 for (k in 1:clust) {  
 fk <- 1  
 for (j in 1:col\_quali) {  
 fk <-fk \* alpha[iter + 1, k, j][[1]][donnees\_quali[i, j]]  
 }  
 tmp <-  
 tmp + prop[iter + 1, k] \* (fk \* dmvnorm(donnees\_quati[i,], mu[iter + 1, k,], sigma[iter + 1, k, ,]))  
 }  
 log\_vrai[iter + 1] <- log\_vrai[iter + 1] + log(tmp)  
 }  
 }  
 z <- max.col(tik)  
 BIC <- log\_vrai[iterations + 1] - clust / 2 \* log(n)  
 ICL <- BIC - sum(tik \* log(tik), na.rm = TRUE)  
  
 return(  
 list(  
 prop = prop,  
 mu = mu,  
 sigma = sigma,  
 clust = clust,  
 log\_vrai = log\_vrai,  
 z = z,  
 BIC = BIC,  
 ICL = ICL  
 )  
 )  
 }  
  
  
###############################  
  
  
x <- mtcars  
x$vs = as.factor(x$vs)  
x$am = as.factor(x$am)  
x$gear = as.factor(x$gear)  
  
mix\_clust\_kmeans <- My\_Mix\_clustering(x, 3, 20, 'kmeans')  
mix\_clust\_random <- My\_Mix\_clustering(x, 3, 20, 'random')  
  
#############################  
  
  
affiche\_graphe <- function(resultat\_mixclust){  
 res.famd <- FAMD (x, ncp = 5, graph = FALSE)  
 plot(res.famd$ind$coord[,1], res.famd$ind$coord[,2],  
 # col = res$z, pch=19, xlab = "Composante 1", ylab = "Composante 2")  
 col = resultat\_mixclust$z, pch=19, xlab = "Composante 1", ylab = "Composante 2")  
}  
  
  
  
  
  
set.seed(123)  
par(mfrow = c(1,2))  
affiche\_graphe(mix\_clust\_kmeans)  
affiche\_graphe(mix\_clust\_random)

![](data:image/png;base64,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)

par(mfrow = c(1,2))  
plot(mix\_clust\_kmeans$log\_vrai, main = "Log\_vraissemblance par Kmeans")  
plot(mix\_clust\_random$log\_vrai, main = "Log\_vraissemblance par Random"  
 )
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res.famd <- FAMD (x, ncp = 5, graph = FALSE)  
par(mfrow = c(1,2))  
plot(res.famd$ind$coord[,1], res.famd$ind$coord[,2],  
 col = mix\_clust\_kmeans$z, pch=19, xlab = "Composante 1", ylab = "Composante 2", main = "Mix Clustering par Kmeans")  
plot(res.famd$ind$coord[,1], res.famd$ind$coord[,2],  
 col = mix\_clust\_random$z, pch=19, xlab = "Composante 1", ylab = "Composante 2", main = "Mix Clustering par Random")
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