Game of Life

![](data:image/png;base64,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)
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### Abstract

Write a *C* program that plays the *Game of Life*. Accept as arguments the size of the board, the initial configuration, and the number of generations to play. Play that number of generations and display the final configuration of the board.

### John Conway’s Game of Life

The Game of Life was invented by the mathematician John Conway and was originally described in the April 1970 issue of *Scientific American* (page 120). The Game of Life has since become an interesting object of mathematical study and amusement, and it is the subject of many websites.

The game is played on a rectangular grid of cells, so that each cell has eight neighbors (adjacent cells). Each cell is either occupied by an organism or not. A pattern of occupied and unoccupied cells in the grid is called a *generation*. The rules for deriving a new generation from the previous generation are these:

1. *Death*. If an occupied cell has 0, 1, 4, 5, 6, 7, or 8 occupied neighbors, the organism dies (0 or 1 of loneliness; 4 thru 8 of overcrowding).
2. *Survival.* If an occupied cell has two or three neighbors, the organism survives to the next generation.
3. *Birth.* If an unoccupied cell has precisely three occupied neighbors, it becomes occupied by a new organism.

Examples can be found at <http://www.math.com/students/wonders/life/life.html>.

Once started with an initial configuration of organisms (Generation 0), the game continues from one generation to the next until one of three conditions is met for termination:

1. all organisms die, or
2. the pattern of organisms repeats itself from a previous generation, or
3. a predefined number of generations is reached.

Note that for some patterns, a new generation is identical to the previous one — i.e., a steady state. When this occurs, termination under condition #2 occurs. In some other common cases, a new generation is identical to the second previous generation; that is, the board oscillates back and forth between two configurations. In rare cases, a pattern repeats after an interval of more than two generations. In still other cases (some not so rare), a pattern replaces itself by a fixed offset in one or both dimensions, thereby “flying” off the screen. In this assignment, you will be responsible for terminating after a steady state is reached or an oscillation of two alternating patterns is reached.

In theory, the Game of Life is played on an infinite grid. In this assignment, your program will play on a finite grid. The same rules apply, but squares beyond the edge of the grid are assumed to be always unoccupied.

Note that, according to the rules, all changes for each generation are considered to take place simultaneously. Unfortunately, your program has to work through the board square-by-square. That is why you always need to have at least two arrays: One holding the state of the board at the beginning of the turn, and one which will be filled in with the state of the board at the end of the turn (which will be the state at the beginning of the next turn). It turns out that you will also need a third array; more about this later.

### Implementing your program

Your program needs to do several things:

* Read the arguments to the program from the command line.
* Read the initial configuration of the board from an input file.
* Allocate at least three arrays, each large enough to hold one generation of the game. Initialize the first generation with the initial configuration in the approximate center of the board.
* Play the game for as many generations as needed until one of the termination conditions above is met.
* Print out the final configuration, along with a message saying how many generations were played and under what condition the game terminated.

### Program Arguments and Input

The program should be invoked with the following ``command line’’ arguments:

*NR NC gens inputfile [print] [pause]*

where

* **NR** and **NC** are unsigned integers indicating the number of elements in the *y* and *x* directions of the grid, respectively. In other words, the number of rows and columns, respectively, in the grid
* **gens** is the number of generations to play. This value must be greater than zero. The program should halt after this number of generations. However, the program should halt prior to this number of generations if it determines that the game has reached a termination condition.
* **inputfile** is the name of a file containing a sequence of lines, each consisting of a sequence of **'x'** and **'o'** characters, indicating the occupied and unoccupied cells of the initial configuration. An **‘x’** indicates an occupied cell, an **‘o’** or a blank indicates an unoccupied cell. If a line is shorter than the width of the grid, cells to the right are considered unoccupied. If there are fewer lines in the file than the height of the grid, cells below are considered unoccupied. Note: The **‘o’** characters are included to make it easier to see the patterns in the file. When you print the grid, please only print blanks and **‘x’** characters.
* **print** is an optional argument with value of **'y'** or **'n'** indicating whether each generation (including generation 0) should be printed or displayed before proceeding to the next generation. If this item is missing, it defaults to **'n'.** Note: The user does not type the square brackets; they are used to denote that this argument is optional.
* **pause** is an optional argument with value of **'y'** or **'n'** indicating whether a keystroke is needed between generations. If this and/or the print item is missing, it defaults to **'n'**. It is not possible to specify a value for **pause** if you do not also specify a value for **print.**

After interpreting the program arguments, your program must open the input file, read its lines, and initialize the configuration in the approximate center of your board in the *x-* and *y-*dimensions. In other words, the pattern in the file starts in the upper-left corner of the grid; after you read it in, determine the number of lines and the greatest width, and shift the pattern down and to the right as needed to approximately center it.

#### Example patterns

Here is a simple pattern that happens to be a “still life” or steady state:

xx  
xx

That is, the next generation starting from this pattern produces exactly the same pattern. Here is another still life pattern:

oxo  
xox  
xox  
oxo

The following pattern produces an oscillation between a vertical line of three occupied cells and a horizontal line of three occupied cells

x  
x  
x

The following pattern is a well-studied one called the *R-Pentomino*.

oxx  
xxo  
oxo

It creates an interesting sequence of generations, including many sub-patterns that come, go, and/or fly off the edge of the board, until it finally reaches a steady state after 1176 generations.

If the pause argument is set to **'y'**, the program should wait for the user to input something from the keyboard between calls to PlayOne(). What the user inputs can be as short as the Enter key, but be sure it is clear to the user what should be entered.

### Testing

Since we are using test-driven development, you need to test all the various functions, including the helper functions. For example, test the function which tells if a cell is occupied by setting up a known pattern, then looking at several cells, both within the grid and off the edges.

You should test your complete Game of Life with several initial conditions, including patterns that you find on the web. When the graders test your program, they will use one or more standard input files containing with typical patterns. The program arguments will match the input files.