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1. **Тема**: Динамические структуры данных. Обработка деревьев
2. **Цель работы**: Составить программу на Си для построения и обработки дерева общего или упорядоченного двоичного дерева. Основные функции реализовать в виде универсальных процедур и функций.
3. **Задание** (*вариант №* 15): Проверить, находятся ли все листья двоичного дерева на одном уровне
4. **Оборудование** (*лабораторное*):

ЭВМ Pentium , процессор 2.7 ГГц , имя узла сети с ОП 4096 МБ

НМД 2 ГБ. Терминал адрес . Принтер

Другие устройства

*Оборудование ПЭВМ студента, если использовалось:*

Процессор intel core i3 , ОП 3072 , НМД 50 ГБ. Монитор

Другие устройства

1. **Программное обеспечение** (*лабораторное*):

Операционная система семейства Unix , наименование версия

Интерпретатор команд bash версия

Система программирования версия

Редактор текстов Emacs версия

Утилиты операционной системы

Прикладные системы и программы

Местонахождения и имена файлов программ и данных

*Программное обеспечение ЭВМ студента, если использовалось:*

Операционная система семейства Unix , наименование Ubuntu версия 18.04LTS

Интерпретатор команд bash версия

Система программирования версия

Редактор текстов Emacs версия

Утилиты операционной системы

Прикладные системы и программы

Местонахождения и имена файлов программ и данных

1. **Идея, метод, алгоритм** решения задачи (в формах: словесной, псевдокода, графической [блок-схема, диаграмма, рисунок, таблица] или формальное описание с пред- и постусловиями)

Программа состоит из следующих составляющих:

1) **bintree.h** - описание структуры дерева и обозначения всех функций

2) **bintree.c** — изложены все операции дерева, а также функция, выполняющая задание

3) **main.c** — главная часть, вызывающая функции

Для реализации необходимо создать следующие операции: создание и удаление дерева, добавление элемента, удаление элемента, печать дерева, проверка уровней листьев.

1. **Сценарий выполнения работы** [план работы, первоначальный текст программы в черновике (можно на отдельном листе) и тесты, либо соображения по тестированию].

Для выполнения задания создаём функцию lvl которая будет считать уровень узла. Далее пробегаем по дереву и находим уровни всех листьев. Данные записываем в созданный нами вектор, причём в первой ячейке будет храниться количество найденных листьев, а затем их уровни. Далее просто сравниваем первый элемент со всеми остальными.

*Пункты 1-7 отчёта составляются* ***строго до*** *начала лабораторной работы.*

Допущен к выполнению работы. Подпись преподавателя

1. **Распечатка протокола** (подклеить листинг окончательного варианта программы с текстовыми примерами, подписанный преподавателем)

|  |  |
| --- | --- |
| **bintree.c**  #include "bintree.h"  Bintree tree\_create(void)  {  Bintree tree;  tree.root = NULL;  tree.size = 0;  return tree;  }  Node \*node\_create(data\_type elem)  {  Node \*new\_node;  new\_node = (Node \*)malloc(sizeof(Node));  new\_node->key = elem;  new\_node->left = NULL;  new\_node->right = NULL;  return new\_node;  }  void node\_destroy(Node \*node)  {  free(node);  node = NULL;  }  bool node\_is\_leaf(Node \*node)  {  return node->right == NULL && node->left == NULL;  }  void tree\_insert(Bintree \*tree, data\_type key)  {  Node \*tmp;  Node \*leaf;  Node \*new;  leaf = NULL;  tmp = tree->root;  new = node\_create(key);  while (tmp != NULL) {  leaf = tmp;  if (key < tmp->key)  tmp = tmp->left;  else  tmp = tmp->right;  }  if (leaf == NULL)  tree->root = new;  else {  if (key < leaf->key)  leaf->left = new;  else  leaf->right = new;  }  tree->size++;  }  Node \*search\_min\_node\_in\_subtree(Node \*subtree)  {  Node \*res;  res = subtree;  while (res->left != NULL)  res = res->left;  return res;  }  Node \*search\_max\_node\_in\_subtree(Node \*subtree)  {  Node \*res;  res = subtree;  while (res->right!= NULL)  res = res->right;  return res;  }  Node \*serch\_rec\_par\_del(Node \*node, data\_type key)  {  if (node == NULL)  return NULL;  if ((node->left != NULL && node->left->key == key) || (node->right != NULL && node->right->key == key))  return node;  if (key < node->key)  return serch\_rec\_par\_del(node->left, key);  else  return serch\_rec\_par\_del(node->right, key);  }  Node \*search\_par\_del(Bintree \*tree, data\_type key)  {  Node \*tmp;  tmp = tree->root;  return serch\_rec\_par\_del(tmp, key);  }  int del\_root(Bintree \*tree)  {  Node \*del;  Node \*min\_node;  del = tree->root;  if (tree->size == 1) {  tree->root = NULL;  node\_destroy(del);  }  else if (del->left == NULL && del->right != NULL) {  tree->root = del->right;  node\_destroy(del);  } else if (del->left != NULL && del->right == NULL) {  tree->root = del->left;  node\_destroy(del);  } else {  min\_node = search\_min\_node\_in\_subtree(del->right);  min\_node->left = del->left;  tree->root = del->right;  node\_destroy(del);  }  tree->size--;  return (1);  }  void del\_elem\_with\_one\_subtree(Node \*par, Node \*del, char c)  {  if (c == 'l') {  if (par->left == del)  par->left = del->left;  else  par->right = del->left;  } else {  if (par->left == del)  par->left = del->right;  else  par->right = del->right;  }  node\_destroy(del);  }  int tree\_del(Bintree \*tree, data\_type key)  {  Node \*par;  Node \*del;  Node \*min\_node;  if (tree->size == 0)  return -1;  if (tree->root->key == key) {  return del\_root(tree);  }  par = search\_par\_del(tree, key);  if (par == NULL)  return -1;  if (par->left != NULL && par->left->key == key)  del = par->left;  else  del = par->right;  if (node\_is\_leaf(del)) {  if (par->left != NULL && par->left == del)  par->left = NULL;  else  par->right = NULL;  node\_destroy(del);  }  else if (del->left == NULL && del->right != NULL)  del\_elem\_with\_one\_subtree(par, del, 'r');  else if (del->left != NULL && del->right == NULL)  del\_elem\_with\_one\_subtree(par, del, 'l');  else {  min\_node = search\_min\_node\_in\_subtree(del->right);  min\_node->left = del->left;  if (par->left == del)  par->left = del->right;  else  par->right = del->right;  node\_destroy(del);  }  tree->size--;  return 1;  }  void rec\_destroy(Node \*node)  {  if (node == NULL)  return ;  rec\_destroy(node->left);  rec\_destroy(node->right);  node\_destroy(node);  }  void tree\_destroy(Bintree \*tree)  {  rec\_destroy(tree->root);  tree->root = NULL;  } | **bintree.h**  #ifndef BINTREE\_H\_  #define BINTREE\_H\_  #include "stdlib.h"  #include "stdio.h"  #include "stdbool.h"  typedef int data\_type;  typedef struct elem {  data\_type key;  struct elem \*left;  struct elem \*right;  } Node;  typedef struct {  Node \*root;  int size;  } Bintree;  Bintree tree\_create(void);  Node \*node\_create(data\_type elem);  bool node\_is\_leaf(Node \*node);  void tree\_insert(Bintree \*tree, data\_type key);  int tree\_del(Bintree \*tree, data\_type key);  void tree\_destroy(Bintree \*tree);  void tree\_print(Bintree \*tree);  void leafscheck(Bintree \*tree);  #endif  **main.c**  #include "bintree.h"  #include <time.h>  void help(void)  {  printf("INSERT: Press a\n");  printf("DELETE: Press d\n");  printf("PRINT: Press p\n");  printf("CHECKLEALS: Press l\n");  printf("INSTRUCTIONs: Press i\n");  printf("EXIT: Press q\n");  }  int main(void)  {  Bintree tree;  int value;  char c;  tree = tree\_create();  help();  while (true) {  scanf("%c", &c);  switch (c) {  case 'a':  printf("Enter key: ");  scanf("%d", &value);  tree\_insert(&tree, value);  break;  case 'd':  printf("Enter key: ");  scanf("%d", &value);  if (tree\_del(&tree, value) == -1)  printf("This key is not exist\n");  break;  case 'p':  tree\_print(&tree);  break;  case 'l':    leafscheck(&tree);  break;  case 'i':  help();  break;  case 'q':  tree\_destroy(&tree);  return 0;  break;  }  }  }  **bintree.c**  void rec\_print(Node \*tmp, int h)  {  if (tmp == NULL)  return ;  rec\_print(tmp->right, h + 5);  printf("%\*d\n", h, tmp->key);  rec\_print(tmp->left, h + 5);  }  void tree\_print(Bintree \*tree)  {  rec\_print(tree->root, 0);  }  data\_type tree\_min(Bintree \*tree)  {  Node \*node;  node = search\_min\_node\_in\_subtree(tree->root);  return node->key;  }  data\_type tree\_max(Bintree \*tree)  {  Node \*node;  node = search\_max\_node\_in\_subtree(tree->root);  return node->key;  }  int firstlvl(Node \*node)  {  int q = 0;  while (!node\_is\_leaf(node)){  if(node->left != NULL){  node = node->left;  } else node = node->left;  q++;  }  return q;  }  int lvl(Node \*node, data\_type key)  {  int q = 0;  while (!node\_is\_leaf(node)){  if (key < node->key){  node = node->left;  q++;  } else{  node = node->right;  q++;  }  }  if (node\_is\_leaf(node) && node->key == key){  return q;  } else printf("error\n");  }  void leafscheck\_rec(Node \*node, Node \*mode, int\* vc)  {  if (node != NULL){  if (node\_is\_leaf(node)){  vc = (int \*)realloc(vc, (vc[0] + 1) \* sizeof(int));  vc[0]++;  vc[vc[0]] = lvl(mode, node->key);    }  leafscheck\_rec(node->left, mode, vc);  leafscheck\_rec(node->right, mode, vc);  }    }  void leafscheck (Bintree \*tree)  {  int\* vc = (int \*)malloc(sizeof(int));  vc[0] = 0;  leafscheck\_rec(tree->root, tree->root, vc);  for (int i = 1; i <= vc[0]; i++){  if (vc[1] != vc[i]){  printf("NO\n");  free(vc);  return;  }  }  printf("YES\n");  free(vc);  return;  } |

gennadii@lenovo-b560:~/workdir/23$ ./a.out

INSERT: Press a

DELETE: Press d

PRINT: Press p

CHECKLEALS: Press l

INSTRUCTIONs: Press i

EXIT: Press q
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**9.Дневник отладки** должен содержать дату и время сеансов отладки, и основные ошибки (ошибки в сценарии и программе, не стандартные операции) и краткие комментарии к ним. В дневнике отладки приводятся сведения об использовании других ЭВМ, существенном участии преподавателя и других лиц в написании и отладке программы.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| № | Лаб.  или  дом. | Дата | Время | Событие | Действие по исправлению | Примечание |
|  |  |  |  |  |  |  |

1. Замечание автора по существу работы
2. Выводы: Бинарное дерево — это иерархическая структура данных, в которой каждый узел имеет значение (оно же является в данном случае и ключом) и ссылки на левого и правого потомка. Узел, находящийся на самом верхнем уровне (не являющийся чьим либо потомком) называется корнем. Узлы, не имеющие потомков (оба потомка которых равны NULL) называются листьями. Причина, по которой бинарные деревья используются чаще, чем n-арные деревья для поиска, состоит в том, что n-арные деревья более сложны, но обычно не обеспечивают реального преимущества скорости.

![](data:image/gif;base64,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)