|  |
| --- |
| {  Movie\_recommender |
|  |  | "cells": [ |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 18, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "import numpy as np\n", |
|  |  | "import pandas as pd\n", |
|  |  | "import sklearn" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 39, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "df1= pd.read\_csv('credits.csv')\n", |
|  |  | "df2= pd.read\_csv('movies.csv')" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 40, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "data": { |
|  |  | "text/html": [ |
|  |  | "<div>\n", |
|  |  | "<style scoped>\n", |
|  |  | " .dataframe tbody tr th:only-of-type {\n", |
|  |  | " vertical-align: middle;\n", |
|  |  | " }\n", |
|  |  | "\n", |
|  |  | " .dataframe tbody tr th {\n", |
|  |  | " vertical-align: top;\n", |
|  |  | " }\n", |
|  |  | "\n", |
|  |  | " .dataframe thead th {\n", |
|  |  | " text-align: right;\n", |
|  |  | " }\n", |
|  |  | "</style>\n", |
|  |  | "<table border=\"1\" class=\"dataframe\">\n", |
|  |  | " <thead>\n", |
|  |  | " <tr style=\"text-align: right;\">\n", |
|  |  | " <th></th>\n", |
|  |  | " <th>movie\_id</th>\n", |
|  |  | " <th>title</th>\n", |
|  |  | " <th>cast</th>\n", |
|  |  | " <th>crew</th>\n", |
|  |  | " </tr>\n", |
|  |  | " </thead>\n", |
|  |  | " <tbody>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>0</td>\n", |
|  |  | " <td>19995</td>\n", |
|  |  | " <td>Avatar</td>\n", |
|  |  | " <td>[{\"cast\_id\": 242, \"character\": \"Jake Sully\", \"...</td>\n", |
|  |  | " <td>[{\"credit\_id\": \"52fe48009251416c750aca23\", \"de...</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>285</td>\n", |
|  |  | " <td>Pirates of the Caribbean: At World's End</td>\n", |
|  |  | " <td>[{\"cast\_id\": 4, \"character\": \"Captain Jack Spa...</td>\n", |
|  |  | " <td>[{\"credit\_id\": \"52fe4232c3a36847f800b579\", \"de...</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>2</td>\n", |
|  |  | " <td>206647</td>\n", |
|  |  | " <td>Spectre</td>\n", |
|  |  | " <td>[{\"cast\_id\": 1, \"character\": \"James Bond\", \"cr...</td>\n", |
|  |  | " <td>[{\"credit\_id\": \"54805967c3a36829b5002c41\", \"de...</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>3</td>\n", |
|  |  | " <td>49026</td>\n", |
|  |  | " <td>The Dark Knight Rises</td>\n", |
|  |  | " <td>[{\"cast\_id\": 2, \"character\": \"Bruce Wayne / Ba...</td>\n", |
|  |  | " <td>[{\"credit\_id\": \"52fe4781c3a36847f81398c3\", \"de...</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>4</td>\n", |
|  |  | " <td>49529</td>\n", |
|  |  | " <td>John Carter</td>\n", |
|  |  | " <td>[{\"cast\_id\": 5, \"character\": \"John Carter\", \"c...</td>\n", |
|  |  | " <td>[{\"credit\_id\": \"52fe479ac3a36847f813eaa3\", \"de...</td>\n", |
|  |  | " </tr>\n", |
|  |  | " </tbody>\n", |
|  |  | "</table>\n", |
|  |  | "</div>" |
|  |  | ], |
|  |  | "text/plain": [ |
|  |  | " movie\_id title \\\n", |
|  |  | "0 19995 Avatar \n", |
|  |  | "1 285 Pirates of the Caribbean: At World's End \n", |
|  |  | "2 206647 Spectre \n", |
|  |  | "3 49026 The Dark Knight Rises \n", |
|  |  | "4 49529 John Carter \n", |
|  |  | "\n", |
|  |  | " cast \\\n", |
|  |  | "0 [{\"cast\_id\": 242, \"character\": \"Jake Sully\", \"... \n", |
|  |  | "1 [{\"cast\_id\": 4, \"character\": \"Captain Jack Spa... \n", |
|  |  | "2 [{\"cast\_id\": 1, \"character\": \"James Bond\", \"cr... \n", |
|  |  | "3 [{\"cast\_id\": 2, \"character\": \"Bruce Wayne / Ba... \n", |
|  |  | "4 [{\"cast\_id\": 5, \"character\": \"John Carter\", \"c... \n", |
|  |  | "\n", |
|  |  | " crew \n", |
|  |  | "0 [{\"credit\_id\": \"52fe48009251416c750aca23\", \"de... \n", |
|  |  | "1 [{\"credit\_id\": \"52fe4232c3a36847f800b579\", \"de... \n", |
|  |  | "2 [{\"credit\_id\": \"54805967c3a36829b5002c41\", \"de... \n", |
|  |  | "3 [{\"credit\_id\": \"52fe4781c3a36847f81398c3\", \"de... \n", |
|  |  | "4 [{\"credit\_id\": \"52fe479ac3a36847f813eaa3\", \"de... " |
|  |  | ] |
|  |  | }, |
|  |  | "execution\_count": 40, |
|  |  | "metadata": {}, |
|  |  | "output\_type": "execute\_result" |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "df1.head()" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 41, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "data": { |
|  |  | "text/html": [ |
|  |  | "<div>\n", |
|  |  | "<style scoped>\n", |
|  |  | " .dataframe tbody tr th:only-of-type {\n", |
|  |  | " vertical-align: middle;\n", |
|  |  | " }\n", |
|  |  | "\n", |
|  |  | " .dataframe tbody tr th {\n", |
|  |  | " vertical-align: top;\n", |
|  |  | " }\n", |
|  |  | "\n", |
|  |  | " .dataframe thead th {\n", |
|  |  | " text-align: right;\n", |
|  |  | " }\n", |
|  |  | "</style>\n", |
|  |  | "<table border=\"1\" class=\"dataframe\">\n", |
|  |  | " <thead>\n", |
|  |  | " <tr style=\"text-align: right;\">\n", |
|  |  | " <th></th>\n", |
|  |  | " <th>budget</th>\n", |
|  |  | " <th>genres</th>\n", |
|  |  | " <th>homepage</th>\n", |
|  |  | " <th>id</th>\n", |
|  |  | " <th>keywords</th>\n", |
|  |  | " <th>original\_language</th>\n", |
|  |  | " <th>original\_title</th>\n", |
|  |  | " <th>overview</th>\n", |
|  |  | " <th>popularity</th>\n", |
|  |  | " <th>production\_companies</th>\n", |
|  |  | " <th>production\_countries</th>\n", |
|  |  | " <th>release\_date</th>\n", |
|  |  | " <th>revenue</th>\n", |
|  |  | " <th>runtime</th>\n", |
|  |  | " <th>spoken\_languages</th>\n", |
|  |  | " <th>status</th>\n", |
|  |  | " <th>tagline</th>\n", |
|  |  | " <th>title</th>\n", |
|  |  | " <th>vote\_average</th>\n", |
|  |  | " <th>vote\_count</th>\n", |
|  |  | " </tr>\n", |
|  |  | " </thead>\n", |
|  |  | " <tbody>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>0</td>\n", |
|  |  | " <td>237000000</td>\n", |
|  |  | " <td>[{\"id\": 28, \"name\": \"Action\"}, {\"id\": 12, \"nam...</td>\n", |
|  |  | " <td>http://www.avatarmovie.com/</td>\n", |
|  |  | " <td>19995</td>\n", |
|  |  | " <td>[{\"id\": 1463, \"name\": \"culture clash\"}, {\"id\":...</td>\n", |
|  |  | " <td>en</td>\n", |
|  |  | " <td>Avatar</td>\n", |
|  |  | " <td>In the 22nd century, a paraplegic Marine is di...</td>\n", |
|  |  | " <td>150.437577</td>\n", |
|  |  | " <td>[{\"name\": \"Ingenious Film Partners\", \"id\": 289...</td>\n", |
|  |  | " <td>[{\"iso\_3166\_1\": \"US\", \"name\": \"United States o...</td>\n", |
|  |  | " <td>2009-12-10</td>\n", |
|  |  | " <td>2787965087</td>\n", |
|  |  | " <td>162.0</td>\n", |
|  |  | " <td>[{\"iso\_639\_1\": \"en\", \"name\": \"English\"}, {\"iso...</td>\n", |
|  |  | " <td>Released</td>\n", |
|  |  | " <td>Enter the World of Pandora.</td>\n", |
|  |  | " <td>Avatar</td>\n", |
|  |  | " <td>7.2</td>\n", |
|  |  | " <td>11800</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>300000000</td>\n", |
|  |  | " <td>[{\"id\": 12, \"name\": \"Adventure\"}, {\"id\": 14, \"...</td>\n", |
|  |  | " <td>http://disney.go.com/disneypictures/pirates/</td>\n", |
|  |  | " <td>285</td>\n", |
|  |  | " <td>[{\"id\": 270, \"name\": \"ocean\"}, {\"id\": 726, \"na...</td>\n", |
|  |  | " <td>en</td>\n", |
|  |  | " <td>Pirates of the Caribbean: At World's End</td>\n", |
|  |  | " <td>Captain Barbossa, long believed to be dead, ha...</td>\n", |
|  |  | " <td>139.082615</td>\n", |
|  |  | " <td>[{\"name\": \"Walt Disney Pictures\", \"id\": 2}, {\"...</td>\n", |
|  |  | " <td>[{\"iso\_3166\_1\": \"US\", \"name\": \"United States o...</td>\n", |
|  |  | " <td>2007-05-19</td>\n", |
|  |  | " <td>961000000</td>\n", |
|  |  | " <td>169.0</td>\n", |
|  |  | " <td>[{\"iso\_639\_1\": \"en\", \"name\": \"English\"}]</td>\n", |
|  |  | " <td>Released</td>\n", |
|  |  | " <td>At the end of the world, the adventure begins.</td>\n", |
|  |  | " <td>Pirates of the Caribbean: At World's End</td>\n", |
|  |  | " <td>6.9</td>\n", |
|  |  | " <td>4500</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>2</td>\n", |
|  |  | " <td>245000000</td>\n", |
|  |  | " <td>[{\"id\": 28, \"name\": \"Action\"}, {\"id\": 12, \"nam...</td>\n", |
|  |  | " <td>http://www.sonypictures.com/movies/spectre/</td>\n", |
|  |  | " <td>206647</td>\n", |
|  |  | " <td>[{\"id\": 470, \"name\": \"spy\"}, {\"id\": 818, \"name...</td>\n", |
|  |  | " <td>en</td>\n", |
|  |  | " <td>Spectre</td>\n", |
|  |  | " <td>A cryptic message from Bond’s past sends him o...</td>\n", |
|  |  | " <td>107.376788</td>\n", |
|  |  | " <td>[{\"name\": \"Columbia Pictures\", \"id\": 5}, {\"nam...</td>\n", |
|  |  | " <td>[{\"iso\_3166\_1\": \"GB\", \"name\": \"United Kingdom\"...</td>\n", |
|  |  | " <td>2015-10-26</td>\n", |
|  |  | " <td>880674609</td>\n", |
|  |  | " <td>148.0</td>\n", |
|  |  | " <td>[{\"iso\_639\_1\": \"fr\", \"name\": \"Fran\\u00e7ais\"},...</td>\n", |
|  |  | " <td>Released</td>\n", |
|  |  | " <td>A Plan No One Escapes</td>\n", |
|  |  | " <td>Spectre</td>\n", |
|  |  | " <td>6.3</td>\n", |
|  |  | " <td>4466</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>3</td>\n", |
|  |  | " <td>250000000</td>\n", |
|  |  | " <td>[{\"id\": 28, \"name\": \"Action\"}, {\"id\": 80, \"nam...</td>\n", |
|  |  | " <td>http://www.thedarkknightrises.com/</td>\n", |
|  |  | " <td>49026</td>\n", |
|  |  | " <td>[{\"id\": 849, \"name\": \"dc comics\"}, {\"id\": 853,...</td>\n", |
|  |  | " <td>en</td>\n", |
|  |  | " <td>The Dark Knight Rises</td>\n", |
|  |  | " <td>Following the death of District Attorney Harve...</td>\n", |
|  |  | " <td>112.312950</td>\n", |
|  |  | " <td>[{\"name\": \"Legendary Pictures\", \"id\": 923}, {\"...</td>\n", |
|  |  | " <td>[{\"iso\_3166\_1\": \"US\", \"name\": \"United States o...</td>\n", |
|  |  | " <td>2012-07-16</td>\n", |
|  |  | " <td>1084939099</td>\n", |
|  |  | " <td>165.0</td>\n", |
|  |  | " <td>[{\"iso\_639\_1\": \"en\", \"name\": \"English\"}]</td>\n", |
|  |  | " <td>Released</td>\n", |
|  |  | " <td>The Legend Ends</td>\n", |
|  |  | " <td>The Dark Knight Rises</td>\n", |
|  |  | " <td>7.6</td>\n", |
|  |  | " <td>9106</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>4</td>\n", |
|  |  | " <td>260000000</td>\n", |
|  |  | " <td>[{\"id\": 28, \"name\": \"Action\"}, {\"id\": 12, \"nam...</td>\n", |
|  |  | " <td>http://movies.disney.com/john-carter</td>\n", |
|  |  | " <td>49529</td>\n", |
|  |  | " <td>[{\"id\": 818, \"name\": \"based on novel\"}, {\"id\":...</td>\n", |
|  |  | " <td>en</td>\n", |
|  |  | " <td>John Carter</td>\n", |
|  |  | " <td>John Carter is a war-weary, former military ca...</td>\n", |
|  |  | " <td>43.926995</td>\n", |
|  |  | " <td>[{\"name\": \"Walt Disney Pictures\", \"id\": 2}]</td>\n", |
|  |  | " <td>[{\"iso\_3166\_1\": \"US\", \"name\": \"United States o...</td>\n", |
|  |  | " <td>2012-03-07</td>\n", |
|  |  | " <td>284139100</td>\n", |
|  |  | " <td>132.0</td>\n", |
|  |  | " <td>[{\"iso\_639\_1\": \"en\", \"name\": \"English\"}]</td>\n", |
|  |  | " <td>Released</td>\n", |
|  |  | " <td>Lost in our world, found in another.</td>\n", |
|  |  | " <td>John Carter</td>\n", |
|  |  | " <td>6.1</td>\n", |
|  |  | " <td>2124</td>\n", |
|  |  | " </tr>\n", |
|  |  | " </tbody>\n", |
|  |  | "</table>\n", |
|  |  | "</div>" |
|  |  | ], |
|  |  | "text/plain": [ |
|  |  | " budget genres \\\n", |
|  |  | "0 237000000 [{\"id\": 28, \"name\": \"Action\"}, {\"id\": 12, \"nam... \n", |
|  |  | "1 300000000 [{\"id\": 12, \"name\": \"Adventure\"}, {\"id\": 14, \"... \n", |
|  |  | "2 245000000 [{\"id\": 28, \"name\": \"Action\"}, {\"id\": 12, \"nam... \n", |
|  |  | "3 250000000 [{\"id\": 28, \"name\": \"Action\"}, {\"id\": 80, \"nam... \n", |
|  |  | "4 260000000 [{\"id\": 28, \"name\": \"Action\"}, {\"id\": 12, \"nam... \n", |
|  |  | "\n", |
|  |  | " homepage id \\\n", |
|  |  | "0 http://www.avatarmovie.com/ 19995 \n", |
|  |  | "1 http://disney.go.com/disneypictures/pirates/ 285 \n", |
|  |  | "2 http://www.sonypictures.com/movies/spectre/ 206647 \n", |
|  |  | "3 http://www.thedarkknightrises.com/ 49026 \n", |
|  |  | "4 http://movies.disney.com/john-carter 49529 \n", |
|  |  | "\n", |
|  |  | " keywords original\_language \\\n", |
|  |  | "0 [{\"id\": 1463, \"name\": \"culture clash\"}, {\"id\":... en \n", |
|  |  | "1 [{\"id\": 270, \"name\": \"ocean\"}, {\"id\": 726, \"na... en \n", |
|  |  | "2 [{\"id\": 470, \"name\": \"spy\"}, {\"id\": 818, \"name... en \n", |
|  |  | "3 [{\"id\": 849, \"name\": \"dc comics\"}, {\"id\": 853,... en \n", |
|  |  | "4 [{\"id\": 818, \"name\": \"based on novel\"}, {\"id\":... en \n", |
|  |  | "\n", |
|  |  | " original\_title \\\n", |
|  |  | "0 Avatar \n", |
|  |  | "1 Pirates of the Caribbean: At World's End \n", |
|  |  | "2 Spectre \n", |
|  |  | "3 The Dark Knight Rises \n", |
|  |  | "4 John Carter \n", |
|  |  | "\n", |
|  |  | " overview popularity \\\n", |
|  |  | "0 In the 22nd century, a paraplegic Marine is di... 150.437577 \n", |
|  |  | "1 Captain Barbossa, long believed to be dead, ha... 139.082615 \n", |
|  |  | "2 A cryptic message from Bond’s past sends him o... 107.376788 \n", |
|  |  | "3 Following the death of District Attorney Harve... 112.312950 \n", |
|  |  | "4 John Carter is a war-weary, former military ca... 43.926995 \n", |
|  |  | "\n", |
|  |  | " production\_companies \\\n", |
|  |  | "0 [{\"name\": \"Ingenious Film Partners\", \"id\": 289... \n", |
|  |  | "1 [{\"name\": \"Walt Disney Pictures\", \"id\": 2}, {\"... \n", |
|  |  | "2 [{\"name\": \"Columbia Pictures\", \"id\": 5}, {\"nam... \n", |
|  |  | "3 [{\"name\": \"Legendary Pictures\", \"id\": 923}, {\"... \n", |
|  |  | "4 [{\"name\": \"Walt Disney Pictures\", \"id\": 2}] \n", |
|  |  | "\n", |
|  |  | " production\_countries release\_date revenue \\\n", |
|  |  | "0 [{\"iso\_3166\_1\": \"US\", \"name\": \"United States o... 2009-12-10 2787965087 \n", |
|  |  | "1 [{\"iso\_3166\_1\": \"US\", \"name\": \"United States o... 2007-05-19 961000000 \n", |
|  |  | "2 [{\"iso\_3166\_1\": \"GB\", \"name\": \"United Kingdom\"... 2015-10-26 880674609 \n", |
|  |  | "3 [{\"iso\_3166\_1\": \"US\", \"name\": \"United States o... 2012-07-16 1084939099 \n", |
|  |  | "4 [{\"iso\_3166\_1\": \"US\", \"name\": \"United States o... 2012-03-07 284139100 \n", |
|  |  | "\n", |
|  |  | " runtime spoken\_languages status \\\n", |
|  |  | "0 162.0 [{\"iso\_639\_1\": \"en\", \"name\": \"English\"}, {\"iso... Released \n", |
|  |  | "1 169.0 [{\"iso\_639\_1\": \"en\", \"name\": \"English\"}] Released \n", |
|  |  | "2 148.0 [{\"iso\_639\_1\": \"fr\", \"name\": \"Fran\\u00e7ais\"},... Released \n", |
|  |  | "3 165.0 [{\"iso\_639\_1\": \"en\", \"name\": \"English\"}] Released \n", |
|  |  | "4 132.0 [{\"iso\_639\_1\": \"en\", \"name\": \"English\"}] Released \n", |
|  |  | "\n", |
|  |  | " tagline \\\n", |
|  |  | "0 Enter the World of Pandora. \n", |
|  |  | "1 At the end of the world, the adventure begins. \n", |
|  |  | "2 A Plan No One Escapes \n", |
|  |  | "3 The Legend Ends \n", |
|  |  | "4 Lost in our world, found in another. \n", |
|  |  | "\n", |
|  |  | " title vote\_average vote\_count \n", |
|  |  | "0 Avatar 7.2 11800 \n", |
|  |  | "1 Pirates of the Caribbean: At World's End 6.9 4500 \n", |
|  |  | "2 Spectre 6.3 4466 \n", |
|  |  | "3 The Dark Knight Rises 7.6 9106 \n", |
|  |  | "4 John Carter 6.1 2124 " |
|  |  | ] |
|  |  | }, |
|  |  | "execution\_count": 41, |
|  |  | "metadata": {}, |
|  |  | "output\_type": "execute\_result" |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "df2.head()" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 42, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "# joining two datasets\n", |
|  |  | "df1.columns=['id','tittle','cast','crew']\n", |
|  |  | "df2=df2.merge(df1,on='id')" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 43, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "data": { |
|  |  | "text/html": [ |
|  |  | "<div>\n", |
|  |  | "<style scoped>\n", |
|  |  | " .dataframe tbody tr th:only-of-type {\n", |
|  |  | " vertical-align: middle;\n", |
|  |  | " }\n", |
|  |  | "\n", |
|  |  | " .dataframe tbody tr th {\n", |
|  |  | " vertical-align: top;\n", |
|  |  | " }\n", |
|  |  | "\n", |
|  |  | " .dataframe thead th {\n", |
|  |  | " text-align: right;\n", |
|  |  | " }\n", |
|  |  | "</style>\n", |
|  |  | "<table border=\"1\" class=\"dataframe\">\n", |
|  |  | " <thead>\n", |
|  |  | " <tr style=\"text-align: right;\">\n", |
|  |  | " <th></th>\n", |
|  |  | " <th>budget</th>\n", |
|  |  | " <th>genres</th>\n", |
|  |  | " <th>homepage</th>\n", |
|  |  | " <th>id</th>\n", |
|  |  | " <th>keywords</th>\n", |
|  |  | " <th>original\_language</th>\n", |
|  |  | " <th>original\_title</th>\n", |
|  |  | " <th>overview</th>\n", |
|  |  | " <th>popularity</th>\n", |
|  |  | " <th>production\_companies</th>\n", |
|  |  | " <th>...</th>\n", |
|  |  | " <th>runtime</th>\n", |
|  |  | " <th>spoken\_languages</th>\n", |
|  |  | " <th>status</th>\n", |
|  |  | " <th>tagline</th>\n", |
|  |  | " <th>title</th>\n", |
|  |  | " <th>vote\_average</th>\n", |
|  |  | " <th>vote\_count</th>\n", |
|  |  | " <th>tittle</th>\n", |
|  |  | " <th>cast</th>\n", |
|  |  | " <th>crew</th>\n", |
|  |  | " </tr>\n", |
|  |  | " </thead>\n", |
|  |  | " <tbody>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>0</td>\n", |
|  |  | " <td>237000000</td>\n", |
|  |  | " <td>[{\"id\": 28, \"name\": \"Action\"}, {\"id\": 12, \"nam...</td>\n", |
|  |  | " <td>http://www.avatarmovie.com/</td>\n", |
|  |  | " <td>19995</td>\n", |
|  |  | " <td>[{\"id\": 1463, \"name\": \"culture clash\"}, {\"id\":...</td>\n", |
|  |  | " <td>en</td>\n", |
|  |  | " <td>Avatar</td>\n", |
|  |  | " <td>In the 22nd century, a paraplegic Marine is di...</td>\n", |
|  |  | " <td>150.437577</td>\n", |
|  |  | " <td>[{\"name\": \"Ingenious Film Partners\", \"id\": 289...</td>\n", |
|  |  | " <td>...</td>\n", |
|  |  | " <td>162.0</td>\n", |
|  |  | " <td>[{\"iso\_639\_1\": \"en\", \"name\": \"English\"}, {\"iso...</td>\n", |
|  |  | " <td>Released</td>\n", |
|  |  | " <td>Enter the World of Pandora.</td>\n", |
|  |  | " <td>Avatar</td>\n", |
|  |  | " <td>7.2</td>\n", |
|  |  | " <td>11800</td>\n", |
|  |  | " <td>Avatar</td>\n", |
|  |  | " <td>[{\"cast\_id\": 242, \"character\": \"Jake Sully\", \"...</td>\n", |
|  |  | " <td>[{\"credit\_id\": \"52fe48009251416c750aca23\", \"de...</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>300000000</td>\n", |
|  |  | " <td>[{\"id\": 12, \"name\": \"Adventure\"}, {\"id\": 14, \"...</td>\n", |
|  |  | " <td>http://disney.go.com/disneypictures/pirates/</td>\n", |
|  |  | " <td>285</td>\n", |
|  |  | " <td>[{\"id\": 270, \"name\": \"ocean\"}, {\"id\": 726, \"na...</td>\n", |
|  |  | " <td>en</td>\n", |
|  |  | " <td>Pirates of the Caribbean: At World's End</td>\n", |
|  |  | " <td>Captain Barbossa, long believed to be dead, ha...</td>\n", |
|  |  | " <td>139.082615</td>\n", |
|  |  | " <td>[{\"name\": \"Walt Disney Pictures\", \"id\": 2}, {\"...</td>\n", |
|  |  | " <td>...</td>\n", |
|  |  | " <td>169.0</td>\n", |
|  |  | " <td>[{\"iso\_639\_1\": \"en\", \"name\": \"English\"}]</td>\n", |
|  |  | " <td>Released</td>\n", |
|  |  | " <td>At the end of the world, the adventure begins.</td>\n", |
|  |  | " <td>Pirates of the Caribbean: At World's End</td>\n", |
|  |  | " <td>6.9</td>\n", |
|  |  | " <td>4500</td>\n", |
|  |  | " <td>Pirates of the Caribbean: At World's End</td>\n", |
|  |  | " <td>[{\"cast\_id\": 4, \"character\": \"Captain Jack Spa...</td>\n", |
|  |  | " <td>[{\"credit\_id\": \"52fe4232c3a36847f800b579\", \"de...</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>2</td>\n", |
|  |  | " <td>245000000</td>\n", |
|  |  | " <td>[{\"id\": 28, \"name\": \"Action\"}, {\"id\": 12, \"nam...</td>\n", |
|  |  | " <td>http://www.sonypictures.com/movies/spectre/</td>\n", |
|  |  | " <td>206647</td>\n", |
|  |  | " <td>[{\"id\": 470, \"name\": \"spy\"}, {\"id\": 818, \"name...</td>\n", |
|  |  | " <td>en</td>\n", |
|  |  | " <td>Spectre</td>\n", |
|  |  | " <td>A cryptic message from Bond’s past sends him o...</td>\n", |
|  |  | " <td>107.376788</td>\n", |
|  |  | " <td>[{\"name\": \"Columbia Pictures\", \"id\": 5}, {\"nam...</td>\n", |
|  |  | " <td>...</td>\n", |
|  |  | " <td>148.0</td>\n", |
|  |  | " <td>[{\"iso\_639\_1\": \"fr\", \"name\": \"Fran\\u00e7ais\"},...</td>\n", |
|  |  | " <td>Released</td>\n", |
|  |  | " <td>A Plan No One Escapes</td>\n", |
|  |  | " <td>Spectre</td>\n", |
|  |  | " <td>6.3</td>\n", |
|  |  | " <td>4466</td>\n", |
|  |  | " <td>Spectre</td>\n", |
|  |  | " <td>[{\"cast\_id\": 1, \"character\": \"James Bond\", \"cr...</td>\n", |
|  |  | " <td>[{\"credit\_id\": \"54805967c3a36829b5002c41\", \"de...</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>3</td>\n", |
|  |  | " <td>250000000</td>\n", |
|  |  | " <td>[{\"id\": 28, \"name\": \"Action\"}, {\"id\": 80, \"nam...</td>\n", |
|  |  | " <td>http://www.thedarkknightrises.com/</td>\n", |
|  |  | " <td>49026</td>\n", |
|  |  | " <td>[{\"id\": 849, \"name\": \"dc comics\"}, {\"id\": 853,...</td>\n", |
|  |  | " <td>en</td>\n", |
|  |  | " <td>The Dark Knight Rises</td>\n", |
|  |  | " <td>Following the death of District Attorney Harve...</td>\n", |
|  |  | " <td>112.312950</td>\n", |
|  |  | " <td>[{\"name\": \"Legendary Pictures\", \"id\": 923}, {\"...</td>\n", |
|  |  | " <td>...</td>\n", |
|  |  | " <td>165.0</td>\n", |
|  |  | " <td>[{\"iso\_639\_1\": \"en\", \"name\": \"English\"}]</td>\n", |
|  |  | " <td>Released</td>\n", |
|  |  | " <td>The Legend Ends</td>\n", |
|  |  | " <td>The Dark Knight Rises</td>\n", |
|  |  | " <td>7.6</td>\n", |
|  |  | " <td>9106</td>\n", |
|  |  | " <td>The Dark Knight Rises</td>\n", |
|  |  | " <td>[{\"cast\_id\": 2, \"character\": \"Bruce Wayne / Ba...</td>\n", |
|  |  | " <td>[{\"credit\_id\": \"52fe4781c3a36847f81398c3\", \"de...</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>4</td>\n", |
|  |  | " <td>260000000</td>\n", |
|  |  | " <td>[{\"id\": 28, \"name\": \"Action\"}, {\"id\": 12, \"nam...</td>\n", |
|  |  | " <td>http://movies.disney.com/john-carter</td>\n", |
|  |  | " <td>49529</td>\n", |
|  |  | " <td>[{\"id\": 818, \"name\": \"based on novel\"}, {\"id\":...</td>\n", |
|  |  | " <td>en</td>\n", |
|  |  | " <td>John Carter</td>\n", |
|  |  | " <td>John Carter is a war-weary, former military ca...</td>\n", |
|  |  | " <td>43.926995</td>\n", |
|  |  | " <td>[{\"name\": \"Walt Disney Pictures\", \"id\": 2}]</td>\n", |
|  |  | " <td>...</td>\n", |
|  |  | " <td>132.0</td>\n", |
|  |  | " <td>[{\"iso\_639\_1\": \"en\", \"name\": \"English\"}]</td>\n", |
|  |  | " <td>Released</td>\n", |
|  |  | " <td>Lost in our world, found in another.</td>\n", |
|  |  | " <td>John Carter</td>\n", |
|  |  | " <td>6.1</td>\n", |
|  |  | " <td>2124</td>\n", |
|  |  | " <td>John Carter</td>\n", |
|  |  | " <td>[{\"cast\_id\": 5, \"character\": \"John Carter\", \"c...</td>\n", |
|  |  | " <td>[{\"credit\_id\": \"52fe479ac3a36847f813eaa3\", \"de...</td>\n", |
|  |  | " </tr>\n", |
|  |  | " </tbody>\n", |
|  |  | "</table>\n", |
|  |  | "<p>5 rows × 23 columns</p>\n", |
|  |  | "</div>" |
|  |  | ], |
|  |  | "text/plain": [ |
|  |  | " budget genres \\\n", |
|  |  | "0 237000000 [{\"id\": 28, \"name\": \"Action\"}, {\"id\": 12, \"nam... \n", |
|  |  | "1 300000000 [{\"id\": 12, \"name\": \"Adventure\"}, {\"id\": 14, \"... \n", |
|  |  | "2 245000000 [{\"id\": 28, \"name\": \"Action\"}, {\"id\": 12, \"nam... \n", |
|  |  | "3 250000000 [{\"id\": 28, \"name\": \"Action\"}, {\"id\": 80, \"nam... \n", |
|  |  | "4 260000000 [{\"id\": 28, \"name\": \"Action\"}, {\"id\": 12, \"nam... \n", |
|  |  | "\n", |
|  |  | " homepage id \\\n", |
|  |  | "0 http://www.avatarmovie.com/ 19995 \n", |
|  |  | "1 http://disney.go.com/disneypictures/pirates/ 285 \n", |
|  |  | "2 http://www.sonypictures.com/movies/spectre/ 206647 \n", |
|  |  | "3 http://www.thedarkknightrises.com/ 49026 \n", |
|  |  | "4 http://movies.disney.com/john-carter 49529 \n", |
|  |  | "\n", |
|  |  | " keywords original\_language \\\n", |
|  |  | "0 [{\"id\": 1463, \"name\": \"culture clash\"}, {\"id\":... en \n", |
|  |  | "1 [{\"id\": 270, \"name\": \"ocean\"}, {\"id\": 726, \"na... en \n", |
|  |  | "2 [{\"id\": 470, \"name\": \"spy\"}, {\"id\": 818, \"name... en \n", |
|  |  | "3 [{\"id\": 849, \"name\": \"dc comics\"}, {\"id\": 853,... en \n", |
|  |  | "4 [{\"id\": 818, \"name\": \"based on novel\"}, {\"id\":... en \n", |
|  |  | "\n", |
|  |  | " original\_title \\\n", |
|  |  | "0 Avatar \n", |
|  |  | "1 Pirates of the Caribbean: At World's End \n", |
|  |  | "2 Spectre \n", |
|  |  | "3 The Dark Knight Rises \n", |
|  |  | "4 John Carter \n", |
|  |  | "\n", |
|  |  | " overview popularity \\\n", |
|  |  | "0 In the 22nd century, a paraplegic Marine is di... 150.437577 \n", |
|  |  | "1 Captain Barbossa, long believed to be dead, ha... 139.082615 \n", |
|  |  | "2 A cryptic message from Bond’s past sends him o... 107.376788 \n", |
|  |  | "3 Following the death of District Attorney Harve... 112.312950 \n", |
|  |  | "4 John Carter is a war-weary, former military ca... 43.926995 \n", |
|  |  | "\n", |
|  |  | " production\_companies ... runtime \\\n", |
|  |  | "0 [{\"name\": \"Ingenious Film Partners\", \"id\": 289... ... 162.0 \n", |
|  |  | "1 [{\"name\": \"Walt Disney Pictures\", \"id\": 2}, {\"... ... 169.0 \n", |
|  |  | "2 [{\"name\": \"Columbia Pictures\", \"id\": 5}, {\"nam... ... 148.0 \n", |
|  |  | "3 [{\"name\": \"Legendary Pictures\", \"id\": 923}, {\"... ... 165.0 \n", |
|  |  | "4 [{\"name\": \"Walt Disney Pictures\", \"id\": 2}] ... 132.0 \n", |
|  |  | "\n", |
|  |  | " spoken\_languages status \\\n", |
|  |  | "0 [{\"iso\_639\_1\": \"en\", \"name\": \"English\"}, {\"iso... Released \n", |
|  |  | "1 [{\"iso\_639\_1\": \"en\", \"name\": \"English\"}] Released \n", |
|  |  | "2 [{\"iso\_639\_1\": \"fr\", \"name\": \"Fran\\u00e7ais\"},... Released \n", |
|  |  | "3 [{\"iso\_639\_1\": \"en\", \"name\": \"English\"}] Released \n", |
|  |  | "4 [{\"iso\_639\_1\": \"en\", \"name\": \"English\"}] Released \n", |
|  |  | "\n", |
|  |  | " tagline \\\n", |
|  |  | "0 Enter the World of Pandora. \n", |
|  |  | "1 At the end of the world, the adventure begins. \n", |
|  |  | "2 A Plan No One Escapes \n", |
|  |  | "3 The Legend Ends \n", |
|  |  | "4 Lost in our world, found in another. \n", |
|  |  | "\n", |
|  |  | " title vote\_average vote\_count \\\n", |
|  |  | "0 Avatar 7.2 11800 \n", |
|  |  | "1 Pirates of the Caribbean: At World's End 6.9 4500 \n", |
|  |  | "2 Spectre 6.3 4466 \n", |
|  |  | "3 The Dark Knight Rises 7.6 9106 \n", |
|  |  | "4 John Carter 6.1 2124 \n", |
|  |  | "\n", |
|  |  | " tittle \\\n", |
|  |  | "0 Avatar \n", |
|  |  | "1 Pirates of the Caribbean: At World's End \n", |
|  |  | "2 Spectre \n", |
|  |  | "3 The Dark Knight Rises \n", |
|  |  | "4 John Carter \n", |
|  |  | "\n", |
|  |  | " cast \\\n", |
|  |  | "0 [{\"cast\_id\": 242, \"character\": \"Jake Sully\", \"... \n", |
|  |  | "1 [{\"cast\_id\": 4, \"character\": \"Captain Jack Spa... \n", |
|  |  | "2 [{\"cast\_id\": 1, \"character\": \"James Bond\", \"cr... \n", |
|  |  | "3 [{\"cast\_id\": 2, \"character\": \"Bruce Wayne / Ba... \n", |
|  |  | "4 [{\"cast\_id\": 5, \"character\": \"John Carter\", \"c... \n", |
|  |  | "\n", |
|  |  | " crew \n", |
|  |  | "0 [{\"credit\_id\": \"52fe48009251416c750aca23\", \"de... \n", |
|  |  | "1 [{\"credit\_id\": \"52fe4232c3a36847f800b579\", \"de... \n", |
|  |  | "2 [{\"credit\_id\": \"54805967c3a36829b5002c41\", \"de... \n", |
|  |  | "3 [{\"credit\_id\": \"52fe4781c3a36847f81398c3\", \"de... \n", |
|  |  | "4 [{\"credit\_id\": \"52fe479ac3a36847f813eaa3\", \"de... \n", |
|  |  | "\n", |
|  |  | "[5 rows x 23 columns]" |
|  |  | ] |
|  |  | }, |
|  |  | "execution\_count": 43, |
|  |  | "metadata": {}, |
|  |  | "output\_type": "execute\_result" |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "df2.head(5)" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "markdown", |
|  |  | "metadata": {}, |
|  |  | "source": [ |
|  |  | "# Demographic filtering" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 44, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "data": { |
|  |  | "text/plain": [ |
|  |  | "6.092171559442011" |
|  |  | ] |
|  |  | }, |
|  |  | "execution\_count": 44, |
|  |  | "metadata": {}, |
|  |  | "output\_type": "execute\_result" |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "C= df2['vote\_average'].mean()\n", |
|  |  | "C" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 45, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "data": { |
|  |  | "text/plain": [ |
|  |  | "1838.4000000000015" |
|  |  | ] |
|  |  | }, |
|  |  | "execution\_count": 45, |
|  |  | "metadata": {}, |
|  |  | "output\_type": "execute\_result" |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "m= df2['vote\_count'].quantile(0.9)\n", |
|  |  | "m" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 46, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "data": { |
|  |  | "text/plain": [ |
|  |  | "(481, 23)" |
|  |  | ] |
|  |  | }, |
|  |  | "execution\_count": 46, |
|  |  | "metadata": {}, |
|  |  | "output\_type": "execute\_result" |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "# now we can filter out movies that qualify for the chart\n", |
|  |  | "q\_movies=df2.copy().loc[df2['vote\_count']>=m]\n", |
|  |  | "q\_movies.shape" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 47, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "def weighted\_movie(x,m=m,C=C):\n", |
|  |  | " v=x['vote\_count']\n", |
|  |  | " R=x['vote\_average']\n", |
|  |  | " #calculation based on IMDB formula\n", |
|  |  | " \n", |
|  |  | " return (v/(v+m)\*R) + (m/(m+v)\*C)" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 48, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "#define a new feature 'score' and calculate its value with weighted\_rating()\n", |
|  |  | "\n", |
|  |  | "q\_movies['score']= q\_movies.apply(weighted\_movie,axis=1)" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 49, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "data": { |
|  |  | "text/html": [ |
|  |  | "<div>\n", |
|  |  | "<style scoped>\n", |
|  |  | " .dataframe tbody tr th:only-of-type {\n", |
|  |  | " vertical-align: middle;\n", |
|  |  | " }\n", |
|  |  | "\n", |
|  |  | " .dataframe tbody tr th {\n", |
|  |  | " vertical-align: top;\n", |
|  |  | " }\n", |
|  |  | "\n", |
|  |  | " .dataframe thead th {\n", |
|  |  | " text-align: right;\n", |
|  |  | " }\n", |
|  |  | "</style>\n", |
|  |  | "<table border=\"1\" class=\"dataframe\">\n", |
|  |  | " <thead>\n", |
|  |  | " <tr style=\"text-align: right;\">\n", |
|  |  | " <th></th>\n", |
|  |  | " <th>title</th>\n", |
|  |  | " <th>vote\_count</th>\n", |
|  |  | " <th>vote\_average</th>\n", |
|  |  | " <th>score</th>\n", |
|  |  | " </tr>\n", |
|  |  | " </thead>\n", |
|  |  | " <tbody>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>1881</td>\n", |
|  |  | " <td>The Shawshank Redemption</td>\n", |
|  |  | " <td>8205</td>\n", |
|  |  | " <td>8.5</td>\n", |
|  |  | " <td>8.059258</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>662</td>\n", |
|  |  | " <td>Fight Club</td>\n", |
|  |  | " <td>9413</td>\n", |
|  |  | " <td>8.3</td>\n", |
|  |  | " <td>7.939256</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>65</td>\n", |
|  |  | " <td>The Dark Knight</td>\n", |
|  |  | " <td>12002</td>\n", |
|  |  | " <td>8.2</td>\n", |
|  |  | " <td>7.920020</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>3232</td>\n", |
|  |  | " <td>Pulp Fiction</td>\n", |
|  |  | " <td>8428</td>\n", |
|  |  | " <td>8.3</td>\n", |
|  |  | " <td>7.904645</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>96</td>\n", |
|  |  | " <td>Inception</td>\n", |
|  |  | " <td>13752</td>\n", |
|  |  | " <td>8.1</td>\n", |
|  |  | " <td>7.863239</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>3337</td>\n", |
|  |  | " <td>The Godfather</td>\n", |
|  |  | " <td>5893</td>\n", |
|  |  | " <td>8.4</td>\n", |
|  |  | " <td>7.851236</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>95</td>\n", |
|  |  | " <td>Interstellar</td>\n", |
|  |  | " <td>10867</td>\n", |
|  |  | " <td>8.1</td>\n", |
|  |  | " <td>7.809479</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>809</td>\n", |
|  |  | " <td>Forrest Gump</td>\n", |
|  |  | " <td>7927</td>\n", |
|  |  | " <td>8.2</td>\n", |
|  |  | " <td>7.803188</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>329</td>\n", |
|  |  | " <td>The Lord of the Rings: The Return of the King</td>\n", |
|  |  | " <td>8064</td>\n", |
|  |  | " <td>8.1</td>\n", |
|  |  | " <td>7.727243</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>1990</td>\n", |
|  |  | " <td>The Empire Strikes Back</td>\n", |
|  |  | " <td>5879</td>\n", |
|  |  | " <td>8.2</td>\n", |
|  |  | " <td>7.697884</td>\n", |
|  |  | " </tr>\n", |
|  |  | " </tbody>\n", |
|  |  | "</table>\n", |
|  |  | "</div>" |
|  |  | ], |
|  |  | "text/plain": [ |
|  |  | " title vote\_count vote\_average \\\n", |
|  |  | "1881 The Shawshank Redemption 8205 8.5 \n", |
|  |  | "662 Fight Club 9413 8.3 \n", |
|  |  | "65 The Dark Knight 12002 8.2 \n", |
|  |  | "3232 Pulp Fiction 8428 8.3 \n", |
|  |  | "96 Inception 13752 8.1 \n", |
|  |  | "3337 The Godfather 5893 8.4 \n", |
|  |  | "95 Interstellar 10867 8.1 \n", |
|  |  | "809 Forrest Gump 7927 8.2 \n", |
|  |  | "329 The Lord of the Rings: The Return of the King 8064 8.1 \n", |
|  |  | "1990 The Empire Strikes Back 5879 8.2 \n", |
|  |  | "\n", |
|  |  | " score \n", |
|  |  | "1881 8.059258 \n", |
|  |  | "662 7.939256 \n", |
|  |  | "65 7.920020 \n", |
|  |  | "3232 7.904645 \n", |
|  |  | "96 7.863239 \n", |
|  |  | "3337 7.851236 \n", |
|  |  | "95 7.809479 \n", |
|  |  | "809 7.803188 \n", |
|  |  | "329 7.727243 \n", |
|  |  | "1990 7.697884 " |
|  |  | ] |
|  |  | }, |
|  |  | "execution\_count": 49, |
|  |  | "metadata": {}, |
|  |  | "output\_type": "execute\_result" |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "q\_movies = q\_movies.sort\_values('score', ascending=False)\n", |
|  |  | "\n", |
|  |  | "#Print the top 15 movies\n", |
|  |  | "q\_movies[['title', 'vote\_count', 'vote\_average', 'score']].head(10)" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 51, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "# We have made our first(though very basic) recommender.\n", |
|  |  | "#Under the Trending Now tab of these systems we find movies that are very popular \n", |
|  |  | "#and they can just be obtained by sorting the dataset by the popularity column." |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 53, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "data": { |
|  |  | "image/png": "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\n", |
|  |  | "text/plain": [ |
|  |  | "<Figure size 864x288 with 1 Axes>" |
|  |  | ] |
|  |  | }, |
|  |  | "metadata": { |
|  |  | "needs\_background": "light" |
|  |  | }, |
|  |  | "output\_type": "display\_data" |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "pop= df2.sort\_values('popularity',ascending=False)\n", |
|  |  | "import matplotlib.pyplot as plt\n", |
|  |  | "plt.figure(figsize=(12,4))\n", |
|  |  | "\n", |
|  |  | "plt.barh(pop['title'].head(6),pop['popularity'].head(6), align='center',\n", |
|  |  | " color='skyblue')\n", |
|  |  | "plt.gca().invert\_yaxis()\n", |
|  |  | "plt.xlabel(\"Popularity\")\n", |
|  |  | "plt.title(\"Popular Movies\")\n", |
|  |  | "plt.show()" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "markdown", |
|  |  | "metadata": {}, |
|  |  | "source": [ |
|  |  | "# Content Based Filtering" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 55, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "# In this recommender system the content of the movie (overview, cast, crew, keyword, tagline etc) is used to find its similarity with other movies.\n", |
|  |  | "#Then the movies that are most likely to be similar are recommended.\n", |
|  |  | "\n" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 56, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "data": { |
|  |  | "text/plain": [ |
|  |  | "0 In the 22nd century, a paraplegic Marine is di...\n", |
|  |  | "1 Captain Barbossa, long believed to be dead, ha...\n", |
|  |  | "2 A cryptic message from Bond’s past sends him o...\n", |
|  |  | "3 Following the death of District Attorney Harve...\n", |
|  |  | "4 John Carter is a war-weary, former military ca...\n", |
|  |  | "Name: overview, dtype: object" |
|  |  | ] |
|  |  | }, |
|  |  | "execution\_count": 56, |
|  |  | "metadata": {}, |
|  |  | "output\_type": "execute\_result" |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "df2['overview'].head(5)" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 57, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "data": { |
|  |  | "text/plain": [ |
|  |  | "(4803, 20978)" |
|  |  | ] |
|  |  | }, |
|  |  | "execution\_count": 57, |
|  |  | "metadata": {}, |
|  |  | "output\_type": "execute\_result" |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "from sklearn.feature\_extraction.text import TfidfVectorizer\n", |
|  |  | "\n", |
|  |  | "tfidf= TfidfVectorizer(stop\_words='english')\n", |
|  |  | "\n", |
|  |  | "# Replace Nan with an empty string\n", |
|  |  | "df2['overview']=df2['overview'].fillna('')\n", |
|  |  | "\n", |
|  |  | "# construct the required TF-IDF matrix by fitting and transforming the data\n", |
|  |  | "tfidf\_matrix= tfidf.fit\_transform(df2['overview'])\n", |
|  |  | "\n", |
|  |  | "tfidf\_matrix.shape" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 58, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "from sklearn.metrics.pairwise import linear\_kernel\n", |
|  |  | "\n", |
|  |  | "#compute the cosine similarity matrix\n", |
|  |  | "cosine\_sim= linear\_kernel(tfidf\_matrix,tfidf\_matrix)" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "markdown", |
|  |  | "metadata": {}, |
|  |  | "source": [ |
|  |  | "# We are going to define a function that takes in a movie title as an input and outputs a list of the 10 most similar movies. Firstly, for this, we need a reverse mapping of movie titles and DataFrame indices. In other words, we need a mechanism to identify the index of a movie in our metadata DataFrame, given its title.\n", |
|  |  | "\n" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 59, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "# construct a reverse map of indices and movie titles\n", |
|  |  | "indices= pd.Series(df2.index, index=df2['title']).drop\_duplicates()" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 68, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "# Function that takes in movie title & outputs similar movies\n", |
|  |  | "def get\_recommendation(title,cosine\_sim=cosine\_sim):\n", |
|  |  | " # get the index of the movie that matches the title\n", |
|  |  | " idx= indices[title]\n", |
|  |  | " \n", |
|  |  | " # get the pairwise similarity scores of all the movies with that movie\n", |
|  |  | " sim\_scores=list(enumerate(cosine\_sim[idx]))\n", |
|  |  | " \n", |
|  |  | " #sort the movies based on similarity scores\n", |
|  |  | " sim\_scores= sorted(sim\_scores,key=lambda x :x[1], reverse=True)\n", |
|  |  | " \n", |
|  |  | " # get the scors of the 10 most similar movies\n", |
|  |  | " sim\_scores=sim\_scores[1:11]\n", |
|  |  | " \n", |
|  |  | " #get the movie indices\n", |
|  |  | " movie\_indices=[i[0] for i in sim\_scores]\n", |
|  |  | " \n", |
|  |  | " # return the top 10 most similar movies\n", |
|  |  | " return df2['title'].iloc[movie\_indices]" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 69, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "data": { |
|  |  | "text/plain": [ |
|  |  | "65 The Dark Knight\n", |
|  |  | "299 Batman Forever\n", |
|  |  | "428 Batman Returns\n", |
|  |  | "1359 Batman\n", |
|  |  | "3854 Batman: The Dark Knight Returns, Part 2\n", |
|  |  | "119 Batman Begins\n", |
|  |  | "2507 Slow Burn\n", |
|  |  | "9 Batman v Superman: Dawn of Justice\n", |
|  |  | "1181 JFK\n", |
|  |  | "210 Batman & Robin\n", |
|  |  | "Name: title, dtype: object" |
|  |  | ] |
|  |  | }, |
|  |  | "execution\_count": 69, |
|  |  | "metadata": {}, |
|  |  | "output\_type": "execute\_result" |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "get\_recommendation('The Dark Knight Rises')" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 70, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "data": { |
|  |  | "text/plain": [ |
|  |  | "7 Avengers: Age of Ultron\n", |
|  |  | "3144 Plastic\n", |
|  |  | "1715 Timecop\n", |
|  |  | "4124 This Thing of Ours\n", |
|  |  | "3311 Thank You for Smoking\n", |
|  |  | "3033 The Corruptor\n", |
|  |  | "588 Wall Street: Money Never Sleeps\n", |
|  |  | "2136 Team America: World Police\n", |
|  |  | "1468 The Fountain\n", |
|  |  | "1286 Snowpiercer\n", |
|  |  | "Name: title, dtype: object" |
|  |  | ] |
|  |  | }, |
|  |  | "execution\_count": 70, |
|  |  | "metadata": {}, |
|  |  | "output\_type": "execute\_result" |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "get\_recommendation('The Avengers')" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "markdown", |
|  |  | "metadata": {}, |
|  |  | "source": [ |
|  |  | "# Credits, genere and keywords Based Recommender" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "markdown", |
|  |  | "metadata": {}, |
|  |  | "source": [ |
|  |  | "It goes without saying that the quality of our recommender would be increased with the usage of better metadata. That is exactly what we are going to do in this section. We are going to build a recommender based on the following metadata: the 3 top actors, the director, related genres and the movie plot keywords.\n", |
|  |  | "\n", |
|  |  | "From the cast, crew and keywords features, we need to extract the three most important actors, the director and the keywords associated with that movie. Right now, our data is present in the form of \"stringified\" lists , we need to convert it into a safe and usable structure\n", |
|  |  | "\n" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 72, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "# parse the stringified features into their corresponding python objects\n", |
|  |  | "from ast import literal\_eval\n", |
|  |  | "features=['cast','crew','keywords','genres']\n", |
|  |  | "for feature in features:\n", |
|  |  | " df2[feature]= df2[feature].apply(literal\_eval)" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 73, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "# get the director's name from crew feature. If director is not listed, return NAn\n", |
|  |  | "\n", |
|  |  | "def get\_director(x):\n", |
|  |  | " for i in x:\n", |
|  |  | " if i['job']=='Director':\n", |
|  |  | " return i['name']\n", |
|  |  | " return np.nan" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 74, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "# return the list top 3 elements or entire list ; whichever is more.\n", |
|  |  | "def get\_list(x):\n", |
|  |  | " if isinstance(x,list):\n", |
|  |  | " names=[i['name'] for i in x]\n", |
|  |  | " # check if more than 3 elements exists, If yes, return only first three. If no , return entire list\n", |
|  |  | " if len(names)>3:\n", |
|  |  | " names=names[:3]\n", |
|  |  | " return names\n", |
|  |  | " #return empty list in case of missing/malformed data\n", |
|  |  | " return []" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 76, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "# define new director , cast , genere and keywords features that are in suitable form\n", |
|  |  | "\n", |
|  |  | "df2['director']=df2['crew'].apply(get\_director)\n", |
|  |  | "features=['cast','keywords','genres']\n", |
|  |  | "for feature in features:\n", |
|  |  | " df2[feature]=df2[feature].apply(get\_list)" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 77, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "data": { |
|  |  | "text/html": [ |
|  |  | "<div>\n", |
|  |  | "<style scoped>\n", |
|  |  | " .dataframe tbody tr th:only-of-type {\n", |
|  |  | " vertical-align: middle;\n", |
|  |  | " }\n", |
|  |  | "\n", |
|  |  | " .dataframe tbody tr th {\n", |
|  |  | " vertical-align: top;\n", |
|  |  | " }\n", |
|  |  | "\n", |
|  |  | " .dataframe thead th {\n", |
|  |  | " text-align: right;\n", |
|  |  | " }\n", |
|  |  | "</style>\n", |
|  |  | "<table border=\"1\" class=\"dataframe\">\n", |
|  |  | " <thead>\n", |
|  |  | " <tr style=\"text-align: right;\">\n", |
|  |  | " <th></th>\n", |
|  |  | " <th>title</th>\n", |
|  |  | " <th>cast</th>\n", |
|  |  | " <th>director</th>\n", |
|  |  | " <th>keywords</th>\n", |
|  |  | " <th>genres</th>\n", |
|  |  | " </tr>\n", |
|  |  | " </thead>\n", |
|  |  | " <tbody>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>0</td>\n", |
|  |  | " <td>Avatar</td>\n", |
|  |  | " <td>[Sam Worthington, Zoe Saldana, Sigourney Weaver]</td>\n", |
|  |  | " <td>NaN</td>\n", |
|  |  | " <td>[culture clash, future, space war]</td>\n", |
|  |  | " <td>[Action, Adventure, Fantasy]</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>Pirates of the Caribbean: At World's End</td>\n", |
|  |  | " <td>[Johnny Depp, Orlando Bloom, Keira Knightley]</td>\n", |
|  |  | " <td>NaN</td>\n", |
|  |  | " <td>[ocean, drug abuse, exotic island]</td>\n", |
|  |  | " <td>[]</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>2</td>\n", |
|  |  | " <td>Spectre</td>\n", |
|  |  | " <td>[Daniel Craig, Christoph Waltz, Léa Seydoux]</td>\n", |
|  |  | " <td>NaN</td>\n", |
|  |  | " <td>[spy, based on novel, secret agent]</td>\n", |
|  |  | " <td>[]</td>\n", |
|  |  | " </tr>\n", |
|  |  | " </tbody>\n", |
|  |  | "</table>\n", |
|  |  | "</div>" |
|  |  | ], |
|  |  | "text/plain": [ |
|  |  | " title \\\n", |
|  |  | "0 Avatar \n", |
|  |  | "1 Pirates of the Caribbean: At World's End \n", |
|  |  | "2 Spectre \n", |
|  |  | "\n", |
|  |  | " cast director \\\n", |
|  |  | "0 [Sam Worthington, Zoe Saldana, Sigourney Weaver] NaN \n", |
|  |  | "1 [Johnny Depp, Orlando Bloom, Keira Knightley] NaN \n", |
|  |  | "2 [Daniel Craig, Christoph Waltz, Léa Seydoux] NaN \n", |
|  |  | "\n", |
|  |  | " keywords genres \n", |
|  |  | "0 [culture clash, future, space war] [Action, Adventure, Fantasy] \n", |
|  |  | "1 [ocean, drug abuse, exotic island] [] \n", |
|  |  | "2 [spy, based on novel, secret agent] [] " |
|  |  | ] |
|  |  | }, |
|  |  | "execution\_count": 77, |
|  |  | "metadata": {}, |
|  |  | "output\_type": "execute\_result" |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "# print new features of the first three films\n", |
|  |  | "\n", |
|  |  | "df2[['title','cast','director','keywords','genres']].head(3)" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "markdown", |
|  |  | "metadata": {}, |
|  |  | "source": [ |
|  |  | "The next step would be to convert the names and keyword instances into lowercase and strip all the spaces between them. This is done so that our vectorizer doesn't count the Johnny of \"Johnny Depp\" and \"Johnny Galecki\" as the same." |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 78, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "# function to conver all strings to lower case and strip names of spaces\n", |
|  |  | "\n", |
|  |  | "def clean\_data(x):\n", |
|  |  | " if isinstance(x,list):\n", |
|  |  | " return[str.lower(i.replace(\" \",\"\")) for i in x]\n", |
|  |  | " else:\n", |
|  |  | " #check if director exists. If not, return empty string\n", |
|  |  | " if isinstance(x,str):\n", |
|  |  | " return str.lower(x.replace(\" \",\"\"))\n", |
|  |  | " else:\n", |
|  |  | " return ''" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 79, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "# apply clean\_data function to your features.\n", |
|  |  | "features=['cast','keywords','director','genres']\n", |
|  |  | "\n", |
|  |  | "for feature in features:\n", |
|  |  | " df2[feature]=df2[feature].apply(clean\_data)" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "markdown", |
|  |  | "metadata": {}, |
|  |  | "source": [ |
|  |  | "We are now in a position to create our \"metadata soup\", which is a string that contains all the metadata that we want to feed to our vectorizer (namely actors, director and keywords)." |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 80, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "def create\_soup(x):\n", |
|  |  | " return ' '.join(x['keywords']) + ' ' + ' '.join(x['cast']) + ' ' + x['director'] + ' ' + ' '.join(x['genres'])\n", |
|  |  | "df2['soup'] = df2.apply(create\_soup, axis=1)\n" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "markdown", |
|  |  | "metadata": {}, |
|  |  | "source": [ |
|  |  | "The next steps are the same as what we did with our plot description based recommender. One important difference is that we use the CountVectorizer() instead of TF-IDF. This is because we do not want to down-weight the presence of an actor/director if he or she has acted or directed in relatively more movies. It doesn't make much intuitive sense." |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 85, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "from sklearn.feature\_extraction.text import CountVectorizer\n", |
|  |  | "\n", |
|  |  | "count= CountVectorizer(stop\_words='english')\n", |
|  |  | "count\_matrix= count.fit\_transform(df2['soup'])" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 86, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "# compute the cosine similarity matrix based on the count\_matrix\n", |
|  |  | "from sklearn.metrics.pairwise import cosine\_similarity\n", |
|  |  | "cosine\_sim2=cosine\_similarity(count\_matrix,count\_matrix)" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 87, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "# reset index of our main datafrsme and construct reverse mapping as before\n", |
|  |  | "df2= df2.reset\_index()\n", |
|  |  | "indices= pd.Series(df2.index, index=df2['title'])" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "markdown", |
|  |  | "metadata": {}, |
|  |  | "source": [ |
|  |  | "We can now reuse our get\_recommendations() function by passing in the new cosine\_sim2 matrix as your second argument." |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 88, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "data": { |
|  |  | "text/plain": [ |
|  |  | "65 The Dark Knight\n", |
|  |  | "3073 Romeo Is Bleeding\n", |
|  |  | "119 Batman Begins\n", |
|  |  | "747 Gangster Squad\n", |
|  |  | "1470 Stolen\n", |
|  |  | "1503 Takers\n", |
|  |  | "1986 Faster\n", |
|  |  | "2154 Street Kings\n", |
|  |  | "2277 The Baader Meinhof Complex\n", |
|  |  | "3332 Harry Brown\n", |
|  |  | "Name: title, dtype: object" |
|  |  | ] |
|  |  | }, |
|  |  | "execution\_count": 88, |
|  |  | "metadata": {}, |
|  |  | "output\_type": "execute\_result" |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "get\_recommendation('The Dark Knight Rises',cosine\_sim2)" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 89, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "data": { |
|  |  | "text/plain": [ |
|  |  | "4124 This Thing of Ours\n", |
|  |  | "867 The Godfather: Part III\n", |
|  |  | "347 Cloudy with a Chance of Meatballs\n", |
|  |  | "496 Cloudy with a Chance of Meatballs 2\n", |
|  |  | "499 Jack and Jill\n", |
|  |  | "2401 City of Ghosts\n", |
|  |  | "2649 The Son of No One\n", |
|  |  | "4147 Small Apartments\n", |
|  |  | "3069 Danny Collins\n", |
|  |  | "20 The Amazing Spider-Man\n", |
|  |  | "Name: title, dtype: object" |
|  |  | ] |
|  |  | }, |
|  |  | "execution\_count": 89, |
|  |  | "metadata": {}, |
|  |  | "output\_type": "execute\_result" |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "get\_recommendation('The Godfather',cosine\_sim2)" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 98, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [ |
|  |  | "from surprise import Reader , Dataset , SVD \n", |
|  |  | "from surprise.model\_selection import cross\_validate" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 94, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "data": { |
|  |  | "text/html": [ |
|  |  | "<div>\n", |
|  |  | "<style scoped>\n", |
|  |  | " .dataframe tbody tr th:only-of-type {\n", |
|  |  | " vertical-align: middle;\n", |
|  |  | " }\n", |
|  |  | "\n", |
|  |  | " .dataframe tbody tr th {\n", |
|  |  | " vertical-align: top;\n", |
|  |  | " }\n", |
|  |  | "\n", |
|  |  | " .dataframe thead th {\n", |
|  |  | " text-align: right;\n", |
|  |  | " }\n", |
|  |  | "</style>\n", |
|  |  | "<table border=\"1\" class=\"dataframe\">\n", |
|  |  | " <thead>\n", |
|  |  | " <tr style=\"text-align: right;\">\n", |
|  |  | " <th></th>\n", |
|  |  | " <th>userId</th>\n", |
|  |  | " <th>movieId</th>\n", |
|  |  | " <th>rating</th>\n", |
|  |  | " <th>timestamp</th>\n", |
|  |  | " </tr>\n", |
|  |  | " </thead>\n", |
|  |  | " <tbody>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>0</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>31</td>\n", |
|  |  | " <td>2.5</td>\n", |
|  |  | " <td>1260759144</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>1029</td>\n", |
|  |  | " <td>3.0</td>\n", |
|  |  | " <td>1260759179</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>2</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>1061</td>\n", |
|  |  | " <td>3.0</td>\n", |
|  |  | " <td>1260759182</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>3</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>1129</td>\n", |
|  |  | " <td>2.0</td>\n", |
|  |  | " <td>1260759185</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>4</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>1172</td>\n", |
|  |  | " <td>4.0</td>\n", |
|  |  | " <td>1260759205</td>\n", |
|  |  | " </tr>\n", |
|  |  | " </tbody>\n", |
|  |  | "</table>\n", |
|  |  | "</div>" |
|  |  | ], |
|  |  | "text/plain": [ |
|  |  | " userId movieId rating timestamp\n", |
|  |  | "0 1 31 2.5 1260759144\n", |
|  |  | "1 1 1029 3.0 1260759179\n", |
|  |  | "2 1 1061 3.0 1260759182\n", |
|  |  | "3 1 1129 2.0 1260759185\n", |
|  |  | "4 1 1172 4.0 1260759205" |
|  |  | ] |
|  |  | }, |
|  |  | "execution\_count": 94, |
|  |  | "metadata": {}, |
|  |  | "output\_type": "execute\_result" |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "reader= Reader()\n", |
|  |  | "ratings= pd.read\_csv('ratings.csv')\n", |
|  |  | "ratings.head()" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 99, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "ename": "AttributeError", |
|  |  | "evalue": "'DatasetAutoFolds' object has no attribute 'split'", |
|  |  | "output\_type": "error", |
|  |  | "traceback": [ |
|  |  | "\u001b[1;31m---------------------------------------------------------------------------\u001b[0m", |
|  |  | "\u001b[1;31mAttributeError\u001b[0m Traceback (most recent call last)", |
|  |  | "\u001b[1;32m<ipython-input-99-7ac32b723610>\u001b[0m in \u001b[0;36m<module>\u001b[1;34m\u001b[0m\n\u001b[0;32m 1\u001b[0m \u001b[0mdata\u001b[0m \u001b[1;33m=\u001b[0m \u001b[0mDataset\u001b[0m\u001b[1;33m.\u001b[0m\u001b[0mload\_from\_df\u001b[0m\u001b[1;33m(\u001b[0m\u001b[0mratings\u001b[0m\u001b[1;33m[\u001b[0m\u001b[1;33m[\u001b[0m\u001b[1;34m'userId'\u001b[0m\u001b[1;33m,\u001b[0m \u001b[1;34m'movieId'\u001b[0m\u001b[1;33m,\u001b[0m \u001b[1;34m'rating'\u001b[0m\u001b[1;33m]\u001b[0m\u001b[1;33m]\u001b[0m\u001b[1;33m,\u001b[0m \u001b[0mreader\u001b[0m\u001b[1;33m)\u001b[0m\u001b[1;33m\u001b[0m\u001b[1;33m\u001b[0m\u001b[0m\n\u001b[1;32m----> 2\u001b[1;33m \u001b[0mdata\u001b[0m\u001b[1;33m.\u001b[0m\u001b[0msplit\u001b[0m\u001b[1;33m(\u001b[0m\u001b[0mn\_folds\u001b[0m\u001b[1;33m=\u001b[0m\u001b[1;36m5\u001b[0m\u001b[1;33m)\u001b[0m\u001b[1;33m\u001b[0m\u001b[1;33m\u001b[0m\u001b[0m\n\u001b[0m", |
|  |  | "\u001b[1;31mAttributeError\u001b[0m: 'DatasetAutoFolds' object has no attribute 'split'" |
|  |  | ] |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "data = Dataset.load\_from\_df(ratings[['userId', 'movieId', 'rating']], reader)\n", |
|  |  | "data.split(n\_folds=5)" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 101, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "data": { |
|  |  | "text/plain": [ |
|  |  | "<surprise.prediction\_algorithms.matrix\_factorization.SVD at 0x1f5619aee88>" |
|  |  | ] |
|  |  | }, |
|  |  | "execution\_count": 101, |
|  |  | "metadata": {}, |
|  |  | "output\_type": "execute\_result" |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "svd=SVD()\n", |
|  |  | "trainset = data.build\_full\_trainset()\n", |
|  |  | "svd.fit(trainset)" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 102, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "data": { |
|  |  | "text/html": [ |
|  |  | "<div>\n", |
|  |  | "<style scoped>\n", |
|  |  | " .dataframe tbody tr th:only-of-type {\n", |
|  |  | " vertical-align: middle;\n", |
|  |  | " }\n", |
|  |  | "\n", |
|  |  | " .dataframe tbody tr th {\n", |
|  |  | " vertical-align: top;\n", |
|  |  | " }\n", |
|  |  | "\n", |
|  |  | " .dataframe thead th {\n", |
|  |  | " text-align: right;\n", |
|  |  | " }\n", |
|  |  | "</style>\n", |
|  |  | "<table border=\"1\" class=\"dataframe\">\n", |
|  |  | " <thead>\n", |
|  |  | " <tr style=\"text-align: right;\">\n", |
|  |  | " <th></th>\n", |
|  |  | " <th>userId</th>\n", |
|  |  | " <th>movieId</th>\n", |
|  |  | " <th>rating</th>\n", |
|  |  | " <th>timestamp</th>\n", |
|  |  | " </tr>\n", |
|  |  | " </thead>\n", |
|  |  | " <tbody>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>0</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>31</td>\n", |
|  |  | " <td>2.5</td>\n", |
|  |  | " <td>1260759144</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>1029</td>\n", |
|  |  | " <td>3.0</td>\n", |
|  |  | " <td>1260759179</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>2</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>1061</td>\n", |
|  |  | " <td>3.0</td>\n", |
|  |  | " <td>1260759182</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>3</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>1129</td>\n", |
|  |  | " <td>2.0</td>\n", |
|  |  | " <td>1260759185</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>4</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>1172</td>\n", |
|  |  | " <td>4.0</td>\n", |
|  |  | " <td>1260759205</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>5</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>1263</td>\n", |
|  |  | " <td>2.0</td>\n", |
|  |  | " <td>1260759151</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>6</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>1287</td>\n", |
|  |  | " <td>2.0</td>\n", |
|  |  | " <td>1260759187</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>7</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>1293</td>\n", |
|  |  | " <td>2.0</td>\n", |
|  |  | " <td>1260759148</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>8</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>1339</td>\n", |
|  |  | " <td>3.5</td>\n", |
|  |  | " <td>1260759125</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>9</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>1343</td>\n", |
|  |  | " <td>2.0</td>\n", |
|  |  | " <td>1260759131</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>10</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>1371</td>\n", |
|  |  | " <td>2.5</td>\n", |
|  |  | " <td>1260759135</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>11</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>1405</td>\n", |
|  |  | " <td>1.0</td>\n", |
|  |  | " <td>1260759203</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>12</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>1953</td>\n", |
|  |  | " <td>4.0</td>\n", |
|  |  | " <td>1260759191</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>13</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>2105</td>\n", |
|  |  | " <td>4.0</td>\n", |
|  |  | " <td>1260759139</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>14</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>2150</td>\n", |
|  |  | " <td>3.0</td>\n", |
|  |  | " <td>1260759194</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>15</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>2193</td>\n", |
|  |  | " <td>2.0</td>\n", |
|  |  | " <td>1260759198</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>16</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>2294</td>\n", |
|  |  | " <td>2.0</td>\n", |
|  |  | " <td>1260759108</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>17</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>2455</td>\n", |
|  |  | " <td>2.5</td>\n", |
|  |  | " <td>1260759113</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>18</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>2968</td>\n", |
|  |  | " <td>1.0</td>\n", |
|  |  | " <td>1260759200</td>\n", |
|  |  | " </tr>\n", |
|  |  | " <tr>\n", |
|  |  | " <td>19</td>\n", |
|  |  | " <td>1</td>\n", |
|  |  | " <td>3671</td>\n", |
|  |  | " <td>3.0</td>\n", |
|  |  | " <td>1260759117</td>\n", |
|  |  | " </tr>\n", |
|  |  | " </tbody>\n", |
|  |  | "</table>\n", |
|  |  | "</div>" |
|  |  | ], |
|  |  | "text/plain": [ |
|  |  | " userId movieId rating timestamp\n", |
|  |  | "0 1 31 2.5 1260759144\n", |
|  |  | "1 1 1029 3.0 1260759179\n", |
|  |  | "2 1 1061 3.0 1260759182\n", |
|  |  | "3 1 1129 2.0 1260759185\n", |
|  |  | "4 1 1172 4.0 1260759205\n", |
|  |  | "5 1 1263 2.0 1260759151\n", |
|  |  | "6 1 1287 2.0 1260759187\n", |
|  |  | "7 1 1293 2.0 1260759148\n", |
|  |  | "8 1 1339 3.5 1260759125\n", |
|  |  | "9 1 1343 2.0 1260759131\n", |
|  |  | "10 1 1371 2.5 1260759135\n", |
|  |  | "11 1 1405 1.0 1260759203\n", |
|  |  | "12 1 1953 4.0 1260759191\n", |
|  |  | "13 1 2105 4.0 1260759139\n", |
|  |  | "14 1 2150 3.0 1260759194\n", |
|  |  | "15 1 2193 2.0 1260759198\n", |
|  |  | "16 1 2294 2.0 1260759108\n", |
|  |  | "17 1 2455 2.5 1260759113\n", |
|  |  | "18 1 2968 1.0 1260759200\n", |
|  |  | "19 1 3671 3.0 1260759117" |
|  |  | ] |
|  |  | }, |
|  |  | "execution\_count": 102, |
|  |  | "metadata": {}, |
|  |  | "output\_type": "execute\_result" |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "ratings[ratings['userId']==1]" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": 103, |
|  |  | "metadata": {}, |
|  |  | "outputs": [ |
|  |  | { |
|  |  | "data": { |
|  |  | "text/plain": [ |
|  |  | "Prediction(uid=1, iid=302, r\_ui=3, est=2.70523000658422, details={'was\_impossible': False})" |
|  |  | ] |
|  |  | }, |
|  |  | "execution\_count": 103, |
|  |  | "metadata": {}, |
|  |  | "output\_type": "execute\_result" |
|  |  | } |
|  |  | ], |
|  |  | "source": [ |
|  |  | "svd.predict(1, 302, 3)" |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "markdown", |
|  |  | "metadata": {}, |
|  |  | "source": [ |
|  |  | "For movie with ID 302, we get an estimated prediction of 2.618. One startling feature of this recommender system is that it doesn't care what the movie is (or what it contains). It works purely on the basis of an assigned movie ID and tries to predict ratings based on how the other users have predicted the movie." |
|  |  | ] |
|  |  | }, |
|  |  | { |
|  |  | "cell\_type": "code", |
|  |  | "execution\_count": null, |
|  |  | "metadata": {}, |
|  |  | "outputs": [], |
|  |  | "source": [] |
|  |  | } |
|  |  | ], |
|  |  | "metadata": { |
|  |  | "kernelspec": { |
|  |  | "display\_name": "Python 3", |
|  |  | "language": "python", |
|  |  | "name": "python3" |
|  |  | }, |
|  |  | "language\_info": { |
|  |  | "codemirror\_mode": { |
|  |  | "name": "ipython", |
|  |  | "version": 3 |
|  |  | }, |
|  |  | "file\_extension": ".py", |
|  |  | "mimetype": "text/x-python", |
|  |  | "name": "python", |
|  |  | "nbconvert\_exporter": "python", |
|  |  | "pygments\_lexer": "ipython3", |
|  |  | "version": "3.7.4" |
|  |  | } |
|  |  | }, |
|  |  | "nbformat": 4, |
|  |  | "nbformat\_minor": 2 |
|  |  | } |