People Analytics Using R - Employee Churn - An Example

# Introduction

This is the second is a series of blog articles on using R for doing People Analytics. The first was my last article:

<https://www.linkedin.com/pulse/people-analytics-example-using-r-lyndon-sundmark-mba?trk=prof-post>

It gave an example of People Analytics being applied to absenteeism data. Lets now take a look at another HR example- this time **employee churn**. (Once again, the example is intended to be illustrative, not necessarily robust or best practices)

You may be asking what is Employee Churn? In a word -"turnover'- its when employees leave the organization. In another word- "terminates", whether is be voluntary or involuntary. In the widest sense churn/turnover is concerned both the calculation of rates of people leaving the organization and the individual terminates themselves.

Most of the focus in the past has been on the 'rates', not on the individual terminates.We calaculate past rates or turnover in an attempt to predict future turnover rates. And indeed it is important to do that and to continue to do so. Data warehousing tools are very powerful in this regard to slice and dice this data efficiently over different time periods at different levels of granularity. **BUT** it is only half the picture. These rates only show the impact of churn/turnover in the 'aggregate'. In addition to this you might be interested in predicting exactly 'who' or 'which employees' exactly may be at high risk for leaving the organization. Hence the reason for being interested in the 'individual' records in addition to the aggegrate.

Statistically speaking, 'churn' is 'churn' regardless of context. Its when a member of a population leaves a population. One of the examples your will see in Microsoft AzureML and in many data science textbooks out there is 'customer' churn. This is from the marketing context. In many businesses such a cell phone companies and others, it is far harder to generate and attract new customers than it is to keep old ones. So businesses want to do what they can to keep existing customers. When they leave, that is 'customer churn' for that particular company.

There is applicability of this kind of thinking and mindset to Human Resources in an organization as well. It is far less expensive to 'keep' good employees once you have them, then the cost of attracting and training new ones. Hmmmmm- a marketing principle that applies to the management of human resources, and a data science set of algorithms that can help determine whether there are patterns of churn in our data that could help predict future churn.

HR truly needs to start thinking outside of its traditional thinking and methodologies to powerfully address the HR challenges and issues in the future

As I indicated in my previous article (mentioned above)- on a personal level I like to think of People Analytics as when the data science process is applied to HR information. For that reason i would to **revisit** what that process is and use it as the framework to guide the rest of the example illustrated in this blog article.

# The Data Science Process Revisited

1. **Define a goal** ,as mentioned above, means identifying first what HR management business problem you are trying to solve. Without a problem/issue we don't have a goal.
2. **Collect and Manage data.** At its simplest, you want a 'dataset' of information perceived to be relevant to the problem. The collection and management of data could be a simple extract from the corporate Human Resource Information System, or an output from an elaborate Data Warehousing/Business Intelligence tool used on HR information. For purpose of this blog article illustration we will use a simple CSV file. It also involves exploring the data both for data quality issues, and for an initial look at what the data may be telling you
3. **Build The Model.** This step really means, after you have defined the HR business problem or goal you are trying to achieve, you pick a data mining approach/tool that is designed to address that type of problem. With Employee Churn you are trying to predict who might leave as contrasted from those that stay. The business problem/goal determine the appropriate data mining tools to consider. Not exhaustive as a list, but common data mining approaches used in modelling are classification,regression, anomaly detection, time series, clustering, association analyses to name a few. These approaches take information/data as inputs , run them through statistical algorithms, and produce output.
4. **Evaluate and Critique Model.** Each data mining approach can have many different statistical algorithms to bring to bear on the data. The evaluation is both what algorithms provide the most consistent accurate predictions on new data, and do we have all the relevant data or do we need more types of data to increase predictive accuracy of model on new data. This can be necessarily repetitive and circular activity over time to improve the model
5. **Present Results And Document.** When we have gotten out model to an acceptable ,useful predictive level, we document our activity and present results. The definition of acceptable and useful is really relative to the organization, but in all cases would mean , results show improvement over what would have been otherwise. The principle behind data 'science' like any science, is that with the same data, people should be able to reproduce our findings/ results.
6. **Deploy Model.** The whole purpose of building the model ( which is on existing data) is to:

* use the model on future data when it becomes available, to predict or prevent something from happening before it occurs or
* to better understand our existing business problem to tailor more specific responses

# Step 1 -Define The Goal

Our hypothetical company found that its previous application of People Analytics- applying the data science process to organizational absenteeism as an issue yielded some valuable insights that are now impacting their decision making in the future on how they will address it.

It now wants to apply these same data science principles and steps to another HR issue- employee churn. It realizes when good people leave, it costs far more to replace them than providing some incentives to keep them. So it would like to be data driven in the HR decisions it makes with respect to employee retention

The following questions are among the ones they would like answered:

1. What proportion of our staff are leaving?
2. Where is it occuring?
3. How does Age and Length of Service affect termination?
4. What, if anything, else contributes to it?
5. Can we predict future terminations?
6. If so, how well can we predict?

# Step 2 - Collect And Manage The Data

Often the data to analyze the problem starts with what is currently readily available. After some initial prototyping of predictive models, ideas surface for additional data collection to further refine the model. Since this is first stab at this , the organization uses only what is readily available.

After consulting with their HRIS staff, they found that they have access to the following information:

* EmployeeID
* Record Date
* Birth Date
* Original Hire Date
* Termination Date (if terminated)
* Age
* Length of Service
* City
* Department
* Job title
* Store Name
* Gender
* termination reason
* termination type (voluntary or involuntary)
* Status Year - year of data
* Status - ACTIVE or TERMINATED during status year
* Business Unit -Stores or Head Office

The company found out that they have 10 years of good data -from 2006 to 2015. It wants to use 2006-2014 as training data and use 2015 as the data to test on. The data consists of

* a snapshot of all active employees at the end of each of those years combined with
* terminations that occcured during each of those years.

Therefore each year will have records that have either a status of 'active' or 'terminated'. Of the above information items listed, the 'STATUS' one is the 'dependent' variable- a category to be predicted. Many of others are the independent varibles -'potential' predictors.

## First Look at The Data- The Structure

Lets load in the data. (By the way, the data below is totally **contrived**)

# Load an R data frame.  
MFG10YearTerminationData <- read.csv("~/Visual Studio 2015/Projects/EmployeeChurn/EmployeeChurn/MFG10YearTerminationData.csv")  
MYdataset <- MFG10YearTerminationData  
str(MYdataset)

## 'data.frame': 49653 obs. of 18 variables:  
## $ EmployeeID : int 1318 1318 1318 1318 1318 1318 1318 1318 1318 1318 ...  
## $ recorddate\_key : Factor w/ 130 levels "1/1/2006 0:00",..: 41 42 43 44 45 46 47 48 49 50 ...  
## $ birthdate\_key : Factor w/ 5342 levels "1941-01-15","1941-02-14",..: 1075 1075 1075 1075 1075 1075 1075 1075 1075 1075 ...  
## $ orighiredate\_key : Factor w/ 4415 levels "1989-08-28","1989-08-31",..: 1 1 1 1 1 1 1 1 1 1 ...  
## $ terminationdate\_key: Factor w/ 1055 levels "1900-01-01","2006-01-01",..: 1 1 1 1 1 1 1 1 1 1 ...  
## $ age : int 52 53 54 55 56 57 58 59 60 61 ...  
## $ length\_of\_service : int 17 18 19 20 21 22 23 24 25 26 ...  
## $ city\_name : Factor w/ 40 levels "Abbotsford","Aldergrove",..: 35 35 35 35 35 35 35 35 35 35 ...  
## $ department\_name : Factor w/ 21 levels "Accounting","Accounts Payable",..: 10 10 10 10 10 10 10 10 10 10 ...  
## $ job\_title : Factor w/ 47 levels "Accounting Clerk",..: 9 9 9 9 9 9 9 9 9 9 ...  
## $ store\_name : int 35 35 35 35 35 35 35 35 35 35 ...  
## $ gender\_short : Factor w/ 2 levels "F","M": 2 2 2 2 2 2 2 2 2 2 ...  
## $ gender\_full : Factor w/ 2 levels "Female","Male": 2 2 2 2 2 2 2 2 2 2 ...  
## $ termreason\_desc : Factor w/ 4 levels "Layoff","Not Applicable",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ termtype\_desc : Factor w/ 3 levels "Involuntary",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ STATUS\_YEAR : int 2006 2007 2008 2009 2010 2011 2012 2013 2014 2015 ...  
## $ STATUS : Factor w/ 2 levels "ACTIVE","TERMINATED": 1 1 1 1 1 1 1 1 1 1 ...  
## $ BUSINESS\_UNIT : Factor w/ 2 levels "HEADOFFICE","STORES": 1 1 1 1 1 1 1 1 1 1 ...

library(plyr)  
library(dplyr)

##   
## Attaching package: 'dplyr'  
##   
## The following objects are masked from 'package:plyr':  
##   
## arrange, count, desc, failwith, id, mutate, rename, summarise,  
## summarize  
##   
## The following objects are masked from 'package:stats':  
##   
## filter, lag  
##   
## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

## Second Look at The Data- Data Quality

summary(MYdataset)

## EmployeeID recorddate\_key birthdate\_key   
## Min. :1318 12/31/2013 0:00: 5215 1954-08-04: 40   
## 1st Qu.:3360 12/31/2012 0:00: 5101 1956-04-27: 40   
## Median :5031 12/31/2011 0:00: 4972 1973-03-23: 40   
## Mean :4859 12/31/2014 0:00: 4962 1952-01-27: 30   
## 3rd Qu.:6335 12/31/2010 0:00: 4840 1952-08-10: 30   
## Max. :8336 12/31/2015 0:00: 4799 1953-10-06: 30   
## (Other) :19764 (Other) :49443   
## orighiredate\_key terminationdate\_key age length\_of\_service  
## 1992-08-09: 50 1900-01-01:42450 Min. :19.00 Min. : 0.00   
## 1995-02-22: 50 2014-12-30: 1079 1st Qu.:31.00 1st Qu.: 5.00   
## 2004-12-04: 50 2015-12-30: 674 Median :42.00 Median :10.00   
## 2005-10-16: 50 2010-12-30: 25 Mean :42.08 Mean :10.43   
## 2006-02-26: 50 2012-11-11: 21 3rd Qu.:53.00 3rd Qu.:15.00   
## 2006-09-25: 50 2015-02-04: 20 Max. :65.00 Max. :26.00   
## (Other) :49353 (Other) : 5384   
## city\_name department\_name job\_title   
## Vancouver :11211 Meats :10269 Meat Cutter :9984   
## Victoria : 4885 Dairy : 8599 Dairy Person :8590   
## Nanaimo : 3876 Produce : 8515 Produce Clerk:8237   
## New Westminster: 3211 Bakery : 8381 Baker :8096   
## Kelowna : 2513 Customer Service: 7122 Cashier :6816   
## Burnaby : 2067 Processed Foods : 5911 Shelf Stocker:5622   
## (Other) :21890 (Other) : 856 (Other) :2308   
## store\_name gender\_short gender\_full termreason\_desc   
## Min. : 1.0 F:25898 Female:25898 Layoff : 1705   
## 1st Qu.:16.0 M:23755 Male :23755 Not Applicable:41853   
## Median :28.0 Resignaton : 2111   
## Mean :27.3 Retirement : 3984   
## 3rd Qu.:42.0   
## Max. :46.0   
##   
## termtype\_desc STATUS\_YEAR STATUS   
## Involuntary : 1705 Min. :2006 ACTIVE :48168   
## Not Applicable:41853 1st Qu.:2008 TERMINATED: 1485   
## Voluntary : 6095 Median :2011   
## Mean :2011   
## 3rd Qu.:2013   
## Max. :2015   
##   
## BUSINESS\_UNIT   
## HEADOFFICE: 585   
## STORES :49068   
##   
##   
##   
##   
##

A cursory look at the above summary doesnt have anything jump out as being data quality issues.

## Third Look at the Data - Generally What Is The Data Telling Us?

Earlier we had indicated that we had both active records at end of year and terminates during the year for each of 10 years going from 2006 to 2015. To have a population to model from (to differentiate ACTIVES from TERMINATES) we have to include both status types .

Its useful then to get a baseline of what percent/proportion the terminates are of the entire population. It also answers our first question. Let's look at that next.

**What proportion of our staff are leaving?**

StatusCount<- as.data.frame.matrix(MYdataset %>%  
 group\_by(STATUS\_YEAR) %>%  
 select(STATUS) %>%  
 table())  
StatusCount$TOTAL<-StatusCount$ACTIVE + StatusCount$TERMINATED  
StatusCount$PercentTerminated <-StatusCount$TERMINATED/(StatusCount$TOTAL)\*100  
StatusCount

## ACTIVE TERMINATED TOTAL PercentTerminated  
## 2006 4445 134 4579 2.926403  
## 2007 4521 162 4683 3.459321  
## 2008 4603 164 4767 3.440319  
## 2009 4710 142 4852 2.926628  
## 2010 4840 123 4963 2.478340  
## 2011 4972 110 5082 2.164502  
## 2012 5101 130 5231 2.485184  
## 2013 5215 105 5320 1.973684  
## 2014 4962 253 5215 4.851390  
## 2015 4799 162 4961 3.265471

mean(StatusCount$PercentTerminated)

## [1] 2.997124

It looks like it ranges from 1.97 to 4.85% with an average of 2.99%

**Where are the terminations occurring?**

Lets look at some charts

**By Business Unit**

library(ggplot2)  
ggplot() + geom\_bar(aes(y = ..count..,x =as.factor(BUSINESS\_UNIT),fill = as.factor(STATUS)),data=MYdataset,position = position\_stack())
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It looks like terminates is the last 10 years have predominantly occurred in the STORES business unit. Only 1 terminate in HR Technology which is in the head office.

Lets explore just the terminates for a few moments.

**Just Terminates By Termination Type And Status Year**

TerminatesData<- as.data.frame(MYdataset %>%  
 filter(STATUS=="TERMINATED"))  
  
ggplot() + geom\_bar(aes(y = ..count..,x =as.factor(STATUS\_YEAR),fill = as.factor(termtype\_desc)),data=TerminatesData,position = position\_stack())
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**Just Terminates By Status Year and Termination Reason**

ggplot() + geom\_bar(aes(y = ..count..,x =as.factor(STATUS\_YEAR),fill = as.factor(termreason\_desc)),data=TerminatesData, position = position\_stack())
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It seems that there were layoffs in 2014 and 2015 which accounts for the involuntary terminates.

**Just Terminates By Termination Reason and Department**

ggplot() + geom\_bar(aes(y = ..count..,x =as.factor(department\_name),fill = as.factor(termreason\_desc)),data=TerminatesData,position = position\_stack())+  
 theme(axis.text.x=element\_text(angle=90,hjust=1,vjust=0.5))
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When we look at the terminate by Department, a few thing stick out. Customer Service has a much larger proportion of resignation compared to other departments. And retirement in general is high is a number of departments.

**How does Age and Length of Service affect termination?**

library(caret)

## Loading required package: lattice

featurePlot(x=MYdataset[,6:7],y=MYdataset$STATUS,plot="density",auto.key = list(columns = 2))
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Density plots show some interesting things. For terminates there is some elevation from 20 to 30 and a spike at 60. For length of service there are 5 spikes. One around 1 year, another one around 5 years, and a big one around 15 year, and a couple at 20 and 25 years.

**Age and Length of Service Distributions By Status**

featurePlot(x=MYdataset[,6:7],y=MYdataset$STATUS,plot="box",auto.key = list(columns = 2))
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Boxplots show high average age for terminates as compared to active. Length of service shows not much difference between active and terminated.

That's a brief general look at some of what the data is telling us. Our next step of course is model building.

# Step 3 - Build The Model

Similar to the last blog article, it should be mentioned again that for building models, we never want to use **all** our data to build the model. This can lead to overfitting- where it might be able to predict well on current data that it sees as is built on, but may not predict well on data that it hasnt seen.

We have 10 years of historical data. we will use the first 9 to train the model, and the 10th year to test it. Moreover, we will use 10 fold cross validation on the training data as well. So before we actually try out a variety of modelling algorithms, we need to partition the data into training and testing datasets.

## Let's Partition The Data

library(rattle)

## Rattle: A free graphical interface for data mining with R.  
## Version 4.0.5 Copyright (c) 2006-2015 Togaware Pty Ltd.  
## Type 'rattle()' to shake, rattle, and roll your data.

library(magrittr) # For the %>% and %<>% operators.  
  
  
  
building <- TRUE  
scoring <- ! building  
  
  
# A pre-defined value is used to reset the random seed so that results are repeatable.  
  
crv$seed <- 42   
  
  
# Load an R data frame.  
MFG10YearTerminationData <- read.csv("~/Visual Studio 2015/Projects/EmployeeChurn/EmployeeChurn/MFG10YearTerminationData.csv")  
  
MYdataset <- MFG10YearTerminationData  
  
  
  
#Create training and testing datasets  
  
#Create training and testing datasets  
  
set.seed(crv$seed)   
MYnobs <- nrow(MYdataset) # 52692 observations   
MYsample <- MYtrain <- subset(MYdataset,STATUS\_YEAR<=2014)  
MYvalidate <- NULL  
MYtest <- subset(MYdataset,STATUS\_YEAR== 2015)  
  
# The following variable selections have been noted.  
  
MYinput <- c("age", "length\_of\_service", "gender\_full",  
 "STATUS\_YEAR", "BUSINESS\_UNIT")  
  
MYnumeric <- c("age", "length\_of\_service", "STATUS\_YEAR")  
  
MYcategoric <- c(   
 "gender\_full", "BUSINESS\_UNIT")  
  
MYtarget <- "STATUS"  
MYrisk <- NULL  
MYident <- "EmployeeID"  
MYignore <- c("recorddate\_key", "birthdate\_key", "orighiredate\_key", "terminationdate\_key", "city\_name", "gender\_short", "termreason\_desc", "termtype\_desc","department\_name",  
 "job\_title", "store\_name")  
MYweights <- NULL  
  
MYTrainingData<-MYtrain[c(MYinput, MYtarget)]  
MYTestingData<-MYtest[c(MYinput, MYtarget)]

## Choosing and Running Models

One of the things that characterizes R, is that the number of functions and procedures that can be used are huge. So there often many ways of doing things. Two of the best R packages designed to be used for data science are **caret** and **rattle**.

We introduced caret in the last blog article. In this one I will use **rattle**. **What is noteworthy about rattle is that it provides a GUI front end and generates the code for it in the log on the backend. So you can generate models quickly.**

I **wont** be illustrating how to use rattle in this article as a GUI, but rather show the code it generated along with the statistical results and graphs. **Please dont get hung up/turned off by the code presented.** The GUI front end generated all the code below. I simply made cosmetic changes to it. **Please do concentrate on the flow of the data science process in the article as one example of how it can be done.**. As a GUI rattle was able to generate all the below output in about 15 minutes of my effort. One tutorial on the rattle GUI cam be found here:

<http://eric.univ-lyon2.fr/~ricco/tanagra/fichiers/en_Tanagra_Rattle_Package_for_R.pdf>

And here is a book on rattle:

<http://www.amazon.com/gp/product/1441998896/ref=as_li_qf_sp_asin_tl?ie=UTF8&tag=togaware-20&linkCode=as2&camp=217145&creative=399373&creativeASIN=1441998896>

We should step back for a moment and review what are doing here, and what are opening questions were. We are wanting to predict who might terminate in the future. That is a 'binary result' or 'category'. A person is either 'ACTIVE' or 'TERMINATED'. \_\_Since it is a category to be predicted we will choose among models/algorithms that can predict categories.\_

The models we will look at in rattle are:

* Decision Trees (rpart)
* Boosted Models (adaboost)
* Random Forests (rf)
* Support Vactor Models (svm)
* Linear Models (glm)

### Decision Tree

Lets first u take a look at a decision tree model. This is always useful because with these, you can get a visual tree model to get some idea of how the prediction occurs in an easy to understand way.

library(rattle)  
library(rpart, quietly=TRUE)  
  
# Reset the random number seed to obtain the same results each time.  
  
set.seed(crv$seed)  
  
# Build the Decision Tree model.  
  
MYrpart <- rpart(STATUS ~ .,  
 data=MYtrain[, c(MYinput, MYtarget)],  
 method="class",  
 parms=list(split="information"),  
 control=rpart.control(usesurrogate=0,   
 maxsurrogate=0))  
  
# Generate a textual view of the Decision Tree model.  
  
#print(MYrpart)  
#printcp(MYrpart)  
#cat("\n")  
  
# Time taken: 0.63 secs  
  
#============================================================  
# Rattle timestamp: 2016-03-25 09:45:25 x86\_64-w64-mingw32   
  
# Plot the resulting Decision Tree.   
  
# We use the rpart.plot package.  
  
fancyRpartPlot(MYrpart, main="Decision Tree MFG10YearTerminationData $ STATUS")

![](data:image/png;base64,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) We can now answer our next guestion from above:

**What, if anything, else contributes to it?**

From even the graphical tree output it looks like gender, and status year also affect it.

### Random Forests

Now for Random Forests

#============================================================  
# Rattle timestamp: 2016-03-25 18:21:29 x86\_64-w64-mingw32   
  
# Random Forest   
  
# The 'randomForest' package provides the 'randomForest' function.  
  
library(randomForest, quietly=TRUE)

## randomForest 4.6-12  
## Type rfNews() to see new features/changes/bug fixes.  
##   
## Attaching package: 'randomForest'  
##   
## The following object is masked from 'package:ggplot2':  
##   
## margin  
##   
## The following object is masked from 'package:dplyr':  
##   
## combine

# Build the Random Forest model.  
  
set.seed(crv$seed)  
MYrf <- randomForest::randomForest(STATUS ~ .,  
 data=MYtrain[c(MYinput, MYtarget)],  
 ntree=500,  
 mtry=2,  
 importance=TRUE,  
 na.action=randomForest::na.roughfix,  
 replace=FALSE)  
  
# Generate textual output of 'Random Forest' model.  
  
MYrf

##   
## Call:  
## randomForest(formula = STATUS ~ ., data = MYtrain[c(MYinput, MYtarget)], ntree = 500, mtry = 2, importance = TRUE, replace = FALSE, na.action = randomForest::na.roughfix)   
## Type of random forest: classification  
## Number of trees: 500  
## No. of variables tried at each split: 2  
##   
## OOB estimate of error rate: 1.13%  
## Confusion matrix:  
## ACTIVE TERMINATED class.error  
## ACTIVE 43366 3 6.917383e-05  
## TERMINATED 501 822 3.786848e-01

# The `pROC' package implements various AUC functions.  
  
# Calculate the Area Under the Curve (AUC).  
  
pROC::roc(MYrf$y, as.numeric(MYrf$predicted))

##   
## Call:  
## roc.default(response = MYrf$y, predictor = as.numeric(MYrf$predicted))  
##   
## Data: as.numeric(MYrf$predicted) in 43369 controls (MYrf$y ACTIVE) < 1323 cases (MYrf$y TERMINATED).  
## Area under the curve: 0.8106

# Calculate the AUC Confidence Interval.  
  
pROC::ci.auc(MYrf$y, as.numeric(MYrf$predicted))

## 95% CI: 0.7975-0.8237 (DeLong)

# List the importance of the variables.  
  
rn <- round(randomForest::importance(MYrf), 2)  
rn[order(rn[,3], decreasing=TRUE),]

## ACTIVE TERMINATED MeanDecreaseAccuracy MeanDecreaseGini  
## age 36.51 139.70 52.45 743.27  
## STATUS\_YEAR 35.46 34.13 41.50 64.65  
## gender\_full 28.02 40.03 37.08 76.80  
## length\_of\_service 18.37 18.43 21.38 91.71  
## BUSINESS\_UNIT 6.06 7.64 8.09 3.58

# Time taken: 18.66 secs

### Adaboost

Now for adaboost

#============================================================  
# Rattle timestamp: 2016-03-25 18:22:22 x86\_64-w64-mingw32   
  
# Ada Boost   
  
# The `ada' package implements the boost algorithm.  
  
# Build the Ada Boost model.  
  
set.seed(crv$seed)  
MYada <- ada::ada(STATUS ~ .,  
 data=MYtrain[c(MYinput, MYtarget)],  
 control=rpart::rpart.control(maxdepth=30,  
 cp=0.010000,  
 minsplit=20,  
 xval=10),  
 iter=50)  
  
# Print the results of the modelling.  
  
print(MYada)

## Call:  
## ada(STATUS ~ ., data = MYtrain[c(MYinput, MYtarget)], control = rpart::rpart.control(maxdepth = 30,   
## cp = 0.01, minsplit = 20, xval = 10), iter = 50)  
##   
## Loss: exponential Method: discrete Iteration: 50   
##   
## Final Confusion Matrix for Data:  
## Final Prediction  
## True value ACTIVE TERMINATED  
## ACTIVE 43366 3  
## TERMINATED 501 822  
##   
## Train Error: 0.011   
##   
## Out-Of-Bag Error: 0.011 iteration= 6   
##   
## Additional Estimates of number of iterations:  
##   
## train.err1 train.kap1   
## 1 1

round(MYada$model$errs[MYada$iter,], 2)

## train.err train.kap   
## 0.01 0.24

cat('Variables actually used in tree construction:\n')

## Variables actually used in tree construction:

print(sort(names(listAdaVarsUsed(MYada))))

## [1] "age" "gender\_full" "length\_of\_service"  
## [4] "STATUS\_YEAR"

cat('\nFrequency of variables actually used:\n')

##   
## Frequency of variables actually used:

print(listAdaVarsUsed(MYada))

##   
## age STATUS\_YEAR length\_of\_service gender\_full   
## 43 41 34 29

### Support Vector Machines

Now lets look at Support Vector Machines

#============================================================  
# Rattle timestamp: 2016-03-25 18:22:56 x86\_64-w64-mingw32   
  
# Support vector machine.   
  
# The 'kernlab' package provides the 'ksvm' function.  
  
library(kernlab, quietly=TRUE)

##   
## Attaching package: 'kernlab'  
##   
## The following object is masked from 'package:ggplot2':  
##   
## alpha

# Build a Support Vector Machine model.  
  
set.seed(crv$seed)  
MYksvm <- ksvm(as.factor(STATUS) ~ .,  
 data=MYtrain[c(MYinput, MYtarget)],  
 kernel="rbfdot",  
 prob.model=TRUE)  
  
# Generate a textual view of the SVM model.  
  
MYksvm

## Support Vector Machine object of class "ksvm"   
##   
## SV type: C-svc (classification)   
## parameter : cost C = 1   
##   
## Gaussian Radial Basis kernel function.   
## Hyperparameter : sigma = 0.365136817631195   
##   
## Number of Support Vectors : 2407   
##   
## Objective Function Value : -2004.306   
## Training error : 0.017811   
## Probability model included.

# Time taken: 42.91 secs

### Linear Models

Finally lets look at linear models.

#============================================================  
# Rattle timestamp: 2016-03-25 18:23:56 x86\_64-w64-mingw32   
  
# Regression model   
  
# Build a Regression model.  
  
MYglm <- glm(STATUS ~ .,  
 data=MYtrain[c(MYinput, MYtarget)],  
 family=binomial(link="logit"))  
  
# Generate a textual view of the Linear model.  
  
print(summary(MYglm))

##   
## Call:  
## glm(formula = STATUS ~ ., family = binomial(link = "logit"),   
## data = MYtrain[c(MYinput, MYtarget)])  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.3245 -0.2076 -0.1564 -0.1184 3.4080   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -893.51883 33.96609 -26.306 < 2e-16 \*\*\*  
## age 0.21944 0.00438 50.095 < 2e-16 \*\*\*  
## length\_of\_service -0.43146 0.01086 -39.738 < 2e-16 \*\*\*  
## gender\_fullMale 0.51900 0.06766 7.671 1.7e-14 \*\*\*  
## STATUS\_YEAR 0.44122 0.01687 26.148 < 2e-16 \*\*\*  
## BUSINESS\_UNITSTORES -2.73943 0.16616 -16.486 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 11920.1 on 44691 degrees of freedom  
## Residual deviance: 9053.3 on 44686 degrees of freedom  
## AIC: 9065.3  
##   
## Number of Fisher Scoring iterations: 7

cat(sprintf("Log likelihood: %.3f (%d df)\n",  
 logLik(MYglm)[1],  
 attr(logLik(MYglm), "df")))

## Log likelihood: -4526.633 (6 df)

cat(sprintf("Null/Residual deviance difference: %.3f (%d df)\n",  
 MYglm$null.deviance-MYglm$deviance,  
 MYglm$df.null-MYglm$df.residual))

## Null/Residual deviance difference: 2866.813 (5 df)

cat(sprintf("Chi-square p-value: %.8f\n",  
 dchisq(MYglm$null.deviance-MYglm$deviance,  
 MYglm$df.null-MYglm$df.residual)))

## Chi-square p-value: 0.00000000

cat(sprintf("Pseudo R-Square (optimistic): %.8f\n",  
 cor(MYglm$y, MYglm$fitted.values)))

## Pseudo R-Square (optimistic): 0.38428451

cat('\n==== ANOVA ====\n\n')

##   
## ==== ANOVA ====

print(anova(MYglm, test="Chisq"))

## Analysis of Deviance Table  
##   
## Model: binomial, link: logit  
##   
## Response: STATUS  
##   
## Terms added sequentially (first to last)  
##   
##   
## Df Deviance Resid. Df Resid. Dev Pr(>Chi)   
## NULL 44691 11920.1   
## age 1 861.75 44690 11058.3 < 2.2e-16 \*\*\*  
## length\_of\_service 1 1094.72 44689 9963.6 < 2.2e-16 \*\*\*  
## gender\_full 1 14.38 44688 9949.2 0.0001494 \*\*\*  
## STATUS\_YEAR 1 716.39 44687 9232.8 < 2.2e-16 \*\*\*  
## BUSINESS\_UNIT 1 179.57 44686 9053.3 < 2.2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

cat("\n")

# Time taken: 1.62 secs

These were simply the vanilla running of these models.In evaluating the models we have the means to compare their results on a common basis.

## Evaluate Models

In the evaluating models step, we are able to answer our final 2 original questions stated at the beginning:

**Can we predict?**

In a word 'yes'.

**How Well can we predict?**

In two words 'fairly well'.

When it comes to evaluating models for predicting categories, we are defining accuracy as to how many times did the model predict the actual. So we are interested in a number of things.

The first of these are error martricies. In error matricies, you are cross tabulating the actual results with predicted results. If prediction was 'perfect' 100%, every prediction would be the same as actual. (almost never happens). The higher the correct prediction rate and lower the error rate- the better.

### Error Matricies

#### Decision Trees

#============================================================  
# Rattle timestamp: 2016-03-25 18:50:22 x86\_64-w64-mingw32   
  
# Evaluate model performance.   
  
# Generate an Error Matrix for the Decision Tree model.  
  
# Obtain the response from the Decision Tree model.  
  
MYpr <- predict(MYrpart, newdata=MYtest[c(MYinput, MYtarget)], type="class")  
  
# Generate the confusion matrix showing counts.  
  
table(MYtest[c(MYinput, MYtarget)]$STATUS, MYpr,  
 dnn=c("Actual", "Predicted"))

## Predicted  
## Actual ACTIVE TERMINATED  
## ACTIVE 4799 0  
## TERMINATED 99 63

# Generate the confusion matrix showing proportions.  
  
pcme <- function(actual, cl)  
{  
 x <- table(actual, cl)  
 nc <- nrow(x)  
 tbl <- cbind(x/length(actual),  
 Error=sapply(1:nc,  
 function(r) round(sum(x[r,-r])/sum(x[r,]), 2)))  
 names(attr(tbl, "dimnames")) <- c("Actual", "Predicted")  
 return(tbl)  
}  
per <- pcme(MYtest[c(MYinput, MYtarget)]$STATUS, MYpr)  
round(per, 2)

## Predicted  
## Actual ACTIVE TERMINATED Error  
## ACTIVE 0.97 0.00 0.00  
## TERMINATED 0.02 0.01 0.61

# Calculate the overall error percentage.  
  
cat(100\*round(1-sum(diag(per), na.rm=TRUE), 2))

## 2

# Calculate the averaged class error percentage.  
  
cat(100\*round(mean(per[,"Error"], na.rm=TRUE), 2))

## 30

#### Adaboost

# Generate an Error Matrix for the Ada Boost model.  
  
# Obtain the response from the Ada Boost model.  
  
MYpr <- predict(MYada, newdata=MYtest[c(MYinput, MYtarget)])  
  
# Generate the confusion matrix showing counts.  
  
table(MYtest[c(MYinput, MYtarget)]$STATUS, MYpr,  
 dnn=c("Actual", "Predicted"))

## Predicted  
## Actual ACTIVE TERMINATED  
## ACTIVE 4799 0  
## TERMINATED 99 63

# Generate the confusion matrix showing proportions.  
  
pcme <- function(actual, cl)  
{  
 x <- table(actual, cl)  
 nc <- nrow(x)  
 tbl <- cbind(x/length(actual),  
 Error=sapply(1:nc,  
 function(r) round(sum(x[r,-r])/sum(x[r,]), 2)))  
 names(attr(tbl, "dimnames")) <- c("Actual", "Predicted")  
 return(tbl)  
}  
per <- pcme(MYtest[c(MYinput, MYtarget)]$STATUS, MYpr)  
round(per, 2)

## Predicted  
## Actual ACTIVE TERMINATED Error  
## ACTIVE 0.97 0.00 0.00  
## TERMINATED 0.02 0.01 0.61

# Calculate the overall error percentage.  
  
cat(100\*round(1-sum(diag(per), na.rm=TRUE), 2))

## 2

# Calculate the averaged class error percentage.  
  
cat(100\*round(mean(per[,"Error"], na.rm=TRUE), 2))

## 30

#### Random Forest

# Generate an Error Matrix for the Random Forest model.  
  
# Obtain the response from the Random Forest model.  
  
MYpr <- predict(MYrf, newdata=na.omit(MYtest[c(MYinput, MYtarget)]))  
  
# Generate the confusion matrix showing counts.  
  
table(na.omit(MYtest[c(MYinput, MYtarget)])$STATUS, MYpr,  
 dnn=c("Actual", "Predicted"))

## Predicted  
## Actual ACTIVE TERMINATED  
## ACTIVE 4799 0  
## TERMINATED 99 63

# Generate the confusion matrix showing proportions.  
  
pcme <- function(actual, cl)  
{  
 x <- table(actual, cl)  
 nc <- nrow(x)  
 tbl <- cbind(x/length(actual),  
 Error=sapply(1:nc,  
 function(r) round(sum(x[r,-r])/sum(x[r,]), 2)))  
 names(attr(tbl, "dimnames")) <- c("Actual", "Predicted")  
 return(tbl)  
}  
per <- pcme(na.omit(MYtest[c(MYinput, MYtarget)])$STATUS, MYpr)  
round(per, 2)

## Predicted  
## Actual ACTIVE TERMINATED Error  
## ACTIVE 0.97 0.00 0.00  
## TERMINATED 0.02 0.01 0.61

# Calculate the overall error percentage.  
  
cat(100\*round(1-sum(diag(per), na.rm=TRUE), 2))

## 2

# Calculate the averaged class error percentage.  
  
cat(100\*round(mean(per[,"Error"], na.rm=TRUE), 2))

## 30

#### Support Vector Model

# Generate an Error Matrix for the SVM model.  
  
# Obtain the response from the SVM model.  
  
MYpr <- kernlab::predict(MYksvm, newdata=na.omit(MYtest[c(MYinput, MYtarget)]))  
  
# Generate the confusion matrix showing counts.  
  
table(na.omit(MYtest[c(MYinput, MYtarget)])$STATUS, MYpr,  
 dnn=c("Actual", "Predicted"))

## Predicted  
## Actual ACTIVE TERMINATED  
## ACTIVE 4799 0  
## TERMINATED 150 12

# Generate the confusion matrix showing proportions.  
  
pcme <- function(actual, cl)  
{  
 x <- table(actual, cl)  
 nc <- nrow(x)  
 tbl <- cbind(x/length(actual),  
 Error=sapply(1:nc,  
 function(r) round(sum(x[r,-r])/sum(x[r,]), 2)))  
 names(attr(tbl, "dimnames")) <- c("Actual", "Predicted")  
 return(tbl)  
}  
per <- pcme(na.omit(MYtest[c(MYinput, MYtarget)])$STATUS, MYpr)  
round(per, 2)

## Predicted  
## Actual ACTIVE TERMINATED Error  
## ACTIVE 0.97 0 0.00  
## TERMINATED 0.03 0 0.93

# Calculate the overall error percentage.  
  
cat(100\*round(1-sum(diag(per), na.rm=TRUE), 2))

## 3

# Calculate the averaged class error percentage.  
  
cat(100\*round(mean(per[,"Error"], na.rm=TRUE), 2))

## 46

#### Linear Model

# Generate an Error Matrix for the Linear model.  
  
# Obtain the response from the Linear model.  
  
MYpr <- as.vector(ifelse(predict(MYglm, type="response", newdata=MYtest[c(MYinput, MYtarget)]) > 0.5, "TERMINATED", "ACTIVE"))  
  
# Generate the confusion matrix showing counts.  
  
table(MYtest[c(MYinput, MYtarget)]$STATUS, MYpr,  
 dnn=c("Actual", "Predicted"))

## Predicted  
## Actual ACTIVE  
## ACTIVE 4799  
## TERMINATED 162

# Generate the confusion matrix showing proportions.  
  
pcme <- function(actual, cl)  
{  
 x <- table(actual, cl)  
 nc <- nrow(x)  
 tbl <- cbind(x/length(actual),  
 Error=sapply(1:nc,  
 function(r) round(sum(x[r,-r])/sum(x[r,]), 2)))  
 names(attr(tbl, "dimnames")) <- c("Actual", "Predicted")  
 return(tbl)  
}  
per <- pcme(MYtest[c(MYinput, MYtarget)]$STATUS, MYpr)  
round(per, 2)

## Predicted  
## Actual ACTIVE Error  
## ACTIVE 0.97 0  
## TERMINATED 0.03 1

# Calculate the overall error percentage.  
  
cat(100\*round(1-sum(diag(per), na.rm=TRUE), 2))

## -97

# Calculate the averaged class error percentage.  
  
cat(100\*round(mean(per[,"Error"], na.rm=TRUE), 2))

## 50

**Well that was interesting!**

Summarizing the confusion matrix showed that decision trees,random forests, and adaboost all predicted similarly. **BUT** Support Vector Machines and the Linear Models did worse for this data.

### Area Under Curve (AUC)

Another way to evaluate the models is the AUC. The higher the AUC the better. The code below generates the information necessary to produce the graphs.

#============================================================  
# Rattle timestamp: 2016-03-25 19:44:22 x86\_64-w64-mingw32   
  
# Evaluate model performance.   
  
# ROC Curve: requires the ROCR package.  
  
library(ROCR)

## Loading required package: gplots  
##   
## Attaching package: 'gplots'  
##   
## The following object is masked from 'package:stats':  
##   
## lowess

# ROC Curve: requires the ggplot2 package.  
  
library(ggplot2, quietly=TRUE)  
  
# Generate an ROC Curve for the rpart model on MFG10YearTerminationData [test].  
  
MYpr <- predict(MYrpart, newdata=MYtest[c(MYinput, MYtarget)])[,2]  
  
# Remove observations with missing target.  
  
no.miss <- na.omit(MYtest[c(MYinput, MYtarget)]$STATUS)  
miss.list <- attr(no.miss, "na.action")  
attributes(no.miss) <- NULL  
  
if (length(miss.list))  
{  
 pred <- prediction(MYpr[-miss.list], no.miss)  
} else  
{  
 pred <- prediction(MYpr, no.miss)  
}  
  
pe <- performance(pred, "tpr", "fpr")  
au <- performance(pred, "auc")@y.values[[1]]  
pd <- data.frame(fpr=unlist(pe@x.values), tpr=unlist(pe@y.values))  
p <- ggplot(pd, aes(x=fpr, y=tpr))  
p <- p + geom\_line(colour="red")  
p <- p + xlab("False Positive Rate") + ylab("True Positive Rate")  
p <- p + ggtitle("ROC Curve Decision Tree MFG10YearTerminationData [test] STATUS")  
p <- p + theme(plot.title=element\_text(size=10))  
p <- p + geom\_line(data=data.frame(), aes(x=c(0,1), y=c(0,1)), colour="grey")  
p <- p + annotate("text", x=0.50, y=0.00, hjust=0, vjust=0, size=5,  
 label=paste("AUC =", round(au, 2)))  
print(p)
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# Calculate the area under the curve for the plot.  
  
  
# Remove observations with missing target.  
  
no.miss <- na.omit(MYtest[c(MYinput, MYtarget)]$STATUS)  
miss.list <- attr(no.miss, "na.action")  
attributes(no.miss) <- NULL  
  
if (length(miss.list))  
{  
 pred <- prediction(MYpr[-miss.list], no.miss)  
} else  
{  
 pred <- prediction(MYpr, no.miss)  
}  
performance(pred, "auc")

## An object of class "performance"  
## Slot "x.name":  
## [1] "None"  
##   
## Slot "y.name":  
## [1] "Area under the ROC curve"  
##   
## Slot "alpha.name":  
## [1] "none"  
##   
## Slot "x.values":  
## list()  
##   
## Slot "y.values":  
## [[1]]  
## [1] 0.6619685  
##   
##   
## Slot "alpha.values":  
## list()

# ROC Curve: requires the ROCR package.  
  
library(ROCR)  
  
# ROC Curve: requires the ggplot2 package.  
  
library(ggplot2, quietly=TRUE)  
  
# Generate an ROC Curve for the ada model on MFG10YearTerminationData [test].  
  
MYpr <- predict(MYada, newdata=MYtest[c(MYinput, MYtarget)], type="prob")[,2]  
  
# Remove observations with missing target.  
  
no.miss <- na.omit(MYtest[c(MYinput, MYtarget)]$STATUS)  
miss.list <- attr(no.miss, "na.action")  
attributes(no.miss) <- NULL  
  
if (length(miss.list))  
{  
 pred <- prediction(MYpr[-miss.list], no.miss)  
} else  
{  
 pred <- prediction(MYpr, no.miss)  
}  
  
pe <- performance(pred, "tpr", "fpr")  
au <- performance(pred, "auc")@y.values[[1]]  
pd <- data.frame(fpr=unlist(pe@x.values), tpr=unlist(pe@y.values))  
p <- ggplot(pd, aes(x=fpr, y=tpr))  
p <- p + geom\_line(colour="red")  
p <- p + xlab("False Positive Rate") + ylab("True Positive Rate")  
p <- p + ggtitle("ROC Curve Ada Boost MFG10YearTerminationData [test] STATUS")  
p <- p + theme(plot.title=element\_text(size=10))  
p <- p + geom\_line(data=data.frame(), aes(x=c(0,1), y=c(0,1)), colour="grey")  
p <- p + annotate("text", x=0.50, y=0.00, hjust=0, vjust=0, size=5,  
 label=paste("AUC =", round(au, 2)))  
print(p)
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# Calculate the area under the curve for the plot.  
  
  
# Remove observations with missing target.  
  
no.miss <- na.omit(MYtest[c(MYinput, MYtarget)]$STATUS)  
miss.list <- attr(no.miss, "na.action")  
attributes(no.miss) <- NULL  
  
if (length(miss.list))  
{  
 pred <- prediction(MYpr[-miss.list], no.miss)  
} else  
{  
 pred <- prediction(MYpr, no.miss)  
}  
performance(pred, "auc")

## An object of class "performance"  
## Slot "x.name":  
## [1] "None"  
##   
## Slot "y.name":  
## [1] "Area under the ROC curve"  
##   
## Slot "alpha.name":  
## [1] "none"  
##   
## Slot "x.values":  
## list()  
##   
## Slot "y.values":  
## [[1]]  
## [1] 0.7525726  
##   
##   
## Slot "alpha.values":  
## list()

# ROC Curve: requires the ROCR package.  
  
library(ROCR)  
  
# ROC Curve: requires the ggplot2 package.  
  
library(ggplot2, quietly=TRUE)  
  
# Generate an ROC Curve for the rf model on MFG10YearTerminationData [test].  
  
MYpr <- predict(MYrf, newdata=na.omit(MYtest[c(MYinput, MYtarget)]), type="prob")[,2]  
  
# Remove observations with missing target.  
  
no.miss <- na.omit(na.omit(MYtest[c(MYinput, MYtarget)])$STATUS)  
miss.list <- attr(no.miss, "na.action")  
attributes(no.miss) <- NULL  
  
if (length(miss.list))  
{  
 pred <- prediction(MYpr[-miss.list], no.miss)  
} else  
{  
 pred <- prediction(MYpr, no.miss)  
}  
  
pe <- performance(pred, "tpr", "fpr")  
au <- performance(pred, "auc")@y.values[[1]]  
pd <- data.frame(fpr=unlist(pe@x.values), tpr=unlist(pe@y.values))  
p <- ggplot(pd, aes(x=fpr, y=tpr))  
p <- p + geom\_line(colour="red")  
p <- p + xlab("False Positive Rate") + ylab("True Positive Rate")  
p <- p + ggtitle("ROC Curve Random Forest MFG10YearTerminationData [test] STATUS")  
p <- p + theme(plot.title=element\_text(size=10))  
p <- p + geom\_line(data=data.frame(), aes(x=c(0,1), y=c(0,1)), colour="grey")  
p <- p + annotate("text", x=0.50, y=0.00, hjust=0, vjust=0, size=5,  
 label=paste("AUC =", round(au, 2)))  
print(p)
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# Calculate the area under the curve for the plot.  
  
  
# Remove observations with missing target.  
  
no.miss <- na.omit(na.omit(MYtest[c(MYinput, MYtarget)])$STATUS)  
miss.list <- attr(no.miss, "na.action")  
attributes(no.miss) <- NULL  
  
if (length(miss.list))  
{  
 pred <- prediction(MYpr[-miss.list], no.miss)  
} else  
{  
 pred <- prediction(MYpr, no.miss)  
}  
performance(pred, "auc")

## An object of class "performance"  
## Slot "x.name":  
## [1] "None"  
##   
## Slot "y.name":  
## [1] "Area under the ROC curve"  
##   
## Slot "alpha.name":  
## [1] "none"  
##   
## Slot "x.values":  
## list()  
##   
## Slot "y.values":  
## [[1]]  
## [1] 0.7332874  
##   
##   
## Slot "alpha.values":  
## list()

# ROC Curve: requires the ROCR package.  
  
library(ROCR)  
  
# ROC Curve: requires the ggplot2 package.  
  
library(ggplot2, quietly=TRUE)  
  
# Generate an ROC Curve for the ksvm model on MFG10YearTerminationData [test].  
  
MYpr <- kernlab::predict(MYksvm, newdata=na.omit(MYtest[c(MYinput, MYtarget)]), type="probabilities")[,2]  
  
# Remove observations with missing target.  
  
no.miss <- na.omit(na.omit(MYtest[c(MYinput, MYtarget)])$STATUS)  
miss.list <- attr(no.miss, "na.action")  
attributes(no.miss) <- NULL  
  
if (length(miss.list))  
{  
 pred <- prediction(MYpr[-miss.list], no.miss)  
} else  
{  
 pred <- prediction(MYpr, no.miss)  
}  
  
pe <- performance(pred, "tpr", "fpr")  
au <- performance(pred, "auc")@y.values[[1]]  
pd <- data.frame(fpr=unlist(pe@x.values), tpr=unlist(pe@y.values))  
p <- ggplot(pd, aes(x=fpr, y=tpr))  
p <- p + geom\_line(colour="red")  
p <- p + xlab("False Positive Rate") + ylab("True Positive Rate")  
p <- p + ggtitle("ROC Curve SVM MFG10YearTerminationData [test] STATUS")  
p <- p + theme(plot.title=element\_text(size=10))  
p <- p + geom\_line(data=data.frame(), aes(x=c(0,1), y=c(0,1)), colour="grey")  
p <- p + annotate("text", x=0.50, y=0.00, hjust=0, vjust=0, size=5,  
 label=paste("AUC =", round(au, 2)))  
print(p)
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# Calculate the area under the curve for the plot.  
  
  
# Remove observations with missing target.  
  
no.miss <- na.omit(na.omit(MYtest[c(MYinput, MYtarget)])$STATUS)  
miss.list <- attr(no.miss, "na.action")  
attributes(no.miss) <- NULL  
  
if (length(miss.list))  
{  
 pred <- prediction(MYpr[-miss.list], no.miss)  
} else  
{  
 pred <- prediction(MYpr, no.miss)  
}  
performance(pred, "auc")

## An object of class "performance"  
## Slot "x.name":  
## [1] "None"  
##   
## Slot "y.name":  
## [1] "Area under the ROC curve"  
##   
## Slot "alpha.name":  
## [1] "none"  
##   
## Slot "x.values":  
## list()  
##   
## Slot "y.values":  
## [[1]]  
## [1] 0.679458  
##   
##   
## Slot "alpha.values":  
## list()

# ROC Curve: requires the ROCR package.  
  
library(ROCR)  
  
# ROC Curve: requires the ggplot2 package.  
  
library(ggplot2, quietly=TRUE)  
  
# Generate an ROC Curve for the glm model on MFG10YearTerminationData [test].  
  
MYpr <- predict(MYglm, type="response", newdata=MYtest[c(MYinput, MYtarget)])  
  
# Remove observations with missing target.  
  
no.miss <- na.omit(MYtest[c(MYinput, MYtarget)]$STATUS)  
miss.list <- attr(no.miss, "na.action")  
attributes(no.miss) <- NULL  
  
if (length(miss.list))  
{  
 pred <- prediction(MYpr[-miss.list], no.miss)  
} else  
{  
 pred <- prediction(MYpr, no.miss)  
}  
  
pe <- performance(pred, "tpr", "fpr")  
au <- performance(pred, "auc")@y.values[[1]]  
pd <- data.frame(fpr=unlist(pe@x.values), tpr=unlist(pe@y.values))  
p <- ggplot(pd, aes(x=fpr, y=tpr))  
p <- p + geom\_line(colour="red")  
p <- p + xlab("False Positive Rate") + ylab("True Positive Rate")  
p <- p + ggtitle("ROC Curve Linear MFG10YearTerminationData [test] STATUS")  
p <- p + theme(plot.title=element\_text(size=10))  
p <- p + geom\_line(data=data.frame(), aes(x=c(0,1), y=c(0,1)), colour="grey")  
p <- p + annotate("text", x=0.50, y=0.00, hjust=0, vjust=0, size=5,  
 label=paste("AUC =", round(au, 2)))  
print(p)
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# Calculate the area under the curve for the plot.  
  
  
# Remove observations with missing target.  
  
no.miss <- na.omit(MYtest[c(MYinput, MYtarget)]$STATUS)  
miss.list <- attr(no.miss, "na.action")  
attributes(no.miss) <- NULL  
  
if (length(miss.list))  
{  
 pred <- prediction(MYpr[-miss.list], no.miss)  
} else  
{  
 pred <- prediction(MYpr, no.miss)  
}  
performance(pred, "auc")

## An object of class "performance"  
## Slot "x.name":  
## [1] "None"  
##   
## Slot "y.name":  
## [1] "Area under the ROC curve"  
##   
## Slot "alpha.name":  
## [1] "none"  
##   
## Slot "x.values":  
## list()  
##   
## Slot "y.values":  
## [[1]]  
## [1] 0.4557386  
##   
##   
## Slot "alpha.values":  
## list()

A couple of things to notice:

* **It turns out that the adaboost model produces the highest AUC.** So we will use it to predict the 2016 terminates in just a little bit.
* The Linear model was worst.

# Present Results and Document

All the files (code, csv data file, and published formats) for this blog article can be found at the following link:

<https://onedrive.live.com/redir?resid=4EF2CCBEDB98D0F5!6372&authkey>=!ANDjbK5SkuAboc4&ithint=folder%2c

Similar to the last blog article, the results are presented using the R Markdown language. The blog artile is written in it. It is the **rmd** file provided in the link. R Markdown allows inline integration of R code,results, and graphs with the textual material of this blor article. And it can be published in Word, HTML, or PDF formats.

If you want to run any of the code for this article you need to download the CSV files and make changes to the path information in the R code to suit where you located the CSV file.

# Deploy Model

Lets predict the 2016 Terminates.

In real life you would take a snapshot of data at end of 2015 fof active employees. For purposes of this exercise we will do that but also alter the data to make both age year of service information - 1 year greater for 2016.

#Apply model  
#Generate 2016 data  
Employees2016<-MYtest #2015 data  
  
ActiveEmployees2016<-subset(Employees2016,STATUS=='ACTIVE')  
ActiveEmployees2016$age<-ActiveEmployees2016$age+1  
ActiveEmployees2016$length\_of\_service<-ActiveEmployees2016$length\_of\_service+1  
  
#Predict 2016 Terminates using adaboost  
#MYada was name we gave to adaboost model earlier  
ActiveEmployees2016$PredictedSTATUS2016<-predict(MYada,ActiveEmployees2016)  
PredictedTerminatedEmployees2016<-subset(ActiveEmployees2016,PredictedSTATUS2016=='TERMINATED')  
#show records for first 5 predictions  
head(PredictedTerminatedEmployees2016)

## EmployeeID recorddate\_key birthdate\_key orighiredate\_key  
## 1551 1703 12/31/2015 0:00 1951-01-13 1990-09-23  
## 1561 1705 12/31/2015 0:00 1951-01-15 1990-09-24  
## 1571 1706 12/31/2015 0:00 1951-01-20 1990-09-27  
## 1581 1710 12/31/2015 0:00 1951-01-24 1990-09-29  
## 1600 1713 12/31/2015 0:00 1951-01-27 1990-10-01  
## 1611 1715 12/31/2015 0:00 1951-01-31 1990-10-03  
## terminationdate\_key age length\_of\_service city\_name  
## 1551 1900-01-01 65 26 Vancouver  
## 1561 1900-01-01 65 26 Richmond  
## 1571 1900-01-01 65 26 Kelowna  
## 1581 1900-01-01 65 26 Prince George  
## 1600 1900-01-01 65 26 Vancouver  
## 1611 1900-01-01 65 26 Richmond  
## department\_name job\_title store\_name gender\_short  
## 1551 Meats Meats Manager 43 F  
## 1561 Meats Meats Manager 29 M  
## 1571 Meats Meat Cutter 16 M  
## 1581 Customer Service Customer Service Manager 26 M  
## 1600 Produce Produce Manager 43 F  
## 1611 Produce Produce Manager 29 F  
## gender\_full termreason\_desc termtype\_desc STATUS\_YEAR STATUS  
## 1551 Female Not Applicable Not Applicable 2015 ACTIVE  
## 1561 Male Not Applicable Not Applicable 2015 ACTIVE  
## 1571 Male Not Applicable Not Applicable 2015 ACTIVE  
## 1581 Male Not Applicable Not Applicable 2015 ACTIVE  
## 1600 Female Not Applicable Not Applicable 2015 ACTIVE  
## 1611 Female Not Applicable Not Applicable 2015 ACTIVE  
## BUSINESS\_UNIT PredictedSTATUS2016  
## 1551 STORES TERMINATED  
## 1561 STORES TERMINATED  
## 1571 STORES TERMINATED  
## 1581 STORES TERMINATED  
## 1600 STORES TERMINATED  
## 1611 STORES TERMINATED

There were 93 predicted terminates for 2016.

# Wrap Up

The intent of this blog article was:

* to once again demonstrate a People Analytics example Using R
* to demonstrate a meaningful example from the HR context
* not to be necessarily a best practices example, rather an illustrative one
* to motivate the HR Community to make much more extensive use of 'data driven' HR decision making.
* to encourage those interested in using R in data science to delve more deeply into R's tools in this area.

From a practical perpsective, if this was real data from a real organization, the onus would be on the organization to make 'decisions' about what the data is telling them.

Again enjoy the People Analytics journey...