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翻译：五车书馆 <https://github.com/Walton1128/CPP-Templates-2nd-->

# 关于本书

本书第一版大约出版于 15 年前。起初我们的目的是编写一本对 C++工程师有帮助的 C++模板权威指南。目前该项目从以下几个方面来看是成功的：它的作用得到了不少读者的认可，也多次被推荐为参考书目，并屡获好评。

第一版已经很老了，虽然其中不少内容对 modern C++工程师依然很有帮助，但是鉴于 C++近年来的不断发展，比如 modern C++中从 C++11 到 C++14，再到 C++17标准的制定，对第一版中部分内容的修订势在必行。

对于第二版，我们的宗旨依然没有变：提供 C++模板的权威指南，它既应该是一本内容全面的参考书，也应是一本容易理解的教程。只是这一次我们针对的是 modern C++，它要远远复杂于本书第一版出版时的那个 C++。

目前的 C++编程环境要好于本书第一版发布之时。比如这期间出现了一些深入探讨模板应用的书籍。更重要的是，我们可以从互联网上获取更多的 C++模板知识，以及基于模板的编程技术和应用实例。因此在这一版中，我们将重点关注那些可以被广泛应用的技术。

第一版中的部分内容目前来看已经过时了，因为 modern C++提供了可以完成相同功能，但又颇为简单的方法。因此这一部分内容会被从第二版中删除，不过不用担心，modern C++中对应的更为先进的内容会被加入进来。

尽管 C++模板的概念已经出现了 20 多年了，目前 C++开发者社区中依然会不断发现其在软件开发中新的应用场景。本书的目标之一是和读者分享这些内容，当然也希望能够启发读者产生新的理解和发现。

# 阅读本书前应该具备哪些知识？

为了更充分的利用本书，你需要已经比较熟悉 C++。因为我们会介绍该语言的某些细节，而不是它的一些基础知识。你应该了解类和继承的概念，并且能够使用标准库的输入输出流

（IOstreams）和容器（container）进行编程。也应该已经了解 Modern C++的一些内容，比如 auto，decltype，移动语义和 lambda 表达式。在必要的时候，我们也会回顾下部分知识点，即使它们可能和模板没有直接关系。这能够确保无论是专家级程序员还是普通程序员都能很好的使用本书。

我们将主要介绍 C++的 2011，2014 和 2017 标准。但是由于在编写本书的时候，2017 标准才刚刚杀青，因此我们不会假设大部分读者都对它比较熟悉。以上每一次标准的修订都对模板的表现和使用方法有重要影响，我们会对其中和我们主旨相关的部分做简要介绍。不过，

我们的目的既不是介绍 modern C++的新标准，也不是详细介绍自 C++98 和 C++03 标准以来的所有变化。我们会从 modern C++新标准（C++11，C++14 和 C++17）出发来介绍模板，偶尔也会介绍那些只有 modern C++才有的新技术，或者新标准鼓励我们使用的新技术。

# 如何阅读本书

如果你是一个想去学习或者复习模板概念的 C++程序员，请仔细阅读第一部分。即使你已经非常熟悉模板，也请快速浏览下这一部分，这能够让你熟悉我们的写作风格以及我们常用的术语。该部分也涵盖了如何组织模板相关代码的内容。

根据你自己的学习方法，可以自行决定是先仔细学习第二部分的模板知识，还是直接阅读第三部分的实际编程技巧（必要时可以回头参考第二部分中的内容）。如果你购买本书的目的就是为了解开你心中的某些困惑的话，后一种方法可能更为实用。

正文所引用的附录中也包含有很多有用的信息。我们会在保证正确的情况下将它们展现地尽可能有趣一些。

根据我们的经验，从示例代码开始学习是一个很好的方法。因此在本书中你会看到很多的示例代码。其中一些只是为了展示某一抽象概念，因此可能只有几行，而另一些可能就是介绍了某种具体应用场景的完整程序了。对于后一种情况，代码所在文件会在相应的 C++注释中注明，你可以在如下链接中找到它们：[http://www.tmplbook.com。](http://www.tmplbook.com/)

**C++11**，**14** 和 **17** 标准

第一版 C++标准发布于 1998 年，随后于 2003 年做了一次技术修订。因此“旧的 C++标准”指的就是 C++98 或者 C++03.

C++11 是在 ISO C++标准委员会主导下的第一版主要修订， 它引入了非常多的新特性。本书会讨论其中和模板有关的一部分新特性，包含：

* 变参模板（Variadic templates）
* 模板别名（Alias templates）
* 移动语义， 右值引用和完美转发（ Move semantics, rvalue references, and perfect forwarding）
* 标准类型萃取（Standard type traits）

C++14 和 C++17 紧随其后，也引入了一些新的语言特性，虽然不像 C++11 那么多。本书涉及到的和模板有关的新特性包含但不限于：

* 变量模板（Variable templates， C++14）
* 泛型 lambdas（Generic Lambdas， C++14）
* 类模板参数推断（Class template argument deduction， C++17）
* 编译期 if （Compile-time if， C++17）
* 折叠表达式（Fold expression， C++17）

我们甚至介绍了“Concept（模板接口）”这一确定将在 C++20 中包含的概念。

在编写本书的时候，C++11 和 C++14 已经被大多数主流编译器支持，C++17 的大部分特性也已被支持。不同编译器对新标准不同特性的实现仍然会有很大地不同。其中一些编译器可以编译本书中的大部分代码，少数编译器可能无法编译本书中的部分代码。不过我们认为这一问题会很快得到解决，主要是因为几乎所有的于程序员都会要求他们的供应商尽快去支持新标准。

虽然如此，C++这门语言依然会随时时间继续发展。C++委员会的专家们（不管他们是否会加入 C++标准委员会）也一直都在讨论着很多可以进一步优化这一语言的方法， 而且目前已经有一些备选方案会影响到模板，第 17 章将会介绍这一方面的发展趋势。
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# 第一部分

## 基础知识

本部分将会介绍 C++模板的一些基础概念和语言特性。将会通过函数模板和类模板的例子来讨论模板的目的和概念。然后会继续介绍一些其他的模板特性，比如非类型模板参数

（nontype template parameters） ，变参模板（variadic templates），typename 关键字和成员模板（member templates）。也会讨论如何处理移动语义（move semantics），如何声明模板参数， 以及如何使用泛型代码实现可以在编译阶段执行的程序（ compile-time programming）。在结尾处我们会针对一些术语和模板在实际中的应用，给应用开发工程师和泛型库的开发者们提供一些建议。

## 为什么要使用模板？

C++要求我们要用特定的类型来声明变量，函数以及其他一些内容。这样很多代码可能就只是处理的变量类型有所不同。比如对不同的数据类型，quicksort 的算法实现在结构上可能完全一样，不管是对整形的 array，还是字符串类型的 vector，只要他们所包含的内容之间可以相互比较。

如果你所使用的语言不支持这一泛型特性，你将可能只有如下糟糕的选择：

1. 你可以对不同的类型一遍又一遍的实现相同的算法。
2. 你可以在某一个公共基类（common base type，比如 Object 和 void\*）里面实现通用的算法代码。
3. 你也可以使用特殊的预处理方法。

如果你是从其它语言转向 C++，你可能已经使用过以上几种或全部的方法了。然而他们都各有各的缺点：

1. 如果你一遍又一遍地实现相同算法，你就是在重复地制造轮子！你会犯相同的错误，而且为了避免犯更多的错误，你也不会倾向于使用复杂但是很高效的算法。
2. 如果在公共基类里实现统一的代码，就等于放弃了类型检查的好处。而且，有时候某些类必须要从某些特殊的基类派生出来，这会进一步增加维护代码的复杂度。
3. 如果采用预处理的方式，你需要实现一些“愚蠢的文本替换机制”，这将很难兼顾作用域和类型检查，因此也就更容易引发奇怪的语义错误。

而模板这一方案就不会有这些问题。模板是为了一种或者多种未明确定义的类型而定义的函数或者类。在使用模板时，需要显式地或者隐式地指定模板参数。由于模板是 C++的语言特性，类型和作用域检查将依然得到支持。

目前模板正在被广泛使用。比如在 C++标准库中，几乎所有的代码都用到了模板。标准库提

供了一些排序算法来排序某种特定类型的值或者对象，也提供类一些数据结构（亦称容器）来维护某种特定类型的元素，对于字符串而言，这一“特定类型”指的就是“字符”。当然这只是最基础的功能。模板还允许我们参数化函数或者类的行为，优化代码以及参数化其他信息。这些高级特性会在后面某些章节介绍，我们接下来将先从一些简单模板开始介绍。

第 **1** 章 函数模板（**Function Templates**）

本章将介绍函数模板。函数模板是被参数化的函数，因此他们代表的是一组具有相似行为的函数。

## 函数模板初探

函数模板提供了适用于不同数据类型的函数行为。也就是说，函数模板代表的是一组函数。除了某些信息未被明确指定之外，他们看起来很像普通函数。这些未被指定的信息就是被参数化的信息。我们将通过下面一个简单的例子来说明这一问题。

### 定义模板

以下就是一个函数模板，它返回两个数之中的最大值：

template**<**typename T**>** T max **(**T a**,** T b**)**

**{**

// 如果 b < a, 返回 a，否则返回 b

**return** b **<** a **?** a **:** b**;**

**}**

这个模板定义了一组函数，它们都返回函数的两个参数中值较大的那一个。这两个参数的类型并没有被明确指定，而是被表示为模板参数 T。如你所见，模板参数必须按照如下语法声明：

template**<**由逗号分割的模板参数**>**

在我们的例子中，模板参数是 *typename T*。请留意<和>的使用，它们在这里被称为尖括号。关键字 *typename* 标识了一个类型参数。这是到目前为止 C++中模板参数最典型的用法，当 然也有其他参数（非类型模板参数），我们将在第 3 章介绍。

在这里 T 是类型参数。你可以用任意标识作为类型参数名，但是习惯上是用 T。类型参数可以代表任意类型，它在模板被调用的时候决定。但是该类型（可以是基础类型，类或者其它类型）应该支持模板中用到的运算符。在本例中，类型 T 必须支持小于运算符，因为a 和 b在做比较时用到了它。例子中不太容易看出的一点是，为了支持返回值，T 还应该是可拷贝的。

由于历史原因，除了 typename 之外你还可以使用 class 来定义类型参数。关键字 typename

在 C++98 标准发展过程中引入的较晚。在那之前，关键字 class 是唯一可以用来定义类型参

数的方法，而且目前这一方法依然有效。因此模板 max()也可以被定义成如下等效的方式：

template**<**class T**>** T max **(**T a**,** T b**)**

**{**

**return** b **<** a **?** a **:** b**;**

**}**

从语义上来讲，这样写不会有任何不同。因此，在这里你依然可以使用任意类型作为类型参数。只是用 class 的话可能会引起一些歧义（T 并不是只能是 class 类型），你应该优先使用 typename。但是与定义 class 的情况不同，在声明模板类型参数的时候，不可以用关键字 struct取代 typename。

### 使用模板

下面的程序展示了使用模板的方法： #include "max1.hpp" #include <iostream> #include <string>

int main**()**

**{**

int i **=** 42**;**

std**::**cout **<<** "max(7,i): " **<< ::**max**(**7**,**i**) <<** ’\n’**;**

double f1 **=** 3.4**;** double f2 **= -**6.7**;**

std**::**cout **<<** "max(f1,f2): " **<< ::**max**(**f1**,**f2**) <<** ’\n’**;**

std**::**string s1 **=** "mathematics"**;** std**::**string s2 **=** "math"**;**

std**::**cout **<<** "max(s1,s2): " **<< ::**max**(**s1**,**s2**) <<** ’\n’**;**

**}**

在这段代码中，max()被调用了三次：一次是比较两个 int，一次是比较两个 double，还有一次是比较两个 std::string。每一次都会算出最大值。下面是输出结果：

max**(**7**,**i**):** 42

max**(**f1**,**f2**):** 3.4 max**(**s1**,**s2**):** mathematics

注意在调用 max()模板的时候使用了作用域限制符::。这样程序将会在全局作用域中查找 max()模板。否则的话，在某些情况下标准库中的 std::max()模板将会被调用，或者有时候不太容易确定具体哪一个模板会被调用。

在编译阶段，模板并不是被编译成一个可以支持多种类型的实体。而是对每一个用于该模板的类型都会产生一个独立的实体。因此在本例中，max()会被编译出三个实体，因为它被用于三种类型。比如第一次调用时：

int i **=** 42**;**

…

max**(**7**,**i**)**

…

函数模板的类型参数是 int。因此语义上等效于调用了如下函数：

int max **(**int a**,** int b**)**

**{**

**return** b **<** a **?** a **:** b**;**

**}**

以上用具体类型取代模板类型参数的过程叫做“实例化”。它会产生模板的一个实例。

值得注意的是，模板的实例化不需要程序员做额外的请求，只是简单的使用函数模板就会触发这一实例化过程。

同样的，另外两次调用也会分别为 double 和 std::string 各实例化出一个实例，就像是分别定义了下面两个函数一样：

double max **(**double**,** double**);**

std**::**string max **(**std**::**string**,** std**::**string**);**

另外，只要结果是有意义的，void 作为模板参数也是有效的。比如:

template**<**typename T**>** T foo**(**T**\*)**

**{ }**

void**\*** vp **= nullptr;**

foo**(**vp**);** // OK: 模板参数被推断为 void foo**(**void**\*)**

* + 1. 两阶段编译检查（**Two-Phase Translation** ）

在实例化模板的时候，如果模板参数类型不支持所有模板中用到的操作符，将会遇到编译期错误。比如：

std**::**complex**<**float**>** c1**,** c2**;** // std::complex<>没有提供小于运算符

…

**::**max**(**c1**,**c2**);** // 编译期 ERROR

但是在定义的地方并没有遇到错误提示。这是因为模板是被分两步编译的：

1. 在模板定义阶段，模板的检查并不包含类型参数的检查。只包含下面几个方面：
   * 语法检查。比如少了分号。
   * 使用了未定义的不依赖于模板参数的名称（类型名，函数名， ）。
   * 未使用模板参数的 static assertions。
2. 在模板实例化阶段，为确保所有代码都是有效的，模板会再次被检查，尤其是那些依赖

于类型参数的部分。

比如：

template**<**typename T**>** void foo**(**T t**)**

**{**

undeclared**();** // 如果 undeclared()未定义，第一阶段就会报错，因为与模板参数无关

undeclared**(**t**);** //如果 undeclared(t)未定义，第二阶段会报错，因为与模板参数有关

**static\_assert(sizeof(**int**) >** 10**,**"int too small"**);** // 与模板参数无关，总是报错

**static\_assert(sizeof(**T**) >** 10**,** "T too small"**);** //与模板参数有关，只会在第二阶段报错

**}**

名称被检查两次这一现象被称为“两阶段查找”，在 14.3.1 节中会进行更细致的讨论。

需要注意的是，有些编译器并不会执行第一阶段中的所有检查。因此如果模板没有被至少实例化一次的话，你可能一直都不会发现代码中的常规错误。

### 编译和链接

两阶段的编译检查给模板的处理带来了一个问题：当实例化一个模板的时候，编译器需要（一定程度上）看到模板的完整定义。这不同于函数编译和链接分离的思想，函数在编译阶段只需要声明就够了。第 9 章将讨论如何应对这一问题。我们将暂时采取最简单的方法：将模板的实现写在头文件里。

## 模板参数推断

当我们调用形如 max()的函数模板来处理某些变量时，模板参数将由被传递的调用参数决定。如果我们传递两个 int 类型的参数给模板函数，C++编译器会将模板参数 T 推断为 int。

不过 T 可能只是实际传递的函数参数类型的一部分。比如我们定义了如下接受常量引用作为函数参数的模板：

template**<**typename T**>**

T max **(**T const**&** a**,** T const**&** b**)**

**{**

**return** b **<** a **?** a **:** b**;**

**}**

此时如果我们传递 int 类型的调用参数，由于调用参数和 int const &匹配，类型参数 T 将被

推断为 int。

### 类型推断中的类型转换

在类型推断的时候自动的类型转换是受限制的：

* 如果调用参数是按引用传递的，任何类型转换都不被允许。通过模板类型参数 T 定义的两个参数，它们实参的类型必须完全一样。
* 如果调用参数是按值传递的，那么只有退化（decay）这一类简单转换是被允许的：const和 volatile 限制符会被忽略，引用被转换成被引用的类型，raw array 和函数被转换为相应的指针类型。通过模板类型参数 T 定义的两个参数，它们实参的类型在退化（decay）后必须一样。

例如：

template**<**typename T**>** T max **(**T a**,** T b**);**

…

int const c **=** 42**;**

Int i **=** 1**;** //原书缺少 i 的定义

max**(**i**,** c**);** // OK: T 被推断为 int，c 中的 const 被 decay 掉

max**(**c**,** c**);** // OK: T 被推断为 int int**&** ir **=** i**;**

max**(**i**,** ir**);** // OK: T 被推断为 int， ir 中的引用被 decay 掉

int arr**[**4**];**

foo**(&**i**,** arr**);** // OK: T 被推断为 int\*

但是像下面这样是错误的：

max**(**4**,** 7.2**);** // ERROR: 不确定 T 该被推断为 int 还是 double std**::**string s**;**

foo**(**"hello"**,** s**);** //ERROR: 不确定 T 该被推断为 const[6] 还是 std::string

有两种办法解决以上错误：

1. 对参数做类型转换

max**(static\_cast<**double**>(**4**),** 7.2**);** // OK

1. 显式地指出类型参数 T 的类型，这样编译器就不再会去做类型推导。

max**<**double**>(**4**,** 7.2**);** // OK

1. 指明调用参数可能有不同的类型（多个模板参数）。
   1. 节会进一步讨论这些内容。7.2 节和第 15 章会更详细的介绍基于模板类型推断的类型转换规则。

### 对默认调用参数的类型推断

需要注意的是，类型推断并不适用于默认调用参数。例如：

template**<**typename T**>** void f**(**T **=** ""**);**

**...**

f**(**1**);** // OK: T 被推断为 int, 调用 f<int> (1) f**();** // ERROR: 无法推断 T 的类型

为应对这一情况，你需要给模板类型参数也声明一个默认参数，1.4 节会介绍这一内容：

template**<**typename T **=** std**::**string**>** void f**(**T **=** ""**);**

…

f**();** // OK

## 多个模板参数

目前我们看到了与函数模板相关的两组参数：

1. 模板参数，定义在函数模板前面的尖括号里：

template**<**typename T**>** // T 是模板参数

1. 调用参数，定义在函数模板名称后面的圆括号里：

T max **(**T a**,** T b**)** // a 和 b 是调用参数

模板参数可以是一个或者多个。比如，你可以定义这样一个 max()模板，它可能接受两个不同类型的调用参数：

template**<**typename T1**,** typename T2**>** T1 max **(**T1 a**,** T2 b**)**

**{**

**return** b **<** a **?** a **:** b**;**

**}**

…

auto m **= ::**max**(**4**,** 7.2**);** // OK, 但是返回类型是第一个模板参数 T1 的类型

看上去如你所愿，它可以接受两个不同类型的调用参数。但是如示例代码所示，这也导致了一个问题。如果你使用其中一个类型参数的类型作为返回类型，不管是不是和调用者预期地一样，当应该返回另一个类型的值的时候，返回值会被做类型转换。这将导致返回值的具体类型和参数的传递顺序有关。如果传递 66.66 和 42 给这个函数模板，返回值是 double 类型的 66.66，但是如果传递 42 和 66.66，返回值却是 int 类型的 66。

C++提供了多种应对这一问题的方法：

1. 引入第三个模板参数作为返回类型。
2. 让编译器找出返回类型。
3. 将返回类型定义为两个参数类型的“公共类型”下面将逐一进行讨论。

### 作为返回类型的模板参数

按照之前的讨论，模板类型推断允许我们像调用普通函数一样调用函数模板：我们可以不去显式的指出模板参数的类型。

但是也提到，我们也可以显式的指出模板参数的类型：

template**<**typename T**>** T max **(**T a**,** T b**);**

…

**::**max**<**double**>(**4**,** 7.2**);** // max()被针对 double 实例化

当模板参数和调用参数之间没有必然的联系，且模板参数不能确定的时候，就要显式的指明模板参数。比如你可以引入第三个模板来指定函数模板的返回类型：

template**<**typename T1**,** typename T2**,** typename RT**>** RT max **(**T1 a**,** T2 b**);**

但是模板类型推断不会考虑返回类型，而 RT 又没有被用作调用参数的类型。因此 RT 不会被推断。这样就必须显式的指明模板参数的类型。比如：

template**<**typename T1**,** typename T2**,** typename RT**>** RT max **(**T1 a**,** T2 b**);**

…

**::**max**<**int**,**double**,**double**>(**4**,** 7.2**);** // OK, 但是太繁琐

到目前为止，我们看到的情况是，要么所有模板参数都被显式指定，要么一个都不指定。另一种办法是只指定第一个模板参数的类型，其余参数的类型通过推断获得。通常而言，我们必须显式指定所有模板参数的类型，直到某一个模板参数的类型可以被推断出来为止。因此，如果你改变了上面例子中的模板参数顺序，调用时只需要指定返回值的类型就可以了：

template**<**typename RT**,** typename T1**,** typename T2**>** RT max **(**T1 a**,** T2 b**);**

…

**::**max**<**double**>(**4**,** 7.2**)** //OK: 返回类型是 double，T1 和 T2 根据调用参数推断

在本例中，调用 max<double>时，显式的指明了 RT 的类型是 double，T1 和 T2 则基于传入调用参数的类型被推断为 int 和 double。

然而改进版的 max()并没有带来显著的变化。使用单模板参数的版本，即使传入的两个调用参数的类型不同，你依然可以显式的指定模板参数类型（也作为返回类型）。因此为了简洁，我们最好还是使用单模板参数的版本。（在接下来讨论其它模板问题的时候，我们也会基于单模板参数的版本）

对于模板参数推断的详细介绍，请参见第 15 章。

### 返回类型推断

如果返回类型是由模板参数决定的，那么推断返回类型最简单也是最好的办法就是让编译器来做这件事。从 C++14 开始，这成为可能，而且不需要把返回类型声明为任何模板参数类型

（不过你需要声明返回类型为 auto）： template**<**typename T1**,** typename T2**>** auto max **(**T1 a**,** T2 b**)**

**{**

**return** b **<** a **?** a **:** b**;**

**}**

事实上，在不使用尾置返回类型（*trailing return type*）的情况下将 auto 用于返回类型，要求 返回类型必须能够通过函数体中的返回语句推断出来。当然，这首先要求返回类型能够从函数体中推断出来。因此，必须要有这样可以用来推断返回类型的返回语句，而且多个返回语句之间的推断结果必须一致。

在 C++14 之前，要想让编译器推断出返回类型，就必须让或多或少的函数实现成为函数声明的一部分。在 C++11 中，尾置返回类型（trailing return type）允许我们使用函数的调用参数。也就是说，我们可以基于运算符?:的结果声明返回类型：

template**<**typename T1**,** typename T2**>**

auto max **(**T1 a**,** T2 b**) ->** decltype**(**b**<**a**?**a**:**b**)**

**{**

**return** b **<** a **?** a **:** b**;**

**}**

在这里，返回类型是由运算符?:的结果决定的，这虽然复杂但是可以得到想要的结果。需要注意的是

template**<**typename T1**,** typename T2**>**

auto max **(**T1 a**,** T2 b**) ->** decltype**(**b**<**a**?**a**:**b**);**

是一个声明，编译器在编译阶段会根据运算符?:的返回结果来决定实际的返回类型。不过具体的实现可以有所不同，事实上用 true 作为运算符?:的条件就足够了：

template**<**typename T1**,** typename T2**>**

auto max **(**T1 a**,** T2 b**) ->** decltype**(true?**a**:**b**);**

但是在某些情况下会有一个严重的问题：由于 T 可能是引用类型，返回类型就也可能被推断为引用类型。因此你应该返回的是 decay 后的 T，像下面这样：

#include <type\_traits> template**<**typename T1**,** typename T2**>**

auto max **(**T1 a**,** T2 b**) ->** typename std**::**decay**<**decltype**(true?** a**:**b**)>::**type

**{**

**return** b **<** a **?** a **:** b**;**

**}**

在这里我们用到了类型萃取（type trait）std::decay<>，它返回其 type 成员作为目标类型，定义在标准库<type\_trait>中（参见 D.5）。由于其 type 成员是一个类型，为了获取其结果，需要用关键字 typename 修饰这个表达式。

在这里请注意，在初始化 auto 变量的时候其类型总是退化之后了的类型。当返回类型是 auto的时候也是这样。用 auto 作为返回结果的效果就像下面这样，a 的类型将被推断为 i 退化后的类型，也就是 int：

int i **=** 42**;**

int const**&** ir **=** i**;** // ir 是 i 的引用

auto a **=** ir**;** // a 的类型是 it decay 之后的类型，也就是 int

* + 1. 将返回类型声明为公共类型（**Common Type**）

从 C++11 开始，标准库提供了一种指定“更一般类型”的方式。std::common\_type<>::type产生的类型是他的两个模板参数的公共类型。比如：

#include <type\_traits> template**<**typename T1**,** typename T2**>**

std**::**common\_type\_t**<**T1**,**T2**>** max **(**T1 a**,** T2 b**)**

**{**

**return** b **<** a **?** a **:** b**;**

**}**

同样的，std::common\_type 也是一个类型萃取（type trait），定义在<type\_traits>中，它返回一个结构体，结构体的 type 成员被用作目标类型。因此其主要应用场景如下：

typename std**::**common\_type**<**T1**,**T2**>::**type //since C++11

不过从 C++14 开始，你可以简化“萃取”的用法，只要在后面加个\_t，就可以省掉 typename

和::type（参见 2.8 节），简化后的版本变成：

std**::**common\_type\_t**<**T1**,**T2**>** // equivalent since C++14

std::common\_type<>的实现用到了一些比较取巧的模板编程手法，具体请参见 25.5.2 节。它根据运算符?: 的语法规则或者对某些类型的特化来决定目标类型。因此::max(4, 7.2)和::max(7.2, 4)都返回 double 类型的 7.2. 需要注意的是，std::common\_type<>的结果也是退化的，具体参见 D.5。

## 默认模板参数

你也可以给模板参数指定默认值。这些默认值被称为默认模板参数并且可以用于任意类型的模板。它们甚至可以根据其前面的模板参数来决定自己的类型。

比如如果你想将前述定义返回类型的方法和多模板参数一起使用，你可以为返回类型引入一个模板参数 RT，并将其默认类型声明为其它两个模板参数的公共类型。同样地，我们也有多种实现方法：

1. 我们可以直接使用运算符?:。不过由于我们必须在调用参数 a 和 b 被声明之前使用运算符?:，我们只能像下面这样：

#include <type\_traits>

template**<**typename T1**,** typename T2**,** typename RT **=**

std**::**decay\_t**<**decltype**(true ?** T1**() :** T2**())>>** RT max **(**T1 a**,** T2 b**)**

**{**

**return** b **<** a **?** a **:** b**;**

**}**

请注意在这里我们用到了 std::decay\_t<>来确保返回的值不是引用类型。

同样值得注意的是，这一实现方式要求我们能够调用两个模板参数的默认构造参数。还有另一种方法，使用 std::declval，不过这将使得声明部分变得更加复杂。作为例子可以参见 11.2.3节。

1. 我们也可以利用类型萃取 std::common\_type<>作为返回类型的默认值：

#include <type\_traits>

template**<**typename T1**,** typename T2**,** typename RT **=**

std**::**common\_type\_t**<**T1**,**T2**>>** RT max **(**T1 a**,** T2 b**)**

**{**

**return** b **<** a **?** a **:** b**;**

**}**

在这里 std::common\_type<>也是会做类型退化的，因此返回类型不会是引用。在以上两种情况下，作为调用者，你即可以使用 RT 的默认值作为返回类型：

auto a **= ::**max**(**4**,** 7.2**);**

也可以显式的指出所有的模板参数的类型：

auto b **= ::**max**<**double**,**int**,**long double**>(**7.2**,** 4**);**

但是，我们再次遇到这样一个问题：为了显式指出返回类型，我们必须显式的指出全部三个模板参数的类型。因此我们希望能够将返回类型作为第一个模板参数，并且依然能够从其它

两个模板参数推断出它的类型。

原则上这是可行的，即使后面的模板参数没有默认值，我们依然可以让第一个模板参数有默认值：

template**<**typename RT **=** long**,** typename T1**,** typename T2**>** RT max **(**T1 a**,** T2 b**)**

**{**

**return** b **<** a **?** a **:** b**;**

**}**

基于这个定义，你可以这样调用：

int i**;** long l**;**

…

max**(**i**,** l**);** // 返回值类型是 long (RT 的默认值) max**<**int**>(**4**,** 42**);** //返回 int，因为其被显式指定

但是只有当模板参数具有一个“天生的”默认值时，这才有意义。我们真正想要的是从前面的模板参数推导出想要的默认值。原则是这也是可行的，就如 26.5.1 节讨论的那样，但是他是基于类型萃取的，并且会使问变得更加复杂。

基于以上原因，最好也是最简单的办法就是像 1.3.2 节讨论的那样让编译器来推断出返回类型。

## 函数模板的重载

像普通函数一样，模板也是可以重载的。也就是说，你可以定义多个有相同函数名的函数，当实际调用的时候，由 C++编译器负责决定具体该调用哪一个函数。即使在不考虑模板的时候，这一决策过程也可能异常复杂。本节将讨论包含模板的重载。如果你还不熟悉没有模板时的重载规则，请先看一下附录 C， 那里比较详细的总结了模板的解析过程。

下面几行程序展示了函数模板的重载：

// maximum of two int values: int max **(**int a**,** int b**)**

**{**

**return** b **<** a **?** a **:** b**;**

**}**

// maximum of two values of any type: template**<**typename T**>**

T max **(**T a**,** T b**)**

**{**

**return** b **<** a **?** a **:** b**;**

**}**

int main**()**

**{**

**::**max**(**7**,** 42**);** // calls the nontemplate for two ints

**::**max**(**7.0**,** 42.0**);** // calls max<double> (by argument deduction)

**::**max**(**’a’**,** ’b’**);** //calls max<char> (by argument deduction)

**::**max**<>(**7**,** 42**);** // calls max<int> (by argumentdeduction)

**::**max**<**double**>(**7**,** 42**);** // calls max<double> (no argumentdeduction)

**::**max**(**’a’**,** 42.7**);** //calls the nontemplate for two ints

**}**

如你所见，一个非模板函数可以和一个与其同名的函数模板共存，并且这个同名的函数模 板可以被实例化为与非模板函数具有相同类型的调用参数。在所有其它因素都相同的情况下，模板解析过程将优先选择非模板函数，而不是从模板实例化出来的函数。第一个调用就属于这种情况：

**::**max**(**7**,** 42**);** // both int values match the nontemplate function perfectly

如果模板可以实例化出一个更匹配的函数，那么就会选择这个模板。正如第二和第三次调 用 max()时那样：

**::**max**(**’a’**,** ’b’**);** //calls the max<char> (by argument deduction)

**::**max**(**7.0**,** 42.0**);** // calls the max<double> (by argument deduction)

在这里模板更匹配一些，因为它不需要从 double 和 char 到 int 的转换。（参见 C.2 中的模板解析过程）

也可以显式指定一个空的模板列表。这表明它会被解析成一个模板调用，其所有的模板参 数会被通过调用参数推断出来：

**::**max**<>(**7**,** 42**);** // calls max<int> (by argument deduction)

由于在模板参数推断时不允许自动类型转换，而常规函数是允许的，因此最后一个调用会 选择非模板参函数（‘a’和 42.7 都被转换成 int）：

**::**max**(**’a’**,** 42.7**);** //only the nontemplate function allows nontrivial conversions

一个有趣的例子是我们可以专门为 max()实现一个可以显式指定返回值类型的模板：

template**<**typename T1**,** typename T2**>** auto max **(**T1 a**,** T2 b**)**

**{**

**return** b **<** a **?** a **:** b**;**

**}**

template**<**typename RT**,** typename T1**,** typename T2**>** RT max **(**T1 a**,** T2 b**)**

**{**

**return** b **<** a **?** a **:** b**;**

**}**

现在我们可以像下面这样调用 max():

auto a **= ::**max**(**4**,** 7.2**);** // uses first template

auto b **= ::**max**<**long double**>(**7.2**,** 4**);** // uses second template

但是像下面这样调用的话：

auto c **= ::**max**<**int**>(**4**,** 7.2**);** // ERROR: both function templates match

两个模板都是匹配的，这会导致模板解析过程不知道该调用哪一个模板，从而导致未知错误。因此当重载函数模板的时候，你要保证对任意一个调用，都只会有一个模板匹配。

一个比较有用的例子是为指针和 C 字符串重载 max()模板：

#include <cstring> #include <string>

// maximum of two values of any type: template**<**typename T**>**

T max **(**T a**,** T b**)**

**{**

**return** b **<** a **?** a **:** b**;**

**}**

// maximum of two pointers: template**<**typename T**>**

T**\*** max **(**T**\*** a**,** T**\*** b**)**

**{**

**return \***b **< \***a **?** a **:** b**;**

**}**

// maximum of two C-strings:

char const**\*** max **(**char const**\*** a**,** char const**\*** b**)**

**{**

**return** std**::**strcmp**(**b**,**a**) <** 0 **?** a **:** b**;**

**}**

int main **()**

**{**

int a **=** 7**;** int b **=** 42**;**

auto m1 **= ::**max**(**a**,**b**);** // max() for two values of type int std**::**string s1 **=** "hey"**;**

std**::**string s2 **=** "you"**;**

auto m2 **= ::**max**(**s1**,**s2**);** // max() for two values of type std::string int**\*** p1 **= &**b**;**

int**\*** p2 **= &**a**;**

auto m3 **= ::**max**(**p1**,**p2**);** // max() for two pointers char const**\*** x **=** "hello";

char const**\*** y **=** "world"**;**

auto m4 **= ::**max**(**x**,**y**);** // max() for two C-strings

**}**

注意上面所有 max()的重载模板中，调用参数都是按值传递的。通常而言，在重载模板的时候，要尽可能少地做改动。你应该只是改变模板参数的个数或者显式的指定某些模板参数。否则，可能会遇到意想不到的问题。比如，如果你实现了一个按引用传递的 max()模板，然后又重载了一个按值传递两个 C 字符串作为参数的模板，你不能用接受三个参数的模板来计算三个 C 字符串的最大值：

#include <cstring>

// maximum of two values of any type (call-by-reference) template**<**typenameT**>** T const**&** max **(**T const**&** a**,** T const**&** b**)**

**{**

**return** b **<** a **?** a **:** b**;**

**}**

// maximum of two C-strings (call-by-value) char const**\*** max **(**char const**\*** a**,** char const**\*** b**)**

**{**

**return** std**::**strcmp**(**b**,**a**) <** 0 **?** a **:** b**;**

**}**

// maximum of three values of any type (call-by-reference) template**<**typename T**>**

T const**&** max **(**T const**&** a**,** T const**&** b**,** T const**&** c**)**

**{**

**return** max **(**max**(**a**,**b**),** c**);** // error if max(a,b) uses call-by-value

**}**

int main **()**

**{**

auto m1 **= ::**max**(**7**,** 42**,** 68**);** // OK char const**\*** s1 **=** "frederic"**;**

char const**\*** s2 **=** "anica"**;** char const**\*** s3 **=** "lucas"**;**

auto m2 **= ::**max**(**s1**,** s2**,** s3**);** //run-time ERROR

**}**

问题在于当用三个 C 字符串作为参数调用 max()的时候，

**return** max **(**max**(**a**,**b**),** c**);**

会遇到 run-time error, 这是因为对 C 字符串，max(max(a, b), c)会创建一个用于返回的临时局部变量，而在返回语句接受后，这个临时变量会被销毁，导致 man()使用了一个悬空的引用。不幸的是，这个错误几乎在所有情况下都不太容易被发现。

作为对比，在求三个 int 最大值的 max()调用中，则不会遇到这个问题。这里虽然也会创建

三个临时变量，但是这三个临时变量是在 main()里面创建的，而且会一直持续到语句结束。这只是模板解析规则和期望结果不一致的一个例子。

再者，需要确保函数模板在被调用时，其已经在前方某处定义。这是由于在我们调用某个 模板时，其相关定义不一定是可见的。比如我们定义了一个三参数的 max(), 由于它看不到适用于两个 int 的 max()，因此它最终会调用两个参数的模板函数：

#include <iostream>

// maximum of two values of any type: template**<**typename T**>**

T max **(**T a**,** T b**)**

**{**

std**::**cout **<<** "max<T>() \n"**; return** b **<** a **?** a **:** b**;**

**}**

// maximum of three values of any type: template**<**typename T**>**

T max **(**T a**,** T b**,** T c**)**

**{**

**return** max **(**max**(**a**,**b**),** c**);** // uses the template version even for ints

**}** //because the following declaration comes

// too late:

// maximum of two int values: int max **(**int a**,** int b**)**

**{**

std**::**cout **<<** "max(int,int) \n"**; return** b **<** a **?** a **:** b**;**

**}**

int main**()**

**{**

**::**max**(**47**,**11**,**33**);** // OOPS: uses max<T>() instead of max(int,int)

**}**

第 13.2 节会对这背后的原因做详细讨论。

## 难道，我们不应该...？

或许，即使是这些简单的函数模板，也会导致比较多的问题。在这里有三个很常见的问题值得我们讨论。

### 按值传递还是按引用传递？

你可能会比较困惑，为什么我们声明的函数通常都是按值传递，而不是按引用传递。通常而言，建议将按引用传递用于除简单类型（比如基础类型和 std::string\_view）以外的类型，这样可以免除不必要的拷贝成本。

不过出于以下原因，按值传递通常更好一些：

* + - * 语法简单。
      * 编译器能够更好地进行优化。
      * 移动语义通常使拷贝成本比较低。
      * 某些情况下可能没有拷贝或者移动。

再有就是，对于模板，还有一些特有情况：

* + - * 模板既可以用于简单类型，也可以用于复杂类型，因此如果默认选择适合于复杂类型可能方式，可能会对简单类型产生不利影响。
      * 作为调用者，你通常可以使用 std::ref()和 std::cref()（参见 7.3 节）来按引用传递参数。
      * 虽然按值传递 string literal 和 raw array 经常会遇到问题，但是按照引用传递它们通常只会遇到更大的问题。第 7 章会对此做进一步讨论。在本书中，除了某些不得不用按引用传递的地方，我们会尽量使用按值传递。
    1. 为什么不适用 **inline**？

通常而言，函数模板不需要被声明成 inline。不同于非 inline 函数，我们可以把非 inline 的函数模板定义在头文件里，然后在多个编译单元里 include 这个文件。

唯一一个例外是模板对某些类型的全特化，这时候最终的 code 不在是“泛型”的（所有的模板参数都已被指定）。详情请参见 9.2 节。

严格地从语言角度来看，***inline*** 只意味着在程序中函数的定义可以出现很多次。不过它也给 了编译器一个暗示，在调用该函数的地方函数应该被展开成 inline 的：这样做在某些情况下可以提高效率，但是在另一些情况下也可能降低效率。现代编译器在没有关键字 inline 暗示的情况下，通常也可以很好的决定是否将函数展开成 inline 的。当然，编译器在做决定的时候依然会将关键字 inline 纳入考虑因素。

* + 1. 为什么不用 **constexpr**？

从 C++11 开始，你可以通过使用关键字 constexpr 来在编译阶段进行某些计算。对于很多模板，这是有意义的。

比如为了可以在编译阶段使用求最大值的函数，你必须将其定义成下面这样：

template**<**typename T1**,** typename T2**>** constexpr auto max **(**T1 a**,** T2 b**)**

**{**

**return** b **<** a **?** a **:** b**;**

**}**

如此你就可以在编译阶段的上下文中，实时地使用这个求最大值的函数模板：

int a**[::**max**(sizeof(**char**),**1000u**)];**

或者指定 std::array<>的大小：

std**::**array**<**std**::**string**, ::**max**(sizeof(**char**),**1000u**)>** arr**;**

在这里我们传递的 1000 是 unsigned int 类型，这样可以避免直接比较一个有符号数值和一个无符号数值时产生的警报。

8.2 节还会讨论其它一些使用 constexpr 的例子。但是，为了更专注于模板的基本原理，我们接下来在讨论模板特性的时候会跳过 constexpr。

## 总结

* 函数模板定义了一组适用于不同类型的函数。
* 当向模板函数传递变量时，函数模板会自行推断模板参数的类型，来决定去实例化出那种类型的函数。
* 你也可以显式的指出模板参数的类型。
* 你可以定义模板参数的默认值。这个默认值可以使用该模板参数前面的模板参数的类型，而且其后面的模板参数可以没有默认值。
* 函数模板可以被重载。
* 当定义新的函数模板来重载已有的函数模板时，必须要确保在任何调用情况下都只有一个模板是最匹配的。
* 当你重载函数模板的时候，最好只是显式地指出了模板参数得了类型。
* 确保在调用某个函数模板之前，编译器已经看到了相对应的模板定义。

第 **2** 章 类模板（**Class Templates**）

和函数类似，类也可以被一个或多个类型参数化。容器类（Container classes）就是典型的一个例子，它可以被用来处理某一指定类型的元素。通过使用类模板，你也可以实现适用于多种类型的容器类。在本章中，我们将以一个栈（stack）的例子来展示类模板的使用。

## Stack 类模板的实现

和函数模板一样，我们把类模板 Stack<>的声明和定义都放在头文件里：

#include <vector> #include <cassert> template**<**typename T**>** class Stack **{**

private**:**

std**::**vector**<**T**>** elems**;** // elements public**:**

void push**(**T const**&** elem**);** // push element void pop**();** // pop element

T const**&** top**()** const**;** // return top element

bool empty**()** const **{** // return whether the stack is empty

**return** elems**.**empty**();**

**}**

**};**

template**<**typename T**>**

void Stack**<**T**>::**push **(**T const**&** elem**)**

**{**

elems**.**push\_back**(**elem**);** // append copy of passed elem

**}**

template**<**typename T**>** void Stack**<**T**>::**pop **()**

**{**

assert**(!**elems**.**empty**());** elems**.**pop\_back**();** // remove last element

**}**

template**<**typename T**>**

T const**&** Stack**<**T**>::**top **()** const

**{**

assert**(!**elems**.**empty**());**

**return** elems**.**back**();** // return copy of last element

**}**

如上所示，这个类模板是通过使用一个 C++标准库的类模板 vector<>实现的。这样我们就不需要自己来实现内存管理，拷贝构造函数和赋值构造函数了，从而可以把更多的精力放在这个类模板的接口实现上。

### 声明一个类模板

声明类模板和声明函数模板类似：在开始定义具体内容之前，需要先声明一个或者多个作为模板的类型参数的标识符。同样地，这一标识符通常用 T 表示：

template**<**typename T**>** class Stack **{**

…

**};**

在这里，同样可以用关键字 class 取代 typename：

template**<**class T**>** class Stack **{**

…

**};**

在类模板内部，T 可以像普通类型一样被用来声明成员变量和成员函数。在这个例子中，T被用于声明 vector 中元素的类型，用于声明成员函数 push()的参数类型，也被用于成员函数 top 的返回类型：

template**<**typename T**>** class Stack **{**

private**:**

std**::**vector**<**T**>** elems**;** // elements public**:**

void push**(**T const**&** elem**);** // push element void pop**();** // pop element

T const**&** top**()** const**;** // return top element

bool empty**()** const **{** // return whether the stack is empty

**return** elems**.**empty**();**

**}**

**};**

这个类的类型是 Stack<T>， 其中 T 是模板参数。在将这个 Stack<T>类型用于声明的时候，除非可以推断出模板参数的类型，否则就必须使用 Stack<T>（Stack 后面必须跟着<T>）。不过，如果在类模板内部使用 Stack 而不是 Stack<T>，表明这个内部类的模板参数类型和模板类的参数类型相同（细节请参见 13.2.3 节）。

比如，如果需要定义自己的复制构造函数和赋值构造函数，通常应该定义成这样：

template**<**typename T**>**

class Stack **{**

…

Stack **(**Stack const**&);** // copy constructor

Stack**& operator= (**Stack const**&);** // assignment operator

…

**};**

它和下面的定义是等效的： template**<**typename T**>** class Stack **{**

…

Stack **(**Stack**<**T**>** const**&);** // copy constructor

Stack**<**T**>& operator= (**Stack**<**T**>** const**&);** // assignment operator

…

**};**

一般<T>暗示要对某些模板参数做特殊处理，所以最好还是使用第一种方式。但是如果在类模板的外面，就需要这样定义：

template**<**typename T**>**

bool **operator== (**Stack**<**T**>** const**&** lhs**,** Stack**<**T**>** const**&** rhs**);**

注意在只需要类的名字而不是类型的地方，可以只用 Stack。这和声明构造函数和析构函数的情况相同。

另外，不同于非模板类，不可以在函数内部或者块作用域内（{...}）声明和定义模板。通常模板只能定义在 global/namespace 作用域，或者是其它类的声明里面（相关细节请参见 12.1节）。

### 成员函数的实现

定义类模板的成员函数时，必须指出它是一个模板，也必须使用该类模板的所有类型限制。因此，要像下面这样定义 Stack<T>的成员函数 push():

template**<**typename T**>**

void Stack**<**T**>::**push **(**T const**&** elem**)**

**{**

elems**.**push\_back**(**elem**);** // append copy of passed elem

**}**

这里调用了其 vector 成员的 push\_back()方法，它向 vector 的尾部追加一个元素。

注意 vector 的 pop\_back()方法只是删除掉尾部的元素，并不会返回这一元素。这主要是为了异常安全（exception safety）。实现一个异常安全并且能够返回被删除元素的 pop()方法是不可 能 的 （ Tom Cargill 首 次 在 [CargillExceptionSafety] 中 对 这 一 问 题 进 行 了 讨 论 ，

[SutterExceptional]的条款 10 也对这进行了讨论。）。不过如果忽略掉这一风险，我们依然可以实现一个返回被删除元素的 pop()。为了达到这一目的，我们只需要用 T 定义一个和 vector 元素有相同类型的局部变量就可以了：

template**<**typename T**>** T Stack**<**T**>::**pop **()**

**{**

assert**(!**elems**.**empty**());**

T elem **=** elems**.**back**();** // save copy of last element elems**.**pop\_back**();** // remove last element

**return** elem**;** // return copy of saved element

**}**

由于 vector 的 back(（) 返回其最后一个元素）和 pop\_back(（) 删除最后一个元素）方法在 vector

为空的时候行为未定义，因此需要对 vector 是否为空进行测试。在程序中我们断言（assert） vector 不能为空，这样可以确保不会对空的 Stack 调用 pop()方法。在 top()中也是这样，它返回但是不删除首元素：

template**<**typename T**>**

T const**&** Stack**<**T**>::**top **()** const

**{**

assert**(!**elems**.**empty**());**

**return** elems**.**back**();** // return copy of last element

**}**

当然，就如同其它成员函数一样，你也可以把类模板的成员函数以内联函数的形式实现在类模板的内部。比如：

template**<**typename T**>** class Stack **{**

…

void push **(**T const**&** elem**) {**

elems**.**push\_back**(**elem**);** // append copy of passed elem

**}**

…

**};**

## Stack 类模板的使用

直到 C++17，在使用类模板的时候都需要显式的指明模板参数。下面的例子展示了该如何使用 Stack<>类模板：

#include "stack1.hpp" #include <iostream> #include <string>

int main**()**

**{**

Stack**<** int**>** intStack**;** // stack of ints Stack**<**std**::**string**>** stringStack**;** // stack of strings

// manipulate int stack intStack**.**push**(**7**);**

std**::**cout **<<** intStack**.**top**() <<** ’\n’**;**

// manipulate string stack stringStack**.**push**(**"hello"**);**

std**::**cout **<<** stringStack**.**top**() <<** ’\n’**;**

stringStack**.**pop**();**

**}**

通过声明 Stack<int>类型，在类模板内部 int 会被用作类型 T。被创建的 instStack 会使用一个存储 int 的 vector 作为其 elems 成员，而且所有被用到的成员函数都会被用 int 实例化。同样的，对于用 Stack<std::string>定义的对象，它会使用一个存储 std::string 的 vector 作为其 elems 成员，所有被用到的成员函数也都会用 std::string 实例化。

注意，模板函数和模板成员函数只有在被调用的时候才会实例化。这样一方面会节省时间和空间，同样也允许只是部分的使用类模板，我们会在 2.3 节对此进行讨论。

在这个例子中，对 int 和 std::string，默认构造函数，push()以及 top()函数都会被实例化。而 pop()只会针对 std::string 实例化。如果一个类模板有 static 成员，对每一个用到这个类模板的类型，相应的静态成员也只会被实例化一次。

被实例化之后的类模板类型（Stack<int>之类）可以像其它常规类型一样使用。可以用 const以及 volatile 修饰它，或者用它来创建数组和引用。可以通过 typedef 和 using 将它用于类型定义的一部分(关于类型定义，请参见 2.8 节)，也可以用它来实例化其它的模板类型。比如：

void foo**(**Stack **<**int**>** const**&** s**)** // parameter s is int stack

**{**

**using** IntStack **=** Stack **<**int**>;** // IntStack is another name for Stack<int>

Stack**<** int**>** istack**[**10**];** // istack is array of 10 int stacks IntStack istack2**[**10**];** // istack2 is also an array of10 int stacks

(same type)

…

**}**

模板参数可以是任意类型，比如指向 float 的指针，甚至是存储 int 的 stack: Stack**<** float**\*>** floatPtrStack**;** // stack of float pointers Stack**<**Stack**<** int**>>** intStackStack**;** // stack of stack of ints

模板参数唯一的要求是：它要支持模板中被用到的各种操作（运算符）。在 C++11 之前，在两个相邻的模板尖括号之间必须要有空格：

Stack**<**Stack**<** int**> >** intStackStack**;** // OK with all C++ versions

如果你不这样做，>>会被解析成调用>>运算符，这会导致语法错误：

Stack**<**Stack**<** int**>>** intStackStack**;** // ERROR before C++11

这样要求的原因是，它可以帮助编译器在第一次 pass 源代码的时候，不依赖于语义就能对源代码进行正确的标记。但是由于漏掉空格是一个典型错误，而且需要相应的错误信息来进行处理，因此代码的语义被越来越多的考虑进来。从 C++11 开始，通过”angle bracket hack”技术（参考 13.3.1 节），在两个相邻的模板尖括号之间不再要求必须使用空格。

## 部分地使用类模板

一个类模板通常会对用来实例化它的类型进行多种操作（包含构造函数和析构函数）。这可能会让你以为，要为模板参数提供所有被模板成员函数用到的操作。但是事实不是这样：模板参数只需要提供那些会被用到的操作（而不是可能会被用到的操作）。

比如 Stack<>类可能会提供一个成员函数 printOn() 来打印整个 stack 的内容， 它会调用

operator <<来依次打印每一个元素： template**<**typename T**>** class Stack **{**

…

void printOn**() (**std**::**ostream**&** strm**)** const **{ for (**T const**&** elem **:** elems**) {**

strm **<<** elem **<<** ’ ’**;** // call << for each element

**}**

**}**

**};**

这个类依然可以用于那些没有提供 operator <<运算符的元素：

Stack**<**std**::**pair**<** int**,** int**>>** ps**;** // note: std::pair<> has no operator<< defined

ps**.**push**({**4**,** 5**});** // OK

ps**.**push**({**6**,** 7**});** // OK

std**::**cout **<<** ps**.**top**().**first **<<** ’\n’**;** // OK std**::**cout **<<** ps**.**top**().**second **<<** ’\n’**;** // OK

只有在调用 printOn()的时候，才会导致错误，因为它无法为这一类型实例化出对 operator<<

的调用：

ps**.**printOn**(**std**::**cout**);** // ERROR: operator<< not supported for element type

* + 1. **Concept**（最好不要汉化这一概念）

这样就有一个问题：我们如何才能知道为了实例化一个模板需要哪些操作？名词 concept 通常被用来表示一组反复被模板库要求的限制条件。例如 C++标准库是基于这样一些 concepts的：可随机进入的迭代器（random access iterator）和可默认构造的（default constructible）。

目前（比如在 C++17 中），concepts 还只是或多或少的出现在文档当中（比如代码注释）。这会导致严重的问题，因为不遵守这些限制会导致让人难以理解的错误信息（参考 9.4 节）。

近年来有一些方法和尝试，试图在语言特性层面支持对 concepts 的定义和检查。但是直到

C++17，还没有哪一种方法得以被标准化。

从 C++11 开始，你至少可以通过关键字 static\_assert 和其它一些预定义的类型萃取（type traits）来做一些简单的检查。比如：

template**<**typename T**>** class C

**{**

**static\_assert(**std**::**is\_default\_constructible**<**T**>::**value**,**

"Class C requires default-constructible elements"**);**

…

**};**

即使没有这个 static\_assert，如果需要 T 的默认构造函数的话，依然会遇到编译错误。只不过这个错误信息可能会包含整个模板实例化过程中所有的历史信息，从实例化被触发的地方直到模板定义中引发错误的地方（参见 9.4 节）。

然而还有更复杂的情况需要检查，比如模板类型 T 的实例需要提供一个特殊的成员函数，或者需要能够通过 operator <进行比较。这一类情况的详细例子请参见 19.6.3 节。

关于 C++ concept 的详细讨论，请参见附录 E。

## 友元

相比于通过 printOn()来打印 stack 的内容，更好的办法是去重载 stack 的 operator <<运算符。而且和非模板类的情况一样，operator<<应该被实现为非成员函数，在其实现中可以调用 printOn()：

template**<**typename T**>** class Stack **{**

…

void printOn**() (**std**::**ostream**&** strm**)** const **{**

…

**}**

friend std**::**ostream**& operator<< (**std**::**ostream**&** strm**,** Stack**<**T**>** const**&** s**) {**

s**.**printOn**(**strm**); return** strm**;**

**}**

**};**

注意在这里 Stack<>的 operator<<并不是一个函数模板（对于在模板类内定义这一情况），而是在需要的时候，随类模板实例化出来的一个常规函数。

然而如果你试着先声明一个友元函数，然后再去定义它，情况会变的很复杂。事实上我们有两种选择：

1. 可以隐式的声明一个新的函数模板，但是必须使用一个不同于类模板的模板参数，比如用 U：

template**<**typename T**>** class Stack **{**

…

template**<**typename U**>**

friend std**::**ostream**& operator<< (**std**::**ostream**&,** Stack**<**U**>** const**&);**

**};**

无论是继续使用 T 还是省略掉模板参数声明，都不可以（要么是里面的 T 隐藏了外面的 T，要么是在命名空间作用域内声明了一个非模板函数）。

1. 也可以先将 Stack<T>的 operator<<声明为一个模板，这要求先对 Stack<T>进行声明：

template**<**typename T**>** class Stack**;** template**<**typename T**>**

std**::**ostream**& operator<< (**std**::**ostream**&,** Stack**<**T**>** const**&);**

接着就可以将这一模板声明为 Stack<T>的友元：

template**<**typename T**>** class Stack **{**

…

friend std**::**ostream**& operator<< <**T**> (**std**::**ostream**&,** Stack**<**T**>** const**&);**

**}**

注意这里在 operator<<后面用了<T>，这相当于声明了一个特例化之后的非成员函数模板作为友元。如果没有<T>的话，则相当于定义了一个新的非模板函数。具体细节参见 12.5.2节。

无论如何，你依然可以将 Stack<T>用于没有定义operator <<的元素，只是当你调用 operator<<

的时候会遇到一个错误：

Stack**<**std**::**pair**<** int**,** int**>>** ps**;** // std::pair<> has no operator<< defined ps**.**push**({**4**,** 5**});** // OK

ps**.**push**({**6**,** 7**});** // OK

std**::**cout **<<** ps**.**top**().**first **<<** ’\n’**;** // OK std**::**cout **<<** ps**.**top**().**second **<<** ’\n’**;** // OK

std**::**cout **<<** ps **<<** ’\n’**;** // ERROR: operator<< not supported // for element type

## 模板类的特例化

可以对类模板的某一个模板参数进行特化。和函数模板的重载（参见 1.5 节）类似，类模板的特化允许我们对某一特定类型做优化，或者去修正类模板针对某一特定类型实例化之后的行为。不过如果对类模板进行了特化，那么也需要去特化所有的成员函数。虽然允许只特例化模板类的一个成员函数，不过一旦你这样做，你就无法再去特化那些未被特化的部分了。

为了特化一个类模板，在类模板声明的前面需要有一个 template<>，并且需要指明所希望特化的类型。这些用于特化类模板的类型被用作模板参数，并且需要紧跟在类名的后面：

template**<>**

class Stack**<**std**::**string**> {**

…

**};**

对于被特化的模板，所有成员函数的定义都应该被定义成“常规”成员函数，也就是说所有出现 T 的地方，都应该被替换成用于特化类模板的类型：

void Stack**<**std**::**string**>::**push **(**std**::**string const**&** elem**)**

**{**

elems**.**push\_back**(**elem**);** // append copy of passed elem

**}**

下面是一个用 std::string 实例化 Stack<>类模板的完整例子：

#include "stack1.hpp" #include <deque> #include <string> #include <cassert>

template**<>**

class Stack**<**std**::**string**> {**

private**:**

std**::**deque**<**std**::**string**>** elems**;** // elements public**:**

void push**(**std**::**string const**&);** // push element void pop**();** // pop element

std**::**string const**&** top**()** const**;** // return top element

bool empty**()** const **{** // return whether the stack is empty

**return** elems**.**empty**();**

**}**

**};**

void Stack**<**std**::**string**>::**push **(**std**::**string const**&** elem**)**

**{**

elems**.**push\_back**(**elem**);** // append copy of passed elem

**}**

void Stack**<**std**::**string**>::**pop **()**

**{**

assert**(!**elems**.**empty**());** elems**.**pop\_back**();** // remove last element

**}**

std**::**string const**&** Stack**<**std**::**string**>::**top **()** const

**{**

assert**(!**elems**.**empty**());**

**return** elems**.**back**();** // return copy of last element

**}**

在这个例子中， 特例化之后的类在向 push() 传递参数的时候使用了引用语义，对当前 std::string 类型这是有意义的，这可以提高性能（如果使用 forwarding reference【Effective Modern C++ 解释了和万能引用(Universal Reference 的异同)】传递参数的话会更好一些，6.1节会介绍这一内容）。

另一个不同是使用了一个 deque 而不再是 vector 来存储 stack 里面的元素。虽然这样做可能不会有什么好处，不过这能够说明，模板类特例化之后的实现可能和模板类的原始实现有很大不同。

## 部分特例化

类模板可以只被部分的特例化。这样就可以为某些特殊情况提供特殊的实现，不过使用者还是要定义一部分模板参数。比如，可以特殊化一个 Stack<>来专门处理指针：

#include "stack1.hpp"

// partial specialization of class Stack<> for pointers: template**<**typename T**>**

class Stack**<**T**\*> {**

Private**:**

std**::**vector**<**T**\*>** elems**;** // elements public**:**

void push**(**T**\*);** // push element T**\*** pop**();** // pop element

T**\*** top**()** const**;** // return top element

bool empty**()** const **{** // return whether the stack is empty

**return** elems**.**empty**();**

**}**

**};**

template**<**typename T**>**

void Stack**<**T**\*>::**push **(**T**\*** elem**)**

**{**

elems**.**push\_back**(**elem**);** // append copy of passed elem

**}**

template**<**typename T**>** T**\*** Stack**<**T**\*>::**pop **()**

**{**

assert**(!**elems**.**empty**());** T**\*** p **=** elems**.**back**();**

elems**.**pop\_back**();** // remove last element

**return** p**;** // and return it (unlike in the general case)

**}**

template**<**typename T**>**

T**\*** Stack**<**T**\*>::**top **()** const

**{**

assert**(!**elems**.**empty**());**

**return** elems**.**back**();** // return copy of last element

**}**

通过

template**<**typename T**>** class Stack**<**T**\*> { };**

定义了一个依然是被类型 T 参数化，但是被特化用来处理指针的类模板（Stack<T\*>）。

同样的，特例化之后的函数接口可能不同。比如对 pop()，他在这里返回的是一个指针，因此如果这个指针是通过 new 创建的话，可以对这个被删除的值调用 delete：

Stack**<** int**\*>** ptrStack**;** // stack of pointers (specialimplementation) ptrStack**.**push**(new** int**{**42**});**

std**::**cout **<< \***ptrStack**.**top**() <<** ’\n’**;**

**delete** ptrStack**.**pop**();**

### 多模板参数的部分特例化

类模板也可以特例化多个模板参数之间的关系。比如对下面这个类模板：

template**<**typename T1**,** typename T2**>** class MyClass **{**

…

**};**

进行如下这些特例化都是可以的：

// partial specialization: both template parameters have same type template**<**typename T**>**

class MyClass**<**T,T**> {**

…

**};**

// partial specialization: second type is int template**<**typename T**>**

class MyClass**<**T**,**int**> {**

…

**};**

// partial specialization: both template parameters are pointer types template**<**typename T1**,** typename T2**>**

class MyClass**<**T1**\*,**T2**\*> {**

…

**};**

下面的例子展示了以上各种类模板被使用的情况：

MyClass**<** int**,** float**>** mif**;** // uses MyClass<T1,T2> MyClass**<** float**,** float**>** mff**;** // uses MyClass<T,T> MyClass**<** float**,** int**>** mfi**;** // uses MyClass<T,int> MyClass**<** int**\*,** float**\*>** mp**;** // uses MyClass<T1\*,T2\*>

如果有不止一个特例化的版本可以以相同的情形匹配某一个调用，说明定义是有歧义的： MyClass**<** int**,** int**>** m**;** // ERROR: matches MyClass<T,T> // and MyClass<T,int>

MyClass**<** int**\*,** int**\*>** m**;** // ERROR: matches MyClass<T,T> // and MyClass<T1\*,T2\*>

为了消除第二种歧义，你可以提供一个单独的特例化版本来处理相同类型的指针：

template**<**typename T**>** class MyClass**<**T**\*,**T**\*> {**

…

**};**

更多关于部分特例化的信息，请参见 16.4 节。

## 默认类模板参数

和函数模板一样，也可以给类模板的模板参数指定默认值。比如对 Stack<>，你可以将其用来容纳元素的容器声明为第二个模板参数，并指定其默认值是 std::vector<>:

#include <vector>

#include <cassert>

template**<**typename T**,** typename Cont **=** std**::**vector**<**T**>>** class Stack **{**

private**:**

Cont elems**;** // elements public**:**

void push**(**T const**&** elem**);** // push element void pop**();** // pop element

T const**&** top**()** const**;** // return top element

bool empty**()** const **{** // return whether the stack is emptyreturn elems**.**empty**();**

**}**

**};**

template**<**typename T**,** typename Cont**>**

void Stack**<**T**,**Cont**>::**push **(**T const**&** elem**)**

**{**

elems**.**push\_back**(**elem**);** // append copy of passed elem

**}**

template**<**typename T**,** typename Cont**>** void Stack**<**T**,**Cont**>::**pop **()**

**{**

assert**(!**elems**.**empty**());** elems**.**pop\_back**();** // remove last element

**}**

template**<**typename T**,** typename Cont**>** T const**&** Stack**<**T**,**Cont**>::**top **()** const

**{**

assert**(!**elems**.**empty**());**

**return** elems**.**back**();** // return copy of last element

**}**

由于现在有两个模板参数，因此每个成员函数的定义也应该包含两个模板参数：

template**<**typename T**,** typename Cont**>**

void Stack**<**T**,**Cont**>::**push **(**T const**&** elem**)**

**{**

elems**.**push\_back**(**elem**);** // append copy of passed elem

**}**

这个 Stack<>模板可以像之前一样使用。如果只提供第一个模板参数作为元素类型，那么 vector 将被用来处理 Stack 中的元素：

template**<**typename T**,** typename Cont **=** std**::**vector**<**T**>>** class Stack **{**

private**:**

Cont elems**;** // elements

…

**};**

而且在程序中，也可以为 Stack 指定一个容器类型：

#include "stack3.hpp" #include <iostream> #include <deque>

int main**()**

**{**

// stack of ints:

Stack**<** int**>** intStack**;**

// stack of doubles using a std::deque<> to manage the elements Stack**<** double**,**std**::**deque**<** double**>>** dblStack**;**

// manipulate int stack intStack**.**push**(**7**);**

std**::**cout **<<** intStack**.**top**() <<** ’\n’**;**

intStack**.**pop**();**

// manipulate double stack dblStack**.**push**(**42.42**);**

std**::**cout **<<** dblStack**.**top**() <<** ’\n’**;**

dblStack**.**pop**();**

**}**

通过

Stack**<** double**,**std**::**deque**<**double**>>**

定义了一个处理 double 型元素的 Stack，其使用的容器是 std::deque<>。

## 类型别名（Type Aliases）

通过给类模板定义一个新的名字，可以使类模板的使用变得更方便。

**Typedefs** 和 **Alias** 声明

为了简化给类模板定义新名字的过程，有两种方法可用：

1. 使用关键字 typedef:

**typedef** Stack**<**int**>** IntStack**;** // typedef

void foo **(**IntStack const**&** s**);** // s is stack of ints

IntStack istack**[**10**];** // istack is array of 10 stacks of ints

我们称这种声明方式为 typedef， 被定义的名字叫做 typedef-name.

1. 使用关键字 using （从 C++11 开始）

**using** IntStack **=** Stack **<**int**>;** // alias declaration void foo **(**IntStack const**&** s**);** // s is stack of ints

IntStack istack**[**10**];** // istack is array of 10 stacks of ints

按照[DosReisMarcusAliasTemplates] 的说法，这一过程叫做 alias declaration。在这两种情况下我们都只是为一个已经存在的类型定义了一个别名，并没有定义新的类型。因此在：

**typedef** Stack **<**int**>** IntStack**;**

或者：

**using** IntStack **=** Stack **<**int**>;**

之后，IntStack 和 Stack<int>将是两个等效的符号。

以上两种给一个已经存在的类型定义新名字的方式，被称为 type alias declaration。新的名字被称为 type alias。

由于使用 alias declaration（使用 using 的情况，新的名字总是在=的左边）可读性更好，在本书中接下来的内容中，我们将优先使用这一方法。

**Alias Templates**（别名模板）

不同于 typedef， alias declaration 也可以被模板化，这样就可以给一组类型取一个方便的名字。这一特性从 C++11 开始生效，被称作 alias templates。

下面的 DequeStack 别名模板是被元素类型 T 参数化的，代表将其元素存储在 std::deque 中的一组 Stack：

template**<**typename T**>**

**using** DequeStack **=** Stack**<**T**,** std**::**deque**<**T**>>;**

因此，类模板和 alias templates 都是可以被参数化的类型。同样地，这里 alias template 只是一个已经存在的类型的新名字， 原来的名字依然可用。DequeStack<int> 和 Stack<int, std::deque<int>>代表的是同一种类型。

同样的，通常模板（包含 Alias Templates）只可以被声明和定义在 global/namespace 作用域，或者在一个类的声明中。

## Alias Templates for Member Types（class 成员的别名模板）

使用 alias templates 可以很方便的给类模板的成员类型定义一个快捷方式，在：

struct C **{**

**typedef** … iterator**;**

…

**};**

或者

struct MyType **{**

**using** iterator **=** …**;**

…

**};**

之后，下面这样的定义：

template**<**typename T**>**

**using** MyTypeIterator **=** typename MyType**<**T**>::**iterator**;**

允许我们使用：

MyTypeIterator**<** int**>** pos**;**

取代：

typename MyType**<**T**>::**iterator pos**;**

## Type Traits Suffix\_t （Suffix\_t 类型萃取）

从 C++14 开始，标准库使用上面的技术，给标准库中所有返回一个类型的 type trait 定义了快捷方式。比如为了能够使用：

std**::**add\_const\_t**<**T**>** // since C++14

而不是：

typename std**::**add\_const**<**T**>::**type // since C++11

标准库做了如下定义：

**namespace** std **{**

template**<**typename T**>**

**using** add\_const\_t **=** typename add\_const**<**T**>::**type**;**

**}**

## 类模板的类型推导

直到 C++17，使用类模板时都必须显式指出所有的模板参数的类型（除非它们有默认值）。从 C++17 开始，这一要求不在那么严格了。如果构造函数能够推断出所有模板参数的类型（对那些没有默认值的模板参数），就不再需要显式的指明模板参数的类型。

比如在之前所有的例子中，不指定模板类型就可以调用 copy constructor:

Stack**<** int**>** intStack1**;** // stack of strings

Stack**<** int**>** intStack2 **=** intStack1**;** // OK in all versions Stack intStack3 **=** intStack1**;** // OK since C++17

通过提供一个接受初始化参数的构造函数，就可以推断出 Stack 的元素类型。比如可以定义下面这样一个 Stack，它可以被一个元素初始化：

template**<**typename T**>** class Stack **{**

private**:**

std**::**vector**<**T**>** elems**;** // elements public**:**

Stack **() = default;**

Stack **(**T const**&** elem**)** // initialize stack with one element

**:** elems**({**elem**}) {**

**}**

…

**};**

然后就可以像这样声明一个 Stack:

Stack intStack **=** 0**;** // Stack<int> deduced since C++17

通过用 0 初始化这个 stack 时，模板参数 T 被推断为 int，这样就会实例化出一个 Stack<int>。但是请注意下面这些细节：

* 由于定义了接受 int 作为参数的构造函数，要记得向编译器要求生成默认构造函数及其全部默认行为，这是因为默认构造函数只有在没有定义其它构造函数的情况下才会默认生成，方法如下：

Stack**() = default;**

* 在初始化 Stack 的 vector 成员 elems 时，参数 elem 被用{}括了起来，这相当于用只有一个元素 elem 的初始化列表初始化了 elems:

**:** elems**({**elem**})**

这是因为 vector 没有可以直接接受一个参数的构造函数。

和函数模板不同，类模板可能无法部分的推断模板类型参数（比如在显式的指定了一部分类模板参数的情况下）。具体细节请参见 15.12 节。

类模板对字符串常量参数的类型推断（ **Class Template Arguments Deduction with String Literals** ）

原则上，可以通过字符串常量来初始化 Stack：

Stack stringStack **=** "bottom"**;** // Stack<char const[7]> deduced since C++17

不过这样会带来一堆问题：当参数是按照 T 的引用传递的时候（上面例子中接受一个参数的构造函数，是按照引用传递的），参数类型不会被 decay，也就是说一个裸的数组类型不会被转换成裸指针。这样我们就等于初始化了一个这样的 Stack:

Stack**<** char const**[**7**]>**

类模板中的 T 都会被实例化成 char const[7]。这样就不能继续向 Stack 追加一个不同维度的字符串常量了，因为它的类型不是 char const[7]。详细的讨论请参见 7.4 节。

不过如果参数是按值传递的，参数类型就会被 decay，也就是说会将裸数组退化成裸指针。这样构造函数的参数类型 T 会被推断为 char const \*，实例化后的类模板类型会被推断为 Stack<char const \*>。

基于以上原因，可能有必要将构造函数声明成按值传递参数的形式：

template**<**typename T**>** class Stack **{**

private**:**

std**::**vector**<**T**>** elems**;** // elements public**:**

Stack **(**T elem**)** // initialize stack with one element by value

**:** elems**({**elem**}) {** // to decay on class tmpl arg deduction

**}**

…

**};**

这样下面的初始化方式就可以正常工作：

Stack stringStack **=** "bottom"**;** // Stack<char const\*> deduced since C++17

在这个例子中，最好将临时变量 elem move 到 stack 中，这样可以免除不必要的拷贝:

template**<**typename T**>** class Stack **{**

private**:**

std**::**vector**<**T**>** elems**;** // elements public**:**

Stack **(**T elem**)** // initialize stack with one element by value

**:** elems**({**std**::**move**(**elem**)}) {**

**}**

…

**};**

推断指引（**Deduction Guides**）

针对以上问题，除了将构造函数声明成按值传递的，还有一个解决方案：由于在容器中处理裸指针容易导致很多问题，对于容器一类的类，不应该将类型推断为字符的裸指针（char const \*）。

可以通过提供“推断指引”来提供额外的模板参数推断规则，或者修正已有的模板参数推断规则。比如你可以定义，当传递一个字符串常量或者 C 类型的字符串时，应该用 std::string实例化 Stack 模板类：

Stack**(** char const**\*) ->** Stack**<**std**::**string**>;**

这个指引语句必须出现在和模板类的定义相同的作用域或者命名空间内。通常它紧跟着模板类的定义。->后面的类型被称为推断指引的”guided type”。

现在，根据这个定义：

Stack stringStack**{**"bottom"**};** // OK: Stack<std::string> deduced since C++17

Stack 将被推断为 Stack<std::string>。但是下面这个定义依然不可以：

Stack stringStack **=** "bottom"**;** // Stack<std::string> deduced, but still not valid

此时模板参数类型被推断为 std::string，也会实例化出 Stack<std::string>:

class Stack **{**

private**:**

std**::**vector**<**std**::**string**>** elems**;** // elements public**:**

Stack **(**std**::**string const**&** elem**)** // initialize stack with one element

**:** elems**({**elem**}) {**

**}**

…

**};**

但是根据语言规则，不能通过将字符串字面量传递给一个期望接受 std::string 的构造函数来拷贝初始化（使用=初始化）一个对象，因此必须要像下面这样来初始化这个 Stack:

Stack stringStack**{**"bottom"**};** // Stack<std::string> deduced and valid

如果还不是很确信的话，这里可以明确告诉你，模板参数推断的结果是可以拷贝的。在将 stringStack 声明为 Stack<std::string>之后，下面的初始化语句声明的也将是 Stack<std::string>类型的变量（通过拷贝构造函数），而不是用 Stack<std::string>类型的元素去初始化一个 stack

（也就是说，Stack 存储的元素类型是 std::string，而不是 Stack<std::string>）： Stack stack2**{**stringStack**};** // Stack<std::string> deduced Stack stack3**(**stringStack**);** // Stack<std::string> deduced

Stack stack4 **= {**stringStack**};** // Stack<std::string> deduced

更多关于类模板的参数类型推导的内容，请参见 15.12 节。

## 聚合类的模板化（Templatized Aggregates）

聚合类（这样一类 class 或者 struct：没有用户定义的显式的，或者继承而来的构造函数，没有 private 或者 protected 的非静态成员，没有虚函数，没有 virtual，private 或者 protected的基类）也可以是模板。比如：

template**<**typename T**>** struct ValueWithComment **{**

T value**;**

std**::**string comment**;**

**};**

定义了一个成员 val 的类型被参数化了的聚合类。可以像定义其它类模板的对象一样定义一个聚合类的对象：

ValueWithComment**<** int**>** vc**;** vc**.**value **=** 42**;**

vc**.**comment **=** "initial value"**;**

从 C++17 开始，对于聚合类的类模板甚至可以使用“类型推断指引”：

ValueWithComment**(**

char const**\*,** char const**\*) ->** ValueWithComment**<**std**::**string**>;** ValueWithComment vc2 **= {**"hello"**,** "initial value"**};**

没有“推断指引”的话，就不能使用上述初始化方法，因为 ValueWithComment 没有相应的构造函数来完成相关类型推断。

标准库的 std::array<>类也是一个聚合类，其元素类型和尺寸都是被参数化的。C++17 也给它定义了“推断指引”，在 4.4.4 节会做进一步讨论。

## 总结

* 类模板是一个被实现为有一个或多个类型参数待定的类。
* 使用类模板时，需要显式或者隐式地传递相应的待定类型参数作为模板参数。之后类模板会被按照传入的模板参数实例化（并且被编译）。
* 对于类模板，只有其被用到的成员函数才会被实例化。
* 可以针对某些特定类型对类模板进行特化。
* 也可以针对某些特定类型对类模板进行部分特化。
* 从 C++17 开始，可以（不是一定可以）通过类模板的构造函数来推断模板参数的类型。
* 可以定义聚合类的类模板。
* 调用参数如果是按值传递的，那么相应的模板类型会 decay。
* 模板只能被声明以及定义在 global 或者 namespace 作用域，或者是定义在其它类的定义里面。

# 第 **3** 章 非类型模板参数

对于之前介绍的函数模板和类模板，其模板参数不一定非得是某种具体的类型，也可以是常规数值。和类模板使用类型作为参数类似，可以使代码的另一些细节留到被使用时再确定，只是对非类型模板参数，待定的不再是类型，而是某个数值。在使用这种模板时需要显式的指出待定数值的具体值，之后代码会被实例化。本章会通过一个新版的 Stack 类模板来展示这一特性。顺便也会介绍一下函数模板的非类型参数，并讨论这一技术的一些限制。

## 类模板的非类型参数

作为和之前章节中 Stack 实现方式的对比，可以定义一个使用固定尺寸的 array 作为容器的 Stack。这种方式的优点是可以避免由开发者或者标准库容器负责的内存管理开销。不过对不同应用，这一固定尺寸的具体大小也很难确定。如果指定的值过小，那么 Stack 就会很容易满。如果指定的值过大，则可能造成内存浪费。因此最好是让 Stack 的用户根据自身情况指定 Stack 的大小。

为此，可以将 Stack 的大小定义成模板的参数：

#include <array> #include <cassert>

template**<**typename T**,** std**::**size\_t Maxsize**>** class Stack **{**

private**:**

std**::**array**<**T**,** Maxsize**>** elems**;** // elements std**::**size\_t numElems**;** // current number of elements

public**:**

Stack**();** // constructor

void push**(**T const**&** elem**);** // push element void pop**();** // pop element

T const**&** top**()** const**;** // return top element

bool empty**()** const **{** //return whether the stack is empty

**return** numElems **==** 0**;**

**}**

std**::**size\_t size**()** const **{** //return current number of elements

**return** numElems**;**

**}**

**};**

template**<**typename T**,** std**::**size\_t Maxsize**>** Stack**<**T**,**Maxsize**>::**Stack **()**

**:** numElems**(**0**)** //start with no elements

**{**

// nothing else to do

**}**

template**<**typename T**,** std**::**size\_t Maxsize**>** void Stack**<**T**,**Maxsize**>::**push **(**T const**&** elem**)**

**{**

assert**(**numElems **<** Maxsize**);** elems**[**numElems**] =** elem**;** // append element

**++**numElems**;** // increment number of elements

**}**

template**<**typename T**,** std**::**size\_t Maxsize**>** void Stack**<**T**,**Maxsize**>::**pop **()**

**{**

assert**(!**elems**.**empty**());**

**--**numElems**;** // decrement number of elements

**}**

template**<**typename T**,** std**::**size\_t Maxsize**>** T const**&** Stack**<**T**,**Maxsize**>::**top **()** const

**{**

assert**(!**elems**.**empty**());**

**return** elems**[**numElems**-**1**];** // return last element

**}**

第二个新的模板参数 Maxsize 是 int 类型的。通过它指定了 Stack 中 array 的大小：

template**<**typename T**,** std**::**size\_t Maxsize**>** class Stack **{**

private**:**

std**::**array**<**T**,**Maxsize**>** elems**;** // elements

…

**};**

成员函数 push()也用它来检测 Stack 是否已满： template**<**typename T**,** std**::**size\_t Maxsize**>** void Stack**<**T**,**Maxsize**>::**push **(**T const**&** elem**)**

**{**

assert**(**numElems **<** Maxsize**);** elems**[**numElems**] =** elem**;** // append element

**++**numElems**;** // increment number of elements

**}**

为了使用这个类模板，需要同时指出 Stack 中元素的类型和 Stack 的最大容量：

#include "stacknontype.hpp" #include <iostream> #include <string>

int main**()**

**{**

Stack**<**int**,**20**>** int20Stack**;** // stack of up to 20 ints Stack**<**int**,**40**>** int40Stack**;** // stack of up to 40 ints Stack**<**std**::**string**,**40**>** stringStack**;** // stack of up to 40 strings

// manipulate stack of up to 20 ints int20Stack**.**push**(**7**);**

std**::**cout **<<** int20Stack**.**top**() <<** ’\n’**;**

int20Stack**.**pop**();**

// manipulate stack of up to 40 strings stringStack**.**push**(**"hello"**);**

std**::**cout **<<** stringStack**.**top**() <<** ’\n’**;**

stringStack**.**pop**();**

**}**

上面每一次模板的使用都会实例化出一个新的类型。因此 int20Stack 和 int40Stack 是两种不同的类型，而且由于它们之间没有定义隐式或者显式的类型转换规则。也就不能使用其中一个取代另一个，或者将其中一个赋值给另一个。

对非类型模板参数，也可以指定默认值：

template**<**typename T **=** int**,** std**::**size\_t Maxsize **=** 100**>** class Stack **{**

…

**};**

但是从程序设计的角度来看，这可能不是一个好的设计方案。默认值应该是直观上正确的。不过对于一个普通的 Stack，无论是默认的 int 类型还是 Stack 的最大尺寸 100，看上去都不够直观。因此最好是让程序员同时显式地指定两个模板参数，这样在声明的时候这两个模板参数通常都会被文档化。

## 函数模板的非类型参数

同样也可以给函数模板定义非类型模板参数。比如下面的这个函数模板，定义了一组可以返回传入参数和某个值之和的函数：

template**<**int Val**,** typename T**>** T addValue **(**T x**)**

**{**

**return** x **+** Val**;**

**}**

当该类函数或操作是被用作其它函数的参数时，可能会很有用。比如当使用 C++标准库给一个集合中的所有元素增加某个值的时候，可以将这个函数模板的一个实例化版本用作第 4个参数：

std**::**transform **(**source**.**begin**(),** source**.**end**(),** //start and end of source

dest**.**begin**(),** //start of destination addValue**<**5**,**int**>);** // operation

第 4 个参数是从 addValue<>()实例化出一个可以给传入的 int 型参数加 5 的函数实例。这一实例会被用来处理集合 source 中的所有元素，并将结果保存到目标集合 dest 中。

注意在这里必须将 addValue<>()的模板参数 T 指定为 int 类型。因为类型推断只会对立即发生的调用起作用，而 std::transform()又需要一个完整的类型来推断其第四个参数的类型。目前还不支持先部分地替换或者推断模板参数的类型，然后再基于具体情况去推断其余的模板参数。

同样也可以基于前面的模板参数推断出当前模板参数的类型。比如可以通过传入的非类型模板参数推断出返回类型：

template**<**auto Val**,** typename T **=** decltype**(**Val**)>** T foo**();**

或者可以通过如下方式确保传入的非类型模板参数的类型和类型参数的类型一致：

template**<**typename T**,** T Val **=** T**{}>** T bar**();**

## 非类型模板参数的限制

使用非类型模板参数是有限制的。通常它们只能是整形常量（ 包含枚举） ， 指向

objects/functions/members 的指针，objects 或者 functions 的左值引用，或者是 std::nullptr\_t

（类型是 nullptr）。

浮点型数值或者 class 类型的对象都不能作为非类型模板参数使用： template**<**double VAT**>** // ERROR: floating-point values are not double process **(**double v**)** // allowed as template parameters

**{**

**return** v **\*** VAT**;**

**}**

template**<**std**::**string name**>** // ERROR: class-type objects are not class MyClass **{** // allowed as template parameters

…

**};**

当传递对象的指针或者引用作为模板参数时，对象不能是字符串常量，临时变量或者数据成员以及其它子对象。由于在 C++17 之前，C++版本的每次更新都会放宽以上限制，因此还有一些针对不同版本的限制：

* 在 C++11 中，对象必须要有外部链接。
* 在 C++14 中，对象必须是外部链接或者内部链接。

因此下面的写法是不对的： template**<**char const**\*** name**>** class MyClass **{**

…

**};**

MyClass**<**"hello"**>** x**;** //ERROR: string literal "hello" not allowed

不过有如下变通方法（视 C++版本而定）：

extern char const s03**[] =** "hi"**;** // external linkage char const s11**[] =** "hi"**;** // internal linkage

int main**()**

**{**

MyClass**<**s03**>** m03**;** // OK (all versions)

MyClass**<**s11**>** m11**;** // OK since C++11

static char const s17**[] =** "hi"**;** // no linkage MyClass**<**s17**>** m17**;** // OK since C++17

**}**

上面三种情况下，都是用”hello”初始化了一个字符串常量数组，然后将这个字符串常量数组对象用于类模板中被声明为 char const \*的模板参数。如果这个对象有外部链接（s03），那么对所有版本的 C++都是有效的，如果对象有内部链接（s11），那么对 C++11 和 C++14 也是有效的，而对 C++17，即使对象没有链接属性也是有效的。

12.3.3 节对这一问题进行了更详细的讨论，17.2 节则对这一问题未来可能的变化进行了讨论。

### 避免无效表达式

非类型模板参数可以是任何编译器表达式。比如：

template**<**int I**,** bool B**>** class C**;**

…

C**<sizeof(**int**) +** 4**, sizeof(**int**)==**4**>** c**;**

不过如果在表达式中使用了 operator >，就必须将相应表达式放在括号里面，否则>会被作为模板参数列表末尾的>，从而截断了参数列表：

C**<**42**, sizeof(**int**) >** 4**>** c**;** // ERROR: first > ends the template argument list

C**<**42**, (sizeof(**int**) >** 4**)>** c**;** // OK

## 用 auto 作为非模板类型参数的类型

从 C++17 开始，可以不指定非类型模板参数的具体类型（代之以 auto），从而使其可以用于任意有效的非类型模板参数的类型。通过这一特性，可以定义如下更为泛化的大小固定的 Stack 类：

#include <array> #include <cassert>

template**<**typename T**,** auto Maxsize**>** class Stack **{**

public**:**

**using** size\_type **=** decltype**(**Maxsize**);** private**:**

std**::**array**<**T**,**Maxsize**>** elems**;** // elements size\_type numElems**;** // current number of elements

public**:**

Stack**();** // constructor

void push**(**T const**&** elem**);** // push element void pop**();** // pop element

T const**&** top**()** const**;** // return top element

bool empty**()** const **{** //return whether the stack isempty

**return** numElems **==** 0**;**

**}**

size\_type size**()** const **{** //return current number of elements

**return** numElems**;**

**}**

**};**

// constructor

template**<**typename T**,** auto Maxsize**>** Stack**<**T**,**Maxsize**>::**Stack **()**

**:** numElems**(**0**)** //start with no elements

**{**

// nothing else to do

**}**

template**<**typename T**,** auto Maxsize**>**

void Stack**<**T**,**Maxsize**>::**push **(**T const**&** elem**)**

**{**

assert**(**numElems **<** Maxsize**);** elems**[**numElems**] =** elem**;** // append element

**++**numElems**;** // increment number of elements

**}**

template**<**typename T**,** auto Maxsize**>** void Stack**<**T**,**Maxsize**>::**pop **()**

**{**

assert**(!**elems**.**empty**());**

**--**numElems**;** // decrement number of elements

**}**

template**<**typename T**,** auto Maxsize**>**

T const**&** Stack**<**T**,**Maxsize**>::**top **()** const

**{**

assert**(!**elems**.**empty**());**

**return** elems**[**numElems**-**1**];** // return last element

**}**

通过使用 auto 的如下定义： template**<**typename T**,** auto Maxsize**>** class Stack **{**

…

**};**

定义了类型待定的 Maxsize。它的类型可以是任意非类型参数所允许的类型。在模板内部，既可以使用它的值：

std**::**array**<**T**,**Maxsize**>** elems**;** // elements

也可以使用它的类型：

**using** size\_type **=** decltype**(**Maxsize**);**

然后可以将它用于成员函数 size()的返回类型：

size\_type size**()** const **{** //return current number of elements

**return** numElems**;**

**}**

从 C++14 开始，也可以通过使用 auto，让编译器推断出具体的返回类型：

auto size**()** const **{** //return current number of elements

**return** numElems**;**

**}**

根据这个类的声明，Stack 中 numElems 成员的类型是由非类型模板参数的类型决定的，当像下面这样使用它的时候：

#include <iostream> #include <string> #include "stackauto.hpp" int main**()**

**{**

Stack**<**int**,**20u**>** int20Stack**;** // stack of up to 20 ints Stack**<**std**::**string**,**40**>** stringStack**;** // stack of up to 40 strings

// manipulate stack of up to 20 ints int20Stack**.**push**(**7**);**

std**::**cout **<<** int20Stack**.**top**() <<** ’\n’**;**auto size1 **=**

int20Stack**.**size**();**

// manipulate stack of up to 40 strings stringStack**.**push**(**"hello"**);**

std**::**cout **<<** stringStack**.**top**() <<** ’\n’**;**

auto size2 **=** stringStack**.**size**();**

**if (!**std**::**is\_same\_v**<**decltype**(**size1**),** decltype**(**size2**)>) {**

std**::**cout **<<** "size types differ" **<<** ’\n’**;**

**}**

**}**

对于

Stack**<**int**,**20u**>** int20Stack**;** // stack of up to 20 ints

由于传递的非类型参数是 20u，因此内部的 size\_type 是 unsigned int 类型的。对于

Stack**<**std**::**string**,**40**>** stringStack**;** // stack of up to 40 strings

由于传递的非类型参数是 int，因此内部的 size\_type 是 int 类型的。因为这两个 Stack 中成员函数 size()的返回类型是不一样的，所以

auto size1 **=** int20Stack**.**size**();**

…

auto size2 **=** stringStack**.**size**();**

中 size1 和 size2 的类型也不一样。这可以通过标准类型萃取 std::is\_same（详见 D3.3）和 decltype 来验证：

**if (!**std**::**is\_same**<**decltype**(**size1**),** decltype**(**size2**)>::**value**) {**

std**::**cout **<<** "size types differ" **<<** ’\n’**;**

**}**

输出结果将是：

size types differ

从 C++17 开始，对于返回类型的类型萃取，可以通过使用下标\_v 省略掉::value（参见 5.6 节）：

**if (!**std**::**is\_same\_v**<**decltype**(**size1**),** decltype**(**size2**)>) {**

std**::**cout **<<** "size types differ" **<<** ’\n’**;**

**}**

注意关于非类型模板参数的限制依然存在。尤其是那些在 3.3 节讨论的限制。比如：

Stack<int,3.14> sd; // ERROR: Floating-point nontype argument

由于可以将字符串作为常量数组用于非类型模板参数（从 C++17 开始甚至可以是静态的局部变量，参见 3.3 节），下面的用法也是可以的：

#include <iostream>

template**<**auto T**>** // take value of any possible nontype parameter **(**since C**++**17**)**

class Message **{**

public**:**

void print**() {**

std**::**cout **<<** T **<<** ’\n’**;**

**}**

**};**

int main**()**

**{**

Message**<**42**>** msg1**;**

msg1**.**print**();** // initialize with int 42 and print that value static char const s**[] =** "hello"**;**

Message**<**s**>** msg2**;** // initialize with char const[6] "hello" msg2**.**print**();** // and print that value

**}**

也可以使用 template<decltype(auto)>，这样可以将 N 实例化成引用类型：

template**<**decltype**(**auto**)** N**>** class C **{**

…

**};**

int i**;**

C**<(**i**)>** x**;** // N is int&

更多细节请参见 15.10.1 节。

## 总结

* + - 模板的参数不只可以是类型，也可以是数值。
    - 不可以将浮点型或者 class 类型的对象用于非类型模板参数。使用指向字符串常量，临时变量和子对象的指针或引用也有一些限制。
    - 通过使用关键字 auto，可以使非类型模板参数的类型更为泛化。

# 第 **4** 章 变参模板

从 C++11 开始，模板可以接受一组数量可变的参数。这样就可以在参数数量和参数类型都不确定的情况下使用模板。一个典型应用是通过 class 或者 framework 向模板传递一组数量和类型都不确定的参数。另一个应用是提供泛型代码处理一组数量任意且类型也任意的参数。

## 变参模板

可以将模板参数定义成能够接受任意多个模板参数的情况。这一类模板被称为变参模板

（variadic template）。

### 变参模板实列

比如，可以通过调用下面代码中的 print()函数来打印一组数量和类型都不确定的参数：

#include <iostream> void print **()**

**{}**

template**<**typename T**,** typename… Types**>** void print **(**T firstArg**,** Types… args**)**

**{**

std**::**cout **<<** firstArg **<<** ’\n’**;** //print first argument print**(**args…**);** // call print() for remaining arguments

**}**

如果传入的参数是一个或者多个，就会调用这个函数模板，这里通过将第一个参数单独声明，就可以先打印第一个参数，然后再递归的调用 print()来打印剩余的参数。这些被称为 args的剩余参数，是一个函数参数包（function parameter pack）：

void print **(**T firstArg**,** Types… args**)**

这里使用了通过模板参数包（template parameter pack）定义的类型“Types”：

template**<**typename T**,** typename… Types**>**

为了结束递归，重载了不接受参数的非模板函数 print()，它会在参数包为空的时候被调用。比如，这样一个调用：

std**::**string s**(**"world"**);**

print **(**7.5**,** "hello"**,** s**);**

会输出如下结果：

7.5

hello World

因为这个调用首先会被扩展成：

print**<**double**,** char const**\*,** std**::**string**> (**7.5**,** "hello"**,** s**);**

其中：

* firstArg 的值是 7.5， 其类型 T 是 double。
* args 是一个可变模板参数，它包含类型是 char const\*的“hello”和类型是 std::string 的 “world”

在打印了 firstArg 对应的 7.5 之后，继续调用 print()打印剩余的参数，这时 print()被扩展为：

print**<**char const**\*,** std**::**string**> (**"hello"**,** s**);**

其中：

* firstArg 的值是“hello”，其类型 T 是 char const \*。
* args 是一个可变模板参数，它包含的参数类型是 std::string。

在打印了 firstArg 对应的“hello”之后，继续调用 print()打印剩余的参数，这时 print()被扩展为：

print**<**std**::**string**> (**s**);**

其中：

* firstArg 的值是“world”，其类型 T 是 std::string。
* args 是一个空的可变模板参数，它没有任何值。

这样在打印了 firstArg 对应的“world”之后，就会调用被重载的不接受参数的非模板函数

print()，从而结束了递归。

### 变参和非变参模板的重载

上面的例子也可以这样实现： #include <iostream> template**<**typename T**>** void print **(**T arg**)**

**{**

std**::**cout **<<** arg **<<** ’\n’**;** //print passed argument

**}**

template**<**typename T**,** typename… Types**>** void print **(**T firstArg**,** Types… args**)**

**{**

print**(**firstArg**);** // call print() for the first argument print**(**args…**);** // call print() for remainingarguments

**}**

也就是说，当两个函数模板的区别只在于尾部的参数包的时候，会优先选择没有尾部参数包的那一个函数模板。相关的、更详细的重载解析规则请参见 C3.1 节。

* + 1. **sizeof...** 运算符

C++11 为变参模板引入了一种新的 sizeof 运算符：sizeof...。它会被扩展成参数包中所包含的参数数目。因此：

template**<**typename T**,** typename… Types**>** void print **(**T firstArg**,** Types… args**)**

**{**

std**::**cout **<<** firstArg **<<** ’\n’**;** //print first argument std**::**cout **<<** sizeof…**(**Types**) <<** ’\n’**;** //print number of remaining

types

std**::**cout **<<** sizeof…**(**args**) <<** ’\n’**;** //print number of remaining args

…

**}**

在将第一个参数打印之后，会将参数包中剩余的参数数目打印两次。如你所见，运算符 sizeof..

既可以用于模板参数包，也可以用于函数参数包。

这样可能会让你觉得，可以不使用为了结束递归而重载的不接受参数的非模板函数 print()，只要在没有参数的时候不去调用任何函数就可以了：

template**<**typename T**,** typename… Types**>** void print **(**T firstArg**,** Types… args**)**

**{**

std**::**cout **<<** firstArg **<<** ’\n’**;**

**if (**sizeof…**(**args**) >** 0**) {** //error if sizeof…(args)==0 print**(**args…**);** // and no print() for no arguments declared

**}**

**}**

但是这一方式是错误的，因为通常函数模板中 if 语句的两个分支都会被实例化。是否使用被实例化出来的代码是在运行期间（run-time）决定的，而是否实例化代码是在编译期间

（compile-time）决定的。因此如果在只有一个参数的时候调用 print()函数模板，虽然 args...为空，if 语句中的 print(args...)也依然会被实例化，但此时没有定义不接受参数的 print()函数，因此会报错。

不过从 C++17 开始，可以使用编译阶段的 if 语句，这样通过一些稍微不同的语法，就可以

实现前面想要的功能。8.5 节会对这一部分内容进行讨论。

## 折叠表达式

从 C++17 开始，提供了一种可以用来计算参数包（可以有初始值）中所有参数运算结果的二元运算符。

比如，下面的函数会返回 s 中所有参数的和：

template**<**typename… T**>** auto foldSum **(**T… s**) {**

**return (**… **+** s**);** // ((s1 + s2) + s3) …

**}**

如果参数包是空的，这个表达式将是不合规范的（不过此时对于运算符&&，结果会是 true，对运算符||，结果会是 false，对于逗号运算符，结果会是 void()）。

表 4.1 列举了可能的折叠表达式：

|  |  |
| --- | --- |
| **Fold Expression** | **Evaluation** |
| ( … op pack ) | ((( pack1 op pack2 ) op pack3 ) … op packN ) |
| ( pack op … ) | ( pack1 op ( … ( packN-1 op packN ))) |
| ( init op … op pack ) | ((( init op pack1 ) op pack2 ) … op packN ) |
| ( pack op … op init ) | ( pack1 op ( … ( packN op init ))) |

表 4.1 折叠表达式（从 C++17 开始）

几乎所有的二元运算符都可以用于折叠表达式（详情请参见 12.4.6 节）。比如可以使用折叠表达式和运算符->\*遍历一条二叉树的路径：

// define binary tree structure and traverse helpers: struct Node **{**

int value**;** Node**\*** left**;** Node**\*** right**;**

Node**(**int i**=**0**) :** value**(**i**),** left**(nullptr),** right**(nullptr) {**

**}**

…

**};**

auto left **=** &Node::left;

auto right **= &**Node**::**right**;**

// traverse tree, using fold expression: template**<**typename T**,** typename… TP**>** Node**\*** traverse **(**T np**,** TP… paths**) {**

**return (**np **->\*** … **->\*** paths**);** // np ->\* paths1 ->\* paths2 …

**}**

int main**()**

**{**

// init binary tree structure: Node**\*** root **= new** Node**{**0**};**

root**->**left **= new** Node**{**1**};**

root**->**left**->**right **= new** Node**{**2**};**

…

// traverse binary tree:

Node**\*** node **=** traverse**(**root**,** left**,** right**);**

…

**}**

这里

**(**np **->\*** … **->\*** paths**)**

使用了折叠表达式从 np 开始遍历了 paths 中所有可变成员。

通过这样一个使用了初始化器的折叠表达式，似乎可以简化打印变参模板参数的过程，像上面那样：

template**<**typename… Types**>**

void print **(**Types const**&**… args**)**

**{**

**(**std**::**cout **<<** … **<<** args**) <<** ’\n’**;**

**}**

不过这样在参数包各元素之间并不会打印空格。为了打印空格，还需要下面这样一个类模板，它可以在所有要打印的参数后面追加一个空格：

template**<**typename T**>** class AddSpace

**{**

private**:**

T const**&** ref**;** // refer to argument passed in constructor public**:**

AddSpace**(**T const**&** r**):** ref**(**r**) {**

**}**

friend std**::**ostream**& operator<< (**std**::**ostream**&** os**,** AddSpace**<**T**>**

s**) {**

**return** os **<<** s**.**ref **<<**’’**;** // output passed argument and a space

**}**

**};**

template**<**typename… Args**>** void print **(**Args… args**) {**

**(** std**::**cout **<<** … **<<** AddSpace**<**Args**>(**args**) ) <<** ’\n’**;**

**}**

注意在表达式 AddSpace(args)中使用了类模板的参数推导（见 2.9 节），相当于使用了 Add Space<Args>(args)，它会给传进来的每一个参数创建一个引用了该参数的 AddSpace 对象，当将这个对象用于输出的时候，会在其后面加一个空格。

更多关于折叠表达式的内容请参见 12.4.6 节。

## 变参模板的使用

变参模板在泛型库的开发中有重要的作用，比如 C++标准库。

一个重要的作用是转发任意类型和数量的参数。比如在如下情况下会使用这一特性：

* 向一个由智能指针管理的，在堆中创建的对象的构造函数传递参数：

// create shared pointer to complex<float> initialized by 4.2 and 7.7: auto sp **=** std**::**make\_shared**<**std**::**complex**<**float**>>(**4.2**,** 7.7**);**

* 向一个由库启动的 thread 传递参数：

std**::**thread t **(**foo**,** 42**,** "hello"**);** //call foo(42,"hello") in a separate thread

* 向一个被 push 进 vector 中的对象的构造函数传递参数：

std**::**vector**<**Customer**>** v**;**

…

v**.**emplace**(**"Tim"**,** "Jovi"**,** 1962**);** //insert a Customer initialized by three arguments

通常是使用移动语义对参数进行完美转发（perfectly forwarded）（参见 6.1 节），它们像下面这样进行声明：

**namespace** std **{**

template**<**typename T**,** typename… Args**>** shared\_ptr**<**T**>** make\_shared**(**Args**&&**… args**);**

class thread **{**

public**:**

template**<**typename F**,** typename… Args**>** explicit thread**(**F**&&** f**,** Args**&&**… args**);**

…

**};**

template**<**typename T**,** typename Allocator **=** allocator**<**T**>>** class vector **{**

public**:**

template**<**typename… Args**>**

reference emplace\_back(Args**&&**… args**);**

…

**};**

**}**

注意，之前关于常规模板参数的规则同样适用于变参模板参数。比如，如果参数是按值传递的，那么其参数会被拷贝，类型也会退化（decay）。如果是按引用传递的，那么参数会是实参的引用，并且类型不会退化：

// args are copies with decayed types: template**<**typename… Args**>** void foo **(**Args… args**);**

// args are nondecayed references to passed objects: template**<**typename… Args**>** void bar **(**Args const**&**… args**);**

## 变参类模板和变参表达式

除了上面提到的例子，参数包还可以出现在其它一些地方，比如表达式，类模板，using 声明，甚至是推断指引中。完整的列表请参见 12.4.2 节。

### 变参表达式

除了转发所有参数之外，还可以做些别的事情。比如计算它们的值。

下面的例子先是将参数包中的所有的参数都翻倍，然后将结果传给 print()：

template**<**typename… T**>**

void printDoubled **(**T const**&**… args**)**

**{**

print **(**args **+** args…**);**

**}**

如果这样调用它：

printDoubled**(**7.5**,** std**::**string**(**"hello"**),** std**::**complex**<**float**>(**4**,**2**));**

效果上和下面的调用相同（除了构造函数方面的不同）：

print**(**7.5 **+** 7.5**,** std**::**string**(**"hello"**) +** std**::**string**(**"hello"**),** std**::**complex**<**float**>(**4**,**2**) +** std**::**complex**<**float**>(**4**,**2**);**

如果只是想向每个参数加 1，省略号...中的点不能紧跟在数值后面：

template**<**typename… T**>**

void addOne **(**T const**&**… args**)**

**{**

print **(**args **+** 1…**);** // ERROR: 1… is a literal with too many decimal points

print **(**args **+** 1 …**);** // OK print **((**args **+** 1**)**…**);** // OK

**}**

编译阶段的表达式同样可以像上面那样包含模板参数包。比如下面这个例子可以用来判断所有参数包中参数的类型是否相同：

template**<**typename T1**,** typename… TN**>** constexpr bool isHomogeneous **(**T1**,** TN…**)**

**{**

**return (**std**::**is\_same**<**T1**,**TN**>::**value **&&** …**);** // since C++17

**}**

这是折叠表达式的一种应用（参见 4.2 节）。对于：

isHomogeneous**(**43**, -**1**,** "hello"**)**

会被扩展成：

std**::**is\_same**<**int**,**int**>::**value **&&** std**::**is\_same**<**int**,**char const**\*>::**value

结果自然是 false。而对：

isHomogeneous**(**"hello"**,** ""**,** "world"**,** "!"**)**

结果则是 true，因为所有的参数类型都被推断为 char const \*（这里因为是按值传递，所以发生了类型退还，否则类型将依次被推断为：char const[6], char const[1], char const[6]和 char const[2]）。

* + 1. 变参下标（**Variadic Indices**）

作为另外一个例子，下面的函数通过一组变参下标来访问第一个参数中相应的元素：

template**<**typename C**,** typename… Idx**>**

void printElems **(**C const**&** coll**,** Idx… idx**)**

**{**

print **(**coll**[**idx**]**…**);**

**}**

当调用：

std**::**vector**<**std**::**string**>** coll **= {**"good"**,** "times"**,** "say"**,** "bye"**};** printElems**(**coll**,**2**,**0**,**3**);**

时，相当于调用了：

print **(**coll**[**2**],** coll**[**0**],** coll**[**3**]);**

也可以将非类型模板参数声明成参数包。比如对：

template**<**std**::**size\_t… Idx**,** typename C**>**

void printIdx **(**C const**&** coll**)**

**{**

print**(**coll**[**Idx**]**…**);**

**}**

可以这样调用：

std**::**vector**<**std**::**string**>** coll **= {**"good"**,** "times"**,** "say"**,** "bye"**};** printIdx**<**2**,**0**,**3**>(**coll**);**

效果上和前面的例子相同。

### 变参类模板

类模板也可以是变参的。一个重要的例子是，通过任意多个模板参数指定了 class 相应数据成员的类型：

template**<**typename… Elements**>**class Tuple**;**

Tuple**<**int**,** std**::**string**,** char**>** t**;** // t can hold integer, string, and character

这一部分内容会在第 25 章讨论。

另一个例子是指定对象可能包含的类型： template**<**typename… Types**>** class Variant**;**

Variant**<**int**,** std**::**string**,** char**>** v**;** // v can hold integer, string, or character

这一部分内容会在 26 章介绍。

也可以将 class 定义成代表了一组下表的类型：

// type for arbitrary number of indices: template**<**std**::**size\_t…**>**

struct Indices **{**

**};**

可以用它定义一个通过 print()打印 std::array 或者 std::tuple 中元素的函数，具体打印哪些元素由编译阶段的 get<>从给定的下标中获取：

template**<**typename T**,** std**::**size\_t… Idx**>** void printByIdx**(**T t**,** Indices**<**Idx…**>)**

**{**

print**(**std**::**get**<**Idx**>(**t**)**…**);**

**}**

可以像下面这样使用这个模板：

std**::**array**<**std**::**string**,** 5**>** arr **= {**"Hello"**,** "my"**,** "new"**,** "!"**,** "World"**};** printByIdx**(**arr**,** Indices**<**0**,** 4**,** 3**>());**

或者像下面这样：

auto t **=** std**::**make\_tuple**(**12**,** "monkeys"**,** 2.0**);** printByIdx**(**t**,** Indices**<**0**,** 1**,** 2**>());**

这是迈向元编程（meta-programming）的第一步，在 8.1 节和第 23 章会有相应的介绍。

### 变参推断指引

推断指引（参见 2.9 节）也可以是变参的。比如在 C++标准库中，为 std::array 定义了如下推断指引：

**namespace** std **{**

template**<**typename T**,** typename… U**>** array**(**T**,** U…**)**

**->** array**<**enable\_if\_t**<(**is\_same\_v**<**T**,** U**> &&** …**),** T**>, (**1 **+** sizeof…**(**U**))>;**

**}**

针对这样的初始化:

std**::**array a**{**42**,**45**,**77**};**

会将指引中的 T 推断为 array（首）元素的类型，而 U...会被推断为剩余元素的类型。因此 array 中元素总数目是 1 + sizeof...(U)，等效于如下声明:

std**::**array**<**int**,** 3**>** a**{**42**,**45**,**77**};**

其中对 array 第一个参的操作 std::enable\_if<> 是一个折叠表达式（ 和 4.1 节中的

isHomogeneous()情况类似），可以展开成这样：

is\_same\_v**<**T**,** U1**> &&** is\_same\_v**<**T**,** U2**> &&** is\_same\_v**<**T**,** U3**>** …

如果结果是 false（也就是说 array 中元素不是同一种类型），推断指引会被弃用，总的类型推断失败。这样标准库就可以确保在推断指引成功的情况下，所有元素都是同一种类型。

### 变参基类及其使用

最后，考虑如下例子： #include <string> #include <unordered\_set> class Customer

**{**

private**:**

std**::**string name**;** public**:**

Customer**(**std**::**string const**&** n**) :** name**(**n**) { }**

std**::**string getName**()** const **{ return** name**; }**

**};**

struct CustomerEq **{**

bool **operator() (**Customer const**&** c1**,** Customer const**&** c2**)** const **{ return** c1**.**getName**() ==** c2**.**getName**();**

**}**

**};**

struct CustomerHash **{**

std**::**size\_t **operator() (**Customer const**&** c**)** const **{ return** std**::**hash**<**std**::**string**>()(**c**.**getName**());**

**}**

**};**

// define class that combines operator() for variadic base classes: template**<**typename… Bases**>**

struct Overloader **:** Bases…

**{**

**using** Bases**::operator()**…**;** // OK since C++17

**};**

int main**()**

**{**

// combine hasher and equality for customers in one type: **using** CustomerOP **=** Overloader**<**CustomerHash**,**CustomerEq**>;** std**::**unordered\_set**<**Customer**,**CustomerHash**,**CustomerEq**>** coll1**;** std**::**unordered\_set**<**Customer**,**CustomerOP**,**CustomerOP**>** coll2**;**

…

**}**

这里首先定义了一个 Customer 类和一些用来比较 Customer 对象以及计算这些对象 hash 值的函数对象。通过

template**<**typename… Bases**>** struct Overloader **:** Bases…

**{**

**using** Bases**::operator()**…**;** // OK since C++17

**};**

从个数不定的基类派生出了一个新的类，并且从其每个基类中引入了 operator()的声明。比如通过：

**using** CustomerOP **=** Overloader**<**CustomerHash**,**CustomerEq**>;**

从 CustomerHash 和 CustomerEq 派生出了 CustomerOP，而且派生类中会包含两个基类中的 operator()的实现。

在 26.4 节介绍了另外一个使用了该技术的例子。

## 总结

* 通过使用参数包，模板可以有任意多个任意类型的参数。
* 为了处理这些参数，需要使用递归，而且需要一个非变参函数终结递归（如果使用编译期判断，则不需要非变参函数来终结递归）。
* 运算符 sizeof...用来计算参数包中模板参数的数目。
* 变参模板的一个典型应用是用来发送（forward）任意多个任意类型的模板参数。
* 通过使用折叠表达式，可以将某种运算应用于参数包中的所有参数。

# 第 **5** 章 基础技巧

本章将涉及一些和模板实际使用有关的晋级知识，包含：关键字 typename 的使用，定义为模板的成员函数以及嵌套类，模板参数模板（template template parameters），零初始化以及其它一些关于使用字符串常量作为模板参数的细节讨论。这些内容有时会比较复杂，但是作为一个 C++的日常使用者，应该至少已经听说过它们了。

## typename 关键字

关键字 typename 在 C++标准化过程中被引入进来，用来澄清模板内部的一个标识符代表的是某种类型，而不是数据成员。考虑下面这个例子：

template**<**typename T**>** class MyClass **{**

public**:**

…

void foo**() {**

typename T**::**SubType**\*** ptr**;**

**}**

**};**

其中第二个 typename 被用来澄清 SubType 是定义在 class T 中的一个类型。因此在这里 ptr

是一个指向 T::SubType 类型的指针。

如果没有 typename 的话，SubType 会被假设成一个非类型成员（比如 static 成员或者一个枚举常量，亦或者是内部嵌套类或者 using 声明的 public 别名）。这样的话，表达式 T::SubType\* ptr

会被理解成 class T 的 static 成员 SubType 与 ptr 的乘法运算，这不是一个错误，因为对

MyClass<>的某些实例化版本而言，这可能是有效的代码。

通常而言，当一个依赖于模板参数的名称代表的是某种类型的时候，就必须使用 typename。

13.3.2 节会对这一内容做进一步的讨论。

使用 typename 的一种场景是用来声明泛型代码中标准容器的迭代器：

#include <iostream>

// print elements of an STL container template**<**typename T**>**

void printcoll **(**T const**&** coll**)**

**{**

typename T**::**const\_iterator pos**;** // iterator to iterate over coll typename T**::**const\_iterator end**(**coll**.**end**());** // end position

**for (**pos**=**coll**.**begin**();** pos**!=**end**; ++**pos**) {**

std**::**cout **<< \***pos **<<** ’ ’**;**

**}**

std**::**cout **<<** ’\n’**;**

**}**

在这个函数模板中，调用参数是一个类型为 T 的标准容器。为了遍历容器中的所有元素，使用了声明于每个标准容器中的迭代器类型：

class stlcontainer **{**

public**:**

**using** iterator **=** …**;** // iterator for read/write access

**using** const\_iterator **=** …**;** // iterator for read access

…

**};**

因此为了使用模板类型 T 的 cons\_iterator，必须在其前面使用 typename:

typename T**::**const\_iterator pos**;**

关于在 C++17 之前 typename 使用的更多细节请参见 13.3.2 节。但是对于 C++20，在某些常规情况下可能不再需要 typename（参见 17.1 节）。

## 零初始化

对于基础类型，比如 int，double 以及指针类型，由于它们没有默认构造函数，因此它们不会被默认初始化成一个有意义的值。比如任何未被初始化的局部变量的值都是未定义的：

void foo**()**

**{**

int x**;** // x has undefined value

int**\*** ptr**;** // ptr points to anywhere (instead of nowhere)

**}**

因此在定义模板时，如果想让一个模板类型的变量被初始化成一个默认值，那么只是简单的定义是不够的，因为对内置类型，它们不会被初始化：

template**<**typename T**>** void foo**()**

**{**

T x**;** // x has undefined value if T is built-in type

**}**

出于这个原因，对于内置类型，最好显式的调用其默认构造函数来将它们初始化成 0（对于 bool 类型，初始化为 false，对于指针类型，初始化成 nullptr）。通过下面你的写法就可以保证即使是内置类型也可以得到适当的初始化：

template**<**typename T**>**

void foo**()**

**{**

T x**{};** // x is zero (or false) if T is a built-in type

**}**

这种初始化的方法被称为“值初始化（value initialization）”，它要么调用一个对象已有的构造函数，要么就用零来初始化这个对象。即使它有显式的构造函数也是这样。

在 C++11 之前，确保一个对象得到显示初始化的方式是：

T x **=** T**();** // x is zero (or false) if T is a built-in type

在 C++17 之前，只有在与拷贝初始化对应的构造函数没有被声明为 explicit 的时候，这一方式才有效（目前也依然被支持）。从 C++17 开始，由于强制拷贝省略（mandatory copy elision）的使用，这一限制被解除，因此在 C++17 之后以上两种方式都有效。不过对于用花括号初始化的情况，如果没有可用的默认构造函数，它还可以使用列表初始化构造函数（initializer-list constructor）。

为确保类模板中类型被参数化了的成员得到适当的初始化，可以定义一个默认的构造函数并在其中对相应成员做初始化：

template**<**typename T**>** class MyClass **{**

private**:**

T x**;** public**:**

MyClass**() :** x**{} {** // ensures that x is initialized even for built-in types

**}**

…

**};**

C++11 之前的语法：

MyClass**() :** x**() {** //ensures that x is initialized even forbuilt-in types

**}**

也依然有效。

从 C++11 开始也可以通过如下方式对非静态成员进行默认初始化：

template**<**typename T**>** class MyClass **{**

private**:**

T x**{};** // zero-initialize x unless otherwise specified

…

**};**

但是不可以对默认参数使用这一方式，比如：

template**<**typename T**>**

void foo**(**T p**{}) {** //ERROR

…

**}**

对这种情况必须像下面这样初始化：

template**<**typename T**>**

void foo**(**T p **=** T**{}) {** //OK (must use T() before C++11)

…

**}**

## 使用 this->

对于类模板，如果它的基类也是依赖于模板参数的，那么对它而言即使 x 是继承而来的，使用 this->x 和 x 也不一定是等效的。比如：

template**<**typename T**>** class Base **{**

public**:**

void bar**();**

**};**

template**<**typename T**>** class Derived **:** Base**<**T**> {**

public**:**

void foo**() {**

bar**();** // calls external bar() or error

**}**

**};**

Derived 中的 bar()永远不会被解析成 Base 中的 bar()。因此这样做要么会遇到错误，要么就是调用了其它地方的 bar()（比如可能是定义在其它地方的 global 的 bar()）。

13.4.2 节对这一问题有更详细的讨论。目前作为经验法则，建议当使用定义于基类中的、依赖于模板参数的成员时，用 this->或者 Base<T>::来修饰它。

## 使用裸数组或者字符串常量的模板

当向模板传递裸数组或者字符串常量时，需要格外注意以下内容：

第一，如果参数是按引用传递的，那么参数类型不会退化（decay）。也就是说当传递”hello”作为参数时，模板类型会被推断为 char const[6]。这样当向模板传递长度不同的裸数组或者字符串常量时就可能遇到问题，因为它们对应的模板类型不一样。只有当按值传递参数时，模板类型才会退化（decay），这样字符串常量会被推断为 char const \*。相关内容会在第 7

章进行讨论。

不过也可以像下面这样定义专门用来处理裸数组或者字符串常量的模板：

template**<**typename T**,** int N**,** int M**>** bool less **(**T**(&**a**)[**N**],** T**(&**b**)[**M**])**

**{**

**for (**int i **=** 0**;** i**<**N **&&** i**<**M**; ++**i**)**

**{**

**if (**a**[**i**]<**b**[**i**]) return true; if (**b**[**i**]<**a**[**i**]) return false;**

**}**

**return** N **<** M**;**

**}**

当像下面这样使用该模板的时候：

int x**[] = {**1**,** 2**,** 3**};**

int y**[] = {**1**,** 2**,** 3**,** 4**,** 5**};**

std**::**cout **<<** less**(**x**,**y**) <<** ’\n’**;**

less<>中的 T 会被实例化成 int，N 被实例化成 3，M 被实例化成 5。也可以将该模板用于字符串常量：

std**::**cout **<<** less**(**"ab"**,**"abc"**) <<** ’\n’**;**

这里 less<>中的 T 会被实例化成 char const，N 被实例化成 3，M 被实例化成 4。如果想定义一个只是用来处理字符串常量的函数模板，可以像下面这样：

template**<**int N**,** int M**>**

bool less **(**char const**(&**a**)[**N**],** char const**(&**b**)[**M**])**

**{**

**for (**int i **=** 0**;** i**<**N **&&** i**<**M**; ++**i**) { if (**a**[**i**]<**b**[**i**]) return true;**

**if (**b**[**i**]<**a**[**i**]) return false;**

**}**

**return** N **<** M**;**

**}**

请注意你可以、某些情况下可能也必须去为边界未知的数组做重载或者部分特化。下面的代码展示了对数组所做的所有可能的重载：

#include <iostream> template**<**typename T**>** struct MyClass**;** // 主模板

template**<**typename T**,** std**::**size\_t SZ**>**

struct MyClass**<**T**[**SZ**]>** // partial specialization for arrays of known bounds

**{**

static void print**()**

**{**

std**::**cout **<<** "print() for T[" **<<** SZ **<<** "]\n"**;**

**}**

**};**

template**<**typename T**,** std**::**size\_t SZ**>**

struct MyClass**<**T**(&)[**SZ**]>** // partial spec. for references to arrays of known bounds

**{**

static void print**() {**

std**::**cout **<<** "print() for T(&)[" **<<** SZ **<<**"]\n"**;**

**}**

**};**

template**<**typename T**>**

struct MyClass**<**T**[]>** // partial specialization for arrays of unknown bounds

**{**

static void print**() {**

std**::**cout **<<** "print() for T[]\n"**;**

**}**

**};**

template**<**typename T**>**

struct MyClass**<**T**(&)[]>** // partial spec. for references to arrays of unknown bounds

**{**

static void print**() {**

std**::**cout **<<** "print() for T(&)[]\n"**;**

**}**

**};**

template**<**typename T**>**

struct MyClass**<**T**\*>** // partial specialization for pointers

**{**

static void print**() {**

std**::**cout **<<** "print() for T\*\n"**;**

**}**

**};**

上面的代码针对以下类型对 MyClass<>做了特化：边界已知和未知的数组，边界已知和未知的数组的引用，以及指针。它们之间互不相同，在各种情况下的调用关系如下：

#include "arrays.hpp"

template**<**typename T1**,** typename T2**,** typename T3**>**

void foo**(**int a1**[**7**],** int a2**[],** // pointers by language rules int **(&**a3**)[**42**],** // reference to array of known bound

int **(&**x0**)[],** // reference to array of unknown bound T1 x1**,** // passing by value decays

T2**&** x2**,** T3**&&** x3**)** // passing by reference

**{**

MyClass**<**decltype**(**a1**)>::**print**();** // uses MyClass<T\*>

MyClass**<**decltype**(**a2**)>::**print**();** // uses MyClass<T\*> a1, a2 退化成

指针

MyClass**<**decltype**(**a3**)>::**print**();** // uses MyClass<T(&)[SZ]> MyClass**<**decltype**(**x0**)>::**print**();** // uses MyClass<T(&)[]> MyClass**<**decltype**(**x1**)>::**print**();** // uses MyClass<T\*> MyClass**<**decltype**(**x2**)>::**print**();** // uses MyClass<T(&)[]> MyClass**<**decltype**(**x3**)>::**print**();** // uses MyClass<T(&)[]> // 万能引

用，引用折叠

**}**

int main**()**

**{**

int a**[**42**];**

MyClass**<**decltype**(**a**)>::**print**();** // uses MyClass<T[SZ]> extern int x**[];** // forward declare array MyClass**<**decltype**(**x**)>::**print**();** // uses MyClass<T[]> foo**(**a**,** a**,** a**,** x**,** x**,** x**,** x**);**

**}**

int x**[] = {**0**,** 8**,** 15**};** // define forward-declared array

注意，根据语言规则，如果调用参数被声明为数组的话，那么它的真实类型是指针类型。而且针对未知边界数组定义的模板，可以用于不完整类型，比如：

extern int i**[];**

当这一数组被按照引用传递时，它的类型是 int(&)[]，同样可以用于模板参数。

19.3.1 节会介绍另一个在泛型代码中使用了不同数组类型的例子。

## 成员模板

类的成员也可以是模板，对嵌套类和成员函数都是这样。这一功能的作用和优点同样可以通过 Stack<>类模板得到展现。通常只有当两个 stack 类型相同的时候才可以相互赋值（stack的类型相同说明它们的元素类型也相同）。即使两个 stack 的元素类型之间可以隐式转换，也不能相互赋值：

Stack<int> intStack1, intStack2; // stacks for ints Stack<float> floatStack; // stack for floats

…

intStack1 = intStack2; // OK: stacks have same type floatStack = intStack1; // ERROR: stacks have different types

默认的赋值运算符要求等号两边的对象类型必须相同，因此如果两个 stack 之间的元素类型不同的话，这一条件将得不到满足。

但是，只要将赋值运算符定义成模板，就可以将两个元素类型可以做转换的 stack 相互赋值。新的 Stack<>定义如下：

template**<**typename T**>** class Stack **{**

private**:**

std**::**deque**<**T**>** elems**;** // elements public**:**

void push**(**T const**&);** // push element void pop**();** // pop element

T const**&** top**()** const**;** // return top element

bool empty**()** const **{** // return whether the stack is empty

**return** elems**.**empty**();**

**}**

// assign stack of elements of type T2 template**<**typename T2**>**

Stack**& operator= (**Stack**<**T2**>** const**&);**

**};**

以上代码中有如下两点改动：

1. 赋值运算符的参数是一个元素类型为 T2 的 stack。
2. 新的模板使用 std::deque<>作为内部容器。这是为了方便新的赋值运算符的定义。

新的赋值运算符被定义成下面这样： template**<**typename T**>** template**<**typename T2**>**

Stack**<**T**>&** Stack**<**T**>::operator= (**Stack**<**T2**>** const**&** op2**)**

**{**

Stack**<**T2**>** tmp**(**op2**);** // create a copy of the assigned stack elems**.**clear**();** // remove existing elements

**while (!**tmp**.**empty**()) {** // copy all elements elems**.**push\_front**(**tmp**.**top**());**

tmp**.**pop**();**

**}**

**return \*this;**

**}**

下面先来看一下成员模板的定义语法。在模板类型为 T 的模板内部，定义了一个模板类型为

T2 的内部模板：

template**<**typename T**>** template**<**typename T2**>**

…

在模板函数内部，你可能希望简化 op2 中相关元素的访问。但是由于 op2 属于另一种类型

（如果用来实例化类模板的参数类型不同，那么实例化出来的类的类型也不同），因此最好使用它们的公共接口。这样访问元素的唯一方法就是通过调用 top()。这就要求 op2 中所有元素相继出现在栈顶，为了不去改动 op2，就需要做一次 op2 的拷贝。由于 top()返回的是最后一个被添加进 stack 的元素，因此需要选用一个支持在另一端插入元素的容器，这就是为什么选用 std::deque<>的原因，因为它的 push\_front()方法可以将元素添加到另一端。

为了访问 op2 的私有成员，可以将其它所有类型的 stack 模板的实例都定义成友元：

template**<**typename T**>** class Stack **{**

private**:**

std**::**deque**<**T**>** elems**;** // elements public**:**

Void push**(**T const**&);** // push element void pop**();** // pop element

T const**&** top**()** const**;** // return top element

bool empty**()** const **{** // return whether the stack is empty

**return** elems**.**empty**();**

T2:

**};**

**}**

// assign stack of elements of type T2 template**<**typename T2**>**

Stack**& operator= (**Stack**<**T2**>** const**&);**

// to get access to private members of Stack<T2> for any type template**<**typename**>** friend class Stack**;**

如你所见，由于模板参数的名字不会被用到，因此可以被省略掉：

template**<**typename**>** friend class Stack**;**

这样就就可以将赋值运算符定义成如下形式： template**<**typename T**>** template**<**typename T2**>**

Stack**<**T**>&** Stack**<**T**>::operator= (**Stack**<**T2**>** const**&** op2**)**

**{**

elems**.**clear**();** // remove existing elements elems**.**insert**(**elems**.**begin**(),** // insert at the beginning op2**.**elems**.**begin**(),** // all elements from op2 op2**.**elems**.**end**());**

**return \*this;**

**}**

无论采用哪种实现方式，都可以通过这个成员模板将存储 int 的 stack 赋值给存储 float 的

stack：

Stack**<**int**>** intStack**;** // stack for ints Stack**<**float**>** floatStack**;** // stack for floats

…

floatStack **=** intStack**;** // OK: stacks have different types,

// but int converts to float

当然，这样的赋值就不会改变 floatStack 的类型，也不会改变它的元素的类型。在赋值之后，

floatStack 存储的元素依然是 float 类型，top()返回的值也依然是 float 类型。

看上去这个赋值运算符模板不会进行类型检查，这样就可以在存储任意类型的两个 stack 之间相互赋值，但是事实不是这样。必要的类型检查会在将源 stack（上文中的 op2 或者其备份 temp）中的元素插入到目标 stack 中的时候进行：

elems**.**push\_front**(**tmp**.**top**());**

比如如果将存储 string 的 stack 赋值给存储 int 的 stack，那么在编译这一行代码的时候会遇到如下错误信息：不能将通过 tmp.top()返回的 string 用作 elems.push\_front()的参数（不同编译器产生的错误信息可能会有所不同，但大体上都是这个意思）：

Stack**<**std**::**string**>** stringStack**;** // stack of strings Stack**<**float**>** floatStack**;** // stack of floats

…

floatStack **=** stringStack**;** // ERROR: std::string doesn’t convert to float

同样也可以将内部的容器类型参数化：

template**<**typename T**,** typename Cont **=** std**::**deque**<**T**>>** class Stack **{**

private**:**

Cont elems**;** // elements public**:**

void push**(**T const**&);** // push element void pop**();** // pop element

T const**&** top**()** const**;** // return top element

bool empty**()** const **{** // return whether the stack is empty

**return** elems**.**empty**();**

T2:

**}**

// assign stack of elements of type T2 template**<**typename T2**,** typename Cont2**>** Stack**& operator= (**Stack**<**T2**,**Cont2**>** const**&);**

// to get access to private members of Stack<T2> for any type template**<**typename**,** typename**>** friend class Stack**;**

**};**

此时赋值运算符的实现会像下面这样：

template**<**typename T**,** typename Cont**>** template**<**typename T2**,** typename Cont2**>**

Stack**<**T**,**Cont**>&** Stack**<**T**,**Cont**>::operator= (**Stack**<**T2**,**Cont2**>** const**&** op2**)**

**{**

elems**.**clear**();** // remove existing elements elems**.**insert**(**elems**.**begin**(),** // insert at the beginning op2**.**elems**.**begin**(),** // all elements from op2 op2**.**elems**.**end**());**

**return \*this;**

**}**

记住，对类模板而言，其成员函数只有在被用到的时候才会被实例化。因此对上面的例子，如果能够避免在不同元素类型的 stack 之间赋值的话，甚至可以使用 vector（没有 push\_front方法）作为内部容器：

// stack for ints using a vector as an internal container Stack**<**int**,**std**::**vector**<**int**>>** vStack**;**

…

vStack**.**push**(**42**);** vStack**.**push**(**7**);** std**::**cout **<<** vStack**.**top**() <<** ’\n’**;**

由于没有用到赋值运算符模板，程序运行良好，不会报错说 vector 没有 push\_front()方法。关于最后一个例子的完整实现，请参见 basics 目录中所有以 stack7 作为名字开头的文件。

### 成员模板的特例化

成员函数模板也可以被全部或者部分地特例化。比如对下面这个例子：

class BoolString **{**

private**:**

std**::**string value**;** public**:**

BoolString **(**std**::**string const**&** s**)**

**:** value**(**s**) {}**

template**<**typename T **=** std**::**string**>**

T get**()** const **{** // get value (converted to T)

**return** value**;**

**}**

**};**

可以像下面这样对其成员函数模板 get()进行全特例化：

// full specialization for BoolString::getValue<>() for bool

template**<>**

***inline*** bool BoolString**::**get**<**bool**>()** const **{**

**return** value **==** "true" **||** value **==** "1" **||** value **==** "on"**;**

**}**

注意我们不需要也不能够对特例化的版本进行声明；只能定义它们。由于这是一个定义于头文件中的全实例化版本，如果有多个编译单 include 了这个头文件，为避免重复定义的错误，必须将它定义成 inline 的。

可以像下面这样使用这个 class 以及它的全特例化版本：

std**::**cout **<<** std**::**boolalpha**;** BoolString s1**(**"hello"**);**

std**::**cout **<<** s1**.**get**() <<** ’\n’**;** //prints hello

std**::**cout **<<** s1**.**get**<**bool**>() <<** ’\n’**;** //prints false BoolString s2**(**"on"**);**

std**::**cout **<<** s2**.**get**<**bool**>() <<** ’\n’**;** //prints true

### 特殊成员函数的模板

如果能够通过特殊成员函数 copy 或者 move 对象，那么相应的特殊成员函数（copy 构造函数以及 move 构造函数）也将可以被模板化。和前面定义的赋值运算符类似，构造函数也可以是模板。但是需要注意的是，构造函数模板或者赋值运算符模板不会取代预定义的构造函数和赋值运算符。成员函数模板不会被算作用来 copy 或者 move 对象的特殊成员函数。在上面的例子中，如果在相同类型的 stack 之间相互赋值，调用的依然是默认赋值运算符。

这种行为既有好处也有坏处：

* 某些情况下，对于某些调用，构造函数模板或者赋值运算符模板可能比预定义的 copy/move 构造函数或者赋值运算符更匹配，虽然这些特殊成员函数模板可能原本只打算用于在不同类型的 stack 之间做初始化。详情请参见 6.2 节。
* 想要对 copy/move 构造函数进行模板化并不是一件容易的事情，比如该如何限制其存在的场景。详情请参见 6.4 节。
  + 1. **.template** 的使用

某些情况下，在调用成员模板的时候需要显式地指定其模板参数的类型。这时候就需要使用 关键字 template 来确保符号<会被理解为模板参数列表的开始，而不是一个比较运算符。考虑下面这个使用了标准库中的 bitset 的例子：

template**<**unsigned long N**>**

void printBitset **(**std**::**bitset**<**N**>** const**&** bs**) {** std**::**cout **<<** bs**.**template to\_string**<**char**,** std**::**char\_traits**<**char**>,** std**::**allocator**<**char**>>();**

**}**

对于 bitset 类型的 bs，调用了其成员函数模板 to\_string()，并且指定了 to\_string()模板的所有模板参数。如果没有.template 的话，编译器会将 to\_string()后面的<符号理解成小于运算符，而不是模板的参数列表的开始。这一这种情况只有在点号前面的对象依赖于模板参数的时候 才会发生。在我们的例子中，*bs* 依赖于模板参数*N*。

.template 标识符（标识符->template 和::template 也类似）只能被用于模板内部，并且它前面的对象应该依赖于模板参数。详情请参见 13.3.3 节。

* + 1. 泛型 **lambdas** 和成员模板

在 C++14 中引入的泛型 lambdas，是一种成员模板的简化。对于一个简单的计算两个任意类型参数之和的 lambda：

**[] (**auto x**,** auto y**) { return** x **+** y**;**

**}**

编译器会默认为它构造下面这样一个类：

class SomeCompilerSpecificName **{**

public**:**

SomeCompilerSpecificName**();** // constructor only callable by compiler

template**<**typename T1**,** typename T2**>** auto **operator() (**T1 x**,** T2 y**)** const **{**

**return** x **+** y**;**

**}**

**};**

更多细节请参见 15.10.6 节

## 变量模板

从 C++14 开始，变量也可以被某种类型参数化。称为变量模板。例如可以通过下面的代码定义 pi，但是参数化了其类型：

template**<**typename T**>**

constexpr T pi**{**3.1415926535897932385**};**

注意，和其它几种模板类似，这个定义最好不要出现在函数内部或者块作用域内部。

在使用变量模板的时候，必须指明它的类型。比如下面的代码在定义 pi<>的作用域内使用了两个不同的变量：

std**::**cout **<<** pi**<**double**> <<** ’\n’**;**

std**::**cout **<<** pi**<**float**> <<** ’\n’**;**

变量模板也可以用于不同编译单元：

template**<**typename T**>** T val**{};** // zero initialized value//== translation unit 1:

#include "header.hpp" int main**()**

**{**

val**<**long**> =** 42**;** print**();**

**}**

//== translation unit 2: #include "header.hpp" void print**()**

**{**

std**::**cout **<<** val**<**long**> <<** ’\n’**;** // OK: prints 42

**}**

也可有默认模板类型：

template**<**typename T **=** long double**>** constexpr T pi **=** T**{**3.1415926535897932385**};**

可以像下面这样使用默认类型或者其它类型：

std**::**cout **<<** pi**<> <<** ’\n’**;** //outputs a long double std**::**cout **<<** pi**<**float**> <<** ’\n’**;** //outputs a float

只是无论怎样都要使用尖括号<>，不可以只用 pi：

std**::**cout **<<** pi **<<** ’\n’**;** //ERROR

同样可以用非类型参数对变量模板进行参数化，也可以将非类型参数用于参数器的初始化。比如：

#include <iostream> #include <array> template**<**int N**>**

std**::**array**<**int**,**N**>** arr**{};** // array with N elements, zero-initialized template**<**auto N**>**

constexpr decltype**(**N**)** dval **=** N**;** // type of dval depends on passed value

int main**()**

**{**

std**::**cout **<<** dval**<**’c’**> <<** ’\n’**;** // N has value ’c’ of type char

arr**<**10**>[**0**] =** 42**;** // sets first element of global arr

**for (**std**::**size\_t i**=**0**;** i**<**arr**<**10**>.**size**(); ++**i**) {** // uses values set in arr

std**::**cout **<<** arr**<**10**>[**i**] <<** ’\n’**;**

**}**

**}**

注意在不同编译单元间初始化或者遍历 arr 的时候，使用的都是同一个全局作用域里的

std::array<int, 10> arr。

### 用于数据成员的变量模板

变量模板的一种应用场景是，用于定义代表类模板成员的变量模板。比如如果像下面这样定义一个类模板：

template**<**typename T**>** class MyClass **{**

public**:**

static constexpr int max **=** 1000**;**

**};**

那么就可以为 MyClass<>的不同特例化版本定义不同的值：

template**<**typename T**>**

int myMax **=** MyClass**<**T**>::**max**;**

应用工程师就可以使用下面这样的代码：

auto i **=** myMax**<**std**::**string**>;**

而不是：

auto i **=** MyClass**<**std**::**string**>::**max**;**

这意味着对于一个标准库的类：

**namespace** std **{** template**<**typename T**>** class numeric\_limits **{**

public**:**

…

static constexpr bool is\_signed **= false;**

…

**};**

**}**

可以定义：

template**<**typename T**>**

constexpr bool isSigned **=** std**::**numeric\_limits**<**T**>::**is\_signed**;**

这样就可以用：

isSigned**<**char**>**

代替：

std**::**numeric\_limits**<**char**>::**is\_signed

类型萃取 **Suffix\_v**

从 C++17 开始，标准库用变量模板为其用来产生一个值（布尔型）的类型萃取定义了简化方式。比如为了能够使用：

std**::**is\_const\_v**<**T**>** // since C++17

而不是：

std**::**is\_const**<**T**>::**value //since C++11

标准库做了如下定义：

**namespace** std **{**

template**<**typename T**>**

constexpr bool is\_const\_v **=** is\_const**<**T**>::**value**;**

**}**

## 模板参数模板

如果允许模板参数也是一个类模板的话，会有不少好处。在这里依然使用 Stack 类模板作为例子。

对 5.5 节中的 stack 模板，如果不想使用默认的内部容器类型 std::deque，那么就需要两次指定 stack 元素的类型。也就是说为了指定内部容器的类型，必须同时指出容器的类型和元素的类型：

Stack**<**int**,** std**::**vector**<**int**>>** vStack**;** // integer stack that uses a vector

使用模板参数模板，在声明 Stack 类模板的时候就可以只指定容器的类型而不去指定容器中元素的类型：

Stack**<**int**,** std**::**vector**>** vStack**;** // integer stack that uses a vector

为此就需要在 Stack 的定义中将第二个模板参数声明为模板参数模板。可能像下面这样：

template**<**typename T**,**

template**<**typename Elem**>** class Cont **=** std**::**deque**>** class Stack **{**

private**:**

Cont**<**T**>** elems**;** // elements public**:**

void push**(**T const**&);** // push element

void pop**();** // pop element

T const**&** top**()** const**;** // return top element

bool empty**()** const **{** // return whether the stack is empty

**return** elems**.**empty**();**

**}**

…

**};**

区别在于第二个模板参数被定义为一个类模板：

template**<**typename Elem**>** class Cont

默认类型也从 std::deque<T>变成 std::deque。这个参数必须是一个类模板，它将被第一个模板参数实例化：

Cont**<**T**>** elems**;**

用第一个模板参数实例化第二个模板参数的情况是由 Stack 自身的情况决定的。实际上，可以在类模板内部用任意类型实例化一个模板参数模板。

和往常一样，声明模板参数时可以使用 class 代替 typename。在 C++11 之前，Cont 只能被某 个类模板的名字取代。

template**<**typename T**,**

template**<**class Elem**>** class Cont **=** std**::**deque**>** class Stack **{** //OK

…

**};**

从 C++11 开始，也可以用别名模板（alias template）取代 Cont，但是直到 C++17，在声明模板参数模板时才可以用 typename 代替 class：

template**<**typename T**,** template**<**typename Elem**>** typename Cont **=**

std**::**deque**>**

class Stack **{** //ERROR before C++17

…

**};**

这两个变化的目的都一样： 用 class 代替 typename 不会妨碍我们使用别名模板（ alias template）作为和 Cont 对应的模板参数。

由于模板参数模板中的模板参数没有被用到，作为惯例可以省略它（除非它对文档编写有帮助）：

template**<**typename T**,** template**<**typename**>** class Cont **=** std**::**deque**>** class Stack **{**

…

**};**

成员函数也要做相应的更改。必须将第二个模板参数指定为模板参数模板。比如对于 push()

成员，其实现如下：

template**<**typename T**,** template**<**typename**>** class Cont**>** void Stack**<**T**,**Cont**>::**push **(**T const**&** elem**)**

**{**

elems**.**push\_back**(**elem**);** // append copy of passed elem

**}**

注意，虽然模板参数模板是类或者别名类（alias templates）的占位符，但是并没有与其对应的函数模板或者变量模板的占位符。

### 模板参数模板的参数匹配

如果你尝试使用新版本的 Stack，可能会遇到错误说默认的 std::deque 和模板参数模板 Cont不匹配。这是因为在 C++17 之前，template<typename Elem> typename Cont = std::deque 中的模板参数必须和实际参数（std::deque）的模板参数匹配（对变参模板有些例外，见 12.3.4节）。而且实际参数（std::deque 有两个参数，第二个是默认参数 allocator）的默认参数也要被匹配，这样 template<typename Elem> typename Cont = std::dequ 就不满足以上要求（不过对 C++17 可以）。

作为变通，可以将类模板定义成下面这样：

template**<**typename T**,** template**<**typename Elem**,**

typename Alloc **=** std**::**allocator**<**Elem**>>** class Cont **=** std**::**deque**>** class Stack **{**

private**:**

Cont**<**T**>** elems**;** // elements

…

**};**

其中的 Alloc 同样可以被省略掉。

因此最终的 Stack 模板会像下面这样（包含了赋值运算符模板）：

#include <deque> #include <cassert> #include <memory>

template**<**typename T**,** template**<**typename Elem**,** typename **=**

std**::**allocator**<**Elem**>>** class Cont **=** std**::**deque**>** class Stack **{**

private**:**

Cont**<**T**>** elems**;** // elements public**:**

void push**(**T const**&);** // push element void pop**();** // pop element

T const**&** top**()** const**;** // return top element

bool empty**()** const **{** // return whether the stack is empty

**return** elems**.**empty**();**

**}**

// assign stack of elements of type T2 template**<**typename T2**,** template**<**typename Elem2**,** typename **=** std**::**allocator**<**Elem2**> >**class Cont2**>** Stack**<**T**,**Cont**>& operator= (**Stack**<**T2**,**Cont2**>** const**&);**

// to get access to private members of any Stack with elements of type T2:

template**<**typename**,** template**<**typename**,** typename**>**class**>** friend class Stack**;**

**};**

template**<**typename T**,** template**<**typename**,**typename**>** class Cont**>** void Stack**<**T**,**Cont**>::**push **(**T const**&** elem**)**

**{**elems**.**push\_back**(**elem**);** // append copy of passed elem

**}**

template**<**typename T**,** template**<**typename**,**typename**>** class Cont**>** void Stack**<**T**,**Cont**>::**pop **()**

**{**

assert**(!**elems**.**empty**());** elems**.**pop\_back**();** // remove last element

**}**

template**<**typename T**,** template**<**typename**,**typename**>** class Cont**>** T const**&** Stack**<**T**,**Cont**>::**top **()** const

**{**

assert**(!**elems**.**empty**());**

**return** elems**.**back**();** // return copy of last element

**}**

template**<**typename T**,** template**<**typename**,**typename**>** class Cont**>** template**<**typename T2**,** template**<**typename**,**typename**>** class Cont2**>** Stack**<**T**,**Cont**>&**

Stack**<**T**,**Cont**>::operator= (**Stack**<**T2**,**Cont2**>** const**&** op2**)**

**{**

elems**.**clear**();** // remove existing elements elems**.**insert**(**elems**.**begin**(),** // insert at the beginning op2**.**elems**.**begin**(),** // all elements from op2 op2**.**elems**.**end**());**

**return \*this;**

**}**

这里为了访问赋值运算符 op2 中的元素，将其它所有类型的 Stack 声明为 friend（省略模板参数的名称）：

template**<**typename**,** template**<**typename**,** typename**>**class**>**

friend class Stack**;**

同样，不是所有的标准库容器都可以用做 Cont 参数。比如 std::array 就不行，因为它有一个非类型的代表数组长度的模板参数，在上面的模板中没有与之对应的模板参数。

下面的例子用到了最终版 Stack 模板的各种特性：

#include "stack9.hpp" #include <iostream> #include <vector>

int main**()**

**{**

Stack**<**int**>** iStack**;** // stack of ints Stack**<**float**>** fStack**;** // stack of floats

// manipulate int stack iStack**.**push**(**1**);** iStack**.**push**(**2**);**

std**::**cout **<<** "iStack.top(): " **<<** iStack**.**top**() <<** ’\n’**;**

// manipulate float stack:

fStack**.**push**(**3.3**);**

std**::**cout **<<** "fStack.top(): " **<<** fStack**.**top**() <<** ’\n’**;**

// assign stack of different type and manipulate again fStack **=** iStack**;**

fStack**.**push**(**4.4**);**

std**::**cout **<<** "fStack.top(): " **<<** fStack**.**top**() <<** ’\n’**;**

// stack for doubless using a vector as an internal container Stack**<**double**,** std**::**vector**>** vStack**;**

vStack**.**push**(**5.5**);** vStack**.**push**(**6.6**);**

std**::**cout **<<** "vStack.top(): " **<<** vStack**.**top**() <<** ’\n’**;**

vStack **=** fStack**;** std**::**cout **<<** "vStack: "**;**

**while (!** vStack**.**empty**()) {**

std**::**cout **<<** vStack**.**top**() <<** ’ ’**;**

vStack**.**pop**();**

**}**

std**::**cout **<<** ’\n’**;**

**}**

程序输出如下：

iStack.top(): 2

fStack.top(): 3.3

fStack.top(): 4.4

vStack.top(): 6.6

vStack: 4.4 2 1

关于模板参数模板的进一步讨论，参见 12.2.3 节，12.3.4 节和 19.2.2 节。

## 总结

* 为了使用依赖于模板参数的类型名称，需要用 typename 修饰该名称。
* 为了访问依赖于模板参数的父类中的成员，需要用 this->或者类名修饰该成员。
* 嵌套类或者成员函数也可以是模板。一种应用场景是实现可以进行内部类型转换的泛型代码。
* 模板化的构造函数或者赋值运算符不会取代预定义的构造函数和赋值运算符。
* 使用花括号初始化或者显式地调用默认构造函数，可以保证变量或者成员模板即使被内置类型实例化，也可以被初始化成默认值。
* 可以为裸数组提供专门的特化模板，它也可以被用于字符串常量。
* 只有在裸数组和字符串常量不是被按引用传递的时候，参数类型推断才会退化。（裸数组退化成指针）
* 可以定义变量模板（从 C++14 开始）。
* 模板参数也可以是类模板，称为模板参数模板（template template parameters）。
* 模板参数模板的参数类型必须得到严格匹配。

# 第 6 章 移动语义和 enable\_if<>

移动语义（move semantics）是 C++11 引入的一个重要特性。在 copy 或者赋值的时候，可以通过它将源对象中的内部资源 move（“steal”）到目标对象，而不是 copy 这些内容。当然这样做的前提是源对象不在需要这些内部资源或者状态（因为源对象将会被丢弃）。

移动语义对模板的设计有重要影响，在泛型代码中也引入了一些特殊的规则来支持移动语义。本章将会介绍移动语义这一特性。

## 完美转发（Perfect Forwarding）

（本节讲的不好，建议参考《effective modern c++》和《C++ Primer》）假设希望实现的泛型代码可以将被传递参数的基本特性转发出去：

* + - 可变对象被转发之后依然可变。
    - const 对象被转发之后依然是 const 的。
    - 可移动对象（可以从中窃取资源的对象）被转发之后依然是可移动的。

不使用模板的话，为达到这一目的就需要对以上三种情况分别编程。比如为了将调用 f()时传递的参数转发给函数 g():

#include <utility> #include <iostream> class X **{**

…

**};**

void g **(**X**&) {**

std**::**cout **<<** "g() for variable\n"**;**

**}**

void g **(**X const**&) {**

std**::**cout **<<** "g() for constant\n"**;**

**}**

void g **(**X**&&) {**

std**::**cout **<<** "g() for movable object\n"**;**

**}**

// let f() forward argument val to g(): void f **(**X**&** val**) {**

g**(**val**);** // val is non-const lvalue => calls g(X&)

**}**

void f **(**X const**&** val**) {**

g**(**val**);** // val is const lvalue => calls g(X const&)

**}**

void f **(**X**&&** val**) {**

g**(**std**::**move**(**val**));** // val is non-const lvalue => needs ::move() to call g(X&&)

**}**

int main**()**

**{**

X v**;** // create variable

X const c**;** // create constant

f**(**v**);** // f() for nonconstant object calls f(X&) => calls g(X&) f**(**c**);** // f() for constant object calls f(X const&) => calls g(X const&) f**(**X**());** // f() for temporary calls f(X&&) => calls g(X&&) f**(**std**::**move**(**v**));** // f() for movable variable calls f(X&&) => calls

g(X&&)

**}**

这里定义了三种不同的 f()，它们分别将其参数转发给 g():

void f **(**X**&** val**) {**

g**(**val**);** // val is non-const lvalue => calls g(X&)

**}**

void f **(**X const**&** val**) {**

g**(**val**);** // val is const lvalue => calls g(X const&)

**}**

void f **(**X**&&** val**) {**

g**(*std::move*(**val**));** // val is non-const lvalue => needs std::move() to call g(X&&)

**}**

注意其中针对可移动对象（一个右值引用）的代码不同于其它两组代码；它需要用 std::move()来处理其参数，因为参数的移动语义不会被一起传递。虽然第三个 f()中的 val 被声明成右值 引用，但是当其在 f()内部被使用时，它依然是一个非常量左值（参考附录 B），其行为也将和第一个f()中的情况一样。因此如果不使用 std::move()的话，在第三个 f()中调用的将是g(X&)而不是 g(X&&)。

如果试图在泛型代码中统一以上三种情况，会遇到这样一个问题：

template**<**typename T**>** void f **(**T val**) {**

g**(**val**);**

**}**

这个模板只对前两种情况有效，对第三种用于可移动对象的情况无效。

基于这一原因，C++11 引入了特殊的规则对参数进行完美转发（perfect forwarding）。实现这一目的的惯用方法如下：

template**<**typename T**>** void f **(**T**&&** val**) {**

g**(**std**::**forward**<**T**>(**val**));** // perfect forward val to g()

**}**

o

参数的具体情况决定是否“转发”其潜在的移动语义

注意 std::move 没有模板参数，并且会无条件地移动其参数；而 std::forward***<>***会跟据被传递

不要以为模板参数 T 的 T&&和具体类型 X 的 X&&是一样的。虽然语法上看上去类似，但是它们适用于不同的规则：

* + - 具体类型 X 的 X&&声明了一个右值引用参数。只能被绑定到一个可移动对象上（一个 prvalue，比如临时对象，一个 xvalue，比如通过 std::move()传递的参数，更多细节参见附录 B）。它的值总是可变的，而且总是可以被“窃取”。
    - 模板参数 T 的 T&&声明了一个转发引用（亦称万能引用）。可以被绑定到可变、不可变（比如 const）或者可移动对象上。在函数内部这个参数也可以是可变、不可变或者指向一个可以被窃取内部数据的值。

注意 T 必须是模板参数的名字。只是依赖于模板参数是不可以的。对于模板参数 T，形如 typename T::iterator&&的声明只是声明了一个右值引用，不是一个转发引用。

因此，一个可以完美转发其参数的程序会像下面这样：

#include <utility> #include <iostream> class X **{**

…

**};**

void g **(**X**&) {**

std**::**cout **<<** "g() for variable\n"**;**

**}**

void g **(**X const**&) {**

std**::**cout **<<** "g() for constant\n"**;**

**}**

void g **(**X**&&) {**

std**::**cout **<<** "g() for movable object\n"**;**

**}**

// let f() perfect forward argument val to g(): template**<**typename T**>**

void f **(**T**&&** val**) {**

g**(**std**::**forward**<**T**>(**val**));** // call the right g() for any passed argument val

**}**

int main**()**

**{**

X v**;** // create variable

X const c**;** // create constant

f**(**v**);** // f() for variable calls f(X&) => calls g(X&)

f**(**c**);** // f() for constant calls f(X const&) => calls g(X const&) f**(**X**());** // f() for temporary calls f(X&&) => calls g(X&&) f**(**std**::**move**(**v**));** // f() for move-enabled variable calls f(X&&)=>

calls g(X&&)

**}**

完美转发同样可以被用于变参模板。更多关于完美转发的细节请参见 15.6.3 节。

## 特殊成员函数模板

特殊成员函数也可以是模板，比如构造函数，但是有时候这可能会带来令人意外的结果。考虑下面这个例子：

#include <utility> #include <string> #include <iostream> class Person

**{**

private**:**

std**::**string name**;** public**:**

// constructor for passed initial name:

explicit Person**(**std**::**string const**&** n**) :** name**(**n**) {**

std**::**cout **<<** "copying string-CONSTR for ’" **<<** name **<<** "’\n"**;**

**}**

explicit Person**(**std**::**string**&&** n**) :** name**(**std**::**move**(**n**)) {**

std**::**cout **<<** "moving string-CONSTR for ’" **<<** name **<<** "’\n"**;**

**}**

// copy and move constructor:

Person **(**Person const**&** p**) :** name**(**p**.**name**) {**

std**::**cout **<<** "COPY-CONSTR Person ’" **<<** name **<<** "’\n"**;**

**}**

Person **(**Person**&&** p**) :** name**(**std**::**move**(**p**.**name**)) {**

std**::**cout **<<** "MOVE-CONSTR Person ’" **<<** name **<<** "’\n"**;**

**}**

**};**

int main**(){**

std**::**string s **=** "sname"**;**

Person p1**(**s**);** // init with string object => calls copying string-CONSTR

Person p2**(**"tmp"**);** // init with string literal => calls moving string-CONSTR

Person p3**(**p1**);** // copy Person => calls COPY-CONSTR

Person p4**(**std**::**move**(**p1**));** // move Person => calls MOVE-CONST

**}**

例子中Person 类有一个string 类型的name 成员和几个初始化构造函数。为了支持移动语义，重载了接受 std::string 作为参数的构造函数：

* 一个以 std::string 对象为参数，并用其副本来初始化 name 成员：

Person**(**std**::**string const**&** n**) :** name**(**n**) {**

std**::**cout **<<** "copying string-CONSTR for ’" **<<** name **<<** "’\n"**;**

**}**

* 一个以可移动的std::string 对象作为参数，并通过 std:move()从中窃取值来初始化name：

Person**(**std**::**string**&&** n**) :** name**(**std**::**move**(**n**)) {**

std**::**cout **<<** "moving string-CONSTR for ’" **<<** name **<<** "’\n"**;**

**}**

和预期的一样，当传递一个正在使用的值（左值）作为参数时，会调用第一个构造函数，而以可移动对象（右值）为参数时，则会调用第二个构造函数：

std**::**string s **=** "sname"**;**

Person p1**(**s**);** // init with string object => calls copying string-CONSTR Person p2**(**"tmp"**);** // init with string literal => calls moving string-CONSTR

除了这两个构造函数，例子中还提供了一个拷贝构造函数和一个移动构造函数，从中可以看出 Person 对象是如何被拷贝和移动的：

Person p3**(**p1**);** // copy Person => calls COPY-CONSTR

Person p4**(**std**::**move**(**p1**));** // move Person => calls MOVE-CONSTR

现在将上面两个以 std::string 作为参数的构造函数替换为一个泛型的构造函数，它将传入的参数完美转发（perfect forward）给成员 name：

#include <utility> #include <string> #include <iostream> class Person

**{**

private**:**

std**::**string name**;** public**:**

// generic constructor for passed initial name: template**<**typename STR**>**

explicit Person**(**STR**&&** n**) :** name**(**std**::**forward**<**STR**>(**n**)) {**

std**::**cout **<<** "TMPL-CONSTR for ’" **<<** name **<<** "’\n"**;**

**}**

// copy and move constructor:

Person **(**Person const**&** p**) :** name**(**p**.**name**) {**

std**::**cout **<<** "COPY-CONSTR Person ’" **<<** name **<<** "’\n"**;**

**}**

Person **(**Person**&&** p**) :** name**(**std**::**move**(**p**.**name**)) {**

std**::**cout **<<** "MOVE-CONSTR Person ’" **<<** name **<<** "’\n"**;**

**}**

**};**

这时如果传入参数是 std::string 的话，依然能够正常工作：

std**::**string s **=** "sname"**;**

Person p1**(**s**);** // init with string object => calls TMPL-CONSTR Person p2**(**"tmp"**);** //init with string literal => calls TMPL-CONS

注意这里在构建 p2 的时候并不会创建一个临时的 std::string 对象：STR 的类型被推断为 char const[4]。但是将 std::forward<STR>用于指针参数没有太大意义。成员 name 将会被一个以 null 结尾的字符串构造。

但是，当试图调用拷贝构造函数的时候，会遇到错误：

Person p3**(**p1**);** // ERROR

而用一个可移动对象初始化 Person 的话却可以正常工作：

Person p4**(**std**::**move**(**p1**));** // OK: move Person => calls MOVECONST

如果试图拷贝一个 Person 的 const 对象的话，也没有问题：

Person const p2c**(**"ctmp"**);** //init constant object with string literal Person p3c**(**p2c**);** // OK: copy constant Person => calls COPY-CONSTR

问题出在这里：根据 C++重载解析规则（参见 16.2.5 节），对于一个非 const 左值的 Person p，成员模板

template**<**typename STR**>** Person**(**STR**&&** n**)**

通常比预定义的拷贝构造函数更匹配：

Person **(**Person const**&** p**)**

这里 STR 可以直接被替换成 Person&，但是对拷贝构造函数还要做一步 const 转换。额外提供一个非 const 的拷贝构造函数看上去是个不错的方法：

Person **(**Person**&** p**)**

不过这只是一个部分解决问题的方法，更好的办法依然是使用模板。我们真正想做的是当参数是一个 Person 对象或者一个可以转换成 Person 对象的表达式时，不要启用模板。这可以

通过 std::enable\_if<>实现，它也正是下一节要讲的内容。

## 通过 std::enable\_if<>禁用模板

从 C++11 开始，通过 C++标准库提供的辅助模板 std::enable\_if<>，可以在某些编译期条件下忽略掉函数模板。

比如，如果函数模板 foo<>的定义如下：

template**<**typename T**>**

typename std**::**enable\_if**<(sizeof(**T**) >** 4**)>::**type foo**() {**

**}**

这一模板定义会在 sizeof(T) > 4 不成立的时候被忽略掉。如果 sizeof<T> > 4 成立，函数模板会展开成：

template**<**typename T**>** void foo**() {**

**}**

也就是说 std::enable\_if<>是一种类型萃取（type trait），它会根据一个作为其（第一个）模板参数的编译期表达式决定其行为：

* 如果这个表达式结果为 true，它的 type 成员会返回一个类型：

-- 如果没有第二个模板参数，返回类型是 void。

-- 否则，返回类型是其第二个参数的类型。

* 如果表达式结果 false， 则其成员类型是未定义的。根据模板的一个叫做 SFINAE

（substitute failure is not an error，替换失败不是错误，将在 8.4 节进行介绍）的规则，这会导致包含 std::enable\_if<>表达式的函数模板被忽略掉。

由于从 C++14 开始所有的模板萃取（type traits）都返回一个类型，因此可以使用一个与之对应的别名模板 std::enable\_if\_t<>，这样就可以省略掉 template 和::type 了。如下：

template**<**typename T**>** std**::**enable\_if\_t**<(sizeof(**T**) >** 4**)>** foo**() {**

**}**

如果给 std::enable\_if<>或者 std::enable\_if\_t<>传递第二个模板参数：

template**<**typename T**>** std**::**enable\_if\_t**<(sizeof(**T**) >** 4**),** T**>** foo**() {**

**return** T**();**

**}**

那么在 sizeof(T) > 4 时，enable\_if 会被扩展成其第二个模板参数。因此如果与 T 对应的模板

参数被推断为 MyType，而且其 size 大于 4，那么其等效于：

MyType foo**();**

但是由于将 enable\_if 表达式放在声明的中间不是一个明智的做法，因此使用 std::enable\_if<>

的更常见的方法是使用一个额外的、有默认值的模板参数：

template**<**typename T**,** typename **=** std**::**enable\_if\_t**<(sizeof(**T**) >** 4**)>>** void foo**() {**

**}**

如果 sizeof(T) > 4，它会被展开成： template**<**typename T**,** typename **=** void**>** void foo**() {**

**}**

如果你认为这依然不够明智，并且希望模板的约束更加明显，那么你可以用别名模板（alias template）给它定义一个别名：

template**<**typename T**>**

**using** EnableIfSizeGreater4 **=** std**::**enable\_if\_t**<(sizeof(**T**) >** 4**)>;**

template**<**typename T**,** typename **=** EnableIfSizeGreater4**<**T**>>** void foo**() {**

**}**

关于 std::enable\_if 的实现方法，请参见 20.3 节。

## 使用 enable\_if<>

通过使用 enable\_if<>可以解决 6.2 节中关于构造函数模板的问题。

我们要解决的问题是：当传递的模板参数的类型不正确的时候（比如不是 std::string 或者可以转换成 std::string 的类型），禁用如下构造函数模板：

template**<**typename STR**>** Person**(**STR**&&** n**);**

为了这一目的，需要使用另一个标准库的类型萃取，std::is\_convertiable<FROM, TO>。在 C++17

中，相应的构造函数模板的定义如下：

template**<**typename STR**,** typename **=** std**::**enable\_if\_t**<**std**::**is\_convertible\_v**<**STR**,** std**::**string**>>>** Person**(**STR**&&** n**);**

如果 STR 可以转换成 std::string，这个定义会扩展成： template**<**typename STR**,** typename **=** void**>** Person**(**STR**&&** n**);**

否则这个函数模板会被忽略。

这里同样可以使用别名模板给限制条件定义一个别名：

template**<**typename T**>**

**using** EnableIfString **=** std**::**enable\_if\_t**<**std**::**is\_convertible\_v**<**T**,** std**::**string**>>;**

…

template**<**typename STR**,** typename **=** EnableIfString**<**STR**>>** Person**(**STR**&&** n**);**

现在完整 Person 类如下： #include <utility> #include <string> #include <iostream>

#include <type\_traits> template**<**typename T**> using** EnableIfString **=**

std**::**enable\_if\_t**<**std**::**is\_convertible\_v**<**T**,**std**::**string**>>;**

class Person

**{**

private**:**

std**::**string name**;** public**:**

// generic constructor for passed initial name: template**<**typename STR**,** typename **=** EnableIfString**<**STR**>>** explicit Person**(**STR**&&** n**)**

**:** name**(**std**::**forward**<**STR**>(**n**)) {**

std**::**cout **<<** "TMPL-CONSTR for ’" **<<** name **<<** "’\n"**;**

**}**

// copy and move constructor:

Person **(**Person const**&** p**) :** name**(**p**.**name**) {**

std**::**cout **<<** "COPY-CONSTR Person ’" **<<** name **<<** "’\n"**;**

**}**

Person **(**Person**&&** p**) :** name**(**std**::**move**(**p**.**name**)) {**

std**::**cout **<<** "MOVE-CONSTR Person ’" **<<** name **<<** "’\n"**;**

**}**

**};**

所有的调用也都会表现正常：

#include "specialmemtmpl3.hpp" int main**()**

**{**

std**::**string s **=** "sname"**;**

Person p1**(**s**);** // init with string object => calls TMPL-CONSTR Person p2**(**"tmp"**);** // init with string literal => calls TMPL-CONSTR Person p3**(**p1**);** // OK => calls COPY-CONSTR

Person p4**(**std**::**move**(**p1**));** // OK => calls MOVE-CONST

**}**

注意在 C++14 中，由于没有给产生一个值的类型萃取定义带\_v 的别名，必须使用如下定义：

template**<**typename T**>**

**using** EnableIfString **=**

std**::**enable\_if\_t**<**std**::**is\_convertible**<**T**,**std**::**string**>::**value**>;**

而在 C++11 中，由于没有给产生一个类型的类型萃取定义带\_t 的别名，必须使用如下定义：

template**<**typename T**> using** EnableIfString

**=** typename std**::**enable\_if**<**std**::**is\_convertible**<**T**,** std**::**string**>::**value **>::**type**;**

但是通过定义 EnableIfString，这些复杂的语法都被隐藏了。

除了使 用要求类型 之间可以隐 式转换的 std::is\_convertible<> 之外， 还可以使用 std::is\_constructible<>，它要求可以用显式转换来做初始化。但是需要注意的是，它的参数顺序和 std::is\_convertible<>相反：

template**<**typename T**>**

**using** EnableIfString **=**

std**::**enable\_if\_t**<**std**::**is\_constructible\_v**<**std**::**string**,** T**>>;**

D3.2 节讨论了 std::is\_constructible<>的使用细节，D3.3 节讨论了 std::is\_convertible<>的使用细节。关于 enable\_if<>在变参模板中的使用，请参见 D.6 节。

### 禁用某些成员函数

注意我们不能通过使用 enable\_if<>来禁用 copy/move 构造函数以及赋值构造函数。这是因为成员函数模板不会被算作特殊成员函数（依然会生成默认构造函数），而且在需要使用 copy 构造函数的地方，相应的成员函数模板会被忽略掉。因此即使像下面这样定义类模板：

class C **{**

public**:**

template**<**typename T**>** C **(**T const**&) {**

std**::**cout **<<** "tmpl copy constructor\n"**;}**

…

**};**

在需要 copy 构造函数的地方依然会使用预定义的 copy 构造函数：

C x**;**

C y**{**x**};** // still uses the predefined copy constructor (not the member template)

删掉copy 构造函数也不行，因为这样在需要 copy 构造函数的地方会报错说该函数被删除了。

但是也有一个办法：可以定义一个接受 const volatile 的 copy 构造函数并将其标示为 delete。这样做就不会再隐式声明一个接受 const 参数的 copy 构造函数。在此基础上，可以定义一个构造函数模板，对于 nonvolatile 的类型，它会优选被选择（相较于已删除的 copy 构造函数）：

class C

**{**

public**:**

…

// user-define the predefined copy constructor as deleted

// (with conversion to volatile to enable better matches) C**(**C const volatile**&) = delete;**

// implement copy constructor template with better match: template**<**typename T**>**

C **(**T const**&) {**

std**::**cout **<<** "tmpl copy constructor\n"**;**

**}**

…

**};**

这样即使对常规 copy，也会调用模板构造函数：

C x**;**

C y**{**x**};** // uses the member template

于是就可以给这个模板构造函数添加 enable\_if<>限制。比如可以禁止对通过 int 类型参数实例化出来的 C<>模板实例进行 copy：

template**<**typename T**>** class C

**{**

public**:**

…

// user-define the predefined copy constructor as deleted

// (with conversion to volatile to enable better matches) C**(**C const volatile**&) = delete;**

// if T is no integral type, provide copy constructor template with better match:

template**<**typename U**,**

typename **=** std**::**enable\_if\_t**<!**std**::**is\_integral**<**U**>::**value**>>** C **(**C**<**U**>** const**&) {**

…

**}**

…

**};**

## 使用 concept 简化 enable\_if<>表达式

即使使用了模板别名，enable\_if 的语法依然显得很蠢，因为它使用了一个变通方法：为了达到目的，使用了一个额外的模板参数，并且通过“滥用”这个参数对模板的使用做了限制。这样的代码不容易读懂，也使模板中剩余的代码不易理解。

原则上我们所需要的只是一个能够对函数施加限制的语言特性，当这一限制不被满足的时候，函数会被忽略掉。

这个语言特性就是人们期盼已久的 concept，可以通过其简单的语法对函数模板施加限制条件。不幸的是，虽然已经讨论了很久，但是 concept 依然没有被纳入 C++17 标准。一些编译器目前对concept 提供了试验性的支持，不过其很有可能在 C++17 之后的标准中得到支持（目前确定将在 C++20 中得到支持）。通过使用 concept 可以写出下面这样的代码：

template**<**typename STR**>**

requires std**::**is\_convertible\_v**<**STR**,**std**::**string**>** Person**(**STR**&&** n**) :** name**(**std**::**forward**<**STR**>(**n**)) {**

…

**}**

甚至可以将其中模板的使用条件定义成通用的 concept：

template**<**typename T**>**

concept ConvertibleToString **=** std**::**is\_convertible\_v**<**T**,**std**::**string**>;**

然后将这个 concept 用作模板条件：

template**<**typename STR**>**

requires ConvertibleToString**<**STR**>**

Person**(**STR**&&** n**) :** name**(**std**::**forward**<**STR**>(**n**)) {**

…

**}**

也可以写成下面这样：

template**<**ConvertibleToString STR**>**

Person**(**STR**&&** n**) :** name**(**std**::**forward**<**STR**>(**n**)) {**

…

**}**

更多关于 C++ concept 的细节请参见附录 E。

## 总结

* + - 在模板中，可以通过使用“转发引用”（亦称“万能引用”，声明方式为模板参数 T

加&&）和 std::forward<>将模板调用参完美地数转发出去。

* + - 将完美转发用于成员函数模板时，在 copy 或者 move 对象的时候它们可能比预定义的特殊成员函数更匹配。
    - 可以通过使用 std::enable\_if<>并在其条件为 false 的时候禁用模板。
    - 通过使用 std::enable\_if<>，可以避免一些由于构造函数模板或者赋值构造函数模板比隐式产生的特殊构造函数更加匹配而带来的问题。
    - 可以通过删除对 const volatile 类型参数预定义的特殊成员函数， 并结合使用

std::enable\_if<>，将特殊成员函数模板化。

* + - 通过 concept 可以使用更直观的语法对函数模板施加限制。

# 第 **7** 章 按值传递还是按引用传递？

从一开始，C++就提供了按值传递（call-by-value）和按引用传递（call-by-reference）两种参数传递方式，但是具体该怎么选择，有时并不容易确定：通常对复杂类型用按引用传递的成本更低，但是也更复杂。C++11 又引入了移动语义（move semantics），也就是说又多了一种按引用传递的方式：

1. X const &（const 左值引用）

参数引用了被传递的对象，并且参数不能被更改。

1. X &（非 const 左值引用）

参数引用了被传递的对象，但是参数可以被更改。

1. X &&（右值引用）

参数通过移动语义引用了被传递的对象，并且参数值可以被更改或者被“窃取”。

仅仅对已知的具体类型，决定参数的方式就已经很复杂了。在参数类型未知的模板中，就更难选择合适的传递方式了。

不过在 1.6.1 节中，我们曾经建议在函数模板中应该优先使用按值传递，除非遇到以下情况：

* + 对象不允许被 copy。
  + 参数被用于返回数据。
  + 参数以及其所有属性需要被模板转发到别的地方。
  + 可以获得明显的性能提升。

本章将讨论模板中传递参数的几种方式，并将证明为何应该优先使用按值传递，也列举了不该使用按值传递的情况。同时讨论了在处理字符串常量和裸指针时遇到的问题。

在阅读本章的过程中，最好先够熟悉下附录 B 中和数值分类有关的一些术语（lvalue，rvalue，

prvalue，xvalue）。

## 按值传递

当按值传递参数时，原则上所有的参数都会被拷贝。因此每一个参数都会是被传递实参的一份拷贝。对于 class 的对象，参数会通过 class 的拷贝构造函数来做初始化。

调用拷贝构造函数的成本可能很高。但是有多种方法可以避免按值传递的高昂成本：事实上编译器可以通过移动语义（move semantics）来优化掉对象的拷贝，这样即使是对复杂类型的拷贝，其成本也不会很高。

比如下面这个简单的按值传递参数的函数模板：

template**<**typename T**>** void printV **(**T arg**) {**

…

**}**

当将该函数模板用于 int 类型参数时，实例化后的代码是：

void printV **(**int arg**) {**

…

**}**

参数 arg 变成任意实参的一份拷贝，不管实参是一个对象，一个常量还是一个函数的返回值。如果定义一个 std::string 对象并将其用于上面的函数模板：

std**::**string s **=** "hi"**;** printV**(**s**);**

模板参数 T 被实例化为 std::string，实例化后的代码是：

void printV **(**std**::**string arg**)**

**{**

…

**}**

在传递字符串时，arg 变成 s 的一份拷贝。此时这一拷贝是通过 std::string 的拷贝构造函数创建的，这可能会是一个成本很高的操作，因为这个拷贝操作会对源对象做一次深拷贝，它需要开辟足够的内存来存储字符串的值。

但是并不是所有的情况都会调用拷贝构造函数。考虑如下情况：

std**::**string returnString**();** std**::**string s **=** "hi"**;** printV**(**s**);** //copy constructor

printV**(**std**::**string**(**"hi"**));** //copying usually optimized away (if not, move constructor)

printV**(**returnString**());** // copying usually optimized away (if not, move constructor)

printV**(**std**::**move**(**s**));** // move constructor

在第一次调用中，被传递的参数是左值（lvalue），因此拷贝构造函数会被调用。但是在第二和第三次调用中，被传递的参数是纯右值（prvalue，pure right value，临时对象或者某个函数的返回值，参见附录 B），此时编译器会优化参数传递，使得拷贝构造函数不会被调用。从 C++17 开始，C++标准要求这一优化方案必须被实现。在 C++17 之前，如果编译器没有优化掉这一类拷贝，它至少应该先尝试使用移动语义，这通常也会使拷贝成本变得比较低廉。在最后一次调用中，被传递参数是 xvalue（一个使用了 std::move()的已经存在的非 const 对象），这会通过告知编译器我们不在需要 s 的值来强制调用移动构造函数（move constructor）。

综上所述，在调用 printV()（参数是按值传递的）的时候，只有在被传递的参数是 lvalue（对象在函数调用之前创建，并且通常在之后还会被用到，而且没有对其使用 std::move()）时，

调用成本才会比较高。不幸的是，这唯一的情况也是最常见的情况，因为我们几乎总是先创建一个对象，然后在将其传递给其它函数。

按值传递会导致类型退化（**decay**）

关于按值传递，还有一个必须被讲到的特性：当按值传递参数时，参数类型会退化（decay）。也就是说，裸数组会退化成指针，const 和 volatile 等限制符会被删除（就像用一个值去初始 化一个用 auto 声明的对象那样）：

template**<**typename T**>** void printV **(**T arg**) {**

…

**}**

std**::**string const c **=** "hi"**;**

printV**(**c**);** // c decays so that arg has type std::string printV**(**"hi"**);** //decays to pointer so that arg has type char const\* int arr**[**4**];**

printV**(**arr**);** // decays to pointer so that arg has type int \*

当传递字符串常量“hi”的时候，其类型 char const[3]退化成 char const \*，这也就是模板参数 T 被推断出来的类型。此时模板会被实例化成：

void printV **(**char const**\*** arg**)**

**{**

…

**}**

这一行为继承自 C 语言，既有优点也有缺点。通常它会简化对被传递字符串常量的处理，但是缺点是在 printV()内部无法区分被传递的是一个对象的指针还是一个存储一组对象的数组。在 7.4 节将专门讨论如何应对字符串常量和裸数组的问题。

## 按引用传递

现在来讨论按引用传递。按引用传递不会拷贝对象（因为形参将引用被传递的实参）。而且，按引用传递时参数类型也不会退化（decay）。不过，并不是在所有情况下都能使用按引用传递，即使在能使用的地方，有时候被推断出来的模板参数类型也会带来不少问题。

* + 1. 按 **const** 引用传递

为了避免（不必要的）拷贝，在传递非临时对象作为参数时，可以使用 const 引用传递。比

如：

template**<**typename T**>**

void printR **(**T const**&** arg**) {**

…

**}**

这个模板永远不会拷贝被传递对象（不管拷贝成本是高还是低）：

std**::**string returnString**();** std**::**string s **=** "hi"**;** printR**(**s**);** // no copy

printR**(**std**::**string**(**"hi"**));** // no copy printR**(**returnString**());** // no copy printR**(**std**::**move**(**s**));** // no copy

即使是按引用传递一个 int 类型的变量，虽然这样可能会事与愿违（不会提高性能，见下段中的解释），也依然不会拷贝。因此如下调用：

int i **=** 42**;**

printR**(**i**);** // passes reference instead of just copying i

会将 printR()实例化为：

void printR**(**int const**&** arg**) {**

…

**}**

这样做之所以不能提高性能，是因为

在底层实现上，按引用传递还是通过传递参数的地址实

现的。地址会被简单编码，这样可以提高从调用者向被调用者传递地址的效率。不过按地址

困惑：被调用者会怎么处理这个地址？理论上被调用者可以随意更改该地址指向的内容。这样编译器就要假设在这次调用之后，所有缓存在寄存器中的值可能都会变为无效。而重新载入这些变量的值可能会很耗时（可能比拷贝对象的成本高很多）。你或许会问在按 const 引用传递参数时：为什么编译器不能推断出被调用者不会改变参数的值？不幸的是，确实不能，因为调用者可能会通过它自己的非 const引用修改被引用对象的值（这个解释太好，另一种情况是被调用者可以通过 const\_cast 移除参数中的 const）。

传递可能会使编译器在编译调用者的代码时有一些

不过对可以 inline 的函数，情况可能会好一些：如果编译器可以展开 inline 函数，那么它就可以基于调用者和被调用者的信息，推断出被传递地址中的值是否会被更改。函数模板通常总是很短，因此很可能会被做 inline 展开。但是如果模板中有复杂的算法逻辑，那么它大概率就不会被做 inline 展开了。

#### 按引用传递不会做类型退化（decay）

按引用传递参数时，其类型不会退化（decay）。也就是说不会把裸数组转换为指针，也不

会移除 const 和 volatile 等限制符。而且由于调用参数被声明为 T const &，被推断出来的模板参数 T 的类型将不包含 const。比如：

template**<**typename T**>**

void printR **(**T const**&** arg**) {**

…

**}**

std**::**string const c **=** "hi"**;**

printR**(**c**);** // T deduced as std::string, arg is std::string const& printR**(**"hi"**);** // T deduced as char[3], arg is char const(&)[3] int arr**[**4**];**

printR**(**arr**);** // T deduced as int[4], arg is int const(&)[4]

因此对于在 printR()中用 T 声明的变量，它们的类型中也不会包含 const。

* + 1. 按非 **const** 引用传递

如果想通过调用参数来返回变量值（比如修改被传递变量的值），就需要使用非 const 引用

（要么就使用指针）。同样这时候也不会拷贝被传递的参数。被调用的函数模板可以直接访问被传递的参数。

考虑如下情况： template**<**typename T**>** void outR **(**T**&** arg**) {**

…

**}**

注意对于 outR()，通常不允许将临时变量（prvalue）或者通过 std::move()处理过的已存在的变量（xvalue）用作其参数：

std**::**string returnString**();** std**::**string s **=** "hi"**;**

outR**(**s**);** //OK: T deduced as std::string, arg is std::string& outR**(**std**::**string**(**"hi"**));** //ERROR: not allowed to pass a temporary (prvalue)

outR**(**returnString**());** // ERROR: not allowed to pass a temporary (prvalue)

outR**(**std**::**move**(**s**));** // ERROR: not allowed to pass an xvalue

同样可以传递非 const 类型的裸数组，其类型也不会 decay：

int arr**[**4**];**

outR**(**arr**);** // OK: T deduced as int[4], arg is int(&)[4]

这样就可以修改数组中元素的值，也可以处理数组的长度。比如：

template**<**typename T**>**

void outR **(**T**&** arg**) {**

**if (**std**::**is\_array**<**T**>::**value**) {**

std**::**cout **<<** "got array of " **<<** std**::**extent**<**T**>::**value **<<** " elems\n"**;**

**}**

…

**}**

但是在这里情况有一些复杂。

为 const 引用，也就是说这时可以传递一个右值（rvalue）作为参数

此时如果传递的参数是 const 的，arg 的类型就有可能被推断

数类型却是左值（lvalue）：

std**::**string const c **=** "hi"**;**

outR**(**c**);** // OK: T deduced as std::string const

，但是模板所期望的参

outR**(**returnConstString**());** // OK: same if returnConstString() returns const string

outR**(**std**::**move**(**c**));** // OK: T deduced as std::string const6 outR**(**"hi"**);** // OK: T deduced as char const[3]

在这种情况下，在函数模板内部，任何试图更改被传递参数的值的行为都是错误的。在调用表达式中也可以传递一个 const 对象，但是当函数被充分实例化之后（可能发生在接接下来的编译过程中），任何试图更改参数值的行为都会触发错误（但是这有可能发生在被调用模板的很深层次逻辑中，具体细节请参见 9.4 节）。

如果想禁止想非 const 应用传递 const 对象，有如下选择：

* 使用 static\_assert 触发一个编译期错误：

template**<**typename T**>** void outR **(**T**&** arg**) {**

**static\_assert(!**std**::**is\_const**<**T**>::**value**,** "out parameter of foo<T>(T&) is const"**);**

…

**}**

* 通过使用 std::enable\_if<>（参见 6.3 节）禁用该情况下的模板：

template**<**typename T**,**

typename **=** std**::**enable\_if\_t**<!**std**::**is\_const**<**T**>::**value**>** void outR **(**T**&** arg**) {**

…

**}**

或者是在 concepts 被支持之后，通过 concepts 来禁用该模板（参见 6.5 节以及附录 E）：

template**<**typename T**>** requires **!**std**::**is\_const\_v**<**T**>** void outR **(**T**&** arg**) {**

…

**}**

* + 1. 按转发引用传递参数（**Forwarding Reference**）

使用引用调用（call-by-reference）的一个原因是可以对参数进行完美转发（perfect forward）

（参见 6.1 节）。但是请记住在使用转发引用时（forwarding reference，被定义成一个模板参数的右值引用（rvalue reference）），有它自己特殊的规则。

考虑如下代码：

template**<**typename T**>**

void passR **(**T**&&** arg**) {** // arg declared as forwarding reference

…

**}**

可以将任意类型的参数传递给转发引用，而且和往常的按引用传递一样，都不会创建被传递参数的备份：

std**::**string s **=** "hi"**;**

passR**(**arr**);** // OK: T deduced as int(&)[4] (also the type of arg)

std::string&&

passR**(**std**::**move**(**s**));** // OK: T deduced as std::string, arg is

std::string&&

passR**(**returnString**());** // OK: T deduced as std::string, arg is

std::string&&

passR**(**s**);** // OK: T deduced as std::string& (also the type of arg)

passR**(**std**::**string**(**"hi"**));** // OK: T deduced as std::string, arg is

但是，这种情况下类型推断的特殊规则可能会导致意想不到的结果：

std**::**string const c **=** "hi"**;**

passR**(**c**);** //OK: T deduced as std::string const&

passR**(**"hi"**);** //OK: T deduced as char const(&)[3] (also the type of arg) int arr**[**4**];**

passR**(**arr**);** //OK: T deduced as int (&)[4] (also the type of arg)

在以上三种情况中，都可以在 passR() 内部从 arg 的类型得知被传递的参数是一个右值

（rvalue）还是一个 const 或者非 const 的左值（lvalue）。这是唯一一种可以传递一个参数，并用它来区分以上三种情况的方法。

看上去将一个参数声明为转发引用总是完美的。但是，没有免费的午餐。

比如，由于转发引用是唯一一种可以将模板参数 T 隐式推断为引用的情况，此时如果在模板内部直接用 T 声明一个未初始化的局部变量，就会触发一个错误（引用对象在创建的时候必须被初始化）：

template**<**typename T**>**

void passR**(**T**&&** arg**) {** // arg is a forwarding reference

T x**;** // for passed lvalues, x is a reference, which requires an initializer

…

**}**

foo**(**42**);** // OK: T deduced as int int i**;**

foo**(**i**);** // ERROR: T deduced as int&, which makes the declaration of x in passR() invalid

关于处理这一情况的更多细节，请参见 15.6.2 节。

## 使用 std::ref()和 std::cref() （限于模板）

从 C++11 开始，可以让调用者自行决定向函数模板传递参数的方式。如果模板参数被声明成按值传递的，调用者可以使用定义在头文件<functional>中的 std::ref()和 std::cref()将参数按引用传递给函数模板。比如：

template**<**typename T**>** void printT **(**T arg**) {**

…

**}**

std**::**string s **=** "hello"**;** printT**(**s**);** //pass s By value

printT**(**std**::**cref**(**s**));** // pass s “as if by reference”

但是请注意，std::cref()并没有改变函数模板内部处理参数的方式。相反，在这里它使用了一个技巧：它用一个行为和引用类似的对象对参数进行了封装。事实上，它创建了一个 std::reference\_wrapper<>的对象，该对象引用了原始参数，并被按值传递给了函数模板。 Std::reference\_wrapper<>可能只支持一个操作：向原始类型的隐式类型转换，该转换返回原始参数对象。因此当需要操作被传递对象时，都可以直接使用这个 std::reference\_wrapper<>对象。比如：

#include <functional> // for std::cref() #include <string>

#include <iostream>

void printString**(**std**::**string const**&** s**)**

**{**

std**::**cout **<<** s **<<** ’\n’**;**

**}**

template**<**typename T**>** void printT **(**T arg**)**

**{**

printString**(**arg**);** // might convert arg back to std::string

**}**

int main**()**

**{**

std**::**string s **=** "hello"**;**

printT**(**s**);** // print s passed by value

printT**(**std**::**cref**(**s**));** // print s passed “as if by reference”

**}**

最后一个调用将一个 std::reference\_wrapper<string const>对象按值传递给参数 arg，这样 std::reference\_wrapper<string const> 对象被传进函数模板并被转换为原始参数类型 std::string。

注意，编译器必须知道需要将 std::reference\_wrapper<string const>对象转换为原始参数类型，才会进行隐式转换。因此 std::ref()和 std::cref()通常只有在通过泛型代码传递对象时才能正常工作。比如如果尝试直接输出传递进来的类型为 T 的对象， 就会遇到错误， 因为 std::reference\_wrapper<string const>中并没有定义输出运算符：

template**<**typename T**>** void printV **(**T arg**) {**

std**::**cout **<<** arg **<<** ’\n’**;**

**}**

…

std**::**string s **=** "hello"**;** printV**(**s**);** //OK

printV**(**std**::**cref**(**s**));** // ERROR: no operator << for reference wrapper defined

同样下面的代码也会报错，因为不能将一个 std::reference\_wrapper<string const>对象和一个 char const\*或者 std::string 进行比较：

template**<**typename T1**,** typename T2**>** bool isless**(**T1 arg1**,** T2 arg2**)**

**{**

**return** arg1 **<** arg2**;**

**}**

…

std**::**string s **=** "hello"**;**

**if (**isless**(**std**::**cref**(**s**),** "world"**))** … //ERROR

**if (**isless**(**std**::**cref**(**s**)**, std**::**string**(**"world"**)))** … //ERROR

此时即使让 arg1 和 arg2 使用相同的模板参数 T，也不会有帮助：

template**<**typename T**>**

bool isless**(**T arg1**,** T arg2**)**

**{**

**return** arg1 **<** arg2**;**

**}**

因为编译器在推断 arg1 和 arg2 的类型时会遇到类型冲突。

综上，std::reference\_wrapper<>是为了让开发者能够像使用“第一类对象（first class object）”一样使用引用，可以对它进行拷贝并将其按值传递给函数模板。也可以将它用在 class 内部，比如让它持有一个指向容器中对象的引用。但是通常总是要将其转换会原始类型。

## 处理字符串常量和裸数组

到目前为止，我们看到了将字符串常量和裸数组用作模板参数时的不同效果：

* 按值传递时参数类型会 decay，参数类型会退化成指向其元素类型的指针。
* 按引用传递是参数类型不会 decay，参数类型是指向数组的引用。

两种情况各有其优缺点。将数组退化成指针，就不能区分它是指向对象的指针还是一个被传递进来的数组。另一方面，如果传递进来的是字符串常量，那么类型不退化的话就会带来问题，因为不同长度的字符串的类型是不同的。比如：

template**<**typename T**>**

void foo **(**T const**&** arg1**,** T const**&** arg2**)**

**{**

…

**}**

foo**(**"hi"**,** "guy"**);** //ERROR

这里 foo(“hi”, “guy”)不能通过编译，因为”hi”的类型是 char const [3]，而”guy”的类型是 char const [4]，但是函数模板要求两个参数的类型必须相同。这种 code 只有在两个字符串常量的长度相同时才能通过编译。因此，强烈建议在测试代码中使用长度不同的字符串。

如果将 foo()声明成按值传递的，这种调用可能可以正常运行：

template**<**typename T**>**

void foo **(**T arg1**,** T arg2**)**

**{**

…

**}**

foo**(**"hi"**,** "guy"**);** //compiles, but …

但是这样并不能解决所有的问题。反而可能会更糟，编译期间的问题可能会变为运行期间的问题。考虑如下代码，它用==运算符比较两个传进来的参数：

template**<**typename T**>**

void foo **(**T arg1**,** T arg2**)**

**{**

**if (**arg1 **==** arg2**) {** //OOPS: compares addresses of passed arrays

…

**}**

**}**

foo**(**"hi"**,** "guy"**);** //compiles, but …

如上，此时很容易就能知道需要将被传递进来的的字符指针理解成字符串。但是情况并不总是这么简单，因为模板还要处理类型可能已经退化过了的字符串常量参数（比如它们可能来自另一个按值传递的函数，或者对象是通过 auto 声明的）。

然而，退化在很多情况下是有帮助的，尤其是在需要验证两个对象（两个对象都是参数，或者一个对象是参数，并用它给另一个赋值）是否有相同的类型或者可以转换成相同的类型的时候。这种情况的一个典型应用就是用于完美转发（perfect forwarding）。但是使用完美转发需要将参数声明为转发引用。这时候就需要使用类型萃取 std::decay<>()显式的退化参数类型。可以参考 7.6 节 std::make\_pair()这个例子。

注意，有些类型萃取本身可能就会对类型进行隐式退化，比如用来返回两个参数的公共类型的 std::common\_type<>（请参见 1.3.3 节以及 D.5）。

### 关于字符串常量和裸数组的特殊实现

有时候可能必须要对数组参数和指针参数做不同的实现。此时当然不能退化数组的类型。为了区分这两种情况，必须要检测到被传递进来的参数是不是数组。通常有两种方法：

* + - * 可以将模板定义成只能接受数组作为参数：

template**<**typename T**,** std**::**size\_t L1**,** std**::**size\_t L2**>** void foo**(**T **(&**arg1**)[**L1**],** T **(&**arg2**)[**L2**])**

**{**

T**\*** pa **=** arg1**;** // decay arg1 T**\*** pb **=** arg2**;** // decay arg2

**if (**compareArrays**(**pa**,** L1**,** pb**,** L2**)) {**

…

**}**

**}**

参数 arg1 和 arg2 必须是元素类型相同、长度可以不同的两个数组。但是为了支持多种不同类型的裸数组，可能需要更多实现方式（参见 5.4 节）。

* + - * 可以使用类型萃取来检测参数是不是一个数组： template**<**typename T**,** typename **=** std**::**enable\_if\_t**<**std**::**is\_array\_v**<**T**>>>** void foo **(**T**&&** arg1**,** T**&&** arg2**)**

**{**

…

**}**

由于这些特殊的处理方式过于复杂，最好还是使用一个不同的函数名来专门处理数组参数。或者更近一步，让模板调用者使用 std::vector 或者 std::array 作为参数。但是只要字符串还

是裸数组，就必须对它们进行单独考虑。

## 处理返回值

返回值也可以被按引用或者按值返回。但是按引用返回可能会带来一些麻烦，因为它所引用的对象不能被很好的控制。不过在日常编程中，也有一些情况更倾向于按引用返回：

* 返回容器或者字符串中的元素（比如通过[]运算符或者 front()方法访问元素）
* 允许修改类对象的成员
* 为链式调用返回一个对象（比如>>和<<运算符以及赋值运算符）另外对成员的只读访问，通常也通过返回 const 引用实现。

但是如果使用不当，以上几种情况就可能导致一些问题。比如： std**::**string**\*** s **= new** std**::**string**(**"whatever"**);** auto**&** c **= (\***s**)[**0**];**

**delete** s**;**

std**::**cout **<<** c**;** //run-time ERROR

这里声明了一个指向字符串中元素的引用，但是在使用这个引用的地方，对应的字符串却不存在了（成了一个悬空引用），这将导致未定义的行为。这个例子看上去像是人为制造的（一个有经验的程序员应该可以意识到这个问题），但是情况也不都是这么明显。比如：

auto s **=** std**::**make\_shared**<**std**::**string**>(**"whatever"**);** auto**&** c **= (\***s**)[**0**];**

s**.**reset**();**

std**::**cout **<<** c**;** //run-time ERROR

因此需要确保函数模板采用按值返回的方式。但是正如接下来要讨论的，使用函数模板 T作为返回类型并不能保证返回值不会是引用，因为 T 在某些情况下会被隐式推断为引用类型：

template**<**typename T**>**

T retR**(**T**&&** p**)** // p is a forwarding reference

**{**

**return** T**{**…**};** // OOPS: returns by reference when called for lvalues

**}**

即使函数模板被声明为按值传递，也可以显式地将 T 指定为引用类型：

template**<**typename T**>**

T retV**(**T p**)** //Note: T might become a reference

**{**

**return** T**{**…**};** // OOPS: returns a reference if T is a reference

**}**

int x**;**

retV**<**int**&>(**x**);** // retT() instantiated for T as int&

安全起见，有两种选择：

* 用类型萃取 std::remove\_reference<>（参见 D.4 节）将 T 转为非引用类型：

template**<**typename T**>**

typename std**::**remove\_reference**<**T**>::**type retV**(**T p**)**

**{**

**return** T**{**…**};** // always returns by value

**}**

Std::decay<>（参见 D.4 节）之类的类型萃取可能也会有帮助，因为它们也会隐式的去掉类型的引用。

* 将返回类型声明为 auto，从而让编译器去推断返回类型，这是因为 auto 也会导致类型退化：

template**<**typename T**>**

auto retV**(**T p**)** // by-value return type deduced by compiler

**{**

**return** T**{**…**};** // always returns by value

**}**

## 关于模板参数声明的推荐方法

正如前几节介绍的那样，函数模板有多种传递参数的方式：

* 将参数声明成按值传递：

这一方法很简单，它会对字符串常量和裸数组的类型进行退化，但是对比较大的对象可能会受影响性能。在这种情况下，调用者仍然可以通过 std::cref()和 std::ref()按引用传递参数，但是要确保这一用法是有效的。

* 将参数声明成按引用传递：

对于比较大的对象这一方法能够提供比较好的性能。尤其是在下面几种情况下：

* + 将已经存在的对象（lvalue）按照左值引用传递，
  + 将临时对象（prvalue）或者被 std::move()转换为可移动的对象（xvalue）按右值引用传递，
  + 或者是将以上几种类型的对象按照转发引用传递。

由于这几种情况下参数类型都不会退化，因此在传递字符串常量和裸数组时要格外小心。对于转发引用，需要意识到模板参数可能会被隐式推断为引用类型（引用折叠）。

### 一般性建议

基于以上介绍，对于函数模板有如下建议：

1. 默认情况下，将参数声明为按值传递。这样做比较简单，即使对字符串常量也可以正常工作。对于比较小的对象、临时对象以及可移动对象，其性能也还不错。对于比较大的

对象，为了避免成本高昂的拷贝，可以使用 std::ref()和 std::cref()。

1. 如果有充分的理由，也可以不这么做：
   * 如果需要一个参数用于输出，或者即用于输入也用于输出，那么就将这个参数按非

const 引用传递。但是需要按照 7.2.2 节介绍的方法禁止其接受 const 对象。

* + 如果使用模板是为了转发它的参数，那么就使用完美转发（perfect forwarding）。也就是将参数声明为转发引用并在合适的地方使用 std::forward<>() 。考虑使用 std::decay<>或者 std::common\_type<>来处理不同的字符串常量类型以及裸数组类型的情况。
  + 如果重点考虑程序性能，而参数拷贝的成本又很高，那么就使用 const 引用。不过如果最终还是要对对象进行局部拷贝的话，这一条建议不适用。

1. 如果你更了解程序的情况，可以不遵循这些建议。但是请不要仅凭直觉对性能做评估。在这方面即使是程序专家也会犯错。真正可靠的是：测试结果。

### 不要过分泛型化

值得注意的是，在实际应用中，函数模板通常并不是为了所有可能的类型定义的。而是有一定的限制。比如你可能已经知道函数模板的参数只会是某些类型的 vector。这时候最好不要将该函数模板定义的过于泛型化，否则，可能会有一些令人意外的副作用。针对这种情况应该使用如下的方式定义模板：

template**<**typename T**>**

void printVector **(**std**::**vector**<**T**>** const**&** v**)**

**{**

…

**}**

这里通过的参数 v，可以确保 T 不会是引用类型，因为 vector 不能用引用作为其元素类型。而且将 vector 类型的参数声明为按值传递不会有什么好处，因为按值传递一个 vector 的成本明显会比较高昂（vector 的拷贝构造函数会拷贝 vector 中的所有元素）。此处如果直接将参数 v 的类型声明为 T，就不容易从函数模板的声明上看出该使用那种传递方式了。

## 以 std::make\_pair<>为例

Std::make\_pair<>()是一个很好的介绍参数传递机制相关陷阱的例子。使用它可以很方便的通过类型推断创建 std::pair<>对象。它的定义在各个版本的 C++中都不一样：

* 在第一版 C++标准 C++98 中，std::make\_pair<>被定义在 std 命名空间中，并且使用按引用传递来避免不必要的拷贝：

template**<**typename T1**,** typename T2**>**

pair**<**T1**,**T2**>** make\_pair **(**T1 const**&** a**,** T2 const**&** b**)**

**{**

**return** pair**<**T1**,**T2**>(**a**,**b**);**

**}**

但是当使用 std::pair<>存储不同长度的字符串常量或者裸数组时，这样做会导致严重的问题。

* 因此在 C++03 中，该函数模板被定义成按值传递参数： template**<**typename T1**,** typename T2**>** pair**<**T1**,**T2**>** make\_pair **(**T1 a**,** T2 b**)**

**{**

**return** pair**<**T1**,**T2**>(**a**,**b**);**

**}**

正如你可以在 the rationale for the issue resolution 中读到的那样：看上去也这一方案对标准库的变化比其它两种建议都要小，而且其优点足以弥补它对性能造成的不利影响。

* 不过在 C++11 中，由于 make\_pair<>()需要支持移动语义，就必须使用转发引用。因此，其定义大体上是这样：

template**<**typename T1**,** typename T2**>**

constexpr pair**<**typename decay**<**T1**>::**type**,** typename decay**<**T2**>::**type**>**

make\_pair **(**T1**&&** a**,** T2**&&** b**)**

**{**

**return** pair**<**typename decay**<**T1**>::**type**,** typename decay**<**T2**>::**type**>(**forward**<**T1**>(**a**),** forward**<**T2**>(**b**));**

**}**

完 整 的 实 现 还 要 复 杂 的 多 ： 为 了 支 持 std::ref() 和 std::cref() ， 该 函 数 会 将

std::reference\_wrapper 展开成真正的引用。

目前 C++标准库在很多地方都使用了类似的方法对参数进行完美转发，而且通常都会结合 std::decay<>使用。

## 总结

* 最好使用不同长度的字符串常量对模板进行测试。
* 模板参数的类型在按值传递时会退化，按引用传递则不会。
* 可以使用 std::decay<>对按引用传递的模板参数的类型进行退化。
* 在某些情况下，对被声明成按值传递的函数模板，可以使用 std::cref()和 std::ref()将参数按引用进行传递。
* 按值传递模板参数的优点是简单，但是可能不会带来最好的性能。
* 除非有更好的理由，否则就将模板参数按值传递。
* 对于返回值，请确保按值返回（这也意味着某些情况下不能直接将模板参数直接用于返回类型）。
* 在比较关注性能时，做决定之前最好进行实际测试。不要相信直觉，它通常都不准确。

# 第 **8** 章 编译期编程

C++一直以来都包含一些可以被用来进行编译器计算的简单方法。模板则进一步增加了编译器计算的可能性，而且该语言进一步的发展通常也都是在这一工具箱里进行的。

比较简单的情况是，可以通过它来决定是否启用某个模板，或者在多个模板之间做选择。不过如果有足够多的信息，编译器甚至可以计算控制流的结果。

事实上，C++有很多可以支持编译期编程的特性：

* 从 C++98 开始，模板就有了编译期计算的能力，包括使用循环以及执行路径选择（然而有些人认为这是对模板特性的滥用，因为其语法不够直观）。
* 基于某些限制和要求，在编译期间，可以通过部分特例化在类模板的不同实现之间做选择。
* 通过 SFINAE（替换错误不算失败），可以基于不同的类型或者限制条件，在函数模板的不同实现方式之间做选择。
* 在C++11 和C++14 中，由于可以在constexpr 中使用更直观的执行路径选择方法（从C++14开始，更多的语句得到支持，比如 for 循环，switch 语句等），编译期计算得到了更好的支持。
* C++17 则引入了编译期 if（compile-time if），通过它可以基于某些编译期的条件或限制弃用某些语句。它甚至可以用非模板函数。

本章将重点介绍这些特性在模板及其相关内容中的应用。

## 模板元编程

模板的实例化发生在编译期间（而动态语言的泛型是在程序运行期间决定的）。事实证明 C++模板的某些特性可以和实例化过程相结合，这样就产生了一种 C++自己内部的原始递归的“编程语言”。因此模板可以用来“计算一个程序的结果”。第 23 章会对这些特性进行全面介绍，这里通过一个简单的例子来展示它们的用处。

下面的代码在编译期间就能判断一个数是不是质数：

template**<**unsigned p**,** unsigned d**>** // p: number to check, d: current divisor

struct DoIsPrime **{**

static constexpr bool value **= (**p**%**d **!=** 0**) &&** DoIsPrime**<**p**,**d**-**1**>::**value**;**

**};**

template**<**unsigned p**>** // end recursion if divisor is 2 struct DoIsPrime**<**p**,**2**> {**

static constexpr bool value **= (**p**%**2 **!=** 0**);**

**};**

template**<**unsigned p**>** // primary template struct IsPrime **{**

// start recursion with divisor from p/2:

static constexpr bool value **=** DoIsPrime**<**p**,**p**/**2**>::**value**;**

**};**

// special cases (to avoid endless recursion with template instantiation):

template**<>**

struct IsPrime**<**0**> {** static constexpr bool value **= false; };**

template**<>**

struct IsPrime**<**1**> {** static constexpr bool value **= false; };**

template**<>**

struct IsPrime**<**2**> {** static constexpr bool value **= true; };**

template**<>**

struct IsPrime**<**3**> {** static constexpr bool value **= true; };**

IsPrime<>模板将结果存储在其成员 value 中。为了计算出模板参数是不是质数，它实例化了 DoIsPrime<>模板，这个模板会被递归展开，以计算 p 除以 p/2 和 2 之间的数之后是否会有余数。

比如，表达式：

IsPrime**<**9**>::**value

首先展开成：

DoIsPrime**<**9**,**4**>::**value

然后继续展开成：

9**%**4**!=**0 **&&** DoIsPrime**<**9**,**3**>::**value

然后继续展开成：

9**%**4**!=**0 **&&** 9**%**3**!=**0 **&&** DoIsPrime**<**9**,**2**>::**value

然后继续展开成：

9**%**4**!=**0 **&&** 9**%**3**!=**0 **&&** 9**%**2**!=**0

由于 9%3 == 0，因此它将返回 false；正如以上实例化过程展现的那样：

* 我们通过递归地展开 DoIsPrime<>来遍历所有介于 p/2 和 2 之间的数，以检查是否有某个数可以被 p 整除。
* 用 d 等于 2 偏特例化出来的 DoIsPrime<>被用于终止递归调用。

但是以上过程都是在编译期间进行的。也就是说：

IsPrime**<**9**>::**value

在编译期间就被扩展成 false 了。

上面展示的模板语法可以说是笨拙的，不过类似的代码从 C++98（以及更早的版本）开始就可以正常工作了，而且被证明对一些库的开发也有帮助。

更多细节请参见第 23 章。

## 通过 constexpr 进行计算

C++11 引入了一个叫做 constexpr 的新特性，它大大简化了各种类型的编译期计算。如果给定了合适的输入，constexpr 函数就可以在编译期间完成相应的计算。虽然 C++11 对 constexpr函数的使用有诸多限制（比如 constexpt 函数的定义通常都只能包含一个 return 语句），但是在 C++14 中这些限制中的大部分都被移除了。当然，为了能够成功地进行 constexpr 函数 中的计算，依然要求各个计算步骤都能在编译期进行：目前堆内存分配和异常抛出都不被支持。

在 C++11 中，判断一个数是不是质数的实现方式如下：

constexpr bool

doIsPrime **(**unsigned p**,** unsigned d**)** // p: number to check, d: current divisor

**{**

**return** d**!=**2 **? (**p**%**d**!=**0**) &&** doIsPrime**(**p**,**d**-**1**)** // check this and smaller divisors

**: (**p**%**2**!=**0**);** // end recursion if divisor is 2

**}**

constexpr bool isPrime **(**unsigned p**)**

**{**

**return** p **<** 4 **? !(**p**<**2**)** // handle special cases

**:** doIsPrime**(**p**,**p**/**2**);** // start recursion with divisor from

p/2

**}**

为了满足 C++11 中只能有一条语句的要求，此处只能使用条件运算符来进行条件选择。不过由于这个函数只用到了 C++的常规语法，因此它比第一版中，依赖于模板实例化的代码要容易理解的多。

在 C++14 中，constexpr 函数可以使用常规 C++代码中大部分的控制结构。因此为了判断一个数是不是质数，可以不再使用笨拙的模板方式（C++11 之前）以及略显神秘的单行代码方式

（C++11），而直接使用一个简单的 for 循环：

constexpr bool isPrime **(**unsigned int p**)**

**{**

**for (**unsigned int d**=**2**;** d**<=**p**/**2**; ++**d**) {**

**if (**p **%** d **==** 0**) {**

**return false;** // found divisor without remainder}

**}**

**return** p **>** 1**;** // no divisor without remainder found

**}**

在 C++11 和 C++14 中实现的 constexpr isPrime()，都可以通过直接调用：

isPrime**(**9**)**

来判断 9 是不是一个质数。但是上面所说的“可以”在编译期执行，并不是一定会在编译期 执行。在需要编译期数值的上下文中（比如数组的长度和非类型模板参数），编译器会尝试在编译期对被调用的 constexpr 函数进行计算，此时如果无法在编译期进行计算，就会报错

（因为此处必须要产生一个常量）。在其他上下文中，编译期可能会也可能不会尝试进行编译期计算，如果在编译期尝试了，但是现有条件不满足编译期计算的要求，那么也不会报错，相应的函数调用被推迟到运行期间执行。

比如：

constexpr bool b1 **=** isPrime**(**9**);** // evaluated at compile time

会在编译期进行计算（因为 b1 被 constexpr 修饰）。而对

const bool b2 **=** isPrime**(**9**);** // evaluated at compile time if in namespace scope

如果 b2 被定义于全局作用域或者 namespace 作用域，也会在编译期进行计算。如果 b2 被定义于块作用域（{}内），那么将由编译器决定是否在编译期间进行计算。下面这个例子就属于这种情况：

bool fiftySevenIsPrime**() {**

**return** isPrime**(**57**);** // evaluated at compile or running time

**}**

此时是否进行编译期计算将由编译期决定。另一方面，在如下调用中：

int x**;**

…

std**::**cout **<<** isPrime**(**x**);** // evaluated at run time

不管 x 是不是质数，调用都只会在运行期间执行。

## 通过部分特例化进行路径选择

诸如 isPrime()这种在编译期进行相关测试的功能，有一个有意思的应用场景：可以在编译期间通过部分特例化在不同的实现方案之间做选择。

比如，可以以一个非类型模板参数是不是质数为条件，在不同的模板之间做选择：

// primary helper template: template**<**int SZ**,** bool **=** isPrime**(**SZ**)>** struct Helper**;**

// implementation if SZ is not a prime number: template**<**int SZ**>**

struct Helper**<**SZ**, false>**

**{**

…

**};**

// implementation if SZ is a prime number: template**<**int SZ**>**

struct Helper**<**SZ**, true>**

**{**

…

**};**

template**<**typename T**,** std**::**size\_t SZ**>** long foo **(**std**::**array**<**T**,**SZ**>** const**&** coll**)**

**{**

Helper**<**SZ**>** h**;** // implementation depends on whether array has prime number as size

…

**}**

这里根据参数 std::array<>的 size 是不是一个质数，实现了两种 Helper<>模板。这一偏特例化的使用方法，被广泛用于基于模板参数属性，在不同模板实现方案之间做选择。

在上面的例子中，对两种可能的情况实现了两种偏特例化版本。但是也可以将主模板用于其中一种情况，然后再特例化一个版本代表另一种情况：

// primary helper template (used if no specialization fits): template**<**int SZ**,** bool **=** isPrime**(**SZ**)>**

struct Helper

**{**

…

**};**

// special implementation if SZ is a prime number: template**<**int SZ**>**

struct Helper**<**SZ**, true>**

**{**

…

**};**

由于函数模板不支持部分特例化，当基于一些限制在不同的函数实现之间做选择时，必须要

使用其它一些方法：

* 使用有 static 函数的类，
* 使用 6.3 节中介绍的 std::enable\_if，
* 使用下一节将要介绍的 SFINAE 特性，
* 或者使用从 C++17 开始生效的编译期的 if 特性，这部分内容会在 8.5 节进行介绍。第 20 章介绍了基于限制条件，在不同的函数实现之间做选择的相关技术。

## SFINAE (Substitution Failure Is Not An Error, 替换失败不是错误)

在 C++中，重载函数以支持不同类型的参数是很常规的操作。当编译器遇到一个重载函数的调用时，它必须分别考虑每一个重载版本，以选择其中类型最匹配的那一个（更多相关细节请参见附录 C）。

在一个函数调用的备选方案中包含函数模板时，编译器首先要决定应该将什么样的模板参数用于各种模板方案，然后用这些参数替换函数模板的参数列表以及返回类型，最后评估替换

后的函数模板和这个调用的匹配情况（就像常规函数一样）。但是这一替换过程可能会遇到问题：替换产生的结果可能没有意义。不过这一类型的替换不会导致错误，C++语言规则要求忽略掉这一类型的替换结果。

这一原理被称为 SFINAE（发音类似 sfee-nay），代表的是“substitution failure is not an error”。

但是上面讲到的替换过程和实际的实例化过程不一样（参见 2.2 节）：即使对那些最终被证明不需要被实例化的模板也要进行替换（不然就无法知道到底需不需要实例化）。不过它只会替换直接出现在函数模板声明中的相关内容（不包含函数体）。

考虑如下的例子：

// number of elements in a raw array: template**<**typename T**,** unsigned N**>** std**::**size\_t len **(**T**(&)[**N**])**

**{**

**return** N**;**

**}**

// number of elements for a type having size\_type: template**<**typename T**>**

typename T**::**size\_type len **(**T const**&** t**)**

**{**

**return** t**.**size**();**

**}**

这里定义了两个接受一个泛型参数的函数模板 len()：

1. 第一个函数模板的参数类型是T (&)[N]，也就是说它是一个包含了 N 个T 型元素的数组。
2. 第二个函数模板的参数类型就是简单的 T，除了返回类型要是 T::size\_type 之外没有别的限制，这要求被传递的参数类型必须有一个 size\_type 成员。

当传递的参数是裸数组或者字符串常量时，只有那个为裸数组定义的函数模板能够匹配：

int a**[**10**];**

std**::**cout **<<** len**(**a**);** // OK: only len() for array matches std**::**cout **<<** len**(**"tmp"**);** //OK: only len() for array matches

如果只是从函数签名来看的话，对第二个函数模板也可以分别用 int[10]和 char const [4]替换类型参数 T，但是这种替换在处理返回类型 T::size\_type 时会导致错误。因此对于这两个调用，第二个函数模板会被忽略掉。

如果传递 std::vector<>作为参数的话，则只有第二个模板参数能够匹配：

std**::**vector**<**int**>** v**;**

std**::**cout **<<** len**(**v**);** // OK: only len() for a type with size\_type matches

如果传递的是裸指针话，以上两个模板都不会被匹配上（但是不会因此而报错）。此时编译期会抱怨说没有发现合适的 len()函数：

int**\*** p**;**

std**::**cout **<<** len**(**p**);** // ERROR: no matching len() function found

但是这和传递一个有 size\_type 成员但是没有 size()成员函数的情况不一样。比如如果传递的参数是 std::allocator<>:

std**::**allocator**<**int**>** x**;**

std**::**cout **<<** len**(**x**);** // ERROR: len() function found, but can’t size()

此时编译器会匹配到第二个函数模板。因此不会报错说没有发现合适的 len()函数，而是会报一个编译期错误说对 std::allocator<int>而言 size()是一个无效调用。此时第二个模板函数不会被忽略掉。

如果忽略掉那些在替换之后返回值类型为无效的备选项，那么编译器会选择另外一个参数类型匹配相差的备选项。比如：

// number of elements in a raw array: template**<**typename T**,** unsigned N**>** std**::**size\_t len **(**T**(&)[**N**])**

**{**

**return** N**;**

**}**

// number of elements for a type having size\_type: template**<**typename T**>**

typename T**::**size\_type len **(**T const**&** t**)**

**{**

**return** t**.**size**();**

**}**

// 对所有类型的应急选项: std**::**size\_t len **(**…**)**

**{**

**return** 0**;**

**}**

（参见 C.2）。

重载选项中最差的（通过省略号...匹配）

此处额外提供了一个通用函数 len()，它总会匹配所有的调用，但是其匹配情况也总是所有

此时对于裸数组和 vector，都有两个函数可以匹配上，但是其中不是通过省略号（...）匹配的那一个是最佳匹配。对于指针，只有应急选项能够匹配上，此时编译器不会再报缺少适用于本次调用的 len()。不过对于 std::allocator<int>的调用，虽然第二个和第三个函数都能匹配上，但是第二个函数依然是最佳匹配项。因此编译器依然会报错说缺少 size()成员函数：

int a**[**10**];**

std**::**cout **<<** len**(**a**);** // OK: len() for array is best match std**::**cout **<<** len**(**"tmp"**);** //OK: len() for array is best match std**::**vector**<**int**>** v**;**

std**::**cout **<<** len**(**v**);** // OK: len() for a type with size\_type is best match int**\*** p**;**

std**::**cout **<<** len**(**p**);** // OK: only fallback len() matches std**::**allocator**<**int**>** x**;**

std**::**cout **<<** len**(**x**);** // ERROR: 2nd len() function matches best, but can’

t call size() for x

请参见 15.7 节中更多关于 SFINAE 的内容，以及 19.4 节中一些 SFINAE 的应用示例。

### **SFINAE 和重载解析**

随着时间的推移，SFINAE 原理在模板开发者中变得越来越重要、越来越流行，以至于这个缩写常常被当作一个动词使用。当我们说“我们 SFINAE 掉了一个函数”时，意思是我们通过让模板在一些限制条件下产生无效代码，从而确保在这些条件下会忽略掉该模板。当你在 C++标准里读到“除非在某些情况下，该模板不应该参与重载解析过程”时，它的意思就是 “在该情况下，使用 SFINAE 方法 SFINAE 掉了这个函数模板”。

比如 std::thread 类模板声明了如下构造函数：

**namespace** std **{**

class thread **{**

public**:**

…

template**<**typename F**,** typename… Args**>** explicit thread**(**F**&&** f**,** Args**&&**… args**);**

…

**};**

**}**

并做了如下备注：

备注：如果 decay\_t<F>的类型和 std:thread 相同的话，该构造函数不应该参与重载解析过程。

它的意思是如果在调用该构造函数模板时，使用 std::thread 作为第一个也是唯一一个参数的话，那么这个构造函数模板就会被忽略掉。这是因为一个类似的成员函数模板在某些情况下可能比预定义的 copy 或者 move 构造函数更能匹配相关调用（相关细节请参见 6.2 节以及

16.2.4 节）。通过 SFINAE 掉将该构造函数模板用于thread 的情况，就可以确保在用一个 thread

构造另一个 thread 的时候总是会调用预定义的 copy 或者 move 构造函数。

但是使用该技术逐项禁用相关模板是不明智的。幸运的是标准库提供了更简单的禁用模板的方法。其中最广为人知的一个就是在 6.3 节介绍的 std::enable\_if<>。

因此典型的 std::thread 的实现如下：

**namespace** std **{**

class thread **{**

public**:**

…

template**<**typename F**,** typename… Args**,** typename **=**

std**::**enable\_if\_t**<!**std**::**is\_same\_v**<**std**::**decay\_t**<**F**>,**

thread**>>>**

explicit thread**(**F**&&** f**,** Args**&&**… args**);**

…

**};**

**}**

关于 std:enable\_if<>的实现请参见 20.3 节，它使用了部分特例化以及 SFINAE。

* + 1. 通过 **decltype** 进行 **SFINAE**（此处是动词）的表达式

对于有些限制条件，并不总是很容易地就能找到并设计出合适的表达式来 SFINAE 掉函数模板。

比如，对于有 size\_type 成员但是没有 size()成员函数的参数类型，我们想要保证会忽略掉函数模板 len()。如果没有在函数声明中以某种方式要求 size()成员函数必须存在，这个函数模板就会被选择并在实例化过程中导致错误：

template**<**typename T**>**

typename T**::**size\_type len **(**T const**&** t**)**

**{**

**return** t**.**size**();**

**}**

std**::**allocator**<**int**>** x**;**

std**::**cout **<<** len**(**x**) <<** ’\n’**;** //ERROR: len() selected, but x has no size()

处理这一情况有一种常用模式或者说习惯用法：

* 通过尾置返回类型语法（trailing return type syntax）来指定返回类型（在函数名前使用 auto，并在函数名后面的->后指定返回类型）。
* 通过 decltype 和逗号运算符定义返回类型。
* 将所有需要成立的表达式放在逗号运算符的前面（为了预防可能会发生的运算符被重载的情况，需要将这些表达式的类型转换为 void）。
* 在逗号运算符的末尾定义一个类型为返回类型的对象。

比如：

template**<**typename T**>**

auto len **(**T const**&** t**) ->** decltype**( (**void**)(**t**.**size**()),**

T**::**size\_type**() )**

**{**

**return** t**.**size**();**

**}**

这里返回类型被定义成：

decltype**( (**void**)(**t**.**size**)(),** T**::**size\_type**() )**

类型指示符decltype 的操作数是一组用逗号隔开的表达式，因此最后一个表达式T::size\_type()会产生一个类型为返回类型的对象（decltype 会将其转换为返回类型）。而在最后一个逗号前面的所有表达式都必须成立，在这个例子中逗号前面只有 t.size()。之所以将其类型转换为 void，是为了避免因为用户重载了该表达式对应类型的逗号运算符而导致的不确定性。

注意 decltype 的操作数是不会被计算的，也就是说可以不调用构造函数而直接创建其 “dummy”对象，相关内容将在 11.2.3 节讨论。

## 编译期 if

部分特例化，SFINAE 以及 std::enable\_if 可以一起被用来禁用或者启用某个模板。而 C++17又在此基础上引入了同样可以在编译期基于某些条件禁用或者启用相应模板的编译期 if 语句。通过使用 if constexpr(...)语法，编译器会使用编译期表达式来决定是使用 if 语句的 then对应的部分还是 else 对应的部分。

作为第一个例子，考虑 4.1.1 节介绍的变参函数模板 print()。它用递归的方法打印其参数（可能是任意类型）。如果使用 constexp if，就可以在函数内部决定是否要继续递归下去，而不用再单独定义一个函数来终结递归：

template**<**typename T**,** typename… Types**>**

void print **(**T const**&** firstArg**,** Types const**&**… args**)**

**{**

std**::**cout **<<** firstArg **<<** ’\n’**; if** constexpr**(**sizeof…**(**args**) >** 0**) {**

print**(**args…**);** //code only available if sizeof…(args)>0 (since

C++17)

**}**

**}**

这里如果只给 print()传递一个参数，那么 args...就是一个空的参数包，此时 sizeof...(args)等于 0。这样 if 语句里面的语句就会被丢弃掉，也就是说这部分代码不会被实例化。因此也就不再需要一个单独的函数来终结递归。

事实上上面所说的不会被实例化，意思是对这部分代码只会进行第一阶段编译，此时只会做语法检查以及和模板参数无关的名称检查（参见 1.1.3 节）。比如：

template**<**typename T**>** void foo**(**T t**)**

**{**

**if** constexpr**(**std**::**is\_integral\_v**<**T**>) { if (**t **>** 0**) {**

foo**(**t**-**1**);** // OK

**}**

**}**

**else {**

undeclared**(**t**);** // error if not declared and not discarded **(**i**.**e**.** T is **not** integral**)**

undeclared**();** // error if not declared (even if discarded)

**static\_assert(false,** "no integral"**);** // always asserts (even if discarded)

**static\_assert(!**std**::**is\_integral\_v**<**T**>,** "no integral"**);** //OK

**}**

**}**

此处 if constexpr 的使用并不仅限于模板函数，而是可以用于任意类型的函数。它所需要的只是一个可以返回布尔值的编译期表达式。比如：

int main**()**

**{**

**if** constexpr**(**std**::**numeric\_limits**<**char**>::**is\_signed **{**

foo**(**42**);** // OK

**}else {**

undeclared**(**42**);** // error if undeclared() not declared

**static\_assert(false,** "unsigned"**);** // always asserts (even if discarded)

**static\_assert(!**std**::**numeric\_limits**<**char**>::**is\_signed**,** "char is unsigned"**);** //OK

**}**

**}**

利用这一特性，也可以让 8.2 节介绍的编译期函数 isPrime()在非类型参数不是质数的时候执行一些额外的代码：

template**<**typename T**,** std**::**size\_t SZ**>** void foo **(**std**::**array**<**T**,**SZ**>** const**&** coll**)**

**{**

**if** constexpr**(!**isPrime**(**SZ**)) {**

…

//special additional handling if the passed array has no prime number as size

**}**

…

**}**

更多细节请参见 14.6 节。

## 总结

* 模板提供了在编译器进行计算的能力（比如使用递归进行迭代以及使用部分特例化或者?:进行选择）。
* 通过使用 constexpr 函数，可以用在编译期上下文中能够被调用的“常规函数（要有

constexpr）”替代大部分的编译期计算工作。

* 通过使用部分特例化，可以基于某些编译期条件在不同的类模板实现之间做选择。
* 模板只有在被需要的时候才会被使用，对函数模板声明进行替换不会产生有效的代码。这一原理被称为 SFINAE。
* SFINAE 可以被用来专门为某些类型或者限制条件提供函数模板。
* 从 C++17 开始，可以通过使用编译期 if 基于某些编译期条件启用或者禁用某些语句。

# 第 **9** 章 在实践中使用模板

模板代码和常规代码有些不同。从某种程度上而言，模板介于宏和常规函数声明之间。虽然这样说可能过分简化了。它不仅会影响到我们用模板实现算法和数据结构的方法，也会影响到我们日常对包含模板的程序的分析和表达。

本章将解决这些实践性问题中的一部分，但是不会过多的讨论它们背后的细节。这些细节内容会在第 14 章进行探讨。为了让讨论不至过于复杂，假设我们的编译系统用到的都是很传统的编译器和链接器。

## 包含模式

有很多中组织模板源码的方式。本章讨论这其中最流行的一种方法：包含模式。

### 链接错误

大多数 C 和 C++程序员都会按照如下方式组织代码：

* + - * 类和其它类型被放在头文件里。其文件扩展名为.hpp（或者.h, .H, .hh, .hxx）.
      * 对于全局变量（非 inline）和函数（非 inline），只将其声明放在头文件里，定义则被放在一个被当作其自身编译单元的文件里。 这一类文件的扩展名为.cpp （ 或者.C，.c，.cc，.cxx）。

这样做效果很好：既能够在整个程序中很容易的获得所需类型的定义，同时又避免了链接过程中的重复定义错误。

受这一惯例的影响，刚开始接触模板的程序员通常都会遇到下面这个程序中的错误。和处理 “常规代码”的情况一样，在头文件中声明模板：

#ifndef MYFIRST\_HPP #define MYFIRST\_HPP

// declaration of template template**<**typename T**>**

void printTypeof **(**T const**&);** #endif //MYFIRST\_HPP

其中 printTypeof()是一个简单的辅助函数的声明，它会打印一些类型相关信息。而它的具体实现则被放在了一个 CPP 文件中：

#include <iostream> #include <typeinfo>

#include "myfirst.hpp"

// implementation/definition of template template**<**typename T**>**

void printTypeof **(**T const**&** x**)**

**{**

std**::**cout **<< typeid(**x**).**name**() <<** ’\n’**;**

**}**

这个函数用 typeid 运算符打印了一个用来描述被传递表达式的类型的字符串。该运算符返回一个左值静态类型 std::type\_info，它的成员函数 name()可以返回某些表达式的类型。C++标准并没有要求 name()必须返回有意义的结果，但是在比较好的 C++实现中，它的返回结果应该能够很好的表述传递给 typeid 的参数的类型。

接着在另一个 CPP 文件中使用该模板，它会 include 该模板的头文件：

#include "myfirst.hpp"

// use of the template int main**()**

**{**

double ice **=** 3.0**;**

printTypeof**(**ice**);** // call function template for type double

**}**

编译器很可能会正常编译这个程序，但是链接器则可能会报错说：找不到函数 printTypeof()

的定义。

出现这一错误的原因是函数模板 printTypeof()的定义没有被实例化。为了实例化一个模板，编译器既需要知道需要实例化哪个函数，也需要知道应该用哪些模板参数来进行实例化。不幸的是，在上面这个例子中，这两组信息都是被放在别的文件里单独进行编译的。因此当编译器遇到对 printTypeof()的调用时，却找不到相对应的函数模板定义来针对 double 类型进行实例化，这样编译器只能假设这个函数被定义在别的地方，然后创建一个指向那个函数的引用（会在链接阶段由链接器进行解析）。另一方面，在编译器处理 myfirst.cpp 的时候，却没有任何指示让它用某种类型实例化模板。

### 头文件中的模板

解决以上问题的方法和处理宏以及 inline 函数的方法一样：将模板定义和模板声明都放在头文件里。

也就是说需要重写 myfirst.hpp，让它包含所有模板声明和模板定义，而不再提供 myfirst.cpp

文件：

#ifndef MYFIRST\_HPP#define MYFIRST\_HPP #include <iostream>

#include <typeinfo>

// declaration of template

template**<**typename T**>**

void printTypeof **(**T const**&);**

// implementation/definition of template template**<**typename T**>**

void printTypeof **(**T const**&** x**)**

**{**

std**::**cout **<< typeid(**x**).**name**() <<** ’\n’**;**

**}**

#endif //MYFIRST\_HPP

这种组织模板相关代码的方法被称为“包含模式”。使用这个方法，程序的编译，链接和执行都可以正常进行。

目前有几个问题需要指出。最值得注意的一个是，这一方法将大大增加 include 头文件 myfirst.hpp 的成本。在这个例子中，成本主要不是由模板自身定义导致的，而是由那些为了使用这个模板而必须包含的头文件导致的，比如<iostream>和<typeinfo>。由于诸如<iostream>的头文件还会包含一些它们自己的模板，因此这可能会带来额外的数万行的代码。

这是一个很实际的问题，因为对比较大的程序，它会大大的增加编译时间。后面的章节中会涉及到一些可能可以用来解决这一问题的方法，比如预编译头文件（9.2 节）和模板的显式实例化（14.5 节）。

尽管有编译时间的问题，但是除非有更好的方法，我们建议在可能的情况下还是尽量使用这

一方式来组织模板代码。在写作本书的 2017 年，有一个正在准备阶段的机制：module（s C++20

已落实），我们会在 17.11 节中介绍相关内容。该机制让程序员能够更有逻辑的组织代码，可以让编译器分别编译所有的声明，然后在需要的地方高效地、有选择地导入处理之后的声明。

另一个不太明显的问题是，使用 include 方法时，非 inline 函数模板和 inline 函数以及宏之间有着明显的不同：非 inline 函数模板在被调用的地方不会被展开，而是会被实例化（产生一个函数的新的副本）。由于这是一个自动化过程，因此编译器可能会在两个不同的文件中实例化出两份函数的副本，某些链接器在遇到相同函数的两个定义时会报错。理论上我们不需要关心这一问题：这应该是 C++编译器处理的问题。在实践中也是这样，一切运转良好，我们不需要额外做些什么。但是对于比较大的、会创建自己的库的项目，可能会偶尔遇到问题。在第 14 章中关于实例化方案的讨论，以及对 C++编译系统的研读应该会对解决这一问题有帮助。

最后需要指出，以上例子中适用于常规函数模板的情况同样适用于类模板的成员函数和静态数据成员，甚至是成员函数模板。

## 模板和 inline

提高程序运行性能的一个常规手段是将函数声明为 inline 的。Inline 关键字的意思是给编译

器做一个暗示，要优先在函数调用处将函数体做 inline 替换展开，而不是按常规的调用机制执行。

但是编译器可能会忽略这一暗示。这样 inline 唯一可以保证的效果就是允许函数定义在程序中出现多次（因为其通常出现在被在多处调用的头文件中）。

和 inline 函数类似，函数模板也可以被定义在多个编译单元中。比如我们通常将模板定义放在头文件中，而这个头文件又被多个 CPP 文件包含。

但是这并不意味着函数模板在默认情况下就会使用inline 替换。在模板调用处是否进行 inline替换完全是由编译器决定的事情。编译器通常能够更好的评估 Inline 替换一个被调用函数是否能够提升程序性能。因此不同编译器之间对 inline 函数处理的精准原则也是不同的，这甚至会受编译选项的影响。

然而，通过使用合适的性能检测工具进行测试，程序员可能会比编译器更知道是否应该进行 inline 替换，因此也希望自己能够决定（而不是让编译器决定）是否需要进行 inline 替换。有时候这只能通过编译器的具体属性实现，比如 noinline 和 always\_inline。

目前需要指出的一个问题是，就这一问题而言，函数模板在全特化之后和常规函数是一样的：

。更全面也更细致的介绍请参见附录 A。

除非其被定义成 inline 的，否则它只能被定义一次

## 预编译头文件

即使不适用模板，C++的头文件也会大到需要很长时间进行编译。而模板的引入则进一步加剧了这一问题，程序员对这一问题的抱怨促使编译器供应商提供了一种叫做预编译头文件

（PCH: precomplied header）的方案来降低编译时间。这一方案不在 C++标准要求之中，因此其具体实现方式由编译器供应商自行决定。虽然我们没有过多的讨论创建以及使用预编译头文件的方式（该部分内容需要参考那些提供了该特性的 C++编译系统的文档），但是适当的了解其运作机制总是有帮助的。

当编译器编译一个文件的时候，它会从文件头开始编译并一直编译到结尾。当编译器处理文件中的符号（可能来自 include 文件）时，它会调整自己的状态，比如在符号表中添加新的条目，以方便随后的查找。在做这些事情的时候，编译器也可能会在目标文件中产生出一些代码。

预编译头文件方案的实现基于这样一个事实：在组织代码的时候，很多文件都以相同的几行代码作为开始。为了便于讨论，假设那些将要被编译文件的前 N 行内容都相同。这样就可以单独编译这 N 行代码，并将编译完成后的状态保存在一个预编译头文件中（precompiled header）。接着所有以这 N 行代码开始的文件，在编译时都会重新载入这个被保存的状态，然后从第 N+1 行开始编译。在这里需要指出，重新载入被保存的前 N 行代码的预编译状态可能会比再次编译这 N 行代码要快很多很多倍。但是保存这个状态可能要比单次编译这 N行代码慢的多，编译时间可能延长 20%到 200%。

因此利用预编译头文件提高编译速度的关键点是；让尽可能多的文件，以尽可能多的相同的代码作为开始。也就是说在实践中，文件要以相同的#include 指令（它们可能占用大量的编译时间）开始。因此如果#include 头文件的顺序相同的话，就会对提高编译性能很有帮助。但是对下面的文件：

#include <vector> #include <list>

…

和

#include <list> #include <vector>

…

预编译头文件不会起作用，因为它们的起始状态并不一致（顺序不一致）。

一些程序员认为，即使可能会错过一个利用预编译头文件加速文件编译的机会， 也应该多#include 一些可能用不到的头文件。这样做可以大大简化预编译头文件的使用方式。比如通常可以创建一个包含所有标准头文件的头文件，称之为 std.hpp：

#include <iostream> #include <string> #include <vector> #include <deque> #include <list>

…

这个文件可以被预编译，其它所有用到标准库的文件都可以直接在文件开始处 include 这个头文件：

#include "std.hpp"

…

这个文件的编译会花费一些时间，但是如果内存足够的话，预编译方案的编译速度几乎要比在不使用预编译方案时编译其它任何一个标准库头文件都要快。标准头文件尤其适用于这一情况，因为它们很少发生变化，因此 std.hpp 的预编译头文件只会被编译一次。另外，预编译头文件也是项目依赖项配置的一部分（比如主流的 make 工具或者 IDE 工具在必要的时候会对它们进行更新）。

一个值得推荐的组织预编译头文件的方法是将它们按层级组织，从最常用以及最稳定的头文件（比如 std.hpp）到那些我们期望其一直都不会变化的（因此值得被预编译的）头文件。但是如果头文件正处于频繁的开发阶段，为它们创建预编译头文件可能会增加编译时间，而不是减少编译时间。总之记住一点，为稳定层 创建的预编译头文件可以被重复使用，以提高那些不太稳定的头文件的编译速度。比如，除了上面已经预编译过的 std.hpp 文件，还有一个专为我们的项目准备的、尚未达到稳定状态的头文件 core.hpp：

#include "std.hpp"

#include "core\_data.hpp #include "core\_algos.hpp"

…

由于这个文件（称之为 core.hpp）以#include “std.hpp”开始，编译器会去载入其对应的预编译头文件，然后继续编译之后的头文件，这期间不会对标准头文件进行再次编译。当整个文件处理完毕之后，就又产生了一个新的预编译头文件。由于编译器可以直接载入这个预编译的头文件，其它的应用就可以通过 #include “core.hpp”头文件快速地使用其中的大量函数。

## 破译大篇幅的错误信息

常规函数的编译错误信息通常非常简单且直中要点。比如当编译器报错说”class X has no member ‘fun’”时，找到代码中相应的错误并不会很难。但是模板并不是这样。看下面这些例子。

### 简单的类型不匹配情况

考虑下面这个使用了 C++标准库的简单例子：

#include <string> #include <map> #include <algorithm> int main**()**

**{**

std**::**map**<**std**::**string**,**double**>** coll**;**

…

// find the first nonempty string in coll:

auto pos **=** std**::**find\_if **(**coll**.**begin**(),** coll**.**end**(), [] (**std**::**string const**&** s**){return** s **!=** ""**; });**

**}**

其中有一个相当小的错误：一个 lambda 函数被用来找到第一个匹配的字符串，它依次将 map 中的元素和一个字符串比较。但是，由于 map 中的元素是 key/value 对，因此传入 lambda的元素也将是一个 std::pair<std::string const, double>，而它是不能直接和字符串进行比较的。

针对这个错误，主流的 GUN C++编译器会报如下错误： 1 In file included from /cygdrive/p/gcc/gcc61- include/bits/stl\_algobase.h:71:0,

1. from /cygdrive/p/gcc/gcc61-include/bits/char\_traits.h:39,
2. from /cygdrive/p/gcc/gcc61-include/string:40,
3. from errornovel1.cpp:1:
4. /cygdrive/p/gcc/gcc61-

include/bits/predefined\_ops.h: In instantiation of 'bool gnu\_cxx

:: ops::\_Iter\_pred<\_Predicate>::operator() (\_Iterator) [with \_Iterator = std::\_Rb\_tree\_i

terator<std::pair<const std:: cxx11::basic\_string<char>, doubl

::<lambda(const string&)>]':

1. /cygdrive/p/gcc/gcc61-

include/bits/stl\_algo.h:104:42: required from '\_InputIterator std:: find\_if(\_InputIterator, \_InputIterator, \_Predicate, std: [with \_InputIterator = std::\_Rb\_tree\_iterator<std::pair<const s

<char>, double> >; \_Predicate = gnu\_cxx:: ops::\_Iter\_pred<

<lambda(const string&)> >]'

1. /cygdrive/p/gcc/gcc61-

include/bits/stl\_algo.h:161:23: required from '\_Iterator std:: find\_if(\_Iterator, \_Iterator, \_Predicate) [with \_Iterator = std pair<const std:: cxx11::basic\_string<char>, double> >; \_Predic Iter\_pred<main()::<lambda(const string&)> >]'

1. /cygdrive/p/gcc/gcc61-

include/bits/stl\_algo.h:3824:28: required from '\_IIter std::find

\_if(\_IIter, \_IIter, \_Predicate) [with \_IIter = std::\_Rb\_tree\_it

std:: cxx11::basic\_string<char>, double> >; \_Predicate = main

<lambda(const string&)

>]'

1. errornovel1.cpp:13:29: required from here
2. /cygdrive/p/gcc/gcc61- include/bits/predefined\_ops.h:234:11: error: no match for call to '(main()::

<lambda(const string&)>) (std::pair<const std:: cxx11::basic\_string< double>&)'11 { return bool(\_M\_pred(\* it)); }

12 ^~~~~~~~~~~~~~~~~~~~

13 /cygdrive/p/gcc/gcc61- include/bits/predefined\_ops.h:234:11: note: candidate: bool (\*) (

const string&) {aka bool (\*)

(const std:: cxx11::basic\_string<char>&)} <conversion> 14 /cygdrive/p/gcc/gcc61-

include/bits/predefined\_ops.h:234:11: note: candidate expects 2 arguments, 2 provided

15 errornovel1.cpp:11:52: note: candidate: main()::

<lambda(const string&)>

16 [] (std::string const& s) {

17 ^

18 errornovel1.cpp:11:52: note: no known conversion for argument

std:: cxx11::basic\_string<char>, double>' to 'const string& {a basic\_string<char>&}'

这个信息初看起来更像是小说而不是对 debug 有用的信息。如此长的信心很可能会让刚开始使用模板的程序员感到沮丧。但是当有了一定的经验之后，就能够应对这一类型的错误信息了，至少可以很容易的定位到出错的地方。

以上错误信息中第一部分的意思是，在一个函数模板的实例中遇到了错误，这个模板位于一个内部头文件 predefined\_ops.h 中。在这一行以及后面的几行中，编译器报告了哪些模板被用哪些参数实例化了。（太过冗长，暂不翻译）In this case,

it all started with the statement ending on line 13 of errornovel1.cpp, which is:

Click here to view code image

auto pos = std::find\_if (coll.begin(), coll.end(), [] (std::string const& s) {

return s != "";

});

This caused the instantiation of a find\_if template on line 115 of the stl\_algo.h header, where the code

Click here to view code image

\_IIter std::find\_if(\_IIter, \_IIter, \_Predicate) is instantiated with

Click here to view code image

\_IIter = std::\_Rb\_tree\_iterator<std::pair<const std:: cxx11::basic\_string<char>,

double> >\_Predicate = main()::<lambda(const string&)>

The compiler reports all this in case we simply were not expecting all these

templates to be instantiated. It allows us to determine the chain of events that caused the instantiations.

However, in our example, we’re willing to believe that all kinds of templates needed to be instantiated, and we just wonder why it didn’t work. This information comes in the last part of the message: The part that says “no match for call” implies that a function call could not be resolved because the types of the arguments and the parameter types didn’t match. It lists what is called

Click here to view code image (main()::<lambda(const string&)>) (std::pair<const std:: cxx11::basic\_string<char>,

double>&)

and code that caused this call:

Click here to view code image

{ return bool(\_M\_pred(\* it)); }

Furthermore, just after this, the line containing “note: candidate:” explains that there was a single candidate type expecting a const string& and that this candidate is defined in line 11 of errornovel1.cpp as lambda []

(std::string const& s) combined with a reason why a possible candidate

didn’t fit:

Click here to view code image

no known conversion for argument 1

from ’std::pair<const std:: cxx11::basic\_string<char>, double>’ to ’const string& {aka const std:: cxx11::basic\_string<char>&}’ which describes the problem we have.

There is no doubt that the error message could be better. The actual problem could be emitted before the history of the instantiation, and instead of using fully expanded template instantiation names like std:: cxx11::basic\_string<char>,

using just std::string might be enough. However, it is also true that all the information in this diagnostic could be useful in some situations. It is therefore not surprising that other compilers provide similar information (although some use the structuring techniques mentioned).

For example, the Visual C++ compiler outputs something like:

Click here to view code image

1. c:\tools\_root\cl\inc\algorithm(166): error C2664: 'bool main::<lambda\_b863c1c7cd07048816 f454330789acb4>::operator ()

(const std::string &) const': cannot convert argument 1 from 'std::pair<const \_Kty,\_Ty>' to 'const std::string &'

1. with
2. [
3. \_Kty=std::string,
4. \_Ty=double
5. ]
6. c:\tools\_root\cl\inc\algorithm(166): note: Reason: cannot convert

\_Kty,\_Ty>' to 'const std::string'

1. with
2. [
3. \_Kty=std::string,
4. \_Ty=double
5. ]
6. c:\tools\_root\cl\inc\algorithm(166): note: No userdefined-conversion operator available that can perform this conversion, or the operator cannot be called
7. c:\tools\_root\cl\inc\algorithm(177): note: see reference to functi ion '\_InIt std::\_Find\_if\_unchecked<std::\_Tree\_unchecked\_iterator<\_ (\_InIt,\_In

It,\_Pr &)' being compiled

1. with
2. [
3. \_InIt=std::\_Tree\_unchecked\_iterator<std::\_Tree\_val<std:

<std::pair<const std::string,double>>>>,

1. \_Mytree=std::\_Tree\_val<std::\_Tree\_simple\_types<std::pai double>>>,
2. \_Pr=main::

<lambda\_b863c1c7cd07048816f454330789acb4>

1. ]
2. main.cpp(13): note: see reference to function template instantiati

<std::\_Tree\_iterator<std::\_Tree\_val<std::\_Tree\_simple\_types<std::p

,main::<lambda\_b863c1c7cd07048816f454330789acb4>> (\_InIt,\_InIt,\_Pr)' being compiled

1. with
2. [
3. \_InIt=std::\_Tree\_iterator<std::\_Tree\_val<std::\_Tree\_sim const std::string,double>>>>,
4. \_Kty=std::string,
5. \_Ty=double,
6. \_Pr=main::

<lambda\_b863c1c7cd07048816f454330789acb4> 28 ]

Here, again, we provide the chain of instantiations with the information telling us

what was instantiated by which arguments and where in the code, and we see twicethat we Click here to view code image

cannot convert from ’std::pair<const \_Kty,\_Ty>’ to ’const std::string’

with [

\_Kty=std::string,

\_Ty=double

]

Missing const on Some Compilers

Unfortunately, it sometimes happens that generic code is a problem only with some compilers. Consider the following example:

Click here to view code image basics/errornovel2.cpp #include <string>

#include <unordered\_set> class Customer

{

private:

std::string name; public:

Customer (std::string const& n)

: name(n) {

} s

td::string getName() const { return name;

}

};

int main()

{

// provide our own hash function:

struct MyCustomerHash {

// NOTE: missing const is only an error with g++ and clang:

std::size\_t operator() (Customer const& c) { return std::hash<std::string>()(c.getName());

}

};

// and use it for a hash table of Customers:std::unordered\_set<Customer,MyCustomerHash> coll; …

} W

ith Visual Studio 2013 or 2015, this code compiles as expected. However, with g++ or clang, the code causes significant error messages. On g++ 6.1, for example, the first error message is as follows:

Click here to view code image

1. In file included from /cygdrive/p/gcc/gcc61- include/bits/hashtable.h:35:0,
2. from /cygdrive/p/gcc/gcc61-include/unordered\_set:47,
3. from errornovel2.cpp:2:
4. /cygdrive/p/gcc/gcc61-include/bits/hashtable\_policy.h: In instantiation of 'struct std::

detail:: is\_noexcept\_hash<Customer, main()::MyCustomerHash>':

1. /cygdrive/p/gcc/gcc61-include/type\_traits:143:12: required from 'struct std:: and\_<

std:: is\_fast\_hash<main()::MyCustomerHash>, std:: detail:: is\_noexcept\_hash<Customer, main()::MyCustomerHash> >'

1. /cygdrive/p/gcc/gcc61-include/type\_traits:154:38: required from 'struct std:: not\_<

std:: and\_<std:: is\_fast\_hash<main()::MyCustomerHash>, std:: detail:: is\_noexcept\_

hash<Customer, main()::MyCustomerHash> > >' 7 /cygdrive/p/gcc/gcc61-

include/bits/unordered\_set.h:95:63: required from 'class std::

unordered\_set<Customer, main()::MyCustomerHash>'

1. errornovel2.cpp:28:47: required from here
2. /cygdrive/p/gcc/gcc61- include/bits/hashtable\_policy.h:85:34: error: no match for call to

'(const main()::MyCustomerHash) (const Customer&)'

1. noexcept(declval<const \_Hash&>()(declval<const \_Key&>

()))>

1. ~~~~~~~~~~~~~~~~~~~~~~~^~~~~~~~~~~~~~~~~~~~~~~~
2. errornovel2.cpp:22:17: note: candidate: std::size\_t main()::MyCustomerHash::operator()(

const Customer&) <near match>

1. std::size\_t operator() (const Customer& c) {
2. ^~~~~~~~
3. errornovel2.cpp:22:17: note: passing 'const main()::MyCustomerHash\*' as 'this' argument

discards qualifiersimmediately followed by more than 20 other error messages: 16 In file included from /cygdrive/p/gcc/gcc61-

include/bits/move.h:57:0,

1. from /cygdrive/p/gcc/gcc61- include/bits/stl\_pair.h:59,
2. from /cygdrive/p/gcc/gcc61- include/bits/stl\_algobase.h:64, 20 from /cygdrive/p/gcc/gcc61- include/bits/char\_traits.h:39,
3. from /cygdrive/p/gcc/gcc61-include/string:40,
4. from errornovel2.cpp:1:
5. /cygdrive/p/gcc/gcc61-include/type\_traits: In instantiation of 'struct std:: not\_<std::

and\_<std:: is\_fast\_hash<main()::MyCustomerHash>, std:: detail:: is\_noexcept\_hash<

Customer, main()::MyCustomerHash> > >': 24 /cygdrive/p/gcc/gcc61-

include/bits/unordered\_set.h:95:63: required from 'class std::

unordered\_set<Customer, main()::MyCustomerHash>'

1. errornovel2.cpp:28:47: required from here
2. /cygdrive/p/gcc/gcc61-include/type\_traits:154:38: error: 'value' is not a member of 'std

:: and\_<std:: is\_fast\_hash<main()::MyCustomerHash>, std:: detail:: is\_noexcept\_hash<

Customer, main()::MyCustomerHash> >'

1. : public integral\_constant<bool, !\_Pp::value>
2. ^~~~
3. In file included from /cygdrive/p/gcc/gcc61- include/unordered\_set:48:0,
4. from errornovel2.cpp:2:
5. /cygdrive/p/gcc/gcc61-include/bits/unordered\_set.h: In instantiation of 'class std::

unordered\_set<Customer, main()::MyCustomerHash>': 32 errornovel2.cpp:28:47: required from here

1. /cygdrive/p/gcc/gcc61-include/bits/unordered\_set.h:95:63:

error: 'value' is not a member of

'std:: not\_<std:: and\_<std:: is\_fast\_hash<main()::MyCustomerHash>, std:: detail::

is\_noexcept\_hash<Customer, main()::MyCustomerHash> >

>'

1. typedef uset\_hashtable<\_Value, \_Hash, \_Pred, \_Alloc>

\_Hashtable;

1. ^~~~~~~~~~
2. /cygdrive/p/gcc/gcc61-include/bits/unordered\_set.h:102:45:error: 'value' is not a member of

'std:: not\_<std:: and\_<std:: is\_fast\_hash<main()::MyCustomerHash>, std:: detail::

is\_noexcept\_hash<Customer, main()::MyCustomerHash> >

>'

1. typedef typename \_Hashtable::key\_type key\_type;
2. ^~~~~~~~

…

Again, it’s hard to read the error message (even finding the beginning and end of each message is a chore). The essence is that deep in header file hashtable\_policy.h in the instantiation of std::unordered\_set<>

required by

Click here to view code image std::unordered\_set<Customer,MyCustomerHash> coll; there is no match for the call to

Click here to view code image

const main()::MyCustomerHash (const Customer&) in the instantiation of

Click here to view code image

noexcept(declval<const \_Hash&>()(declval<const \_Key&>()))>

~~~~~~~~~~~~~~~~~~~~~~~^~~~~~~~~~~~~~~~~~~~~~~~ (declval<const \_Hash&>() is an expression of type main()::MyCustomerHash). A possible “near match” candidate is Click here to view code image

std::size\_t main()::MyCustomerHash::operator()(const Customer&) which is declared as

Click here to view code image

std::size\_t operator() (const Customer& c) {

^~~~~~~~

and the last note says something about the problem:

Click here to view code image

passing ’const main()::MyCustomerHash\*’ as ’this’ argument discards qualifiers

Can you see what the problem is? This implementation of thestd::unordered\_set class template requires that the function call operator for

the hash object be a const member function (see also Section 11.1.1 on page 159). When that’s not the case, an error arises deep in the guts of the algorithm.

All other error messages cascade from the first and go away when a const qualifier is simply added to the hash function operator:

Click here to view code image

std::size\_t operator() (const Customer& c) const {

… }

Clang 3.9 gives the slightly better hint at the end of the first error message that operator() of the hash functor is not marked const:

Click here to view code image

… e

rrornovel2.cpp:28:47: note: in instantiation of template class

’std::unordered\_set<Customer

, MyCustomerHash, std::equal\_to<Customer>, std::allocator<Customer> >’ requested here std::unordered\_set<Customer,MyCustomerHash> coll;

^

errornovel2.cpp:22:17: note: candidate function not viable:

’this’ argument has type ’const MyCustomerHash’, but method is not marked const std::size\_t operator() (const Customer& c) {

^

Note that clang here mentions default template parameters such as std::allocator<Customer>, while gcc skips them.

As you can see, it is often helpful to have more than one compiler available to test your code. Not only does it help you write more portable code, but where one compiler produces a particularly inscrutable error message, another might provide more insig

## 后记

将源代码分成头文件和 CPP 文件是为了遵守唯一定义法则（one-definition rule, ODR）。附录 A 中对该法则有详实的介绍。

基于 C++编译器实现中的既有惯例，包含模式是一种很务实的解决方案。但是在最初的 C++实现中情况有所不同：模板定义的包含是隐式的，这就给人以源文件和头文件“分离”的错觉（参见第 14 章）。

C++98 通过导出模板（exported templates）支持了模板编译的分离模式（separation model）。这一分离模式允许被 export 标记的模板声明被声明在头文件里，相应的定义则被实现在 CPP文件里，这一点和常规非 template 代码的情况很相似。不同于包含模式，这一模式是一种

不基于任何已有实现的理论模式，而且其实现也要远比 C++标准委员会所期待的要复杂。直到五年之后这一实现方式才被公布，这期间也没有其它实现方式出现。为了保持 C++标准和既有惯例的一致性，C++标准委员会在 C++11 中移除了 export 模式。对这一方面内容感兴趣的读者可以去读一下背书第一版的 6.3 节和 10.3 节。

It is sometimes tempting to imagine ways of extending the concept of precompiled headers so that more than one header could be loaded for a single compilation. This would in principle allow for a finer grained approach to precompilation. The obstacle here is mainly the preprocessor: Macros in one header file can entirely change the meaning of subsequent header files. However, once a file has been precompiled, macro processing is completed, and it is hardly practical to attempt to patch a precompiled header for the preprocessor effects induced by other headers. A new language feature known as modules (see Section 17.11 on page 366) is expected to be added to C++ in the not too distant future to address this issue (macro definitions cannot leak into module interfaces).

## 总结

* 模板的包含模式被广泛用来组织模板代码。第 14 章会介绍另一种替代方法。
* 当被定义在头文件中，且不在类或者结构体中时，函数模板的全特例化版本需要使inline。
* 为了充分发挥预编译的特性，要确保#include 指令的顺序相同。
* Debug 模板相关代码很有挑战性。

# 第 10 章 模板基本术语

到目前为止，我们介绍了一些 C++中模板的基本概念。在开始介绍更多细节内容之前，先来看一些将会被用到的术语。这是必要的，因为有时在 C++社区中（甚至实在之前的 C++标准中）会找不到某些术语的精确定义。

## “类模板”还是“模板类”

在 C++中，structs，classes 以及 unions 都被称为 class types。如果没有特殊声明的话，“class”的字面意思是用关键字 class 或者 struct 声明的 class types。注意 class types 包含 unions，但是 class 不包含。

关于该如何称呼一个是模板的类，有一些困扰：

* 术语 class template 是指这个 class 是模板。也就是说它是一组 class 的参数化表达。
* 术语 template class 则被：
  + 用作 class template 的同义词。
  + 用来指代从 template 实例化出来的 classes。
  + 用来指代名称是一个 template-id（模板名 + <模板参数>）的类。第二种和第三中意思的区别很小，对后续的讨论也不重要。

由于这一不确定性，在本书中会避免使用术语 template class。

同样地，我们会使用 function template，member template，member function template，以及 variable template ， 但不会使用 template function ， template member ， template member function，以及 template variable。

## 替换，实例化，和特例化

在处理模板相关的代码时，C++编译器必须经常去用模板实参替换模板参数。有时后这种替换只是试探性的：编译器需要验证这个替换是否有效（参见 8.4 节以及 15.7 节）。

用实际参数替换模板参数，以从一个模板创建一个常规类、类型别名、函数、成员函数或者变量的过程，被称为“模板实例化”。

不过令人意外的是，目前就该如何表示通过模板参数替换创建一个声明（不是定义）的过程，还没有相关标准以及基本共识。有人使用“部分实例化（partial instantiation）”或者“声明的实例化（instantiation of a declaration）”，但是这些用法都不够普遍。或许使用“不完全

实例化（incomplete instantiation）”会更直观一些（对于类模板，产生的是不完整类）。通过实例化或者不完全实例化产生的实体通常被称为特例化（specialization）。

但是在 C++中，实例化过程并不是产生特例化的唯一方式。另外一些方式允许程序员显式的指定一个被关联到模板参数的、被进行了特殊替换的声明。正如 2.5 节介绍的那样，这一类特例化以一个 template<>开始：

template**<**typename T1**,** typename T2**>** // primary class template class MyClass **{**

…

**};**

template**<>** // explicit specialization class MyClass**<**std**::**string**,**float**> {**

…

**};**

严格来说，这被称为显式特例化（explicit specialization）。

正如在 2.6 节介绍的那样，如果特例化之后依然还有模板参数，就称之为部分特例化。

template**<**typename T**>** // partial specialization class MyClass**<**T**,**T**> {**

…

**};**

template**<**typename T**>** // partial specialization class MyClass**<**bool**,**T**> {**

…

**};**

在讨论（显式或者部分）特例化的时候，特例化之前的通用模板被称为主模板。

## 声明和定义

到目前为止，“声明”和“定义”只在本书中使用了几次。但是在标准 C++中，这些单词有着明确的定义，我们也将采用这些定义。

“声明”是一个 C++概念，它将一个名称引入或者再次引入到一个 C++作用域内。引入的过程中可能会包含这个名称的一部分类别，但是一个有效的声明并不需要相关名称的太多细节。比如：

class C**;** // a declaration of C as a class

void f**(**int p**);** // a declaration of f() as a function and p as a named parameter

extern int v**;** // a declaration of v as a variable

注意，在 C++中虽然宏和 goto 标签也都有名字，但是它们并不是声明。

对于声明，如果其细节已知，或者是需要申请相关变量的存储空间，那么声明就变成了定义。对于 class 类型的定义和函数定义，意味着需要提供一个包含在{}中的主体，或者是对函数使用了=defaul/=delete。对于变量，如果进行了初始化或者没有使用 extern，那么声明也会变成定义。下面是一些“定义”的例子：

class C **{};** // definition (and declaration) of class C

void f**(**int p**) {** //definition (and declaration) of function f() std**::**cout **<<** p **<<** ’\n’**;**

**}**

extern int v **=** 1**;** // an initializer makes this a definition for v int w**;** // global variable declarations not preceded by extern are also definitions

作为扩展，如果一个类模板或者函数模板有包含在{}中的主体的话，那么声明也会变成定义。

template**<**typename T**>** void func **(**T**);**

是一个声明。而： template**<**typename T**>** class S **{};**

则是一个定义。

* + 1. 完整类型和非完整类型（**complete versus incomplete types**）

类型可以是完整的（complete）或者是不完整的（incomplete），这一名词和声明以及定义之间的区别密切相关。有些语言的设计要求完整类型，有一些也适用于非完整类型。

非完整类型是以下情况之一：

* + - * 一个被声明但是还没有被定义的 class 类型。
      * 一个没有指定边界的数组。
      * 一个存储非完整类型的数组。
      * Void 类型。
      * 一个底层类型未定义或者枚举值未定义的枚举类型。
      * 任何一个被 const 或者 volatile 修饰的以上某种类型。其它所有类型都是完整类型。比如：

class C**;** // C is an incomplete type

C const**\*** cp**;** // cp is a pointer to an incomplete type extern C elems**[**10**];** // elems has an incomplete type extern int arr**[];** // arr has an incomplete type…c

lass C **{ };** // C now is a complete type (and therefore cpand elems

// no longer refer to an incomplete type) int arr**[**10**];** // arr now has a complete type

关于在模板中应该如何处理非完整类型，请参见 11.5 节。

## 唯一定义法则

C++语言中对实体的重复定义做了限制。这一限制就是“唯一定义法则（one-definition rule, ODR）”。相关细节非常复杂，涵盖的内容也比较多。接下来的章节中会涉及到各种应用上的情况，完整的关于 ODR 的介绍请参见附录 A。目前只要记住以下基础的 ODR 就够了：

* 常规（比如非模板）非 inline 函数和成员函数，以及非 inline 的全局变量和静态数据成员，在整个程序中只能被定义一次。
* Class 类型（包含 struct 和 union），模板（包含部分特例化，但不能是全特例化），以及 inline 函数和变量，在一个编译单元中只能被定义一次，而且不同编译单元间的定义应该相同。

编译单元是通过预处理源文件产生的一个文件；它包含通过#include 指令包含的内容以及宏展开之后的内容。

在后面的章节中，**可链接实体（linkable entity）指的是下面的任意一种**：一个函数或者成员函数，一个全局变量或者静态数据成员，以及通过模板产生的类似实体，只要对 linker 可见就行。

## Template Arguments versus Template Parameters

考虑如下类模板： template**<**typename T**,** int N**>** class ArrayInClass **{**

public**:**

T array**[**N**];**

**};**

和一个类似的类：

class DoubleArrayInClass **{**

public**:**

double array**[**10**];**

**};**

如果将前者中的模板参数 T 和 N 替换为 double 和 10，那么它将和后者相同。在 C++中这种类型的模板参数替换被表示为：

ArrayInClass**<**double**,**10**>**

注意模板名称后面的尖括号以及其中的模板实参。

不管这些实参是否和模板参数有关，模板名称以及其后面的尖括号和其中的模板实参，被称为 template-id。

其用法和非模板类的用法非常相似。比如：

int main**()**

**{**

ArrayInClass**<**double**,**10**>** ad**;** ad**.**array**[**0**] =** 1.0**;**

**}**

有必要对模板参数（template parameters）和模板实参（template arguments）进行区分。简单来讲可以说“模板参数是被模板实参初始化的”。或者更准确的说：

* 模板参数是那些在模板定义或者声明中，出现在 template 关键字后面的尖括号中的名称。
* 模板实参是那些用来替换模板参数的内容。不同于模板参数，模板实参可以不只是“名称”。

当指出模板的 template-id 的时候，用模板实参替换模板参数的过程就是显式的，但是在很多情况这一替换则是隐式的（比如模板参数被其默认值替换的情况）。

一个基本原则是：任何模板实参都必须是在编译期可知的。就如接下来会澄清的，这一要求对降低模板运行期间的成本很有帮助。由于模板参数最终都会被编译期的值进行替换，它们也可以被用于编译期表达式。在 ArrayInClass 模板中指定成员 array 的尺寸时就用到了这一特性。数组的尺寸必须是一个常量表达式，而模板参数 N 恰好满足这一要求。

对这一特性的使用可以更进一步：由于模板参数是编译期实体，它们也可以被用作模板实参。就像下面这个例子这样：

template**<**typename T**>** class Dozen **{**

public**:**

ArrayInClass**<**T**,**12**>** contents**;**

**};**

其中 T 既是模板参数也是模板实参。这样这一原理就可以被用来从简单模板构造更复杂的模板。当然，在原理上，这和我们构造类型和函数并没有什么不同。

## 总结

* 对那些是模板的类，函数和变量，我们称之为类模板，函数模板和变量模板。
* 模板实例化过程是一个用实参取代模板参数，从而创建常规类或者函数的过程。最终产

生的实体是一个特化。

* 类型可以是完整的或者非完整的。
* 根据唯一定义法则（ODR），非 inline 函数，成员函数，全局变量和静态数据成员在整个程序中只能被定义一次。

# 11 章 泛型库

到目前为止，关于模板的讨论主要是基于直接的任务和应用，集中在某些特性，能力和限制上。但是当模板被用于泛型库和框架设计时，其效果更明显，此时必须考虑到一些限制更少的潜在应用。虽然本书中几乎所有的内容都可以用于此类设计，接下来还是会重点介绍一些在设计可能会被用于未知类型的便捷组件时应该考虑的问题。

此处并没有穷尽所有的问题，只是总结了目前为止已经介绍的一些特性，引入了一些新的特性，同时引用了一些在接下来的章节中才会涉及到的特性。希望这能偶促使你继续阅读后面的某些章节。

## 可调用对象（Callables）

一些库包含这样一种接口，客户端代码可以向该类接口传递一个实体，并要求该实体必须被 调用。相关的例子有：必须在另一个线程中被执行的操作，一个指定该如何处理 hash 值并将其存在 hash 表中的函数（hash 函数），一个指定集合中元素排序方式的对象，以及一个提供了某些默认参数值的泛型包装器。标准库也不例外：它定义了很多可以接受可调用对象作为参数的组件。

这里会用到一个叫做回调（callback）的名词。传统上这一名词被作为函数调用实参使用，我们将保持这一传统。比如一个排序函数可能会接受一个回调参数并将其用作排序标准，该回调参数将决定排序顺序。

在 C++中，由于一些类型既可以被作为函数调用参数使用，也可以按照 f(...)的形式调用，因此可以被用作回调参数：

* 函数指针类型
* 重载了 operator()的 class 类型（有时被称为仿函数（functors）），这其中包含 lambda

函数

* 包含一个可以产生一个函数指针或者函数引用的转换函数的 class 类型

这些类型被统称为函数对象类型（function object types），其对应的值被称为函数对象

（function object）。

如果可以接受某种类型的可调用对象的话，泛型代码通常可以从中受益，而模板使其称为可能。

### 函数对象的支持

来看一下标准库中的 for\_each()算法是如何实现的（为了避免名字冲突，这里使用“foreach”，为了简单也将不会返回任何值）：

template**<**typename Iter**,** typename Callable**>**

void foreach **(**Iter current**,** Iter end**,** Callable op**)**

**{**

**while (**current **!=** end**) {** //as long as not reached the end op**(\***current**);** // call passed operator for current element

**++**current**;** // and move iterator to next element

**}**

**}**

下面的代码展示了将以上模板用于多种函数对象的情况： #include <iostream>#include <vector> #include "foreach.hpp"

// a function to call: void func**(**int i**)**

**{**

std**::**cout **<<** "func() called for: " **<<** i **<<** ’\n’**;**

**}**

// a function object type (for objects that can be used as functions): class FuncObj **{**

public**:**

void **operator() (**int i**)** const **{** //Note: const member function std**::**cout **<<** "FuncObj::op() called for: " **<<** i **<<** ’\n’**;**

**}**

**};**

int main**()**

**{**

std**::**vector**<**int**>** primes **= {** 2**,** 3**,** 5**,** 7**,** 11**,** 13**,** 17**,** 19 **};**

foreach**(**primes**.**begin**(),** primes**.**end**(),** // range func**);** // function as callable (decays to pointer)

foreach**(**primes**.**begin**(),** primes**.**end**(),** // range **&**func**);** // function pointer as callable foreach**(**primes**.**begin**(),** primes**.**end**(),** // range

FuncObj**());** // function object as callable foreach**(**primes**.**begin**(),** primes**.**end**(),** // range

**[] (**int i**) {** //lambda as callable

std**::**cout **<<** "lambda called for: " **<<** i **<<** ’\n’**;**

**});**

**}**

详细看一下以上各种情况：

* 当把函数名当作函数参数传递时，并不是传递函数本体，而是传递其指针或者引用。和数组情况类似（参见 7.4 节），在按值传递时，函数参数退化为指针，如果参数类型是模板参数，那么类型会被推断为指向函数的指针。

和数组一样，按引用传递的函数的类型不会 decay。但是函数类型不能真正用 const 限制。如果将 foreach()的最后一个参数的类型声明为 Callable const &，const 会被省略。

（通常而言，在主流 C++代码中很少会用到函数的引用。）

* 在第二个调用中，函数指针被显式传递（传递了一个函数名的地址）。这和第一中调用方式相同（函数名会隐式的 decay 成指针），但是相对而言会更清楚一些。
* 如果传递的是仿函数，就是将一个类的对象当作可调用对象进行传递。通过一个 class

类型进行调用通常等效于调用了它的 operator()。因此下面这样的调用： op(\*current);

会被转换成：

op**.operator()(\***current**);** // call operator() with parameter \*current for op

注意在定义 operator()的时候最好将其定义成 const 成员函数。否则当一些框架或者库不希望该调用会改变被传递对象的状态时，会遇到很不容易 debug 的 error。

对于 class 类型的对象，有可能会被转换为指向 surrogate call function（参见 C.3.5）的指针或者引用。此时，下面的调用：

op(\*current);

会被转换为：

**(**op**.operator** F**())(\***current**);**

其中 F 就是 class 类型的对象可以转换为的，指向函数的指针或者指向函数的引用的类型。

* Lambda 表达式会产生仿函数（也称闭包），因此它与仿函数（重载了 operator()的类）的情况没有不同。不过 Lambda 引入仿函数的方法更为简便，因此它们从 C++11 开始变得很常见。

有意思的是，以[]开始的 lambdas（没有捕获）会产生一个向函数指针进行转换的运算符。但是它从来不会被当作 surrogate call function，因为它的匹配情况总是比常规闭包的 operator()要差。

### 处理成员函数以及额外的参数

在以上例子中漏掉了另一种可以被调用的实体：成员函数。这是因为在调用一个非静态成员

函数的时候需要像下面这样指出对象：object.memfunc(...)或者 ptr->memfunc(...)，这和常规情况下的直接调用方式不同：func(...)。

幸运的是，从 C++17 开始，标准库提供了一个工具：std::invlke()，它非常方便的统一了上面的成员函数情况和常规函数情况，这样就可以用同一种方式调用所有的可调用对象。下面代码中 foreach()的实现使用了 std::invoke()：

#include <utility> #include <functional>

template**<**typename Iter**,** typename Callable**,** typename… Args**>**

void foreach **(**Iter current**,** Iter end**,** Callable op**,** Args const**&**…args**)**

**{**

**while (**current **!=** end**) {** //as long as not reached the end of the elements

std**::**invoke**(**op**,** //call passed callable with args…**,** //any additional args

**\***current**);** // and the current element

**++**current**;**

**}**

**}**

这里除了作为参数的可调用对象，foreach()还可以接受任意数量的参数。然后 foreach()将参数传递给 std::invoke()。Std::invoke()会这样处理相关参数：

* 如果可调用对象是一个指向成员函数的指针，它会将 args...中的第一个参数当作 this 对象（不是指针）。Args...中其余的参数则被当做常规参数传递给可调用对象。
* 否则，所有的参数都被直接传递给可调用对象。

注意这里对于可调用对象和 agrs..都不能使用完美转发（perfect forward）：因为第一次调用

可能会 steal(偷窃)相关参数的值，导致在随后的调用中出现错误o

现在既可以像之前那样调用 foreach()，也可以向它传递额外的参数，而且可调用对象可以是一个成员函数。正如下面的代码展现的那样：

#include <iostream> #include <vector> #include <string>

#include "foreachinvoke.hpp"

// a class with a member function that shall be called class MyClass **{**

public**:**

void memfunc**(**int i**)** const **{**

std**::**cout **<<** "MyClass::memfunc() called for: " **<<** i **<<** ’

\n’**;**

**}**

**};**

int main**()**

**{**

std**::**vector**<**int**>** primes **= {** 2**,** 3**,** 5**,** 7**,** 11**,** 13**,** 17**,** 19 **};**

// pass lambda as callable and an additional argument: foreach**(**primes**.**begin**(),** primes**.**end**(),** //elements for 2nd arg of

lambda

**[](**std**::**string const**&** prefix**,** int i**) {** //lambda to call std**::**cout **<<** prefix **<<** i **<<** ’\n’**;**

**},**

"- value:"**);** //1st arg of lambda

// call obj.memfunc() for/with each elements in primes passed as argument

MyClass obj**;**

foreach**(**primes**.**begin**(),** primes**.**end**(),** //elements used as args

**&**MyClass**::**memfunc**,** //member function to call obj**);** // object to call memfunc() for

**}**

第一次调用 foreach()时，第四个参数被作为 lambda 函数的第一个参数传递给 lambda，而 vector 中的元素被作为第二个参数传递给 lambda。第二次调用中，第三个参数 memfunc()被第四个参数 obj 调用。

关于通过类型萃取判断一个可调用对象是否可以用于 std::invode()的内容，请参见 D.3.1 节。

### 函数调用的包装

Std::invoke()的一个常规用法是封装一个单独的函数调用（比如：记录相关调用，测量所耗时常，或者准备一些上下文信息（比如为此启动一个线程））。此时可以通过完美转发可调用对象以及被传递的参数来支持移动语义：

#include <utility> // for std::invoke() #include <functional> // for std::forward() template**<**typename Callable**,** typename… Args**>**

decltype**(**auto**)** call**(**Callable**&&** op**,** Args**&&**… args**)**

**{**

**return** std**::**invoke**(**std**::**forward**<**Callable**>(**op**),** //passed callable with

std**::**forward**<**Args**>(**args**)**…**);** // any additional args

**}**

一个比较有意思的地方是该如何处理被调用函数的返回值，才能将其“完美转发”给调用者。为了能够返回引用（比如 std::ostream&）,需要使用 decltype**(**auto**)**而不是 auto：

template**<**typename Callable**,** typename… Args**>** decltype**(**auto**)** call**(**Callable**&&** op**,** Args**&&**… args**)**

decltype**(**auto**)**（在 C++14 中引入）是一个占位符类型，它根据相关表达式决定了变量、

返回值、或者模板实参的类型。详情请参考 15.10.3 节。

如果你想暂时的将 std::invoke()的返回值存储在一个变量中，并在做了某些别的事情后将其返回（ 比如处理该返回值或者记录当前调用的结束）， 也必须将该临时变量声明为 decltype**(**auto**)**类型：

decltype**(**auto**)** ret**{**std**::**invoke**(**std**::**forward**<**Callable**>(**op**),** std**::**forward**<**Args**>(**args**)**…**)};**

…

**return** ret**;**

注意这里将 ret 声明为 auto &&是不对的。Auto&&作为引用会将变量的生命周期扩展到作用域的末尾（参见 11.3 节），但是不会扩展到超出 return 的地方。

不过即使是使用 decltype**(**auto**)**也还是有一个问题：如果可调用对象的返回值是 void，那么将 ret 初始化为 decltype**(**auto**)**是不可以的，这是因为 void 是不完整类型。此时有如下选择：

* 在当前行前面声明一个对象，并在其析构函数中实现期望的行为。比如：

struct cleanup **{**

**~**cleanup**() {**

… //code to perform on return

**}**

**}** dummy**;**

**return** std**::**invoke**(**std**::**forward**<**Callable**>(**op**),** std**::**forward**<**Args**>(**args**)**…**);**

* 分别实现 void 和非 void 的情况：

#include <utility> // for std::invoke() #include <functional> // for std::forward()

#include <type\_traits> // for std::is\_same<> and invoke\_result**<>**

template**<**typename Callable**,** typename… Args**>**

decltype**(**auto**)** call**(**Callable**&&** op**,** Args**&&**… args**)**

**{**

**if** constexpr**(**std**::**is\_same\_v**<**std**::**invoke\_result\_t**<**Callable**,** Args…**>,** void**>) {**// return type is void:

std**::**invoke**(**std**::**forward**<**Callable**>(**op**),** std**::**forward**<**Args**>(**args**)**…**);**

…

**return;**

**} else {**

// return type is not void:

decltype**(**auto**)** ret**{**std**::**invoke**(**std**::**forward**<**Callable**>(**op**),** std**::**forward**<**Args**>(**args**)**…**)};**

…

**return** ret**;**

**}**

**}**

其中：

**if** constexpr**(**std**::**is\_same\_v**<**std**::**invoke\_result\_t**<**Callable**,** Args…**>,** void**>)**

在编译期间检查使用 Args...的 callable 的返回值是不是 void 类型。关于 std::invoke\_result<>

的细节请参见 D.3.1 节。

后续的 C++版本可能会免除掉这种对 void 的特殊操作（参见 17.7 节）。

## 其他一些实现泛型库的工具

std::invoke()只是 C++标准库提供的诸多有用工具中的一个。在接下来的内容中，我们会介绍其他一些重要的工具。

### 类型萃取

标准库提供了各种各样的被称为类型萃取（type traits）的工具，它们可以被用来计算以及修改类型。这样就可以在实例化的时候让泛型代码适应各种类型或者对不同的类型做出不同的响应。比如：

#include <type\_traits> template**<**typename T**>** class C

**{**

// ensure that T is not void (ignoring const or volatile):

**static\_assert(!**std**::**is\_same\_v**<**std**::**remove\_cv\_t**<**T**>,**void**>,**

"invalid instantiation of class C for void type"**);** public**:**

template**<**typename V**>** void f**(**V**&&** v**) {**

**if** constexpr**(**std**::**is\_reference\_v**<**T**>) {**

… // special code if T is a reference type

**}**

**if** constexpr**(**std**::**is\_convertible\_v**<**std**::**decay\_t**<**V**>,**T**>) {**

… // special code if V is convertible to T

**}**

**if** constexpr**(**std**::**has\_virtual\_destructor\_v**<**V**>) {**

… // special code if V has virtual destructor

**}**

**}**

**};**

如上所示，通过检查某些条件,可以在模板的不同实现之间做选择。在这里用到了编译期的 if 特性，该特性从 C++17 开始可用，作为替代选项，这里也可以使用 std::enable\_if、部分特例化或者 SFINAE（参见第 8 章）。

但是使用类型萃取的时候需要额外小心：其行为可能和程序员的预期不同。比如：

std**::**remove\_const\_t**<**int const**&>** // yields int const&

这里由于引用不是 const 类型的（虽然你不可以改变它），这个操作不会有任何效果。这样，删除引用和删除 const 的顺序就很重要了：

std**::**remove\_const\_t**<**std**::**remove\_reference\_t**<**int const**&>>** // int std**::**remove\_reference\_t**<**std**::**remove\_const\_t**<**int const**&>>** // int const

另一种方法是，直接调用：

std**::**decay\_t**<**int const**&>** // yields int

但是这同样会让裸数组和函数类型退化为相应的指针类型。

当然还有一些类型萃取的使用是有要求的。这些要求不被满足的话，其行为将是未定义的。比如：

make\_unsigned\_t**<**int**>** // unsigned int

make\_unsigned\_t**<**int const**&>** // undefined behavior (hopefully error)

某些情况下，结果可能会让你很意外。比如：

add\_rvalue\_reference\_t**<**int const**>** // int const&& add\_rvalue\_reference\_t**<**int const**&>** // int const& (lvalueref remains lvalue-ref)

这里我们期望 add\_rvalue\_reference 总是能够返回一个右值引用，但是 C++中的引用塌缩（reference-collapsing rules，参见 15.6.1 节）会令左值引用和右值引用的组合返回一个左值引用

另一个例子是：

is\_copy\_assignable\_v**<**int**>** // yields true (generally, you can assign an int to an int)

is\_assignable\_v**<**int**,**int**>** // yields false (can’t call 42 = 42)

其中 is\_copy\_assignable 通常只会检查是否能够将一个 int 赋值给另外一个（检查左值的相关操作），而 is\_assignable 则会考虑值的种类（value category，会检查是否能将一个右值赋值给另外一个）。也就是说第一个语句等效于：

is\_assignable\_v**<**int**&,**int**&>** // yields true

对下面的例子也是这样：

is\_swappable\_v**<**int**>** // yields true (assuming lvalues) is\_swappable\_v**<**int**&,**int**&>** // yields true (equivalent to the previous check)

is\_swappable\_with\_v**<**int**,**int**>** // yields false (taking value category into account)

综上，在使用时需要额外注意类型萃取的精确定义。相关规则定义在附录 D 中。

## std::addressoff()

函数模板 std::addressof<>()会返回一个对象或者函数的准确地址。即使一个对象重载了运算 符&也是这样。虽然后者中的情况很少遇到，但是也会发生（比如在智能指针中）。因此，如果需要获得任意类型的对象的地址，那么推荐使用 addressof()：

template**<**typename T**>** void f **(**T**&&** x**)**

**{**

auto p **= &**x**;** // might fail with overloaded operator &

auto q **=** std**::**addressof**(**x**);** // works even with overloaded operator

&

…

**}**

## std::declval()

函数模板 std::declval()可以被用作某一类型的对象的引用的占位符。该函数模板没有定义，因此不能被调用（也不会创建对象）。因此它只能被用作不会被计算的操作数（比如 decltype和 sizeof）。也因此，在不创建对象的情况下，依然可以假设有相应类型的可用对象。

比如在如下例子中，会基于模板参数 T1 和 T2 推断出返回类型 RT：

#include <utility> template**<**typename T1**,** typename T2**,**

typename RT **=** std**::**decay\_t**<**decltype**(true ?** std**::**declval**<**T1**>() :**

std**::**declval**<**T2**>())>>** RT max **(**T1 a**,** T2 b**)**

**{**

**return** b **<** a **?** a **:** b**;**

**}**

为了避免在调用运算符?:的时候不得不去调用 T1 和 T2 的（默认）构造函数，这里使用了

std::declval，这样可以在不创建对象的情况下“使用”它们。不过该方式只能在不会做真正的计算时（比如 decltype）使用。

不要忘了使用 std::decay<>来确保返回类型不会是一个引用，因为 std::declval<>本身返回的 是右值引用。否则，类似 max(1,2)这样的调用将会返回一个int&&类型。相关细节请参见 19.3.4节。

## 完美转发临时变量

正如 6.1 节介绍的那样，我们可以使用转发引用（forwarding reference）以及 std::forward<>

来完美转发泛型参数：

template**<**typename T**>**

void f **(**T**&&** t**)** // t is forwarding reference

**{**

g**(**std**::**forward**<**T**>(**t**));** // perfectly forward passed argument t to g()

**}**

但是某些情况下，在泛型代码中我们需要转发一些不是通过参数传递进来的数据。此时我们可以使用 auto &&创建一个可以被转发的变量。比如，假设我们需要相继的调用 get()和 set()两个函数，并且需要将 get()的返回值完美的转发给 set():

template**<**typename T**>**void foo**(**T x**)**

**{**

set**(**get**(**x**));**

**}**

假设以后我们需要更新代码对 get()的返回值进行某些操作，可以通过将 get()的返回值存储在一个被声明为 auto &&的变量中实现：

template**<**typename T**>** void foo**(**T x**)**

**{**

auto**&&** val **=** get**(**x**);**

…

// perfectly forward the return value of get() to set(): set**(**std**::**forward**<**decltype**(**val**)>(**val**));**

**}**

这样可以避免对中间变量的多余拷贝。

## 作为模板参数的引用

虽然不是很常见，但是模板参数的类型依然可以是引用类型。

比如：

#include <iostream> template**<**typename T**>**

void tmplParamIsReference**(**T**) {**

std**::**cout **<<** "T is reference: " **<<** std**::**is\_reference\_v**<**T**> <<** ’\n’**;**

**}**

int main**()**

**{**

std**::**cout **<<** std**::**boolalpha**;** int i**;**

int**&** r **=** i**;** tmplParamIsReference**(**i**);** // false tmplParamIsReference**(**r**);** // false

tmplParamIsReference**<**int**&>(**i**);** // true tmplParamIsReference**<**int**&>(**r**);** // true

**}**

即使传递给 tmplParamIsReference()的参数是一个引用变量，T 依然会被推断为被引用的类型

（

不可能是引用类型

因为对于引用变量 v，表达式 v 的类型是被引用的类型，表达式（expression）的类型永远

）。不过我们可以显示指定 T 的类型化为引用类型： tmplParamIsReference**<**int**&>(**r**);** tmplParamIsReference**<**int**&>(**i**);**

这样做可以从根本上改变模板的行为，不过由于这并不是模板最初设计的目的，这样做可能会触发错误或者不可预知的行为。考虑如下例子：

template**<**typename T**,** T Z **=** T**{}>** class RefMem **{**

private**:**

T zero**;** public**:**

RefMem**() :** zero**{**Z**} {**

**}**

**};**

int null **=** 0**;**

int main**()**

**{**

RefMem**<**int**>** rm1**,** rm2**;** rm1 **=** rm2**;** // OK

RefMem**<**int**&>** rm3**;** // ERROR: invalid default value for N RefMem**<**int**&,** 0**>** rm4**;** // ERROR: invalid default value for N extern

int null;

RefMem**<**int**&,**null**>** rm5**,** rm6**;**

rm5 **=** rm6**;** // ERROR: operator= is deleted due to reference member

**}**

此处模板的模板参数为 T，其非类型模板参数 z 被进行了零初始化。用 int 实例化该模板会获得预期的行为。但是如果尝试用引用对其进行实例化的话，情况就有点复杂了：

* 非模板参数的默认初始化不在可行。
* 不再能够直接用 0 来初始化非参数模板参数。

赋值运算符会被删除掉

最让人意外的是，赋值运算符也不再可用，因为对于具有非 static 引用成员的类，其默

o

而且将引用类型用于非类型模板参数同样会变的复杂和危险。考虑如下例子：

#include <vector> #include <iostream>

template**<**typename T**,** int**&** SZ**>** // Note: size is reference class Arr **{**

private**:**

std**::**vector**<**T**>** elems**;** public**:**

Arr**() :** elems**(**SZ**) {** //use current SZ as initial vector size

**}**

void print**()** const **{**

**for (**int i**=**0**;** i**<**SZ**; ++**i**) {** //loop over SZ elements std**::**cout **<<** elems**[**i**] <<** ’ ’**;**

**}**

**}**

**};**

int size **=** 10**;** int main**()**

**{**

Arr**<**int**&,**size**>** y**;** // compile-time ERROR deep in the code of class std::vector<>

Arr**<**int**,**size**>** x**;** // initializes internal vector with 10 elements x**.**print**();** // OK

size **+=** 100**;** // OOPS: modifies SZ in Arr<>

x**.**print**();** // run-time ERROR: invalid memory access: loops over 120 elements

**}**

其中尝试将 Arr 的元素实例化为引用类型会导致 std::vector<>中很深层次的错误，因为其元素类型不能被实例化为引用类型：

Arr**<**int**&,**size**>** y**;** // compile-time ERROR deep in the code of class std::vector<>

正如 9.4 节介绍的那样，这一类错误通常又臭又长，编译器会报出整个模板实例化过程中所有的错误：从模板一开始实例化的地方，一直到模板定义中真正触发错误的地方。

可能更糟糕的是将引用用于 size 这一类参数导致的运行时错误：可能在容器不知情的情况下，自身的 size 却发生了变化（比如 size 值变得无效）。如下这样使用 size 的操作（比如 print）就很可能会导致未定义的行为（导致程序崩溃甚至更糟糕）：

int size **=** 10**;**

…

Arr**<**int**,**size**>** x**;** // initializes internal vector with 10 elements size **+=** 100**;** // OOPS: modifies SZ in Arr<>

x**.**print**();** // run-time ERROR: invalid memory access: loops over 120 elements

注意这里并不能通过将 SZ 声明为 int const &来修正这一错误，因为 size 本身依然是可变的。

看上去这一类问题根本就不会发生。但是在更复杂的情况下，确实会遇到此类问题。比如在

C++17 中，非类型模板参数可以通过推断得到： template**<**typename T**,** decltype**(**auto**)** SZ**>** class Arr**;**

使用 decltype(auto)很容易得到引用类型，因此在这一类上下文中应该尽量避免使用 auto。详情请参见 15.10.3 节。

基于这一原因，C++标准库在某些情况下制定了很特殊的规则和限制。比如：

* 在模板参数被用引用类型实例化的情况下，为了依然能够正常使用赋值运算符， std::pair<>和 std::tuple<>都没有使用默认的赋值运算符，而是做了单独的定义。比如： **namespace** std **{**

template**<**typename T1**,** typename T2**>** struct pair **{**

T1 first**;** T2 second**;**

…

// default copy/move constructors are OK even with references: pair**(**pair const**&) = default;**

pair**(**pair**&&) = default;**

…

// but assignment operator have to be defined to be available with references:

pair**& operator=(**pair const**&** p**);**

pair**& operator=(**pair**&&** p**)** noexcept**(**…**);**

…

**};**

**}**

* 由于这些副作用可能导致的复杂性， 在 C++17 中用引用类型实例化标准库模板

std::optional<>和 std::variant<>的过程看上去有些古怪。

为了禁止用引用类型进行实例化，一个简单的 static\_assert 就够了：

template**<**typename T**>** class optional

**{**

**static\_assert(!**std**::**is\_reference**<**T**>::**value**,** "Invalid instantiation of optional<T> for references"**);**

…

**};**

通常引用类型和其他类型有很大不同，并且受一些语言规则的限制。这会影响对调用参数的声明（参见第 7 章）以及对类型萃取的定义（参见 19.6.1 节）。

## 推迟计算（Defer Evaluation）

在实现模板的过程中，有时候需要面对是否需要考虑不完整类型（参见 10.3.1 节）的问题。考虑如下的类模板：

template**<**typename T**>** class Cont **{**

private**:**

T**\*** elems**;** public**:**

…

**};**

到目前为止，该 class 可以被用于不完整类型。这很有用，比如可以让其成员指向其自身的类型。

struct Node

**{**

std**::**string value**;**

Cont**<**Node**>** next**;** // only possible if Cont accepts incomplete types

**};**

但是，如果使用了某些类型萃取的话，可能就不能将其用于不完整类型了。比如：

template**<**typename T**>** class Cont **{**

private**:**

T**\*** elems**;** public**:**

…

typename

std**::**conditional**<**std**::**is\_move\_constructible**<**T**>::**value**,** T**&&,** T**& >::**type foo**();**

**};**

这里通过使用 std::conditional（参见 D.5）来决定 foo()的返回类型是 T&&还是 T&。决策标准是看模板参数 T 是否支持 move 语义。

问题在于 std::is\_move\_constructible 要求其参数必须是完整类型（参见 D。3.2 节）。使用这种类型的 foo()，struct node 的声明就会报错。

为了解决这一问题， 需要使用一个成员模板代替现有 foo() 的定义， 这样就可以将

std::is\_move\_constructible 的计算推迟到 foo()的实例化阶段：

template**<**typename T**>** class Cont **{**

private**:**

T**\*** elems**;** public**:**

template**<**typename D **=** T**>** typename

std**::**conditional**<**std**::**is\_move\_constructible**<**D**>::**value**,** T**&&,** T**&>::**type foo**();**

**};**

现在，类型萃取依赖于模板参数 D（默认值是 T），并且编译器会一直等到 foo()被以完整类型（比如 Node）为参数调用时，才会对类型萃取部分进行计算（此时 Node 是一个完整类型，其只有在定义时才是非完整类型）。

## 在写泛型库时需要考虑的事情

下面让我们列出在实现泛型库的过程中需要记住的一些事情：

* 在模板中使用转发引用来转发数值（参见 6.1 节）。如果数值不依赖于模板参数，就使用 auto &&（参见 11.3）。
* 如果一个参数被声明为转发引用，并且传递给它一个左值的话，那么模板参数会被推断为引用类型（参见 15.6.2 节或者《Effective Morden C++》）。
* 在需要一个依赖于模板参数的对象的地址的时候，最好使用 std::addressof()来获取地址，这样能避免因为对象被绑定到一个重载了 operator &的类型而导致的意外情况（参见 11.2.2）。
* 对于成员函数，需要确保它们不会比预定义的 copy/move 构造函数或者赋值运算符更能匹配某个调用（参见 6.4 节）。
* 如果模板参数可能是字符串常量，并且不是被按值传递的，那么请考虑使用 std::decay

（参见 7.4 节以及附录 D.4）

* 如果你有被用于输出或者即用于输入也用于输出的、依赖于模板参数的调用参数，请为可能的、const 类型的模板参数做好准备（参见 7.2.2 节）。
* 请为将引用用于模板参数的副作用做好准备（参见 11.4 节）。尤其是在你需要确保返回类型不会是引用的时候（参见 7.5 节）。
* 请为将不完整类型用于嵌套式数据结构这一类情况做好准备（参见 11.5 节）。
* 为所有数组类型进行重载，而不仅仅是 T[SZ]（参见 5.4 节）。

## 总结

* 可以将函数，函数指针，函数对象，仿函数和 lambdas 作为可调用对象（callables）传递给模板。
* 如果需要为一个 class 重载 operator()，那么就将其声明为 const 的（除非该调用会修改它的状态）。
* 通过使用 std::invoke()，可以实现能够处理所有类型的、可调用对象（包含成员函数）的代码。
* 使用 decltype(auto)来完美转发返回值。
* 类型萃取是可以检查类型的属性和功能的类型函数。
* 当在模板中需要一个对象的地址时，使用 std::addressof().
* 在不经过表达式计算的情况下，可以通过使用 std::declval()创建特定类型的值。
* 在泛型代码中，如果一个对象不依赖于模板参数，那么就使用 auto&&来完美转发它。
* 可以通过模板来延迟表达式的计算（这样可以在 class 模板中支持不完整类型）。

# Part II 深入模板

本书的第一部分提供了基于C++模板的大部分语法概念的解读，这足以对日常C++编程所能遇到的问题进行解答。本书的第二部分提供了一个参考，旨在回答在推动语言发展过程中实现某些高级软件效果时遇到的更不寻常的问题。如果需要，您可以在初读时跳过此部分，并根据后面各章中的引用提示或在索引中查找某个概念时返回特定主题。 我们的目标是在清楚和完整的前提下，保持讨论的简洁性。为此，示例都很简短，通常也有些虚假。这也确保了我们不会错开手头的话题而陷入到无关的议题中。 此外，我们还前瞻了C++模板语言特性未来的变化与扩展。 这一部分的议题包含以下内容：

* 基础模板声明议题
* 模板中名称的意义
* C++模板实例化机制
* 模板参数推导规则
* 特化与重载
* 未来的可能性

# 第12章 深入模板基础

在本章中，我们将深入探讨本书第一部分中介绍的一些基础知识：模板的声明，模板参数(template paramenters)的限制(restrictions)，模板实参(template arguments)的限制(constraints)等等。

## 12.1 参数化声明

C++目前支持4种基础模板：类模板、函数模板、变量模板以及别名模板。每一种模板都既可以出现在命名空间作用域，也可以出现在类作用域。在类作用域中，它们作为嵌套的类模板、成员函数模板、静态数据成员模板以及成员别名模板。这些模板的声明与普通类、函数、变量以及类型别名（或者是它们的类成员副本）非常相似，只不过需要一个形如template<parameters here>的子句来做前置指引。

请注意，C++17引入了另一种带有参数化子句的结构：推导指引(deduction guides)(参考P42节2.9以及P314节15.12.1)。本书中它们不被称为模板(因为它们没有被实例化)，但是这一语法的选择会让人联想到函数模板。

在下一节中，我们将重返实际的模板参数声明。首先，一些示例用以说明四种类型的模板。它们可以像这样在命名空间作用域（全局或是某个命名空间内）中出现：

*details/definitions1.hpp*

template<typename T> // a namespace scope class template

class Data {

  public:

    static constexpr bool copyable = true;

    …

};

template<typename T> // a namespace scope function template

void log (T x) {

  …

}

template<typename T> // a namespace scope variable template (since C++14)

T zero = 0;

template<typename T> // a namespace scope variable template (since C++14)

bool dataCopyable = Data<T>::copyable;

template<typename T> // a namespace scope alias template

using DataList = Data<T\*>;

注意到示例中，静态数据成员Data<T>::copyable并不是一个变量模板，尽管它是通过类模板Data参数所间接参数化的。然而，变量模板可以出现在类作用域中(下一个例子会展示)，彼时它将作为一个静态数据成员模板。

下面展示了定义在所属类中的4种模板，它们都是类的成员：

*details/definitions2.hpp*

class Collection {

  public:

    template<typename T>    // an in-class member class template definition

    class Node {

      ...

    };

    template<typename T>    // an in-class (and therefore implicitly inline)

    T\* alloc() {            // member function template definition

      ...

    }

    template<typename T>    // a member variable template (since c++14)

    static T zero = 0;

    template<typename T>    // a member alias template

    using NodePtr = Node<T>\*;

};

请注意，在C++17中，变量（包括静态数据成员）以及变量模板都可以是内联的，内联意味着它们的定义可以跨越多个编译单元重复。对于总能定义在多个编译单元中的变量模板来说，这是多余的。但类内定义的静态数据成员不会像成员函数一样内联，因此就要指定inline关键字。

最后，下面的代码演示了如何在类外定义别名模板以外的成员模板：

*details/definitions3.hpp*

template<typename T>    // a namespace scope class template

class List {

  public:

    List() = default;   // because a template constructor is defined

    template<typename U>    // another member class template,

    class Handle;           // without its defination

    template<typename U>    // a member function template

    List (List<U> const&);  // (constructor)

    template<typename U>    // a member variable template (since C++14)

    static U zero;

};

template<typename T>    // out-of-class member class template definition

template<typename U>

class List<T>::Handle {

  ...

};

template<typename T>    // out-of-class member function template definition

template<typename T2>

List<T>::List(List<T2> const& b)

{

  ...

}

template<typename T>    // out-of-class static data member template definition

template<typename U>

U List<T>::zero = 0;

定义在类外的成员模板需要多个template<... >参数化子句：每个外围作用域的类模板一个，成员模板本身也需要一个。子句从类模板最外层开始逐行展示。

同时也注意到构造器模板（一种特殊的成员函数模板）会禁用掉隐式声明的默认构造器（因为只有在没有其他构造器被声明时，默认构造器才会被声明）。增加一个默认的声明：

List() = default;

这确保了List<T>的实例可以通过隐式声明的默认构造器构造出来。

**联合体模板** 联合体模板(union templates)也是可行的（它们被视为一种类模板）：

template<typename T>

union AllocChunk {

  T object;

  unsigned char bytes[sizeof(T)];

};

**默认调用参数** 函数模板可以有默认参数，就如同普通的函数一样：

template<typename T>

void report\_top(Stack<T> const&, int number = 10);

template<typename T>

void fill(Array<T>&, T const& = T{});   // T{} is zero for built-in types

第二个声明展示了默认调用参数可以依赖于模板参数。它也可以被定义成如下形式（在C++11之前唯一可行的方式，可以参考P68节5.2）：

template<typename T>

void fill(Array<T>&, T const& = T());   // T() is zero for built-in types

当fill()函数被调用时，如果传入了第二个参数，那么默认参数不会实例化。这保证了如果默认调用参数对特定T无法实例化的情景下不会发生错误。例如：

class Value {

  public:

    explicit Value(int);    // no default constructor

};

void init(Array<Value>& array)

{

  Value zero(0);

  fill(array, zero);    // OK: default constructor not used

  fill(array);      // ERROR: undefined default constructor for Value is used

}

**类模板的非模板成员** 除了类内定义的4种基础模板以外，你还可以定义普通的类成员作为类的一部分。它们有时（错误地）也称为成员模板(member templates)。尽管它们可以被参数化，但这种定义并非是第一类模板（指上述的几种模板）。它们的参数完全由成员所在的模板本身决定。例如：

template<int I>

class CupBoard

{

  class Shelf;                      // ordinary class in class template

  void open();                      // ordinary function in class template

  enum Wood : unsigned char;        // ordinary enumeration type in class template

  static double totalWeight;        // ordinary static data member in class template

};

对应的定义仅仅只是为所属的类模板指定了参数化子句，但是却并没有为成员本身指定，因为其并非是一个模板（没有参数化子句与最后一个::之后出现的名称相关联）。

template<int I>     // definition of ordinary class in class template

class CupBoard<I>::Shelf {

  ...

};

template<int I>     // definition of ordinary function in class template

void CupBoard<I>::open()

{

  ...

}

template<int I>     // definition of ordinary enumeration type class in class template

enum CupBoard<I>::Wood {

  Maple, Cherry, Oak

};

template<int I>     // definition of ordinary static member in class template

double CupBoard<I>::totalWeight = 0.0;

C++17之后，静态成员totalWeight可以在类模板内部使用inline关键字初始化。

template<int I>

class CupBoard {

  ...

  inline static double totalWeight = 0.0;

};

尽管这种参数化定义通常被称作模板，但这里的“模板”一词相当不合适。对于这种情况，有一个经常被推荐的词是"temploid"。C++17之后，C++标准定义了模板化实体(a templated entity)的概念，它包括templates和temploids，以及递归地包含模板化实体中创建或定义的任何实体（这包括，例如，一个类模板内定义的友元函数（参考P30节2.4）或是模板中出现的一个lambda表达式闭包）。不管是temploid还是templated entity目前都没有产生足够的吸引力，但是在未来，需要更精准的沟通C++模板时，这些术语可能会很有用。

### 12.1.1 虚成员函数

成员函数模板不能被声明为virtual。施加这一限制是因为虚函数调用机制的通用实现会使用一个固定大小的虚表，其中存储了每一个虚函数条目（译者注：虚函数指针）。然而，成员函数模板直到整个程序被编译之前，实例化的个数都无法固定。因此，成员函数模板支持virtual需要C++编译器和链接器支持一种全新的机制。

相反的，类模板的普通成员函数可以是virtual，因为它们的数量是固定的。

template<typename T>

class Dynamic {

  public:

    virtual ~Dynamic();       // OK: one destructor per instance of Dynamic<T>

  template<typename T2>

  virtual void copy(T2 const&); // ERROR: unknown number of instances of copy()

                  // given an instance of Dynamic<T>

};

### 12.1.2 模板的链接

每个模板都必须有一个名字，并且该名字必须是所属作用域内独一无二的，除了函数模板重载的情景（参考第16章）。特别要注意，与类类型不同，类模板无法与不同类型的实体共享名称：

int C;

...

class C;  // OK: class names and nonclass names are in a different "space"

int X;

...

template<typename T>

class X;  // ERROR: conflict with variable X

struct S;

...

template<typename T>

class S;  // ERROR: conflict with struct S

模板名称具有链接，但是他们**无法拥有C链接**。非标准链接可能依赖于实现体的支持（然而我们并不知道某个实现体支持模板的非标准链接与否）：

extern "C++" template<typename T>

void normal();    // this is the default: the linkage specification could be left out

extern "C" template<typename T>

void invalid();   // ERROR: templates cannot have C linkage

extern "Java" template<typename T>

void javaLink();  // nonstandard, but maybe some compiler will someday

          // support linkage compatible with Java generics

模板通常有外部链接。唯一的一些例外是命名空间作用域中具有静态限定符的函数模板、匿名空间的直接或间接的成员的模板（它们拥有内部链接）以及匿名类的成员模板（它们没有链接）。

举个例子：

template<typename T>    // refers to the same entity as a declaration of the

void external();        // same name (and scope) in another file

template<typename T>    // unrelated to a template with the same name in

static void internal(); // another file

template<typename T>    // redeclaration of the previous declaration

static void internal();

namespace {

  template<typename>    // also unrelated to a template with the same name

  void otherInternal(); // in another file, even one that similarly appears

}                       // in an unnamed namespace

namespace {

  template<typename>    // redeclaration of the previous template declaration

  void otherInternal();

}

struct {

  template<typename T> void f(T) {} // no linkage: cannot be redeclared

} x;

注意到最后面的成员模板没有链接，它必须在匿名类定义处定义，因为想要在类外部定义是不可能的。

当前，模板无法在函数作用域或局部类作用域中声明，但是泛化的lambda可以（参考P309节15.10.6），它有一个关联的闭包类型，其中包含了成员函数模板，**其可以在局部作用域中出现，这实际上意味着一种局部成员函数模板**。

模板实例的链接就是模板的链接。例如，函数internal<void>()从上面声明的模板internal实例化出来，它会拥有一个内部链接。而对于变量模板来说，这会产生一个有趣的后果。实际上，考虑下例：

template<typename T> T zero = T{};

zero所有实例化的实例都拥有一个外部链接，即使哪怕形如zero<int const>也是如此。这可能对既定的拥有一个内部链接的int const zero\_int = int{};来说是违反直觉的，毕竟它使用了一个const类型来做修饰。同样的，模板template<typename T> int const max\_volume = 11;实例化的所有实例也都拥有外部链接，尽管那些实例同样都是类型int const。

### 12.1.3 主模板

模板的一般性声明声明了主模板(primary templates)。如此声明的模板在模板名后无需书写尖括号模板参数子句。

template<typename T> class Box; // OK: primary template

template<typename T> class Box<T>; // ERROR: does not specialize

template<typename T> void translate(T); // OK: primary template

template<typename T> void translate<T>(T); // ERROR: not allowed for functions

template<typename T> constexpr T zero = T{}; // OK: primary template

template<typename T> constexpr T zero<T> = T{}; // ERROR: does not specialize

非主模板会在声明类模板或变量模板的偏特化时出现。这些将在第16章讨论。函数模板始终必须是主模板（参考P356节17.3，这里讨论了未来语言变化的某种潜在可能）。

## 12.2 模板参数(Template Parameters)

有三种基本类型的模板参数：

1. 类型参数（目前最常用的）
2. 非类型模板参数
3. 模板模板参数

这些基本类型的模板参数中的任何一种都可以用作模板参数包的基础（参考P188节12.2.4）。

模板参数在模板声明的参数化引导子句中声明，该声明无需命名：

template<typename, int>

class X; // X<> is parameterized by a type and an integer

当然，参数是否需要名称取决于模板后面的语句。还要注意，模板参数名可以在**后续**参数声明中引用（但前置则不行）：

template <typename T,             // the first parameter is used

          T root,                 // in the declaration of the second one and

          template <T> class Buf> // in the declaration of the third one

class Structure;

### 12.2.1 类型参数

类型参数由关键字typename或class所引导：二者是完全等价的。关键字后必须有一个简单的标识符，并且该标识符后必须带有逗号，以表示下一个参数声明的开始，闭合的尖括号>用以指示参数化子句的结束，=用以指示一个默认模板参数的起始。

在模板声明内，类型参数的行为与类型别名(type alias)非常相似（参考P38节2.8）。例如，当T是模板参数时，即使T是被某种类(class)类型替换，也不能使用形如class T的详尽名称：

template<typename Allocator>

class List {

class Allocator\* allocptr; // ERROR: use "Allocator\* allocptr"

friend class Allocator; // ERROR: use "friend Allocator"

...

};

### 12.2.2 非类型参数

非类型模板参数表示一个可以在编译期或链接期确定的常量值。这样的参数类型（换句话说，它所代表的值类型）必须是以下之一：

* 整型或枚举型
* 指针类型
* 成员指针类型
* 左值引用类型（既可以是对象引用，也可以是函数引用）
* std::nullptr\_t
* 包含auto或decltype(auto)的类型（C++17后支持；可参考P296节15.10.1）

其他类型当前都不支持（尽管浮点数在未来会被支持；可参考P356节17.2）。

也许令人惊讶的是，在某些情况下，非类型模板参数的声明也可以以关键字typename开头：

cpp

template<typename T, // a type parameter

typename T::Allocator\* Allocator> // a nontype parameter

class List;

template<class X\*> // a nontype parameter of pointer type

class Y;

这两种情形很容易辨别，因为第一种的后面跟随了一个简单的标识符，然后是一小段标记（'='用以表示默认参数，','用以指示后面的另一个模板参数，'>'用以闭合模板参数列表）。P67节5.1和P229节13.3.2对第一个非类型模板参数的关键字typename做出了解释（译者注：这里的typename是用来表示Allocator是T内的一个类型，而非静态数据成员）。

函数和数组类型可以被指定，但是它们会通过退化(decay)隐式地调整为相应的指针类型：

template<int buf[5]> class Lexer; // buf is really an int\*

template<int\* buf> class Lexer; // OK: this is a redeclaration

template<int fun()> struct FuncWrap; // fun really has pointer to

// function type

template<int (\*)()> struct FuncWrap; // OK: this is a redeclaration

非类型模板参数的声明与变量声明非常相似，但是它们不可以有非类型指示符，比如static、mutable等等。它们可以有const和volatile限定符，但是如果这种限定符出现在参数类型的最顶层，就会被忽略（译者注：换句话说，对左值引用或指针来说支持底层const）：

template<int const length> class Buffer; // const is useless here

template<int length> class Buffer; // same as previous declaration

最后，在表达式中使用时，非引用类型的非类型参数始终都是prvalues（译者注：pure right values，即纯右值）。它们的地址无法被窃取，也无法被赋值。而另一方面，左值引用类型的非类型参数是可以像左值一样使用的：

template<int& Counter>

struct LocalIncrement {

LocalIncrement() { Counter = Counter + 1; } // OK: reference to an integer

~LocalIncrement() { Counter = Counter - 1; }

};

**右值引用是不被允许的。**

### 12.2.3 模板模板参数

模板模板参数是类或别名模板的占位符。它们的声明与类模板很像，但是不能使用关键字struct或union：

template<template<typename X> class C> // OK

void f(C<int>\* p);

template<template<typename X> struct C> // ERROR: struct not valid here

void f(C<int>\* p);

template<template<typename X> union C> // ERROR: union not valid here

void f(C<int>\* p);

从C++17开始允许使用typename替代这里的class，驱使这一改动的原因在于：模板模板参数不仅可以由类模板替代，还可以由别名模板（可以实例化为任意类型）替代。因此，在C++17中，我们的上例可以改写成如下形式：

template<template<typename X> typename C> // OK since C++17

void f(C<int>\* p);

在其声明的作用域内，模板模板参数用起来就像另一个类模板或是别名模板一样。

模板模板参数的参数可以有默认模板参数。在使用模板模板参数而未指定相应的参数时，这些默认参数会生效：

template<template<typename T,

typename A = MyAllocator> class Container>

class Adaptation {

Container<int> storage; // implicitly equivalent to Container<int,MyAllocator>

...

};

T和A都是模板模板参数Container的模板参数名称。这些名称仅可以在该模板模板参数的其他参数声明中使用。下面的模板阐释了这一概念：

template<template<typename T, T\*> class Buf> // OK

class Lexer {

static T\* storage; // ERROR: a template template parameter cannot be used here

...

};

但是，通常在其他模板参数的声明中不需要模板模板参数的模板参数名称，因此常常根本不命名。例如，我们早期的Adaptation模板可以按如下声明：

template<template<typename,

typename = MyAllocator> class Container>

class Adaptation {

Container<int> storage; // implicitly equivalent to Container<int,MyAllocator>

...

};

### 12.2.4 模板参数包

从C ++ 11开始，可以通过在模板参数名称之前引入省略号（…）来将任何类型的模板参数转换为模板参数包（如果模板参数匿名，那么就在模板参数名称本该出现的位置之前）：

template<typename... Types> // declares a template parameter pack named Types

class Tuple;

模板参数包的行为与其基础模板参数类似，但有一个关键的区别：普通的模板参数严格匹配某一个模板实参(template argument)，而模板参数包可以匹配任意数量的模板实参。这意味着上面声明的Tuple类模板可以接受任意数量任意类型（很可能彼此不一样）的模板实参：

using IntTuple = Tuple<int>; // OK: one template argument

using IntCharTuple = Tuple<int, char>; // OK: two template arguments

using IntTriple = Tuple<int, int, int>; // OK: three template arguments

using EmptyTuple = Tuple<>; // OK: zero templates arguments

同样，非类型参数和模板模板参数的模板参数包可以分别接受任意数量的非类型或模板模板实参，分别为：

template<typename T, unsigned... Dimensions>

class MultiArray; // OK: declares a nontype template parameter pack

using TransformMatrix = MultiArray<double, 3, 3>; // OK: 3x3 matrix

template<typename T, template<typename,typename>... Containers>

void testContainers(); // OK: declares a template template parameter pack

MultiArray示例需要全部的非类型模板实参均为**相同**的unsigned类型。C++17引入了非类型模板实参的推导，这将允许我们解除这一限制而做一些扩展（参考P298节15.10.1了解更多细节）。

主模板中的类模板、变量模板和别名模板至多只可以有一个模板参数包，且模板参数包必须作为最后一个模板参数。函数模板则少些限制：允许多个模板参数包，只要模板参数包后面的每个模板参数都具有默认值（请参阅下一节）或可以推导（参考第15章）：

template<typename... Types, typename Last>

class LastType; // ERROR: template parameter pack is not the last template parameter

template<typename... TestTypes, typename T>

void runTests(T value); // OK: template parameter pack is followed

// by a deducible template parameter

template<unsigned...> struct Tensor;

template<unsigned... Dims1, unsigned... Dims2>

auto compose(Tensor<Dims1...>, Tensor<Dims2...>); // OK: the tensor dimensions can be deduced

最后一个例子使用了返回类型推导——C++14的特性。可以参考P296节15.10.1。

类和变量模板的偏特化声明（参考第16章）可以有多个参数包，这与主模板不同。这是因为偏特化是通过与函数模板几乎相同的推导过程所选择的。

template<typename...> Typelist;

template<typename X, typename Y> struct Zip;

template<typename... Xs, typename... Ys>

struct Zip<Typelist<Xs...>, Typelist<Ys...>>;

// OK: partial specialization uses deduction to determine

// the Xs and Ys substitutions

也许不足为奇的是，类型参数包不能在其自己的参数子句中进行扩展。例如：

template<typename... Ts, Ts... vals> struct StaticValues {};

// ERROR: Ts cannot be expanded in its own parameter list

然而，嵌套模板可以实现有效的类似情景：

template<typename... Ts> struct ArgList {

template<Ts... vals> struct Vals {};

};

ArgList<int, char, char>::Vals<3, 'x', 'y'> tada;

包含模板参数包的模板被称为**可变参数模板**(variadic template)，因为它接受可变数量的模板参数。第4章和P200节12.4介绍了可变参数模板的使用。

### 12.2.5 默认模板实参

非模板参数包的任何类别的模板参数都可以配置默认参数，尽管它必须与相应的参数匹配（例如，类型参数不能有一个非类型默认实参）。默认实参不能依赖于其自身的参数，因为参数的名称直到默认实参之后才在作用域内生效。然而，他可以依赖前面的参数：

template<typename T, typename Allocator = allocator<T>>

class List;

当且仅当还为后续参数提供了默认参数时，类模板、变量模板或别名模板的模板参数才可以具有默认模板实参。（对默认函数调用参数来说有着相似的限制条件。）通常在同一模板声明中提供后续所有的默认值，但也可以在该模板的先前声明中声明它们。下面的例子可以清楚地做出解释：

template<typename T1, typename T2, typename T3,

typename T4 = char, typename T5 = char>

class Quintuple; // OK

template<typename T1, typename T2, typename T3 = char,

typename T4, typename T5>

class Quintuple; // OK: T4 and T5 already have defaults

template<typename T1 = char, typename T2, typename T3,

typename T4, typename T5>

class Quintuple; // ERROR: T1 cannot have a default argument

// because T2 doesn't have a default

函数模板的模板参数的默认模板实参，则不受这样的约束（因为T可推导？）：

template<typename R = void, typename T>

R\* addressof(T& value); // OK: if not explicitly specified, R will be void

默认模板实参不允许重复声明：

template<typename T = void>

class Value;

template<typename T = void>

class Value; // ERROR: repeated default argument

许多上下文不允许使用默认模板实参：

* 偏特化：

template<typename T>

class C;

...

template<typename T = int>

class C<T\*>; // ERROR

* 参数包：

template<typename... Ts = int> struct X; // ERROR

* 类模板成员类外定义：

template<typename T>

struct x

{

T f();

};

template<typename T = int> // ERROR

T X<T>::f() {

...

}

* 友元类模板声明：

struct S {

template<typename = void> friend struct F;

};

* 友元函数模板声明，除非它是一个定义并且它在编译单元的其他任何地方都没有声明：

struct S{

template<typename = void> friend void f(); // ERROR: not a definition

template<typename = void> friend void g() { // OK so far

}

};

template<typename> void g(); // ERROR: g() was given a default template argument

// when defined; no other declaration may exist here

## 12.3 模板实参(Template Arguments)

实例化模板时，模板实参会替换模板参数。模板实参可以被各种不同类型的机制所判定：

* 显式模板实参：模板名称后可以跟随在尖括号内显式指定的模板实参。这种名称被叫做模板ID（template-id）。
* 注入式类名：在具有模板参数P1，P2 ...的类模板X的作用域内，该模板（X）的名称可以等价于模板ID X<P1, P2, ...>。可以参考P221节13.2.3了解更多细节。
* 默认模板实参：如果默认模板实参可用，则可以在模板实例化时省略显式的模板实参。然而，对于类模板或别名模板来说，即使模板参数有默认值，尖括号也不能省略（其内可以为空）。
* 实参推导：没有被显式指定的函数模板参数会通过函数调用的实参类型来进行推导。在第15章对细节进行了描述。在一些其他情景中也会完成推导。如果所有的模板实参都可以被推导，那么函数模板的名称后就无需书写尖括号子句。C++17还引入了从变量声明或函数符号类型转换的初始化器中推导类模板实参的能力。可以参考P313节15.12中对此的一个探讨。

### 12.3.1 函数模板实参

函数模板的模板实参可以被显式地指定，它会按模板被使用的方式来推导，或者直接使用默认模板实参。例如：

*details/max.cpp*

template<typename T>

T max(T a, T b)

{

return b < a ? a : b;

}

int main()

{

::max<double>(1.0, -3.0); // explicitly specify template argument

::max<1.0, -3.0); // template argument is implicitly deduce to be double

::max<int>(1.0, 3.0); // the explicit <int> inhibits the deduction;

// hence the result has type int

}

某些模板实参永远不会被推导，这可能是因为它们所对应的模板参数并没有在函数参数类型中出现或是一些其他原因（参考P271节15.2）。这种参数通常应放在模板参数列表的开头，使其能被显式地指定，而于此同时也让其他参数能够完成推导。例如：

*details/implicit.cpp*

template<typename DstT, typename SrcT>

DstT implicit\_cast (SrcT const& x) // SrcT can be deduced, but DstT cannot

{

return x;

}

int main()

{

double value = implicit\_cast<double>(-1);

}

如果我们反转示例中模板参数的顺序（换句话说，写成template<typename SrcT, typename DstT>），implicit\_cast的调用就必须同时显式地指定两个参数。

此外，这样的参数不能合法地放在模板参数包之后或在偏特化中出现，因为无法明确地指定或推导它们。

template<typename... Ts, int N>

void f(double (&)[N+1], Ts... ps); // useless declaration because N cannot be specified or deduced

由于函数模板可以重载，为函数模板显式地指定所有的实参可能也无法充分指定某一个特定函数：在某些场景中，它选中了一个函数集。下面的例子阐述了这一现象：

template<typename Func, typename T>

void apply(Func funcPtr, T x)

{

funcPtr(x);

}

template<typename T> void single(T);

template<typename T> void multi(T);

template<typename T> void multi(T\*);

int main()

{

apply(&single<int>, 3); // OK

apply(&multi<int>, 7); // ERROR: no single multi<int>

}

本例中，第一个apply()调用可以成功是因为表达式&single<int>没有歧义。如此，模板实参值Func就可以被轻易的推断。在第二个调用中，&multi<int>可能是2种不同的类型，因此Func无法被推导。

更进一步，在函数模板中替换模板实参可能会导致尝试构造无效的C++类型或表达式。考虑下面的重载函数模板（RT1和RT2没有指定类型）：

template<typename T> RT1 test(typename T::X const\*);

template<typename T> RT2 test(...);

表达式test<int>对于上述两种函数模板的前者来说都是没有意义的，因为类型int并没有成员类型X。然而，后者没有这样的问题。因此，表达式&test<int>标志了一个特定函数的地址。将int替换第一个函数模板失败的事实并不会使表达式无效。这一SFINAE(substitution failure is not an error)原则对函数模板的重载来说是非常关键的一部分，我们会在P129节8.4和P284节节15.7中讨论。

### 12.3.2 类型实参

模板类型实参是模板类型参数的选定“值”。任何类型（包括void，函数类型，引用类型等等）通常来说都可以作为模板实参，但是它们对模板参数的替换构成必须是合法的：

template<typename T>

void clear(T p)

{

\*p = 0; // requires that the unary \* be applicable to T

}

int main()

{

int a;

clear(a); // ERROR: int doesn't support the unary \*

}

### 12.3.3 非类型实参

非类型实参是指那些替换非类型模板参数的值。这种值必须是以下其中一项：

* 另一个具有正确类型的非类型模板参数。
* 整型（或枚举）类型的编译器常量。只有在相应的参数具有一个匹配该类型或是一个无需塌缩(narrowing)而可以被隐式转换到该类型的值的时候才可以接受。例如，char值可以提供给int参数，但是500对于char这一8位参数来说却是无效的。
* 外部变量或函数的名称，其前面带有内置的一元＆（“取址”）运算符。对于函数和数组变量，可以省略＆。此类模板实参与指针类型的非类型参数匹配。 C++17放宽了此要求，允许任何的常量表达式产生一个指向函数或变量的指针。
* 对于引用类型的非类型参数，前一种（但不带＆运算符）实参是有效实参。同样地，C++17在这里也放宽了约束，允许任意的常量表达式glvalue应用于函数或变量。
* 成员指针常量；换句话说，表达式形如&C::m，其中C是类类型，m是非静态成员（数据或函数）。这只会匹配成员指针类型的非类型参数。同样的，在C++17中，实际的语法形式不再受限制：对匹配的成员指针常量的任何常量表达式求值都会被允许。
* 空指针常量对指针或成员指针的非类型参数来说都是合法的。

对整型类型的非类型参数来说（可能也是最常用的非类型参数），到这一参数类型的隐式转换是可行的。随着C++ 11中constexpr转换函数的引入，这意味着转换前的参数可以具有类类型。

C++17之前，将实参与作为指针或引用的参数进行匹配时，不会考虑用户定义的转换（单参数构造函数和转换运算符）和派生类到基类的转换，即使在其他情况下它们是有效的隐式转换。使得实参更const和/或更volatile的隐式转换是可行的。

下面是一些有效的非类型模板实参的例子：

template<typename T, T nontypeParam>

class C;

C<int, 33>\* c1; // integer type

int a;

C<int\*, &a>\* c2; // address of an external variable

void f();

void f(int);

C<void (\*)(int), f>\* c3; // name of a function: overload resolution selects

// f(int) in this case; the & is implied

template<typename T> void templ\_func();

C<void(), &templ\_func<double>>\* c4; // function template instantiations are functions

struct X {

static bool b;

int n;

constexpr operator int() const { return 42; }

};

C<bool&, X::b>\* c5; // static class members are acceptable variable/function names

C<int X::\*, &X::n>\* c6; // an example of a pointer-to-member constant

C<long, X{}>\* c7; // OK: X is the first converted to int via a constexpr conversion

// function and then to long via a standard integer conversion

模板实参的一个通用限制在于编译器或链接器必须在程序构建时有能力表示它们的值。在程序运行前无法知晓的值（例如，局部变量的地址）在程序构建时与模板实例化的概念是不相容的。

尽管如此，还是有着一些常量目前是无效的，这可能会令人惊讶：

* 浮点数
* 字符串字面量（C++11之前，空指针常量也不行）

字符串字面量的一个问题在于两个相同的字面量可以存储在不同的地址上。对常量字符串做模板实例化有另一种迂回的方法（但麻烦），这涉及了引入一个附加变量来保存字符串：

template<char const \*str>

class Message {

...

};

extern char const hello[] = "Hello Wolrd!";

char const hello11[] = "Hello World!";

void foo()

{

static char const hello17[] = "Hello World!";

Message<hello> msg03; // OK in all versions

Message<hello11> msg11; // OK since C++11

Message<hello17> msg17; // OK since C++17

}

必要条件是声明为引用或指针的非类型模板参数必须是一个在C++全版本中拥有外部链接的常量表达式，自C++11起内部链接亦可，而C++17之后则只要求有任意的某个链接就行。

参考P354节17.2对这一领域未来可能发生变化的一个讨论。

这里有些（少得可怜）非法的示例：

template<typename T, T nontypeParam>

class C;

struct Base {

int i;

} base;

struct Derived : public Base {

} derived;

C<Base\*, &derived>\* err1; // ERROR: derived-to-base conversions are not considered

C<int&, base.i>\* err2; // ERROR: fields of variables aren't considered to be variables

int a[10];

C<int\*, &a[0]>\* err3; // ERROR: addresses of array elements aren't acceptable either

### 12.3.4 模板模板实参

模板模板实参通常必须是一个严格匹配类模板或别名模板的模板参数的实参替换。C++17之前，模板模板实参的默认参数会被忽略（但是如果模板模板参数有默认参数，它们会在模板实例化时被考虑）。C++17放宽了这一匹配规则，它只需要模板模板参数至少被相应的模板模板实参特化（参考P330节16.2.2）。

在C++17之前下面的例子是非法的：

#include <list>

// declares in namespace std:

// template<typename T, typename Allocator=allocator<T>>

// class list;

template<typename T1, typename T2, template<typename> class Cont> // Cont expects one parameter

class Rel {

...

};

Rel<int, double, std::list> rel; // ERROR before C++17: std::list has more than

// one template parameter

示例中的问题在于std::list这一标准库模板拥有多于一个的模板参数。第二个参数（描述一个allocator）拥有一个默认值，但是在C++17之前，在匹配std::list为Container参数时这并不会被考虑。

可变模板模板参数是C++17之前上述描述的“严格匹配”规则的一个例外，同时它也有一个解除这一限制的方案：它们对模板模板实参启用更通用的匹配。模板模板参数包可以匹配零到多个模板模板实参中的相同种类的模板参数。

译者注：这里相同种类不是指狭义的数据类型，而是指类型参数、非类型参数、函数模板参数、模板模板参数这些不同的类别（也就是12.3分开讨论的这些）。

#include <list>

template<typename T1, typename T2,

template<typename... > class Cont> // Cont expects any number of

class Rel { // type parameters

...

};

Rel<int, double, std::list> rel; // OK: std::list has two template parameters

// but can be used with one argument

模板参数包只能匹配相同种类的模板参数。例如，下面的类模板可以使用仅有一个模板参数类型的任意类模板或别名模板实例化，因为模板类型参数包在这里传递的TT可以匹配零到多个模板类型参数：

#include <list>

#include <map>

// declares in namespace std;

template<typename Key, typename T,typename Compare = less<Key>,

typename Allocator = allocator<pair<Key const, T>>>

class map;

#include <array>

// declares in namespace std;

template<typename T, size\_t N>

class array;

template<template<typename... > class TT>

class AlmostAnyTmpl {

};

AlmostAnyTmpl<std::vector> withVector; // two type parameters

AlmostAnyTmpl<std::map> witMap; // four type parameters

AlmostAnyTmpl<std::array> withArray; // ERROR: a template type parameter pack doesn't match a nontype template parameter

在C++17之前，声明模板模板参数只能使用关键字class，但这并不代表仅允许将用关键字class声明的类模板用作替换参数。实际上，struct，union以及别名模板也都是模板模板参数的合法实参（别名模板是C++11后才出现并支持）。这类似于这一现象：任何类型都可以用作关键字class声明的模板类型参数的实参。

### 12.3.5 等价性(equivalent)

当两组模板实参的每一对参数值都相同时，它们被视为等价的。对于类型参数，类型别名无关紧要：最终比较的是类型别名所声明的底层类型。对于整型非类型实参，参数的值会被比较；这个值如何表示无关紧要。下面的例子阐释了这一概念：

template<typename T, int I>

class Mix;

using Int = int;

Mix<int, 3\*3>\* p1;

Mix<int, 4+5>\* p2; // p2 has the same type as p1

(正如这一示例所澄清，无需模板定义即可确定模板参数列表的等价性。)

在模板依赖上下文中，模板实参的”值“却是无法一直被明确确定的，且对等价性来说这里的规则更加复杂。考虑下例：

template<int N> struct I {};

template<int M, int N> void f(I<M+N>); // #1

template<int N, int M> void f(I<N+M>); // #2

template<int M, int N> void f(I<N+M>); // #3 ERROR

谨慎声明#1和#2，你将注意到它们仅仅是交换重命名了的M和N，你得到了相同的声明：二者是等价的，它们声明了相同的模板f。表达式M+N和N+M在这两个声明中被视为等价的。

然而#3的声明，确是有着巧妙的不同：只有操作数被翻转。这会让表达式N+M与前两者都不等价。然而，对于任意的模板参数值，最终产生的都是相同的结果，因此，这些表达式在功能上也是等价的（functionally equivalent）。以此差别而声明模板是错误的行径，尽管它们不等价但在功能上确是等价的。然而，编译器无需诊断此类错误。这是因为某些编译器可能，举例来说，在内部将N+1+1表示为等同的N+2，但其他编译器则不然。C++标准没有强行规定某种特定的实现方式，而是两者皆允，同时要求程序员对这一领域保持谨慎。

函数模板生成的函数与普通的函数永远不是等价的，尽管他们可能有相同的类型和名称。这对类成员来说产生了两个重要影响：

1. 成员函数模板生成的函数永远不会覆盖(override)虚函数。
2. 构造器模板生成的构造器永远不会是拷贝或移动构造器。类似的，赋值操作符模板生成的赋值操作符函数也永远不会是拷贝赋值或是移动赋值操作符函数。（然而，由于隐式调用拷贝赋值或移动赋值操作符函数的情景相对少，所以这一般不会引起问题。）这一事实各有优劣。可以参考P95节6.2和P102节6.4了解更多细节。

## 12.4 可变模板

在P55节4.1中介绍的可变模板参数，是指那些至少包含一个模板参数包（12.2.4 模板参数包）的模板。当模板的行为可以泛化为任意数量实参时可变模板将非常有用。P188节12.2.4引入的Tuple类模板就是一个可变模板，因为一个tuple可以有任意数量的元素，它们被同等对待。我们也可以想象一个简单的print()函数，它携带任意数量的参数并按顺序打印每一个。

当可变模板的模板实参被确定时，可变模板的每个模板参数包都将匹配连续的零到多个模板实参。我们将此模板实参序列称为实参包(argument pack)。下面的例子阐述了模板参数包Types是如何根据Tuple所提供的模板实参而匹配不同的实参包的。

template<typename... Types>

class Tuple {

// provides operations on the list of types in Types

};

int main() {

Tuple<> t0; // Types contains an empty list

Tuple<int> t1; // Types contains int

Tuple<int, float> t2; // Types contains int and float

}

由于模板参数包代表了若干个而不是单一的模板实参，它必须在实参包中所有参数都被应用的相同语法结构上下文中使用。其中之一就是sizeof...操作符，它会对实参包中实参的个数进行计数。

template<typename... Types>

class Tuple {

public:

static constexpr std::size\_t length = sizeof...(Types);

};

int a1[Tuple<int>::length]; // array of the integer

int a3[Tuple<short, int, long>::length]; // array of three integers

### 12.4.1 包展开(Pack Expansions)

sizeof...表达式是包展开的一个例子。包展开是一种把一个实参包展开成独立实参的结构。sizeof...执行这一展开只是为了去计数独立实参的个数，其他形式的实参包——那些在C++渴望一个列表的场合——可以将列表展开成多个元素。这样的包展开由列表中元素右侧的省略号（...）标识。这里有一个简单的例子，我们创建了一个新的类模板MyTuple，它传递实参给Tuple的同时也从Tuple类继承：

template<typename ...Types>

class MyTuple : public Tuple<Types..> {

// extra operations provided only for MyTuple

};

MyTuple<int, float> t2; // inherits from Tuple<int, float>

模板实参Types...是一个包展开，它产生了一个模板实参序列，实参包中的每个实参都用于取代Types。如例子中所展示，实例化的类型MyTuple<int, float>的模板类型参数包types被实参包int, float所取代。当出现在参数展开Types...时，我们得到一个模板实参int和另一个模板实参float，因此MyTuple<int, float>从Tuple<int, float>处继承。

理解包展开的一种直观方法是根据语法展开来思考它们，模板参数包将被正确数量的（非包）模板参数替换，并且包展开被写为单独的参数，每个非包类型的模板参数各一个。例如，MyTuple被展开成两个参数应该长这个样子：

template<typename T1, typename T2>

class MyTuple : public Tuple<T1, T2> {

// extra operations provided only for MyTuple

};

三个参数则长这样子：

template<typename T1, typename T2, typename T3>

class MyTuple : public Tuple<T1, T2, T3> {

// extra operations provided only for MyTuple

};

然而请注意，你无法直接通过名字来访问参数包中的独立元素，因为T1, T2等名字并没有在可变模板中定义。如果你需要类型，唯一可以做的事就是传递它们(非递归地)给另一个类或函数。

**每个包展开都有一个模式(pattern)，它是一个被实参包的每个实参所替换的类型或表达式，并且通常出现在表示包展开的省略号之前**。我们前面的例子都只有些无关紧要的模式——参数包的名称——但是模式可以更为复杂。例如，我们可以定义一个新类型PtrTuple，它继承于实参类型的指针所构成的Tuple：

template<typename... Types>

class PtrTuple : public Tuple<Types\*...> {

// extra operations provided only for PtrTuple

};

PtrTuple<int, float> t3; // Inherits from Tuple<int\*, float\*>

包展开Types\*...的模式是Types\*。该模式产生了一个模板类型实参替换的序列，每个实参的类型都被其对应的指针类型所取代，并应用于Types中。在包展开的语法解释下，这是如果将PtrTuple扩展为三个参数时看起来的样子：

template<typename T1, typename T2, typename T3>

class PtrTuple : public Tuple<T1\*, T2\*, T3\*> {

// extra operations provided only for PtrTuple

};

### 12.4.2 包展开可以在哪里出现？

我们目前的例子都是聚焦于使用包展开来产生一个模板实参序列。实际上，包展开基本上可以在语法提供逗号分隔列表的任何位置使用，这包括：

* 基类列表
* 构造器中的基类初始化列表(initializer)
* 调用实参列表(模式就是实参表达式)
* 初始化列表(例如，在花括号初始化列表(initializer list))
* 类、函数或别名模板的模板参数列表
* 函数可以抛出的异常列表(自C++11起不建议使用、C++17后不再允许)
* 在属性内，如果属性本身支持包展开（尽管在C++标准中没有定义这样的属性）
* 指定某个声明的对齐方式时
* 指定lambda表达式捕获列表时
* 函数类型的参数列表
* 在using声明中（自C++17起支持；参考P65节4.4.5）。我们已经提到过sizeof...作为一种包展开机制，它并不会真正产生一个列表，C++17也增加了表达式折叠(fold expressions)，这是另一种不产生逗号分隔的列表的机制（参考P207节12.4.6）

上述包展开所在的某些上下文只是为了归纳的完整性，因此，我们仅将注意力集中在那些在实践中往往有用的包展开上下文上。毕竟包展开在所有上下文中都遵循相同的原则和语法，你大可从此处给出的示例推断出是否需要更深奥的包展开上下文。

在基类列表中的包展开会扩展成多个直接基类。这种扩展对于通过mixins聚合外部提供的数据和功能很有用，mixins是旨在“混合到”类层次结构中以提供新行为的类。例如，下面的Point类在多个不同上下文中使用了包展开以允许任意的mixins：

cpp

template<typename... Mixins>

class Point : public Mixins... { // base class pack expansion

double x, y, z;

public:

Point() : Mixins()... { } // base class initializer pack expansion

template<typename Visitor>

void visitMixins(Visitor visitor) {

visitor(static\_cast<Mixins&>(\*this)...); // call argument pack expansion

}

};

struct Color { char red, green, blue; };

struct Label { std::string name; };

Point<Color, Label> p; // inherits from both Color and Label

Point类使用包扩展来获取每个提供的mixin，并将其扩展为公有继承的基类。Point的默认构造器在类初始化列表中使用了包展开，对mixin机制引入的每个基类进行了值初始化。

成员函数模板visitMixins最有趣，它使用了包展开的结果作为调用参数。通过转换\*this为每一种mixin类型，包展开生成了每个基类对应mixin类型的调用参数。P204节12.4.3中介绍了实际上与visitMixins一起使用而编写的visitor，它可以使用任意数量的函数调用参数。

包展开也在模板参数列表中创建非类型模板参数包时使用：

cpp

template<typename... Ts>

struct Values {

template<Ts... Vs>

struct Holder {

};

};

int i;

Values<char, int, int\*>::Holder<'a', 17, &i> valueHolder;

注意一旦Values<..>的类型实参被确定，Values<...>::Holder的非类型实参列表就是固定的尺寸；参数包Vs就不是一个变长参数包。

Values是一个非类型模板参数包，其中每个真实的模板实参都可以是不同的类型，它们由模板类型参数包Types提供的类型所指定。请注意，Values声明中的省略号起着双重作用，既将模板参数声明为模板参数包，又将该模板参数包的类型声明为一个包展开。这种模板参数包在实践中非常罕见，而在一个更加常见的上下文——函数参数中这种规则同样生效。

### 12.4.3 函数参数包

函数参数包(function parameter pack)是一个匹配零到多个函数调用实参的函数参数。与模板参数包相似，函数参数包通过在函数参数名前使用前置省略号引入，同样地，函数参数包在使用时必须由包展开来扩展。模板参数包和函数参数包被统一称作参数包(parameter packs)。

与模板参数包不同的是，函数参数包始终都是包展开，因此它们声明的类型必须包含至少一个参数包。下面的例子中，我们引入一个新的Point构造器，使用提供的构造器实参来拷贝初始化每一个mixin：

template<typename... Mixins>

class Point : public Mixins...

{

double x, y, z;

public:

// default constructor, visitor function, etc. elided

Point(Mixins... mixin) // mixins is a function parameter pack

: Mixins(mixin)...{ } // initialize each base with the supplied mixin value

};

struct Color { char red, green, blue; };

struct Label { std::string name; };

Point<Color, Label> p({0x7F, 0, 0x7F}, {"center"});

函数模板的函数参数包可能依赖于模板中声明的模板参数包，这使得函数模板可以接受任意数量的调用实参而不会损失类型信息：

template<typename... Types>

void print(Types... values);

int main

{

std::string welcome("Welcome to ");

print(welcome, "C++", 2011, '\n'); // calls print<std::string, char const\*,

// int, char>

}

当使用多个实参调用函数模板print()时，实参的类型将放置在参数包中，以取代模板类型参数包Types，而实参本身则放入参数包中，以代替函数参数包values。调用实参被确定的过程在第15章对细节进行了描述。当前，只要了解Types中的第i个类型对应values的第i个值即可，并且这些参数包的每一对在函数模板print()内都是可用的。

print()的真正实现使用了递归的模板实例化，这是一种模板元编程技术，在P123节8.1和第23章中有所描述。

在参数列表末尾出现的匿名函数参数包与C样式的“ vararg”参数之间在语法上存在歧义。例如：

template<typename T> void c\_style(int, T...); //valid, but not recommended, T, … better

template<typename... T> void pack(int, T...);

前者的T被视为T, ...：一个匿名参数类型T跟着一个C风格的vararg参数。后者的T...结构被视为一个函数参数包，因为T是一个合法的展开模式。可以通过在省略号前强制添加一个逗号（这保证了省略号被认作C风格vararg参数）或在省略号后跟随一个标识符——这意味着它是一个命名函数参数包来消除歧义。请注意，在通用的lambda中，如果紧随其后的类型（没有中间逗号）包含auto，则尾随的…将被视为表示参数包。

### 12.4.4 多重与嵌套包展开

包展开的模式可以随意复杂且可以包含多重、不同的参数包。当实例化包含多重参数包的包展开时，所有的参数包都必须有相同的尺寸。从每个参数包的第一个实参开始进行模式替换，然后是每个参数包的第二个实参，以此类推，最终组织成类型或值的序列。例如，下面的函数在转发所有实参给函数对象f之前，对他们进行了拷贝：

template<typename F, typename... Types>

void forwardCopy(F f, Types const&... values) {

f(Types(values)...);

}

调用实参包展开命名了两个实参包，Types和values。当实例化该模板时，Types和values参数包的逐个元素会产生一系列对象构造体，它们使用Types的第i个类型创建了values的第i个值。在包展开的语法解析下，三个实参的forwardCopy可能长这个样子：

template<typename F, typename T1, typename T2, typename T3>

void forwardCopy(F f, T1 const& v1, T2 const& v2, T3 const& v3) {

f(T1(v1), T2(v2), T3(v3));

}

包展开本身也可以嵌套。此时，每个参数包都可以由最近的一个闭合的包展开所扩展（也只能是这个包展开）。下面的例子阐释了引入3个不同参数包的嵌套包展开：

template<typename... OuterTypes>

class Nested {

template<typename... InnerTypes>

void f(InnerTypes const&... innerValues) {

g(OuterTypes(InnerTypes(innerValues)...)...);

}

};

g()的调用中，模式InnerTypes(innerValues)的包展开是最内层的，它扩展了InnerTypes和innerValues并为OuterTypes表示的对象产生了一个函数调用实参序列。外层的包展开模式包含内层包展开，为函数g()产生了一个调用参数集，它们由内层包展开生成的函数调用实参序列所形成的OuterTypes中的每一种实例化类型所创造。在这种包展开的语法解析下，当OuterTypes有2个实参，InnerTypes和innerValues都有3个实参时，嵌套会变得更加明显：

template<typename O1, typename O2>

class Nested {

template<typename I1, typename I2, typename I3>

void f(I1 const& iv1, I2 const& iv2, I3 const& iv3) {

g(O1(I1(iv1), I2(iv2), I3(iv3)),

O2(I1(iv1), I2(iv2), I3(iv3)));

}

};

多重与嵌套包展开是一个非常强力的工具（例如，参考P608节26.2）。

### 12.4.5 零尺寸包展开

包展开的语法解析对于理解不同实参数量的可变模板实例化的方式非常有用。然而，对于零尺寸实参包来说语法解析经常会失败。为了说明这一点，请考虑P202节12.4.2中的Point类模板，该模板在语法上用零个实参替换：

template<>

class Point : {

Point() : { }

};

上面编写的代码格式不正确，因为模板参数列表现在为空，并且空的基类和基类初始化器列表每个都有一个冒号。

包展开实际上是语义结构，任意尺寸实参包的替换并不会影响包展开（或其封闭的可变参数模板）的解析。当包扩展展开成一个空列表时，程序的表现（语义上）就好像该列表不曾存在。实例化Point <>最终没有基类，并且其默认构造函数没有基类初始化程序，但其格式正确。这一语法规则使得即使是零尺寸的包展开也可以被完美定义（但有所区别）。例如：

template<typename T, typename... Types>

void g(Types... values) {

T v(values...);

}

可变函数模板g()创造了一个值v，它使用传入的values一系列值来直接初始化。如果values是空的，那么v在语法上看起来就好像是一个函数声明T v()。然而，因为包展开的替换是一种语法且解析时不会产生影响其他类型的实体，v会通过零个实参进行初始化，也就是说，这依然还是值初始化。

### 12.4.6 折叠表达式

对一连串的值进行同一模式的递归处理被称做操作的折叠。例如，对序列x[1],x[2],...,x[n-1],x[n]进行函数fn右折叠会得到fn(x[1],fn(x[2], fn(...,fn(x[n-1],x[n])...)))。在探索一种新的语言特性时，C++委员会遇到了需要特殊处理的结构：应用于包展开的二元逻辑运算符(即&&或||)。在没有额外的语法特性时，我们需要编写下面的代码来实现&&操作：

bool and\_all() { return ture; }

template<typename T>

bool and\_all(T cond) { return cond; }

template<typename T, typename... Ts>

bool and\_all(T cond, Ts... conds) {

return cond && and\_all(conds...);

}

C++17引入了一种新的特性——折叠表达式(fold expressions)（参考P58节4.2）。它可以应用于除了.，->和[]以外的所有的二元操作符。

给定一个未展开表达式模式pack和一个非模式表达式value，C++17允许我们使用任意操作符op写出：

(pack op ... op value)

作为一个操作符**右折叠**（称作二元右折叠），或者写出：

(value op ... op pack)

作为一个操作符**左折叠**（称作二元左折叠）。参考P58节4.2了解更多基本示例。

折叠操作应用于一个序列，对包进行展开并从最后一个（右折叠）或第一个（左折叠）序列中的元素施加value。

有了这一特性，如下代码：

template<typename... T> bool g() {

return and\_all(trait<T>()...);

}

（and\_all在上面代码中定义），就可以被替换写成：

template<typename... T> bool g() {

return (trait<T>() && ... && true);

}

如你所愿，折叠表达式是包展开。注意即使包为空，折叠表达式的类型仍然可以借由非包操作数(上例中是value)来确定。

然而，这一特性的设计者还希望增加一个摆脱value操作数的选项。在C++17中还支持另外两种形式：一元右折叠(pack op ...)和一元左折叠(... op pack)。

此时小括号依然是必须的。很明显对于空展开来说这产生了一个问题：如何确定它们的类型或是值呢？答案就是对于一元折叠表达式来说，空展开通常来说会导致一个错误，除了以下三种特例：

* 单一折叠&&对空展开产生一个值true。
* 单一折叠||对空展开产生一个值false。
* 单一折叠,会产生表达式void。

注意，如果你重载上述某个特殊的操作符时（通常不太常见），可能会出乎意料，例如：

struct BooleanSymbol {

...

};

BooleanSymbol operator||(BooleanSymbol, BooleanSymbol);

template<typename... BTs> void symbolic(BTs... ps) {

BooleanSymbol result = (ps || ...);

...

}

假设我们用从BooleanSymbol继承的类型来调用symbolic。对所有展开来说，除了空展开以外，都会产生一个BooleanSymbol值（空展开产生的是布尔值）。我们要注意一元折叠表达式的使用，并推荐以二元折叠表达式作为替代（显式地指定空展开值）。

## 12.5 友元

声明友元的初衷非常简单：在某个类中标记友元函数或友元类以使标记者获得其访问特权。由于以下两个因素，事情变得有些复杂：

1. 友元的声明必须是唯一的。
2. 友元函数声明时可以直接定义。

### 12.5.1 类模板的友元类

友元类声明时不能定义，因此很少出问题。在模板的上下文中，友元类声明的唯一新奇之处是在于能够将类模板的特定实例声明为友元：

template<typename T>

class Node;

template<typename T>

class Tree {

friend class Node<T>;

...

};

请注意，类模板必须在其实例之一成为类或类模板的友元时是可见的。对普通类来说，则没有这种要求：

template<typename T>

class Tree {

friend class Factory; // OK even if first declaration of Factory

friend class Node<T>; // error if Node isn't visible

};

P220节13.2.2对此有更多描述。

P75节5.5引入了一个例子，给出了其他类模板实例做友元时的声明：

template<typename T>

class Stack {

public:

...

// assign stack of elements of type T2

template<typename T2>

Stack<T>& operator=(Stack<T2> const&);

// to get access to private members of Stack<T2> for any type T2:

template<typename> friend class Stack;

...

};

C++11也增加了让模板参数作友元的语法：

template<typename T>

class Wrap {

friend T;

...

};

对任何类型T来说这都是合法的，如果T不是一个类类型的话，友元就会被忽略（译者注：基础类型不需要声明为友元）。

### 12.5.2 类模板的友元函数

函数模板的实例可以作为友元，只要保证友元函数名称后跟着一个尖括号子句即可。尖括号子句可以包含模板实参，但是如果实参可以被推导，那么尖括号就可以留空：

template<typename T1, typename T2>

void combine(T1, T2);

class Mixer {

friend void combine<>(int&, int&); // OK: T1 = int&, T2 = int&

friend void combine<int, int>(int, int); // OK: T1 = int, T2 = int

friend void combine<char>(char, int); // OK: T1 = char, T2 = int

friend void combine<char>(char&, int); // ERROR: doesn't match combine() template

friend void combine<>(long, long) { ... } // ERROR: definition not allowed!

};

请注意，我们无法定义模板实例（最多可以定义一个特化体），因此友元声明不能是一个定义。

如果名称后没有跟尖括号子句，那么有两种可能：

1. 如果名字没有限定符（换句话说，不包含::），它永远不会是一个模板实例。如果友元声明时不存在可见的匹配的非模板函数，此处的友元声明就作为该函数的第一次声明。该声明也可以是一个定义。
2. 如果名称带有限定符（包含::），该名称必须可以引用到一个此前声明过的函数或函数模板。非模板函数会比函数模板优先匹配。然而，这里的友元声明不能是一个定义。这里有个例子来说明这一区别：

void multiply(void\*); // ordinary function

template<typename T>

void multiply(T); // function template

class Comrades {

friend void multiply(int) { } // defines a new function ::multiply(int)

friend void ::multiply(void\*); //refers to the ordinary function above,

// not the the multiply<void\*> instance

friend void ::multiply(int); // refers to an instance of the template

friend void ::multiply<double\*>(double\*);// qualified names can also have angle brackets,

// but a template must be visible

friend void ::error() { } // ERROR: a qualified friend cannot be a definition

};

在前例中，我们在一个普通的类中声明了友元函数。在类模板中声明友元函数规则也是如此，只不过模板参数可以参与到函数声明中：

template<typename T>

class Node {

Node<T>\* allocate();

...

};

template<typename T>

class List {

friend Node<T>\* Node<T>::allocate();

};

函数模板也可以在类模板中定义，此时只有在它真正被使用到时才会实例化。通常，这要求友元函数以友元函数的类型使用类模板本身，这使得在类模板上表示函数变得更容易，就好像它们在命名空间中可见一样：

template<typename T>

class Creator {

friend void feed(Creator<T>) { //every T instantiates a different function ::feed()

...

}

};

int main()

{

Creator<void> one;

feed(one); // instantiates ::feed(Creator<void>)

Creator<double> two;

feed(two); // instantiates ::feed(Creator<double>)

}

示例中，Creator的每个实例都会生成一个不同的函数。请注意，即使这些函数是作为模板实例化的一部分生成的，这些函数本身也只是普通的函数，并不是模板的实例。然而，这种情况被视为模板实体(templated entities, 参考P181节12.1)，它们仅在被使用到时才会被定义。同时也注意到由于这些函数的函数体在类定义域内被定义，所以它们是内联(inline)的。因此，两个不同编译单元生成该相同的函数并不会引起错误。可以参考P220节13.2.2和P497节21.2.1来了解该话题的更多信息。

### 12.5.3 友元模板

通常在声明一个函数或类模板的实例为友元时，我们可以严格地表示哪个实体才是友元。尽管如此，有些时候对某种模板的所有实例都设为友元也是很有用的。这就需要使用友元模板(friend template)。例如：

class Manager {

template<typename T>

friend class Task;

template<typename T>

friend void Schedule<T>::dispatch(Task<T>\*);

template<typename T>

friend int ticket() {

return ++Manager::counter;

}

static int counter;

};

与普通的友元声明一样，当名称是不含限定符的函数名时友元模板也可以是一个定义，函数名后不接尖括号子句。

友元模板只能定义主模板和主模板的成员。主模板的偏特化和显式特化也都会被自动的视作友元。

## 12.6 后记

C++模板的通用语法和概念自80年代起就相对保持稳定。类模板和函数模板是最开始时构成模板的两部分。类型模板和非类型模板也是。

然而，受C++标准库的需求所驱动，后来新增了一些重大的特性。成员模板可能是这些添加中最基础的。搞笑的是，只有成员函数模板被正式票入C++标准。成员类模板在社论监督下才成为标准的一部分。

友元模板，默认模板实参，模板模板参数是在C++98标准化后出现的。声明模板模板参数的能力有时被成为高阶泛型(higher-order genericity)。引入它们原本是为了支持一个已有的C++标准库的分配器(allocator)模型，然而这个分配器模型后来被另一个不依赖模板模板参数的模型取代了。后来，模板模板参数距离被踢出语言标准越来越近，因为它们的规范并不完整，直到非常晚才出现的1998标准化进程。最终大多数委员会成员投票表示保留它们，而它们的规范也完整制定。

别名模板是在2011标准引入的。别名模板为需要typedef templates特性而简化书写模板的场合提供了相同的服务，它仅仅是一个现有类模板的另一种拼写。规范(N2258)（作者是 Gabriel Dos Reis 和 Bjarne Stroustrup;）把它加入到标准。 Mat Marcus 也贡献了这一提议的一些早期草稿。Gaby 还为C++14(N3651)的可变模板提议处理了很多细节内容。本来，该提议仅仅想要支持constexpr变量，但是这一限制在标准制定阶段被解除了。

可变模板由C++11标准库和Boost库所驱动，C++模板库此前一直使用一种递进型高级技巧来支持接受任意数量模板参数。 Doug Gregor, Jaakko J¨arvi, Gary Powell, Jens Maurer, 和 Jason Merrill 为标准化提供了初始的规范(N2242)。当这一规范问世时，Doug 还开发了这一特性的原始实现代码(在GNU的GCC中)，为标准库使用这一特性提供了极大助力。

折叠表达式是 Andrew Sutton 和 Richard Smith 的作品：它们通过N4191文献引入到C++17。

# 第13章 模板中的名称

在大多数编程语言中，名称是一个基本的概念。借助名称，程序员可以引用前面已经构造完毕的实体。当C++编译器遇到一个名称时，它会查找该名称，来确认它所引用的是哪个实体。从实现者角度来看，就名称而言，C++在这方面相当棘手。譬如C++语句x \* y;，如果x和y都是变量的名称，那么这一语句就是一个乘法表达式，但是如果x是类型的名称，该语句就是在声明一个y变量实体，其类型是x类型实体的指针。

这一小小的例子阐释了C++（类C）是一门上下文敏感型语言(context-sensitive language)：对于C++的一个结构，我们无法脱离上下文来理解它。而这又与模板有什么关联呢？事实上，模板也是一种结构，它也必须处理多种上下文相关信息：（1）模板出现的上下文；（2）模板实例化的上下文；（3）用于模板实例化的模板实参的上下文。因此，在C++中，“名称”需要被小心的处理这一事实就不足为奇了。

## 13.1 名称的分类

C++对名称的分类有多种多样的方式。为了理解名称的众多术语，我们提供了表13.1和表13.2，对这些分类进行了描述。幸运的是，熟悉下面两种主要的命名概念，就可以深入理解大多数的C++模板话题：

1. 如果名称的作用域由域操作符（::）或是成员访问操作符(.或->)显式指定，我们就称该名称为限定名称(qualified name)。例如，this->count是一个限定名称，但是count本身则不是（尽管字面上count实际上指代的也是一个类成员）。
2. **如果一个名称以某种方式依赖于模板参数，那么该名称就是一个依赖型名称**(dependent name)。例如，当T是一个模板参数时，std::vector<T>::iterator是一个依赖型名称；但如果T是一个已知的类型别名时（比如using T = int ），那么std::vector<T>::iterator就不是一个依赖型名称。

|  |  |
| --- | --- |
| 分类 | 解释和说明 |
| 标识符(Identifier) | 仅由不间断的字母、下划线和数字组成的名称。不能以数字开头，并且某些标识符是被保留的：你不能在应用程序中引入它们（有个潜规则：请避免使用下划线和双下划线开头）。字母这一概念较为宽泛，它还包含了通用字符名称(Universal Character Name, UCN)，UCN通过非字符的编码格式存储信息。 |
| 操作符函数id(Operator-function-id) | 关键字operator后紧跟的操作符符号。例如，operator new和operator []。 |
| 类型转换函数id(Conversion-function-id) | 用于表示用户自定义的隐式转换运算符，例如operator int &（也可以以operator int bitand的方式进行混淆）。 |
| 字面操作符id(Literal-operator-id) | 用于表示一个用户定义的字面操作符——例如，operator ""\_km，可以用来书写字面值100\_km(C++11中引入) |
| 模板id(Template-id) | 由闭合的尖括号子句内的模板实参构成的模板名称。例如，List<T, int, 0>。模板实参所在的闭合尖括号前面的操作符函数id或一个字面操作符id也可以是一个模板id。例如，operator+<X<int>>。 |
| 非限定id(Unqualified-id) | 广义的标识符。可以是上述的任何一种（标识符、操作符函数id、类型转换函数id、字面操作符id或是模板id），也可以是一个“析构器名称”（例如，记如~Data或是~List<T, T, N>）。 |
| 限定id(Qualified-id) | 对非限定id使用类、枚举、命名空间的名称做限定或是仅仅使用全局作用域操作符做限定，得到的就是一个限定id。显然这种名称本身也可以是多次限定的。例如::X，S::x，Array<T>::y和::N::A<T>::z。 |
| 限定名称(Qualified-name) | 标准中并没有定义这一概念，但是我们一般用它来表示经过限定查找的名称。具体来说，它是一个限定id或是一个在前面显式使用了成员访问操作符（.或->）的非限定id。例如S::x,this->f和p->A::m。然而，上下文中隐式等价于this->class\_mem的class\_mem并不是一个限定名称：成员访问必须是显式的。 |
| 非限定名称(Unqualified-name) | 除限定名称以外的非限定id。这并非标准中的概念，我们只是用它来表示调用非限定查找时引用的名称。 |
| 名称(Name) | 一个限定或非限定名称 |

|  |  |
| --- | --- |
| 分类 | 解释和说明 |
| 依赖型名称(Dependent name) | 通过某种方式依赖于模板参数的名称。一般来说，显式包含模板参数的限定名称或非限定名称都是依赖型名称。此外，如果成员访问运算符（.或->）左侧的表达式与类型相关，则通常由其限定的限定名称也是一个依赖型名称，这一概念在P223节13.3.6中进行了讨论。特别地，this->b中的b当其出现在模板中时，通常是依赖型名称。最后，取决于参数依赖查找的名称，诸如函数调用ident(x, y)中的ident或是表达式x+y中的+，当且仅当参数表达式中任意一个是类型依赖的，那么其就是一个依赖型名称。 |
| 非依赖型名称(Nondependent name) | 不满足上述描述中“依赖型名称”的名称即是一个非依赖型名称 |

通读该表会更加熟悉C++模板话题中的这些概念，但是也没有必要去记住每个定义的精准含义。什么时候需要，就什么时候通过索引来查阅。

## 13.2 名称查找

在C++中，名称查找有非常多的小细节，但是我们这里只关注一些主要概念。只有在下面两种情景中我们才有必要确认名称查找的细节：（1）按直觉处理会犯错的一般案例（2）C++标准给出的错误案例。

限定名称在限定结构所隐含的作用域中进行查找。如果该作用域是一个类，则还可以向上搜索基类。然而，在查找限定名称时不会考虑封闭作用域(enclosing scopes)。下面的例子阐释了这一基本原则：

int x;

class B {

public:

int i;

};

class D: public B {

};

void f(D\* pd)

{

pd->i = 3; // finds B::i

D::x = 2; // ERROR: does not find ::x in the enclosing scope

}

非限定名称的查找则恰恰相反，它可以(由内到外)在所有外围类中逐层地进行查找（但在某个**类内部定义的成员函数定义中，它会优先查找该类和基类的作用域**，然后才查找外围类的作用域），这种查找方式被称为一般性查找(ordinary lookup)。下面是一个用于理解一般性查找的基本示例：

extern int count; // #1

int lookup\_example(int count) // #2

{

if (count < 0) {

int count = 1; // #3

lookup\_example(count); // unqualified count refers to #3

}

return count + ::count; // the first (unqualified) count refers to #2;

// the second (qualified) count refers to #1

}

对于非限定名称的查找，最近的一种变化是除了普通的查找之外，它们可能还会经历参数依赖查找(argument-dependent lookup, ADL)。在展开叙述ADL之前，我们先用前面的max()模板来说明这一机制的动机：

template<typename T>

T max(T a, T b)

{

return b < a ? a : b;

}

假设我们现在需要让”在另一个命名空间所定义的某个类型“来使用这一模板：

namespace BigMath {

class BigNumber {

...

};

bool operator < (BigNumber const &, BigNumber const &);

...

}

using BigMath::BigNumber;

void g(BigNumber const& a, BigNumber const& b)

{

...

BigNumber x = ::max(a,b);

...

}

这里的问题在于max()模板不认识BigMath命名空间，一般性查找无法找到类型BigNumber适用的operator <。如果没有特殊规则的话，这种限制大大降低了C++命名空间中模板的应用性。而ADL正是这个“特殊规则”，也正是解决这种限制的关键之处。

### 13.2.1 ADL

ADL主要适用于在函数调用或运算符调用中看起来像非成员函数名称的非限定名称。如果一般性查找找到了以下信息，ADL就不会发生：

* 成员函数名称
* 变量名称
* 类型名称
* 块作用域函数声明名称

**如果把被调用函数的名称用圆括号括起来，ADL也会被禁用。**

否则，如果名称后的括号里面有实参表达式列表，则ADL将会查找这些实参“关联”的命名空间和类。对这些关联的命名空间(associated namespace)和关联类(associated class)的精准定义会在后文给出，但在直觉上它们可以被认为是与给定类型相关联的所有命名空间和类。例如，如果某一类型是一个class X的指针，那么关联的类和命名空间就包括X和X所属的任何命名空间或类。

对给定类型，关联命名空间和关联类所组成的集合的精准定义，我们可以通过下列规则来确定：

* 对内置类型，该集合为空集。
* 对指针和数组类型，该集合就是其底层所引用类型的关联类和关联命名空间。
* 对枚举类型，关联命名空间就是枚举声明所在的命名空间。
* 对类成员，关联类就是其所在的类。
* 对类类型（包括联合体类型），关联类集合包括其类型本身、它的外围类型、所有的直接或间接基类。关联命名空间集合是每个关联类所在的命名空间。如果类是一个类模板实例，那么类模板实参的类型以及声明模板的模板实参所在的类和命名空间也将包含在内。
* 对函数类型，关联命名空间和类的集合包含每一个参数类型和返回值所关联的命名空间和类。
* 对指向类X的成员指针类型，关联的命名空间和类包括X以及成员类型本身的关联。（如果是指向成员函数的类型，那么参数和返回类型也算数。） 至此，ADL会在所有的关联命名空间和关联类中依次地查找，就好像依次地直接使用这些命名空间进行限定一样。唯一的例外情况是：它会忽略using指示符(using-directives)。下面的例子说明了这一点：

*details/adl.cpp*

#include <iostream>

namespace X {

template<typename T> void f(T);

}

namespace N {

using namespace X;

enum E { e1 };

void f(E) {

std::cout << "N::f(N::E) called\n";

}

}

void f(int)

{

std::cout << "::f(int) called\n";

}

int main()

{

::f(N::e1); // qualified function name: no ADL

f(N::e1); // ordinary lookup finds ::f() and ADL finds N::f(),

// the latter is preferred

}

我们可以看出：在这个例子中，当执行ADL时，命名空间N中的using-directive被忽略了。因此，在这个main()函数内部的调用中，X::f()甚至永远都无法作为一个候选者。

### 13.2.2 友元声明的ADL

在类中友元函数的声明可以是该友元函数的首次声明。在此场景中，对于包含这个友元函数的类，假设它所属的最近的命名空间作用域（可能是全局作用域）为作用域A，我们就可以认为该友元函数是在作用域A中声明的。然而，这样的友元声明在该作用域中并不是直接可见的。考虑下面的例子：

template<typename T>

class C {

...

friend void f();

friend void f(C<T> const&);

...

};

void g(C<int>\* p) {

f(); // is f() visible here? No

f(\*p); // is f(C<int> const&) visible here?

}

如果友元声明在封闭命名空间中可见，那么实例化一个类模板可能会使一些普通函数的声明也变为可见的（比如f()）。这可能会产生一些令人惊讶的行为：函数调用f()会导致编译错误，除非类C的实例化在程序更早的地方进行过！

另一方面，仅仅通过友元函数声明（并定义）一个函数非常有用（参考P497节21.2.1依赖于这种行为的某个技巧）。当友元函数所在的类属于ADL查找过程的关联类时，该友元函数就是可见的。

再次考虑上面的例子，f()没有关联类或关联命名空间，因为它并没有任何参数：在这个例子中该调用是**无效的**。然而，f(\*p)调用有着关联类C<int>（因为它是\*p的类型），并且全局命名空间也是关联的（因为这是\*p的类型声明所在的命名空间）。因此，只要我们在调用之前完全实例化class C<int>，就可以找到这一第二个友元函数。为了确保这一点，我们可以假设：对于涉及在关联类中友元查找的调用，实际上会导致该（关联）类被实例化（如果还没有实例化的话）。

ADL查找友元声明和定义的能力有时候也被称为友元名称注入(friend name injection)。然而，这一术语有些误导性，因为它是一个前标准C++特性的名称，该特性会确实地把友元声明的名称“注入”到封闭作用域中，使得它们在一般性名称查找中可见。对上例来说，这就意味着两个调用都有效。本章的后续内容会详述友元名称注入的历史。

### 13.2.3 注入的类名称

类的名称会被注入到类本身的作用域中，因此在该作用域中作为非限定名称可访问。（然而，它作为限定名称不可访问，因为这种符号表示用于表示构造函数。）例如下面的例子：

*details/inject.cpp*

#include <iostream>

int C;

class C {

private:

int i[2];

public:

static int f() {

return sizeof(C);

}

};

int f()

{

return sizeof(C);

}

int main()

{

std::cout << "C::f() = " << C::f() << ','

<< " ::f() = " << ::f() << '\n';

}

成员函数C::f()返回了class类型C的尺寸，而::f()则返回了int变量C的尺寸。

类模板也可以有注入的类名称。然而，相比较一般的注入的类名称来说，二者有些区别：它的后面可以紧跟模板实参（在此场景，它们也被称为注入的类模板名称）。但是，如果后面没有紧跟模板实参，那么它们代表的就是用参数来代表实参的类（例如，对于偏特化，还可以用特化实参代表对应的模板实参）。下述代码解释了这一情景：

template<template<typename> class TT> class X {

};

template<typename T> class C {

C\* a; // OK: same as "C<T>\* a;"

C<void>& b; // OK

X<C> c; // OK: C without a template argument list denotes the template C

X<::C> d; // OK: ::C is not the injected class name and therefore always

// denotes the template

};

注意看非限定名称是如何引用注入的名称的，并且，如果名称后没有跟随模板实参列表的话，它们不会被认作模板名称。为了补偿，我们可以在模板名称前强制使用::限定符。

可变模板的注入的类名称还有一个额外的特点：如果注入的类名称是通过使用可变模板的模板参数直接组成的，那么注入的类名称也将包含尚未展开的模板参数包（参考P201节12.4.1了解包展开的细节）。因此，在为可变参数模板形成注入的类名时，与模板参数包对应的模板参数是一个模板参数包的展开，其模式就是那个模板参数包：

template<int I, typename... T> class V {

V\* a; // OK: same as "V<I, T...>\* a;"

V<0, void> b; // OK

};

### 13.2.4 当前实例

类或类模板的注入的类名称实际上是类型定义的一个别名。对非模板类来说，这一特性是显然的，因为类本身就是其作用域内其名称的唯一类型。然而，在类模板或是类模板嵌套的类中，每个模板实例都会产生一个不同的类型。在这一上下文中，该特性就非常有趣了，因为这意味着注入的类名称指向类模板的相同实例而非类模板的其他实例（对类模板的嵌套类来说也一样）。

在类模板中，类或类模板范围内的注入的类名称或是其他等价于注入的类名称的类型（包括类型别名的声明）都被称为一个当前实例(current instantiation)。依赖于模板参数但并不指代一个当前实例的类型被称为一个未知的特化(unknown specialization)，它可以从相同的类模板或某些全然不同的类模板实例化。下面的例子阐释了这一区别：

template<typename T> class Node {

using Type = T;

Node\* next; // Node refers to a current instantiation

Node<Type>\* previous; // Node<Type> refers to a current instantiation

Node<T\*>\* parent; // Node<T\*> refers to an unknown specialization

};

在嵌套类和类模板中辨别某个类型是否指代一个当前实例往往扑朔迷离。类和类模板范围内的注入的类名称（或者等价于它们的类型）是一个当前实例，而其他嵌套的类或类模板中的名称则不是一个当前实例：

template<typename T> class C {

using Type = T;

struct I {

C\* c; // C refers to a current instantiation

C<Type>\* c2; // C<Type> refers to a current instantiation

I\* i; // I refers to a current instantiation

};

struct J {

C\* c; // C refers to a current Instantiation

C<Type>\* c2; // C<Type> refers to a current instantiation

I\* i; // I refers to an unknown specialization,

// because I does not enclose

J\* j; // J refers to a current instantiation

};

};

当类型指代的是一个当前实例时，实例化的类的内容可以保证是由当前定义的类模板或嵌套类所实例化的。当解析模板（下一节的主题）时这对名称查找有着意义，但与此同时它也引导了另一种方案，一种更像游戏的方式来决定类模板中的类型X的定义指代的是一个当前实例还是一个未知的特化：如果另一个程序员可以写出一个显式特化（在第16章描述细节）使得X指向该特化体，那么X就指代一个未知的特化。例如，考虑上例上下文中类型C<int>::J的实例：我们知道C<T>::J的定义用于实例化特定的具体类型（也就是我们所实例化的类型）。此外，由于显式特化无法在不同时特化范围内所有模板或成员的情况下，特化某一个模板或模板成员，C<int>会在类定义范围内被实例化。因此，J和C<int>的引用在J所在范围内均指代一个当前实例。而另一方面，我们可以写出一个C<int>::I的显式特化，如下文：

template<> struct C<int>::I {

// definition of the specialization

};

这里，C<int>::I的特化提供了一个与C<T>::J所可见的定义完全不同的定义，因此定义C<T>::J中定义的I指代的是一个未知的特化。

## 13.3 模板解析

大多数程序设计语言的编译都包含两个最基本的步骤——token化（也称作扫描或词法解析）和（语法）解析。Token化过程会按字符顺序读取源代码，然后生成一个token序列。例如，当看到字符序列int\* p = 0;时，扫描器会为关键字int、符号/操作符\*、标识符p、符号/操作符=、整型字面量0和符号/操作符;生成token。

解析器会通过将token或先前发现的模式(pattern)递归地归约为更高级别的结构，从而在token序列中找到已知的模式。例如，token 0是一个合法的表达式，\*后跟随的标识符p是一个合法的声明器(declarator)，该声明器后接=再接表达式0是一个合法的初始化声明器(init-declarator)。最后，关键字int是一个已知的类型名称，并且当后面跟着初始化声明器\*p = 0时，就归约为p的初始化声明。

### 13.3.1 非模板中的上下文相关性

如你所闻与所愿，token化过程比解析要简单得多。幸运的是，解析已经是一门理论发展得相当成熟的学科，使用这一理论对于理解大多数语言的解析都不算困难。然而，这一理论在上下文无关语言中表现最佳，而我们已经知道了C++是一门上下文敏感语言。为此，C++编译器会使用一张符号表来把标记器(tokenizer)和解析器(parser)结合起来：当解析到声明时，会把它灌入到符号表中。当标记器找到一个标识符时，它会进行查找，如果找到的是一个类型的话，就对生成的token进行注解。

例如，如果C++编译器看到x\*，标记器会查找x。如果找到了一个类型，解析器就会看到：

identifier, type, x

symbol, \*

并得出一个结论：这是要开始声明了。然而，如果没有找到类型x，那么解析器会从标记器处接收这样的信息：

identifier, nontype, x

symbol, \*

此时该结构按合法性只能被解析成一个乘法表达式。这些原则的细节要依赖于编译器的具体实现策略，但大同小异。

另一个上下文敏感的案例在下面的表达式中阐释：

X<1>(0)

如果X是类模板的名称，那么前面的表达式就是将整型0强制类型转换到类型X<1>（由该模板产生的）。如果X不是一个模板，那么上面的表达式等价于

(X<1)>0

换句话说，X会和1比较，然后根据结果——true或false，隐式转换成1或0——再与0进行比较。尽管这样的代码非常罕见，但它也是一个合法的C++代码（也是合法的C代码）。C++解析器会查找<前出现的名称，只有在该名称是一个模板名称时，才会把<看成是左尖括号；否则，<就被视为普通的小于操作符。

令人遗憾的是，这类上下文敏感性都是由于选择尖括号来界定模板参数列表所造成的。下面是另一个案例：

template<bool B>

class Invert {

public:

static bool const result = !B;

};

void g()

{

bool test = Invert<(1>0)>::result; // parentheses required!

}

如果Invert<(1>0)>的小括号被省略，大于等于符号就会被误认为是模板参数列表的闭合尖括号。这会使得代码无效，因为编译器会把它读作((Invert<1>))0>::result。

尖括号带给标记器的问题还不止这些。例如，在语句：

List<List<int>> a;

//^-- no space between right angle brackets

两个>字符组合成了一个右移操作符>>，因此它们不再被视为两个独立的符号。这要归因于所谓的maximum munch tokenization原则：C++实现体必须让一个token能捕获尽可能多的连续字符。

如P28节2.2所提及，在C++11之后，C++标准特别指出了这一情景——嵌套的模板id紧跟着右移符号>>——解析器会将模板id紧邻的右移符号视为两个独立的右尖括号>。有趣的是，此变更项会默默地更改某些程序（公认的程序）的含义。考虑下面的例子：

*names/anglebrackethack.cpp*

#include <iostream>

template<int I> struct X {

static int const c = 2;

};

template<> struct X<0> {

typedef int c;

};

template<typename T> struct Y {

static int const c = 3;

};

static int const c = 4;

int main()

{

std::cout << (Y<X<1> >::c >::c>::c) << ' ';

std::cout << (Y<X< 1>>::c >::c>::c) << '\n';

}

这是一个合法的C++98程序，输出0 3。它也是合法的C++11程序，但是尖括号变革使得括号内的两个语句是等价的，最终输出0 0。

由于<:是字符[的两字符替代(某些传统键盘是不支持的)，还存在一个类似的问题，考虑下面的案例：

template<typename T> struct G {};

struct S;

G<::S> gs; // valid since C++11, but an error before that

C++11之前，最后一行代码等价于G[:S>gs;，这显然是不合法的。另一个词法hack技术被引入来解决该问题：当编译器看到字符序列<::没有紧跟着:或>时，前导<:字符对不再被视为[等价的两字符符号。这一两字符hack技术使得以前合法的程序变得不再合法：

#define F(X) X ## :

int a[] = {1, 2, 3}, i = 1;

int n = a F(<::)i]; // valid in C++98/C++03, but not in C++11

想要理解它，就要注意到两字符hack应用于预处理符号，对预处理器来说变成了截然不同的符号，它们在宏展开完成前被确定。因此，C++98/C++03会无条件转换<:到[，因而定义展开成int n = a[ :: i];，显然这是没问题的。而C++11则不会进行字符转换，因为在宏展开前，序列<::没有跟随:或>而是)时，两字符转译不会进行，因此连接操作符##会试图连接::和:成为一个新的预处理符号:::，但显然这是一个不合法的符号。这一标准会导致UB行为(undefined behavior)，也就意味着放任编译器自由处理。某些编译器会诊断出这一问题，但也有些不会：它们会保持两个预处理符号分离，然后导致语法错误，因为对n的定义最终展开成如下语句：

int n = a < :: : i];

### 13.3.2 类型的依赖型名称

模板中名称的问题在于它们无法始终被充分地分类。具体来讲，一个模板无法引用另一个模板的名称，因为其他模板的内容可能因显式特化而使原本的名称失效。下面的例子阐释了这一概念：

template<typename T>

class Trap {

public:

enum { x }; // #1 x is not a type here

};

template<typename T>

class Victim {

public:

int y;

void poof() {

Trap<T>::x \* y; // #2 declaration or multiplication?

}

};

template<>

class Trap<void> { // evil specialization!

public:

using x = int; // #3 x is a type here

};

void boom(Victim<void>& bomb)

{

bomb.poof();

}

编译器解析行#2时，它必须确定这是一个声明语句还是一个乘法表达式。这一决定取决于依赖型限定名称Trap<T>::x是否是一个类型名称。编译器此时会尝试在模板Trap中查找，并且发现根据行#1，Trap<T>::x并不是一个类型，从而让我们相信行#2是一个乘法表达式。然而，在后面T取void的特化中，我们改写了（泛型的）Trap<T>::X，让它变成了一个类型，这完全违背了前面的源码。在特化场景中，Trap<T>::x实际上是一个int类型。

本例中，类型Trap<T>是一个依赖型类型，因为类型取决于模板参数T。此外，Trap<T>指代的是一个未知的特化（在P223节13.2.4中描述），这意味着编译器无法安全的在模板中查找以判定名称Trap<T>::x是否是一个类型。当::前的类型指代的是一个当前实例时——例如，Victim<T>::y——编译器才可以在模板定义中查找，这是因为它已经确定不会有其他的特化来干预。因此，如果::前的类型指代的是一个当前实例，那么模板中限定名称的查找与非依赖类型的限定名称查找表现得非常相似。

然而，如上例所阐释，未知特化中的名称查找始终是一个问题。C++语言通过下面的规定来解决这个问题：通常来说，**一个依赖型限定名称并不代表一个类型，除非在名字的前面加上了一个关键字typename前缀。**对于类型而言，如果不加上typename前缀，那么在替换模板实参后，就不会被看成是一个类型名称，从而导致程序是无效的，你的C++编译器还会抱怨在实例化过程中出现了错误。另一方面，我们应该知道typename的这种用法和前面用于表示模板类型参数的用法是不同的：在这里你不能使用关键字class来等价替换typename。

总之，当类型名称具有以下性质时，就应该在名称前面添加typename前缀：

1. 名称是限定的，且本身没有后跟::组成一个更为限定的名称。
2. 名称不是详细类型说明符（elaborated-type-specifier）的一部分（例如，以class,struct,union,或enum起始的关键字）。
3. 名称不在指定基类继承的列表中，也不在引入构造函数的成员初始化列表中。
4. 名称依赖于模板参数。
5. 名称是某个未知特化的成员，这意味着由限定器命名的类型指代一个未知的特化。

此外，除非至少满足前两个条件，才能使用typename前缀。下面的错误案例为此予以解释：

template<typename T> // 1

struct S : typename X<T>::Base { // 2

S() : typename X<T>::Base(typename X<T>::Base(0)) { // 3 4

}

typename X<T> f() { // 5

typename X<T>::C \* p; // declaration of pointer p // 6

X<T>::D \*q;

}

typename X<int>::C \*s; // 7

using Type = T;

using OtherType = typename S<T>::Type; // 8

}

每个出现的typename，不管正确与否，都被标了号。第一个typename表示一个模板参数。前面的规则没有应用于此。第二个和第三个typename由于上述规则的第三条而被禁止。这两个上下文中，基类的名称不能用typename引导。然而，第四个typename是必不可少的，因为这里基类的名称既不是位于初始化列表，也不是位于派生类的继承列表，而是为了基于实参0构造一个临时X<T>::Base表达式（也可以是某种强制类型转换）。第5个typename同样不合法，因为它后面的名称X<T>并不是一个限定名称。对于第6个typename，如果期望声明一个指针，那么这个typename是必不可少的。下一行省略了关键字typename，因此也就被编译器解释为一个乘法表达式。第7个typename是可选（可有可无）的，因为它符合前面的两条规则，但不符合后面的两条规则。第8个typename也是可选的，因为它指代的是一个当前实例的成员（不满足最后一条规则）。

最后一条判断typename前缀是否需要的规则有时候难以评估，因为它取决于判断类型所指代的是一个当前实例还是一个未知特化这一事实。在这种场景中，最简单安全的方法就是直接添加typename关键字来表明限定名称是一个类型。typename关键字，尽管它是可选的，也会提供一个意图上的说明。

### 13.3.3 模板的依赖型名称

当一个模板的名称是依赖型名称时，我们将会遇到类似上一小节的问题。通常而言，C++编译器会把模板名称后面的<看作模板实参列表的开始，否则的话<就会被视为小于操作符。与类型名称一样，除非程序员使用关键字template提供了额外的信息，编译器是不会把依赖性名称视作模板的：

template<typename T>

class Shell {

public:

template<int N>

class In {

public:

template<int M>

class Deep {

public:

virtual void f();

};

};

};

template<typename T, int N>

class Weird {

public:

void case1 (typename Shell<T>::template In<N>::template Deep<N>\* p) {

p->template Deep<N>::f(); // inhibit virtual call

}

void case2 (typename Shell<T>::template In<N>::template Deep<N>& p) {

p.template Deep<N>::f(); // inhibit virtual call

}

};

这个多少有些复杂的例子展示了所有可以限定名称的操作符是如何需要在操作符前添加关键字template的。**明确来讲，如果限定符号前面的名称或表达式的类型需要依赖于某个模板参数，并且紧跟在限定符后面的是一个模板id(template-id)（换句话说，就是指一个后面带有闭合尖括号实参列表的模板名称），那么就应该使用关键字template**。例如，在下面的表达式中：

p.template Deep<N>::f()

p的类型依赖于模板参数T。因此，C++编译器并不会查找Deep来判断它是否是一个模板，并且我们必须显式地通过插入template前缀来指定Deep是一个模板名称。如果没有该前缀，p.Deep<N>::f()就会被解析成((p.Deep)<N)>f()。还要注意在一个限定名称内部，可能需要多次使用关键字template，因为限定符本身可能还会受限于外部的依赖型名称（可以从上例的case1和case2的参数中看到）。

如果例子中的关键字template被省略了，那么左尖括号和右尖括号会被解析为小于和大于操作符。由于使用了typename关键字，我们可以安全的添加template前缀来指明后面的名称是一个模板id(template-id)，即使template前缀并不是严格需要的。

### 13.3.4 Using声明中的依赖型名称

Using声明会从两个地方引入名称：命名空间和类。命名空间这一部分与本文不相干，因为并没有诸如命名空间模板(namespace templates)这样的东西。而对于类来说，using声明只能把基类的名称引入到继承类。这样的using声明看起来像继承类访问基类的“符号链接”或是“快捷方式”，就好像是继承类自身声明的成员一样。千言万语不及一个小小示例，我们用一个非模板示例来阐述：

class BX {

public:

void f(int);

void f(char const\*);

void g();

};

class DX : private BX {

public:

using BX::f;

};

类DX使用using声明将名称f从基类BX中引入。本例中，该名称关联了两个不同的声明，但我们这里强调的是一种名称机制，而不是关注该名称是否是一个单一的声明。此外，using声明可以让以前不能访问的成员变成可访问的。从示例代码中可以看到，基类和它的成员对派生类DX是私有的（因为私有继承），只有函数BX::f是个例外，它因被using引入到了DX的公有接口而能够访问。

现在，你可能已经发现了当使用using声明从依赖类中引入名称的问题所在。尽管我们知道该名称，我们还是不知道这个名称到底是一个类型，还是一个模板，或是其他什么东西：

template<typename T>

class BXT {

public:

using Mystery = T;

template<typename U>

struct Magic;

};

template<typename T>

class DXTT : private BXT<T> {

public:

using typename BXT<T>::Mystery;

Mystery\* p; // would be a syntax error without the earlier typename

};

如果我们想要使用using声明引入依赖型名称来指定类型时，我们必须显式地插入typename关键字前缀。奇怪的是，在这样的名称是一个模板时，C++标准并没有提供一个类似的机制来标记。下面的代码片段揭示了这个问题：

template<typename T>

class DXTM : private BXT<T> {

public:

using BXT<T>::template Magic; // ERROR: not standard

Magic<T>\* plink; // SYNTAX ERROR: Magic is not a known template

};

标准委员会至今没有考虑这个议题。然而，C++11别名模板提供了一个迂回解决方案：

template<typename T>

class DXTM : private BXT<T> {

public:

template<typename U>

using Magic = typename BXT<T>::template Magic<T>; // Alias template

Magic<T>\* plink; // OK

};

这可能看起来有点笨，但是对类模板的场景它满足了需求。不幸的是，函数模板的情景目前还没有解决（可以说非常少见）。

### 13.3.5 ADL与显式模板实参

考虑下面的示例：

namespace N {

class X {

...

};

template<int I> void select(X\*);

}

void g(N::X\* xp)

{

select<3>(xp); // ERROR: no ADL!

}

我们期望在调用select<3>(xp)中模板select()可以通过ADL来找到。然而事与愿违，这是因为编译器直到确定<3>是一个模板实参列表之前，它都无法确定xp是一个函数调用参数。更进一步，编译器直到确定select()是一个模板之前它都无法确定<3>是一个模板实参列表。由于这个先有鸡还是先有蛋的问题无法被解决，表达式就会被解析成一个毫无意义的表达式：(select<3)>(xp)。

这个例子可能会给你一种ADL对模板id(template-id)没有发挥作用的假象，但事实并非如此。我们可以通过在调用前引入select的函数模板声明来解决这个问题：

template<typename T> void select();

尽管对于调用select<3>(xp)来说这没有任何意义，但这一函数模板的存在确保了select<3>会被解析成一个模板id(template-id)。ADL就可以顺势找到函数模板N::select，然后成功调用。

### 13.3.6 依赖型表达式

与名称相似，表达式本身也可以依赖于模板参数。依赖于模板参数的表达式彼此之间有着较大差异——例如，选择一个不同的重载函数或是产生一个不同的类型或常量。不依赖于模板参数的表达式，其所有的实例提供相同的行为。

依赖于模板参数的表达式多种多样。最常见的是类型依赖表达式(type-dependent expression)，表达式的类型本身可以因实例的变化而不同——例如，函数参数类型为模板参数的表达式：

template<typename T> void typeDependent1(T x)

{

x; // the expression type-dependent, because the type of x can vary

}

具有类型依赖子表达式的表达式，通常来说，其本身也是类型依赖的——例如，使用实参x调用函数f()：

template<typename T> void typeDependent2(T x)

{

f(x); // the expression is type-dependent, because x is type-dependent

}

这里请注意f(x)的类型可能因实例的变化而有所不同，因为f本身依赖于参数类型，而该参数类型又依赖于模板，因此，两阶段查找（在P249节14.3.1讨论）会在不同的实例中找到完全不同的函数名f。

并非所有涉及模板参数的表达式都是类型依赖的。例如，涉及模板参数的某个表达式可以在不同的实例中产生不同的常量values。这种表达式被称为值依赖表达式(value-dependent expression)，最简单的一种就是指向非依赖类型的非类型模板参数。例如：

template<int N> void valueDependent1()

{

N; // the expression is value-dependent but not type-dependent;

// because N has a fixed type but a varying constant type

}

正如类型依赖表达式那样，如果一个表达式是由其他值依赖表达式所组成的，那么通常来说它也是一个值依赖表达式，因此N + N或是f(N)都是值依赖表达式。

有趣的是，一些操作符，诸如sizeof，拥有一个已知的结果类型，因此它们可以把一个类型依赖操作数转换成一个值依赖表达式（也就不是类型依赖的）。例如：

template<typename T> void valueDependent2(T x)

{

sizeof(x); // the expression is value-dependent but not type-dependent

}

不论输入什么，sizeof操作符总是产生一个类型为std::size\_t的值，因此sizeof表达式永远不会是类型依赖的，即使——在本例中——它的子表达式是类型依赖的。然而，计算得到的结果常量值会因不同的实例而有所变化，因此sizeof(x)是一个值依赖表达式。

那么如果我们对一个值依赖表达式使用sizeof操作符会发生什么呢？

template<typename T> void maybeDependent(T const& x)

{

sizeof(sizeof(x))

}

这里，正如前文所述，内层的sizeof表达式是值依赖的。然而，外层的sizeof表达式永远会计算std::size\_t的尺寸，因此它的类型和常量值对所有的模板实例来说都是一致的，尽管最内层的表达式(x)是类型依赖的。涉及模板参数的任何表达式都是一个实例依赖表达式(instantiation-dependent expression)，即使它的类型和常量值对所有有效的实例来说都是不变的。然而，实例依赖表达式可能在实例化过程中变得无效。例如，使用不完整类类型去实例化maybeDependent()会触发一个错误，因为sizeof()不能应用于这种类型。

类型、值和实例依赖性可以被认为是一系列表达式更为广义的分类。任何类型依赖表达式也可以被认为是值依赖的，因为因不同实例而变化的表达式类型自然而然地会有不同的常量值。类似地，类型或值因不同实例而变化的表达式在某种意义上依赖于模板参数，因此类型依赖表达式和值依赖表达式都是实例依赖的。它们的关系如图13.1所示。
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因为上下文都是由内（类型依赖表达式）向外推进，更多模板行为会在模板解析时确定，因而无法因不同实例而变化。例如，对于调用f(x)：如果x是类型依赖的，那么f就是依赖型名称，它会面临两阶段查找（P249节14.3.1）；而当x是值依赖而并非类型依赖时，f就不是一个依赖型名称，它的名称在模板被解析的那一刻就已经完全被确定了。

### 13.3.7 编译错误

当所有的模板实例都将产生错误时，C++编译器被允许（但没被要求）在解析模板时可以忽略该错误。让我们扩展一下前文f(x)这一例子：

void f() { }

template<int x> void nondependentCall()

{

f(x); // x is value-dependent, so f() is nondependent;

// this call will never succeed

}

函数调用f()在每个（模板）实例中都会产生一个错误，因为f是一个非依赖型名称，而唯一可见的f却接受零个参数，而非一个。C++编译器可以在解析该模板时或者等到模板进行第一个实例化时产生一个错误：常用的编译器对该案例的表现并不一致。你可以构造相似的例子：表达式是实例依赖的，但并不是值依赖的。

template<int N> void instantiationDependentBound()

{

constexpr int x = sizeof(N);

constexpr int y = sizeof(N) + 1;

int array[x - y]; // array will have a negative size in all instantiations

}

## 13.4 派生和类模板

类模板可以继承或被继承。对多数情况来说，模板和非模板的继承没有显著区别。然而，当从一个依赖型名称基类派生一个类模板时，二者有着微妙而又重要的区别。让我们先来看一个非依赖型基类的例子。

### 13.4.1 非依赖型基类

在类模板中，非依赖型基类是指拥有一个完整类型而无需模板实参即可确定的基类。换句话说，这种基类使用的是非依赖型名称。例如：

template<typename X>

class Base {

public:

int basefield;

using T = int;

};

class D1 : public Base<Base<void>> { // not a template case really

public:

void f() { basefield = 3; } // usual access to inherited member

};

template<typename T>

class D2 : public Base<double> { // nondependent base

public:

void f() { basefield = 7; } // usual access to inherited member

T strange; // T is Base<double>::T, not the template parameter!

};

非依赖型模板基类的表现和普通的非模板基类没什么差别，但是有一个细微的区别（可能有些惊奇）：当非限定名称在模板继承中被找到时，非依赖型基类中会优先考虑该名称而后才轮到模板参数列表。这意味着在上面的例子中，成员strange始终是对应Base<double>::T（也就是int）类型。因此，下面的函数就是非法的C++代码：

void g(D2<int\*>& d2, int\* p)

{

d2.strange = p; // ERROR: type dismatch!

}

这可能有点反直觉，它需要编写者意识到继承的非依赖型模板基类名称的存在——即使这种派生是间接的或者名称是私有的情况。事实上，在参数化实体的(如上面的D2)作用域中，可能往往倾向于先查找模板参数，只可惜事与愿违。

### 13.4.2 依赖型基类

在前面的例子中，基类都是完全确定的，它并不依赖于模板参数。这意味着一旦模板定义是可见的，那么C++编译器就可以在那些基类中查找非依赖型名称。有一种替代品（一种不被C++标准所允许的）会延迟这类名称的查找，直到模板被实例化。这种替代品的缺陷在于：它同时也将诸如漏写了某个符号而导致的错误信息延迟到了模板实例化的时候才产生。因此，C++标准规定模板中出现的非依赖型名称，会在出现的第一时间进行查找。有了这一概念后，我们看看下面的例子：

template<typename T>

class DD : public Base<T> { // dependent base

public:

void f() { basefield = 0; } // #1 problem

};

template<> // explicit specialization

class Base<bool>{

public:

enum { basefield = 42 }; // #2 tricky!

};

void g(DD<bool>& d)

{

d.f(); // #3 oops?

}

在#1处我们发现了一个非依赖型名称basefield：它必须即刻进行查找。假设我们在模板Base中找到了它，并且把它与该int型成员进行绑定。然而，紧随其后，我们在一个Base的显式特化中覆盖了这一泛型定义。于是，这一特化改变了刚刚确定好的basefield的意义！因此，当我们在#3处实例化DD::f的定义时，就会发现我们在#1处过早地绑定了非依赖型名称，然而，在DD<bool>中并没有可供修改的basefield（#2处特化的枚举值），因此这里本应该抛出一个错误信息才对。

为了解决这个问题，C++标准声明：非依赖型名称不会在依赖型基类中进行查找（但仍然是在出现的第一时间查找）。因此，符合C++标准的编译器会在#1处给出一个诊断信息。为了修正这段代码，只需要将basefield这个名称变为依赖型名称即可，这是因为依赖型名称只在实例化的时候才被查找，而此时此刻基类的实例就已经确定了。比如说，在#3处，编译器就会知道DD<bool>的基类是Base<bool>，并且这个基类是程序员自己显式特化的一个实例。本例中，我们推荐的方式就是让名称转成依赖型：

template<typename T>

class DD1 : public Base<T> {

public:

void f() { this->basefield = 0; } // lookup delayed

};

还可以使用限定名称来引入依赖性：

template<typename T>

class DD2 : public Base<T> {

public:

void f() { Base<T>::basefield = 0; }

};

如果使用后一个解决方法，我们要格外小心，因为如果（原来的）非限定的非依赖型名称是被用于虚函数调用的话，那么这种引入依赖性的限定将会禁止虚函数调用，从而也会改变程序的含义。因此，当遇到第2种解决方案不适用的情况，我们可以使用方案1：

template<typename T>

class B {

public:

enum E { e1 = 6, e2 = 28, e3 = 496 };

virtual void zero(E e = e1);

virtual void one(E&);

};

template<typename T>

class D : public B<T> {

public:

void f() {

typename D<T>::E e; // this->E would not be valid syntax

this->zero(); // D<T>::zero() would inhibit virtuality

one(e); // one is dependent because its argument is dependent

}

};

注意看我们这里是如何用D<T>::E来取代B<T>::E的。对本例来说，二者皆可。然而在多重继承场景中，我们可能无法知道哪一个基类提供了这一想要的成员（在这种情况下，使用派生类进行资格审查），也有可能多个基类同时声明了相同的名称（在这种情况下，我们不得不使用特定的基类名称来消除歧义）。

还要注意，调用one(e)中的名称one是依赖于模板参数的，这仅仅是因为它的显式调用实参是依赖型名称。然而，如果我们是把这种“依赖于模板参数的类型”隐式地用作缺省实参，那么就不符合上述情况，因为编译器要到决定查找的时候，才会确认缺省实参是否是依赖型的，这同样是一个先有鸡还是先有蛋的问题。为了避免细微的差池，我们更趋向于在允许使用this->前缀的地方都使用this->前缀，这同样适用于非模板代码。

如果你觉着反复的限定会影响代码美观，你可以在派生类中只引入依赖型基类中的名称一次：

// Variation 3:

template<typename T>

class DD3 : public Base<T> {

public:

using Base<T>::basefield; // #1 dependent name now in scope

void f() { basefield = 0; } // #2 fine

};

在#2处的查找是成功的，它会找到#1处的声明。然而，using声明直到实例化时才被确定，这也达成了我们的目的。这种机制也有些约束。例如，如果是多重继承，程序员必须严格地选择包含期望的成员的那一个基类。

在当前实例中查找限定名称时，C++标准规定了首先要在当前实例中查找，然后才是所有的非依赖型基类，这与非限定名称的查找类似。如果找到了某个名称，限定名称就会指代当前实例的某个成员，因而也就不是一个依赖型名称。如果找不到这样的名称，并且类还有其他的依赖型基类，那么限定名称就会指代一个未知的特化实例的某个成员。例如：

class NonDep {

public:

using Type = int;

};

template<typename T>

class Dep {

public:

using OtherType = T;

};

template<typename T>

class DepBase : public NonDep, public Dep<T> {

public:

void f() {

typename DepBase<T>::Type t; // finds NonDep::Type;

// typename keyword is optional

typename DepBase<T>::OtherType\* ot; // finds nothing; DepBase<T>::OtherType

// is a member of an unknown specialization

}

};

## 13.5 后记

首个解析模板定义的编译器是由Taligent公司在20世纪90年代中期开发的。在这之前（即使在这之后的一段时间），大多数编译器都把模板看成是一系列要在（解析过程后面的）实例化时刻才被处理的标记。因此，除了处理诸如查找模板定义结束位置等少许操作以外，都不会进行其他的解析。在撰写本书的此刻，微软的Visual C++编译器仍然以这种方式工作。Edison Design Group's(EDG's)编译器前端使用了一种混合技术——在内部模板被视为一串注释的token，但是会执行“通用解析”来校验语法（EDG's的产品模仿大多数其他编译器；特别的，它相当程度地模仿了微软编译器的行为）。

Bill Gibbons是Taligent公司在C++委员会的代表，他极力主张让模板可以无二义性地进行解析。然而，直到惠普公司完成第一个完整的编译器之后，Taligent公司的努力才真正产品化，也才有了一个真正编译模板的C++编译器。和其他具有竞争性优点的产品一样，这个C++编译器很快就由于高质量的诊断信息而得到业界的认可。模板的诊断信息不会总是延迟到实例化时刻的事实也要归功于这个编译器。

在模板的早期开发过程中，Tom Pennello（Metaware公司的一位著名解析专家）就意识到了尖括号所带来的一些问题。Stroustrup也对这个话题进行了讨论[StroustrupDnE]，而且认为人们更喜欢阅读尖括号，而不是圆括号。然而，除了尖括号和圆括号，还存在其他的一些可能性：Pennello在1991年的C++标准大会（在达拉斯举办）上特别地提议使用大括号，例如（List{::X}）。然而，在那时，问题的扩展程度是非常有限的，因为嵌入在其他模板内部的模板（也称为成员模板）还是不合法的，因此也就不会涉及到P230节13.3.3的问题。最后，委员会拒绝了这个取代尖括号的提议。

在P237节13.4.2中描述的非依赖型名称和依赖型基类的名称查找规则是在1993年C++标准中引入的。早在1994年，Bjarne Stroustrup的[StroustrupDnE]首次公开描述了这一规则。然而直到1997年惠普才把这一规则引入其C++编译器，自那以后出现了大量的派生自依赖型基类的类模板代码。事实上，当惠普工程师开始测试该实现时，他们发现大部分以特殊方式使用模板的代码都无法再通过编译了。特别地，STL的所有实现都在成百上千个地方打破了这一规则。考虑到客户的转换成本，对于那些“假定非依赖型名称可以在依赖型基类中进行查找的”代码，惠普软化了相关的诊断信息。例如，对于位于类模板作用域的非依赖型名称，如果利用标准原则不能找到该名称，C++就会在依赖型基类中进行查找。如果仍然找不到，才会给出一个错误而编译失败。然而，如果在依赖型基类中找到了该名称，那么就会给出一个警告，对该名称进行标记并且看成是依赖型名称，然后在实例化的时候试图再次查找。

在查找过程中，“非依赖型基类中的名称会隐藏相同名称的模板参数（P236节13.4.1）”这一规则显然是一个疏忽，但是修改这一规则的建议还没有被C++标准委员会所认可。最好的办法就是避免使用非依赖型基类中的名称作为模板参数名称。命名转换对这一类问题都是一个好的解决方式。

友元注入一度被认为是有害的，因为它会使得程序的合法性与实例出现的顺序紧密相关。Bill Gibbons（此时他还在Taligent公司开发编译器）就是解决这一问题的最大支持者，因为消除实例顺序依赖性激活了一个新的、有趣的C++开发环境（传闻Taligent正在做）。然而，Barton-Nackman trick(P497节21.2.1)需要一种友元注入的形式，正是这种特殊的技术使它以基于ADL的当前（弱化）形式保留在语言中。

Andrew Koenig首次为操作符函数提出了ADL查找（这就是为什么有时候ADL也被称为Koenig查找），动机主要是考虑美观性：“用外围命名空间显式地限定操作符名称”看起来很拖沓（例如，对于a+b，我们需要这样编写：N::operator+(a,b)），而为每个操作符都书写using声明又会让代码看起来非常笨重。因此，才决定操作符可以在参数关联的命名空间中查找。ADL随后被扩展到普通函数名称的查找，得以容纳有限种类的友元名称注入，并为模板及其实例支持两阶段查找模型（第14章）。泛化的ADL规则也被称作扩展的Koenig查找。

尖括号hack的规格说明由David Vandevoorde通过其文献N1757在C++11中引入。他还通过解决核心议题1104的方式增添了有向图hack，以解决美国对C++ 11标准草案的审核要求。

# 第14章 实例化

模板实例化就是从泛型模板定义中生成类型、函数和变量的过程。C++模板实例化的概念非常基础，但有时又错综复杂。这一复杂性的其中一个底层原因在于：模板生成的实体定义不再局限于源代码单一的位置。模板本身的位置、模板使用的位置以及模板实参定义的位置均在实体的含义中扮演着重要角色。

本章我们会讲解如何组织源代码来正确使用模板。此外，我们调查了最流行的C++编译器处理模板实例所使用的各种各样的方法。尽管所有的方法都应该语义等价，但理解编译器实例化策略的基本原则是大有裨益的。在构建实际软件时，每种机制都带有一些小怪癖，相反地，每种机制都影响了标准C++的最终规范。

## 14.1 On-Demand实例化

当C++编译器遇到模板特化的使用时，它会用需要的实参来替换模板参数来生成特化体。这一过程是自动完成的，不需要客户端代码来引导（或者不需要模板实例定义来引导）。这一”on-demand“实例化特性使得C++与其他早期的编译型语言的类似功能大相径庭（如Ada或Eiffel，其中的一些语言需要显式地实例化引导，另外一些使用运行时分发机制来避免编译期实例化过程）。有时这也被称作”隐式(implicit)实例化“或者”自动(automatic)实例化“。

On-demand实例化意味着编译器常常需要访问模板完整的定义（换句话说，不只是声明）以及某些成员。考虑下面这一段精简的源码文件：

template<typename T> class C; // #1 declaration only

C<int>\* p = 0; // #2 fine: definition of C<int> not needed

template<typename T>

class C{

public:

void f(); // #3 member declaration

}; // #4 class template definition completed

void g(C<int>& c) // #5 use class template declaration only

{

c.f(); // #6 use class template definition;

} // will need definition of C::f() in this translation unit

template<typename T>

void C<T>::f() // required definition due to #6

{

}

在源码的#1处，仅仅只有模板的声明，并没有定义（这种声明有时也被称作前置声明）。与普通类的情况一样，如果你声明的是一个指向某种类型的指针或引用（#2处的声明），那么在声明的作用域中，你并不需要看到该类模板的定义。例如，声明函数g的参数类型并不需要模板C的完整定义。然而，一旦某个组件需要知道模板特化体的大小或是访问了该特化体的成员，那么就需要看到完整的类模板定义。这就解释了为什么#6处必须看到类模板的定义。若非如此，编译器无法确认该成员是否存在、是否可访问（非private或protected）。更进一步，成员函数定义也是需要的，因为#6处的调用需要确认C<int>::f()是否存在。

另一个需要类模板实例化的表达式如下所示，这里需要C<void>实例化是因为它需要该类型的尺寸：

C<void>\* p = new C<void>;

本例中，需要实例化来保证编译器可以确定C<void>的尺寸，该new表达式需要去确认要分配多少存储空间。你可能会发现，对这一模板来说，替换模板参数T的实参X的类型无论是什么，都不会影响模板的尺寸，毕竟C<X>是一个空类（没有成员变量或虚函数）。然而，编译器并不会通过分析模板定义来避免实例化（所有编译器实际上都会进行实例化）。此外，对于上例来说，为了确定C<void>是否有可访问的默认构造器并确保C<void>没有成员operator new或operator delete操作符函数，实例化也同样是必要的。

在源代码中是否需要访问类模板的成员并不总是那么直观。例如，C++重载决议规则要求：如果候选函数的参数是类类型，那么该类类型就必须是可见的：

template<typename T>

class C {

public:

C(int); // a constructor that can be called with a single parameter

}; // may be used for implicit conversions

void candidate(C<double>); // #1

void candidate(int) { } // #2

int main()

{

candidate(42); // both previous function declarations can be called

}

调用candidate(42)会采用#2处的声明。然而，在#1处的声明也会被实例化来检查对于这个调用来说它是否是可用的候选者（这个例子中，由于模板的单实参构造器可以把42隐式转换成一个类型为C<double>的右值）。请注意，如果模板不经实例化也可以找到调用函数（合适的候选），编译器还是被允许（但不强制）执行该实例化（上例的情景中，由于有精准匹配的候选者，隐式转换的那个不会被选择）。另外，令我们的惊讶的是：C<double>的实例化可能还会触发一个错误。

## 14.2 延迟实例化

到目前为止所展示的这些例子，和使用非模板类相比并没有本质上的区别。譬如，非模板类的许多用法会要求类类型的完整性（参考P154节10.3.1）。而对模板来说，编译器会用类模板定义来生成完整的定义。

现在有一个相关问题：模板实例化的程度如何？可以给出这样的模糊答案：会实例化到它实际需要的程度。换句话说，编译器在实例化模板时应该是“懒惰”的。让我们来细究“懒惰”在这里的真正意义。

### 14.2.1 部分实例化和完整实例化

如我们之前所见，编译器有时不需要替换类或函数模板的完整定义。例如：

template<typename T> T f(T p) { return 2\*p; }

decltype(f(2)) x = 2;

本例中，decltype(f(2))所指示的类型并不需要函数模板f()的完整实例化。编译器因此只被允许替换f()的声明，而不是替换整个“身体”。这有时被称为**部分实例化**(partial instantiation)。

同样，如果引用类模板的实例而不需要将该实例作为完整类型，则编译器不应对该类模板实例执行完整的实例化。考虑下面的例子：

template<typename T> class Q {

using Type = typename T::Type;

};

Q<int>\* p = 0; // OK: the body of Q<int> is not substituted

在这里，Q<int>完整的实例化会触发一个错误，因为在T是int类型时，T::Type并没有意义。但是因为本例并不需要完整的Q<int>，所以不会执行完整实例化，代码也是OK的(尽管可疑)。

变量模板也有“完整”和“部分”实例化的区别。下面的例子用以阐释：

template<typename T> T v = T::default\_value();

decltype(v<int>) s; // OK: initializer of v<int> not instantiated

v<int>的完整实例化会引起错误，但是如果只是需要变量模板实例的类型的话，是不需要进行完整实例化的。

有意思的是，别名模板没有这一区别：不存在两种方法来替换它们。

在C++中，当谈到“模板实例化”而没有说特定的完整或部分实例化时，往往意味着前者。也就是说，默认情况我们指的都是完整实例化。

### 14.2.2 实例化组件

当类模板隐式（完整）实例化时，其所有成员的声明也都会进行实例化，但是对应的定义却并不会实例化（即，成员是部分实例化的）。对此有一些特殊情况：首先，如果类模板包含一个匿名的联合体(union)，该联合体的成员的定义也会实例化；另一个特殊的情况出现在虚成员函数场景中，它们的定义作为模板实例化的结果，可能会也可能不会进行实例化。实际上，许多实现都会实例化该定义，因为“实现虚函数调用机制的内部结构”需要虚函数有一个链接实体存在。

实例化模板时，默认函数调用实参被单独考虑。具体来说，除非调用该函数（或成员函数）时确实使用了默认实参，否则它们不会被实例化。反之，如果调用该函数时显式地指定了实参去覆盖这一默认实参，那么默认实参就不会被实例化。

类似的，除非有必要，异常规范和默认成员初始化器也不会被实例化。

让我们用一些例子来阐释这些原则：

*details/lazy1.hpp*

template<typename T>

class Safe {

};

template<int N>

class Danger {

int arr[N]; // OK here, although would fail for N<=0

};

template<typename T, int N>

class Tricky {

public:

void noBodyHere(Safe<T> = 3); // OK until usage of default value results in an error

void inclass() {

Danger<N> noBoomYet; // OK until inclass() is used with N<=0

}

struct Nested {

Danger<N> pfew; // OK until Nested is used with N<=0

};

union { // due anonymous union:

Danger<N> anonymous; // OK until Tricky is instantiated with N<=0

int aligh;

};

void unsafe(T (\*p)[N]); // OK until Tricky is instantiated with N<=0

void error(){

Danger<-1> boom; // always ERROR (which not all compilers detect)

}

};

标准C ++编译器将审查这些模板定义以检查语法和常规语义约束。这样做时，当检查涉及模板参数的约束时，它将“假设最佳”。举个例子，Danger::arr的成员参数N可能是零或负数（非法的），但是编译器会假定不会出现这种情况。inclass()，struct Nested，匿名联合体的定义因而都没有问题。

出于同样的原因，只要N还是一个未被替换的模板参数时，成员unsafe(T (\*p)[N])的声明也不是问题。

noBodyHere()的默认实参规格声明(=3)看起来很诡异，因为模板Safe<>并不能以一个整型数来初始化，但是编译器会假定：对于Safe<T>泛型定义来说，它实际上并不需要默认实参；或者是Safe<T>的特化体会引入使用一个整型数来初始化的能力（见第16章）。然而，成员函数error()的定义必定会引起一个错误，即使模板尚未实例化，这是因为Danger<-1>的使用需要一个完整的类Danger<-1>的定义，也就会生成该类并尝试去定义一个负数尺寸的数组。有趣的是，虽然标准明确指出此段代码无效，但它还是允许编译器在未实际使用模板实例时不去诊断这个错误。也就是说，只要Tricky<T,N>::error()对任何具体的T和N类型都未被使用，那么编译器就不用抛出这个错误。例如，GCC和Visual C++在撰写此书时都不会抛出这一错误。

让我们来分析一下，在增加下面的一行定义语句时，会发生什么：

Tricky<int, -1> inst;

这将引起编译器（完整）实例化Tricky<int, -1>，在模板Tricky<>定义中替换T为int，N为-1。并非所有的成员定义都是必要的，但是默认构造器和析构器（本例中都是隐式声明的）一定会被调用到，因此它们的定义必须是可用的（在我们的例子中，它们都会隐式生成）。如上所述，Tricky<int, -1>的成员会部分实例化（即，它们的声明会被替换）：这一过程可能会引起错误。例如，unsafe(T (\*p)[N])的声明创建了一个负数尺寸的数组类型，这就是一个错误。类似的，anonymous成员现在也会抛出一个错误，因为并不能生成Danger<-1>类型。另一方面，成员inclass()和struct Nested的定义现在还不会被实例化，因此对完整类型Danger<-1>的需求并不会产生错误（它们都包含了一个无效的数组定义）。

如上所述，当实例化一个模板时，对于虚函数实际上是需要提供定义的。否则，就会遇到链接错误。例如： *details/lazy2.cpp*

cpp

template<typename T>

class VirtualClass {

public:

virtual ~VirtualClass() {}

virtual T vmem(); // Likely ERROR if instantiated without definition

};

int main()

{

VirtualClass<int> inst;

}

最后，operator->值得留意。考虑：

cpp

template<typename T>

class C{

public:

T operator-> ();

};

通常来说，operator->必须返回一个指针类型或是另一个应用了operator->的类类型。C<int>的完全体会触发一个错误，因为它声明了一个int返回类型的operator->。然而，因为某些常见的类模板定义实现了这种（返回类型为T或者T\*）定义，所以语言规则更加灵活。于是，只有在重载决议规则确实选择了用户自定义的operator->时，才要求该自定义operator->只能返回一个应用了其他（例如，内建的）operator->的类型。这甚至对模板之外的代码也同样生效（尽管这种无约束行为(relaxed behavior)在那些上下文中用处不大）。因此，这里的声明不会触发错误，尽管int会替代该返回类型。

## 14.3 C++实例化模型

模板实例化就是从对应的模板实体通过合适地模板参数替换来得到一个常规的类型、函数或是变量的过程。这可能听起来直截了当，但实际上需要遵循非常多的细节。

### 14.3.1 两阶段查找

在第13章中，我们曾看到依赖型名称无法在解析模板时被找到。取而代之的是，它们会在实例化的时刻再次进行查找。非依赖型名称则会在更早的阶段被查找，因此当模板第一次看到它的时候，就可以诊断出许多错误。这就引出了“两阶段查找”的概念。第一阶段查找发生在解析模板的时候，而第二阶段查找发生在模板实例化的时候：

1. 在第一阶段，当解析模板时，非依赖型名称会并用一般查找规则和ADL规则（如果可行的话）。非限定依赖型名称（诸如函数调用中的函数名称，它们之所以是依赖型名称，是因为它们具有依赖型实参）会使用普通查找规则，但是这一查找结果并不会作为最终结果，而是要等到第二阶段的另一个查找过程完成（也就是模板实例化的时候）。
2. 在第二阶段，此时的模板实例化被称作POI(point of instantiation)，依赖型限定名称会在此时被查找（对选定的实例用模板实参替换模板参数），而且还会对非限定依赖型名称进行额外的ADL查找（它们曾在第一阶段进行过普通查找）。

对非限定依赖型名称，首次的普通查找（并不是终态）被用来判断该名称是否是一个模板。考虑下面的例子：

namespace N {

    template<typename T> void g(T) {}

    enum E {e};

}

template<typename T> void f(T) {}

template<typename T> void h(T p) {

    f<int>(p)   // #1

    g<int>(p);    // #2 first stage find ERROR

}

int k() {

    h(N::e);      // calls template h with T = N::E

    return 0;

}

在#1行，当看到跟着一个<的名称f时，编译器就需要判断<到底是一个尖括号还是一个小于号。这取决于f是否是一个已知的模板名称。在本例中，普通查找会找到f的声明，它确实是一个模板，因此这里会以尖括号来成功解析。

而在#2行，这里会产生一个错误，这是因为普通查找并不能找到模板g，因此，<就被认为是一个小于号操作符，对于我们的例子来说这就是个语法错误。如果想让该解析通过，那么在用T = N::E实例化h的时候最终得用ADL找到一个模板N::g（尽管N是与E关联的命名空间），但是只有先成功解析h的泛型定义，这才能行得通。

### 14.3.2 POI

如上所述，C++编译器会在模板客户端代码的某些位置访问模板实体的声明或者定义。当某些代码结构引用了模板特化，而且为了生成该特化需要实例化相应的模板定义时，就会在源代码中产生一个POI。POI是源代码中的一个点，在这里会插入已被替换的模板。例如：

class MyInt {

public:

MyInt(int i);

};

MyInt operator - (MyInt const&);

bool operator > (MyInt const&, MyInt const&);

using Int = MyInt;

template<typename T>

void f(T i)

{

if(i > 0) {

g(-i);

}

}

// #1

void g(Int)

{

// #2

f<Int>(42); // point of call

// #3

}

// #4 POI g()的命名空间作用域后

C++编译器看到f<Int>(42)时，它知道模板f需要用MyInt替换T来实例化：这就产生了一个POI。#2和#3与该调用点紧邻，但是它们都不适合做POI，因为C++不允许我们在这里插入::f<Int>(Int)的定义。此外，#1和#4两处的本质区别在于，在#4处，函数g(Int)是可见的，因此模板依赖的调用g(-i)可以在#4处被解析。然而，如果我们假定#1是POI的话，那么调用g(-i)将不能被解析，因为g(Int)在#1处是不可见的。幸运的是，对于函数模板特化的引用，C++把它的POI定义，**引用模板的代码所在的最近命名空间作用域之后**。在我们的例子中，这个位置就是#4。

你可能好奇为什么这个例子引入了类型MyInt而不是用int基础类型。这是因为，在POI执行的第二次查找（指g(-i)）仅仅使用了ADL，而基础类型int并没有关联的命名空间，因此，如果使用int类型，就不会发生ADL查找，也就不能找到函数g。所以，如果你用下面的类型别名声明语句：

using Int = int;

代码将无法通过编译。下面的例子有着类似的问题：

template<typename T>

void f1(T x)

{

g1(x); // #1

}

void g1(int)

{

}

int main()

{

f1(7); // ERROR: g1 not found!

}

// #2 POI for f1<int>(int)

f1(7)调用对f1<int>(int)产生了一个POI紧随其后（在位置#2）。在这一实例中，关键点在于函数g1的查找。当首次遇到模板定义f1时，它会注意到非限定名称g1是一个依赖型名称，因为它作为一个函数名称，有着依赖型实参（实参x的类型取决于模板参数T）。因此，g1会在#1处使用一般查找规则，然而，在#1处找不到任何的g1。在#2处，即POI处，函数名称被再一次查找（在关联的命名空间和类中），但是唯一的实参类型是一个int型，它根本没有关联的命名空间和类。因此，g1永远都无法被找到，尽管在这里（POI处）其实用一般查找就可以找到g1。

变量模板POI的处理与函数模板相似。而**对于类模板特化来说，情况则不太一样**，如下例所示：

template<typename T>

class S {

public:

T m;

};

// #1

unsigned long h()

{

// #2

return (unsigned long)sizeof(S<int>);

// #3

}

// #4

老规矩，#2和#3都不能作为POI，这两个位置不能进行命名空间作用域类S<int>的定义（模板是不能出现在函数作用域内部的）。假如我们可以遵循函数模板实例的规则，POI将会出现在位置#4处，然而，这样一来，表达式sizeof(S<int>)是无效的，这是因为S<int>的尺寸直到#4之后才能被确定。因此，**生成的类模板实例的引用被紧邻地定义在包含该引用的声明或定义的命名空间作用域之前**。在我们的例子中，这个位置就是#1。

模板在实例化时，可能还需要进行额外的实例化。请看下方这一简例：

template<typename T>

class S {

public:

using I = int;

};

// #1

template<typename T>

void f()

{

S<char>::I var1 = 41;

typename S<T>::I var2 = 42;

}

int main()

{

f<double>();

}

// #2: #2a, #2b

根据我们之前的讨论，f<double>()的POI位于#2处。函数模板f()还引用了类模板特化S<char>，它的POI位于#1处。与此同时它还引用了S<T>，但是因为这仍然是一个依赖型名称，我们此时此刻无法真正完成实例化。然而，如果我们在#2处实例化f<double>()，我们会注意到同时也需要实例化S<double>的定义。这种副(secondary)POI（或这叫过渡的POI）的定义位置会有些差异。对于函数模板，副POI与主(primary)POI严格一致；而对于类模板，副POI会（在最近的命名空间作用域中）先于主POI。在我们的例子中，这意味着f<double>()会被放在#2b处，而前面紧邻的#2a处会是S<double>的副POI。请注意S<char>与S<double>POI的差别。

编译单元通常会包含相同实例的多个POI。对类模板实例，在每个编译单元中，只有首个POI会被保留，后续的那些都会被忽略（它们不会被真正视为POI）。对函数模板实例和变量模板实例，所有的POI都会被保留。无论是哪一种情形，ODR原则都会要求：对保留的任何一个POI处所出现的同种实例化体，都必须是等价的；但是C++编译器既不需要保证这一原则，也不需要诊断是否违反这一原则。这就允许C++编译器随便选择一个POI来完成真正的实例化，而不必担心其他POI会产生不同的实例化结果。

事实上，大多数编译器会对大部分函数模板的实例化，直到编译单元末尾处再延迟进行。某些实例化不能被拖延，这其中包括：判定某个推导的返回类型所需的实例化时（参考P296节15.10.1和P303节15.10.4）、函数是constexpr且必须产生一个常量结果时。有些编译器在首次使用内联函数时会进行实例化，以便立即内联调用。这实际上将对应模板特化的POI转移到了翻译单元的末尾，这是C++标准所允许的替代POI的方式。

### 14.3.3 包含式模型

当遇到POI时，对应模板的定义必须是可访问的。对类特化来说，这意味着类模板定义必须在编译单元中被更早地看见。而对函数模板和变量模板（以及类模板的成员函数和静态数据成员）的POI来说，也同样需要。典型的模板定义被简单的通过#include语句引入到编译单元，尽管是非类型模板也一样。这种模板定义的源码模型被称为包含式模型，它目前是当下C++标准所支持的模板的唯一自动源码模型。

尽管包含式模型鼓励程序员将所有模板定义都放在头文件中，以便它们可以满足可能出现的任何POI，但显式地使用“显式实例化声明(explicit instantiation declarations)”和“显式实例化定义(explicit instantiation definitions)”（P260节14.5）来管理实例化也是可行的。从逻辑上讲，这样做并不是一件容易的事，大多数时候程序员会更喜欢依靠自动的实例化机制。用自动方案实现的一个挑战是要解决跨不同编译单元为函数模板或变量模板（或类模板实例的相同成员函数或静态数据成员）的特化体实现完全相同的POI。我们随后会讨论这个问题的解法。

## 14.4 几种实现方案

本节我们来回顾一下支持包含式模型的几种C++实现。所有的这些实现都依赖于两个基础组件：编译器和链接器。编译器将源代码编译成目标文件，它们包含机器码和符号注释（跨引用其他目标文件和库）。链接器通过组合这些目标文件解决它们包含的跨引用符号来创建可执行程序或库文件。在下面的内容中，即使完全有可能（但不流行）以其他方式实现C ++（例如，你可以假想出一个C++解释器），我们也将采用这种模型。

当类模板特化在多个编译单元中被使用时，编译器会为每个编译单元重复实例化过程。这几乎不会造成什么问题，因为类定义并没有直接产出低层级代码。它们仅仅由C++实现体在内部使用，用来审查并解释各种其他表达式和声明。在这方面，类定义的多个实例化体与类定义的多个包含（在不同编译单元中通常通过头文件包含）没有实质性区别。

然而，如果你实例化一个（非内联）函数模板，情况就有些不同了。如果你想提供某个普通的非内联函数的多个定义，那么就会违反ODR原则。例如，假设你编译和链接下面这两个文件：

// ==== a.cpp:

int main()

{

}

// ==== b.cpp:

int main()

{

}

C++编译器会对每个模块进行单独编译，此时没有什么问题，因为在每个编译单元内它们都合法。然而，如果你想把它们链接在一起，你的链接器很可能会抗议：不允许出现重复的定义。

反之，我们考虑模板的场合：

// ==== t.hpp:

// common header (inclusion model)

template<typename T>

class S {

public:

void f();

};

template<typename T>

void S::f() // member definition

{

}

void helper(S<int>\*);

// ==== a.cpp:

#include "t.hpp"

void helper(S<int>\* s)

{

s->f(); // #1 first point of instantiation of S::f

}

// ==== b.cpp:

#include "t.hpp"

int main()

{

S<int> s;

helper(&s);

s.f(); // #2 second point of instantiation of S::f

}

如果链接器处理类模板实例化的成员函数与处理普通函数或成员函数的方式一致，那么编译器就需要保证它只会生成一份代码，要么在#1处生成，要么在#2处生成（两处POI的位置）。为了达成这一目标，编译器需要在每个编译单元中都携带其他的编译单元的信息，而这对于C++编译器来说在引入模板之前是从未有过的要求。接下来，我们讨论C++实现中已投入使用的三种类型解决方案。

请注意，模板实例化产生的所有的链接实体都有同样的问题：实例化的函数模板和成员函数模板，以及实例化的静态数据成员和实例化的变量模板。

### 14.4.1 贪婪实例化

首个实现贪婪实例化的C++编译器是由Borland公司开发的。现如今，这一技术已经在各种C++系统上被广泛使用了。

贪婪实例化假定链接器会意识到特定的实体（尤其是可链接的模板实例化体），它们大多在多个目标文件和库中重复出现。编译器会以一种特殊的方式标记这些实体。当链接器发现了多个实例时，它会保留单个并丢弃掉所有其他的。这就是贪婪实例化的处理方法。

理论上，贪婪实例化有一些严重的缺陷：

* 编译器会在生成和优化N个实例化体时浪费时间，它只需要保持一个即可。
* 链接器一般不会检查两个实例化体是否相同，因为一个模板特化的多个实例生成的代码可能有些合法的无关紧要的差别。这些微小的差异不应该导致链接器失败（编译器在实例化的时刻可能因状态不同而产生细微的差异）。然而，这常常会导致链接器无法注意到更多的充足的差异，比如某一个实例化是使用严格的浮点数运算法则，而另一个确是松弛的、高性能的浮点数运算法则。
* 所有的目标文件加起来可能大小远远超过理应生成的替换体总和，这是因为相同的代码会被复制多次。

实践当中，这些缺陷看起来并没有引起重大问题。也许这是因为贪婪实例化在一个重要方面与竞品相比非常有优势：源对象之间的原始依赖被保留了下来。尤其是，每个编译单元只产生一个目标文件，并且在相应的源文件（它包含了实例化后的定义）中，每个目标文件都包含针对所有可链接定义的代码，而且这些代码是已经经过编译的代码。另一个重要的收益在于所有的函数模板实例都是内联的候选对象而无需求助于昂贵的“链接时”优化机制（实际上，函数模板实例常常是短小的函数而从内联中得益）。其他的实例化机制则需要专门对函数模板进行内联（判定）处理，以确保它们是否可以内联展开。然而，贪婪实例化甚至允许非内联函数模板也进行内联展开。

最后值得一提的是，允许可链接实体重复定义的链接器机制，通常还被用于处理重复的“内联函数溢出”(spilled inlined functions)和“虚函数调度表“(virtual function dispatch tables)。如果这一机制不可用，那么替代方法通常是以内部链接来发出这些项，但这会增大代码的体积。内联函数必须具有单一地址的要求使得以符合标准的方式去实现这一替代方法变得相当困难。

### 14.4.2 查询实例化

上世纪90年代中期，一家名为Sun Microsystems的公司发行了它们的C++编译器的新版实现（版本4.0），这一版本以一种新的有趣的方式解决了实例化问题，我们称之为查询实例化(queried instantiation)。查询实例化在概念上明显更简单、优雅，而且按照时间顺序，它也是我们在此回顾的实例化方案中最新的一种。在这一方案中，程序中参与的所有编译单元会汇集一个共享的数据库。该数据库可以追溯哪些特化体被实例化了，并且可以找到其所依赖的源代码。生成的特化体本身会把信息存储在数据库中。当可链接实体遇到一个POI时，会进入下面的处理流程：

1. 尚无可用的特化体：这种情况会进行实例化，特化的结果会保存到数据库中。
2. 特化体虽可用但超期了，因为自它生成以来源代码发生了变化。这种情况同样会进行实例化，新的特化结果会覆盖数据库中旧的那一个。
3. 数据库中有最新可用的特化体。这种情况什么都不用做。

尽管从概念上来讲非常简单，但这一设计还是要面临一些实现上的挑战：

* 正确的维护数据库内容相对于源代码的依赖性并不是一件简单的事情。尽管将第三种情况误认为是第二种也不会导致错误，但是这样做会增加编译器完成的工作量（并因此增加了总体构建时间）。
* 并行编译多个源文件非常常见，因此，工业级实现需要支持适当数量的并发控制。

尽管存在这些挑战，这一方案还是可以非常有效地实施。此外，没有明显的病态场景会导致该方案的伸缩性变差。例如，与贪婪实例化相比，贪婪实例化可能会导致许多浪费的工作。

不幸的是，数据库的使用可能对程序员来说也存在一些问题。这些问题中的大部分的源头都在于传统的继承自C编译器的编译模型将不再可用：单一的编译单元不再会产生单独的目标文件。例如，假设你希望链接最终的程序，链接操作不仅需要各个编译单元所关联的目标文件的内容，还需要数据库中存储的目标文件。类似地，如果你创建了一个二进制库文件，你需要确保创建该库的工具（一般是一个链接器或是一个打包器）也能意识到数据库中的内容。这些问题大都可以通过不将实例化体存储在数据库，而是在目标文件中第一个引起实例化的地方放置目标代码的方式来缓解。

库文件还面临另一个挑战。许多生成的特化体可以打包在同一个库中。当库被另一个项目所添加时，该项目的数据库也需要意识到该库的数据库中已经可用的那些实例化体。否则，一旦项目创建了存在于库中的某个实例化的POI，就会遇到重复的实例化。一种可以解决该问题的策略是效仿贪婪实例化的链接器技术；让链接器意识到生成的特化体，并把它们淘汰掉（尽管如此，它的发生频率要比贪婪实例化要少得多）。源文件、目标文件以及库文件的各种复杂组织形式通常也会带来一些很难解决的问题，诸如找不到实例化体，因为包含该实例化体的目标代码可能并没有被链接入最终的可执行程序中。

总而言之，查询实例化最终没能在市场中存活，甚至Sun的编译器目前也在使用贪婪实例化。

### 14.4.3 迭代实例化

第一个支持C++模板的编译器是Cfront 3.0，它是语言之父Bjarne Stroustrup开发C++语言时所写的编译器的后浪。Cfront有一个不予变通的限制：它必须有良好的跨平台移植性。这就意味着：（1）在多个目标平台中，它都是使用C语言作为共同的目标表示；（2）它使用了局部的目标链接器，即链接器无法察觉到模板的存在。实际上，Cfront以普通C函数的形式来分发模板实例化体，因此它也必须避免重复的实例化体。虽然Cfront的源模型与标准的包含式模型有所差异，但它的实例化策略可以通过一些修改而适应包含式模型。于是，它也值得被公认为是迭代实例化的第一个实现。

Cfront的迭代过程如下所述：

1. 编译源代码，此时不要实例化任何需要链接的特化体
2. 使用预链接器(prelinker)链接目标文件
3. 预链接器调用链接器，解析错误信息，判断是否缺少某个实例化体。如果缺少的话，预链接器会调用编译器，来编译包含所需模板定义的源代码，然后（可选地）生成该缺少的实例化体。
4. 重复第3步，直到不再生成新的定义。

第3步中，这种迭代的要求基于这样的事实：在实例化一个可链接实体过程中，可能会要求”另一个仍未实例化“的实体进行实例化；最后，所有的迭代都已经完成，链接器才会成功创建一个完整的程序。

原始Cfront方案的缺陷相当严重：

* 要完成一次完整的链接，所需要的时间不仅包含预链接器的时间开销，还包括每次询问重新编译和重新链接的时间。某些使用Cfront系统的用户会抱怨说：”链接时间往往需要几天，而同样的工作，如果采用前面介绍的其他候选解决方案，则一个小时就足够了。”
* 诊断信息（错误和警告）延迟到了链接期，当链接大型程序时，这个缺点才是最严重的。譬如，对于模板定义中的某个书写错误，开发者可能需要等待漫长的几个小时才能检查出来。
* 需要进行特别地处理，来记住包含特殊定义的源代码的位置，Cfront（在一些情况下）会使用一个中心库，他不得不克服查询实例化方案中所面临的中心数据库的一些挑战。另外，原始Cfront实现并不支持并行编译。

迭代原则后来被Edison Design Group(EDG)和惠普的C++编译器实现精炼了一番，消除了原始Cfront实现的一些缺陷。实际上，这些实现体表现相当好，尽管从头开始构建比其他的替代方案更耗时，但后续的构建时间却相当有可比性。不过，相对而言，很少有C ++编译器使用迭代实例化。

## 14.5 显式实例化

为模板特化显式地生成POI是可行的，我们把获得这种特化的结构称为显式实例化引导(explicit instantiation directive)。从语法上来说，它由关键字template和紧随其后的待实例化的特化声明组成。例如：

template<typename T>

void f(T)

{

}

// four valid explicit instantiations:

template void f<int>(int);

template void f<>(float);

template void f(long);

template void f(char);

注意上面的每一个实例化引导都是有效的。模板实参可以被推导（见第15章）。

类模板的成员也可以通过这种方式显式实例化：

template<typename T>

class S {

public:

void f() {

}

};

template void S<int>::f();

template class S<void>;

此外，通过显式实例化该类模板特化本身，其所有的成员也都可以被显式实例化。因为这些显式实例化引导确保了具有名称的模板特化的定义被创造了出来，上面的显式实例化引导更准确地来说，指的是显式实例化定义(explicit instantiation definitions)。显式实例化的模板特化不应该被显示地特化，反之亦然，因为这样会产生两个不同的定义（也就违反了ODR原则）。

### 14.5.1 手动实例化

许多C++程序员都观察到了自动模板实例化在编译期有一个值得一提的负面影响。这对于实现了贪婪实例化的编译器来说确实如此（P256节14.4.1），因为相同的模板特化可以在许多不同的编译单元中实例化。

有一种缩短构建时间的技术：在单一位置手动实例化程序所需的那些模板特化，并禁止其在所有其他编译单元中实例化。一种确保这种禁止行为的可行方法是：除非在编译单元中，有显示地实例化，否则不提供其模板定义。例如：

// ===== translation unit 1:

template<typename T> void f(); // no definition: prevents instantiation

// in this translation unit

void g()

{

f<int>();

}

// ===== translation unit 2:

template<typename T> void f()

{

// implementation

}

template void f<int>(); // manual instantiation

void g();

int main()

{

g();

}

在第一个编译单元中，编译器看不到函数模板f的定义，因此它不会实例化f<int>。第二个编译单元借由显式实例化定义提供了f<int>的定义，如果没有该定义的话，程序链接会失败。

手动实例化有一个明显的缺陷：我们必须小心地追溯哪些实体会被实例化。对于大型项目来说，这很快就变成一个负担，因此我们并不推荐使用。我们已经在好几个项目中使用了这种做法，这些项目最初低估了这种负担，然而随着代码的成熟，我们对一开始的决定感到遗憾。

然而，手动实例化也有一些优势，因为实例化转变成了程序的需求。显然，它避免了大型头文件的开销，也避免了在多个编译单元中重复实例化具有相同参数的相同模板的开销。此外，模板定义的源代码可以隐藏起来，只不过客户端程序此后就再也无法创建额外的实例化体了。

手动实例化的一些负担可以通过将模板定义摆放至第三方源文件中来减轻，按照惯例，以.tpp作为扩展。对我们的函数f来说，就会变成：

// ===== f.hpp

template<typename T> void f(); // no definition: prevents instantiation

// ===== t.hpp

#include "f.hpp"

template<typename T> void f() // definition

{

// implementation

}

// ===== f.cpp

#include "f.tpp"

template void f<int>(); // manual instantiation

这种结构提供了某种灵活性。你可以仅仅引用f.hpp来获取f的声明，此时不会有自动实例化。显式实例化体可以被手动地添加到f.cpp中（如果需要的话）。或者，如果手动实例化太费劲，你也可以包含f.tpp来启用自动实例化。

### 14.5.2 显式实例化声明

消除冗余自动实例化的一种更有针对性的方法是使用显式实例化声明，该声明是一个以关键字extern为前缀的显式实例化引导。显式实例化声明通常会抑制命名模板特化的自动实例化，因为它声明命名模板特化将在程序中的某个位置定义（通过显式实例化定义）。之所以说是通常来说，是因为有一些特例存在：

* 内联函数仍可以实例化，以展开成内联样式（但不会生成单独的目标代码）。
* 具有auto或decltype(auto)推导的类型和具有返回类型推导的函数仍然可以被实例化，以判断它们的类型。
* 其值可用作常量表达式的变量仍可以被实例化，以便对其值进行求值。
* 引用类型的变量仍然可以被实例化，因此可以解析它们引用的实体。
* 类模板和别名模板仍然可以被实例化，以检查其返回类型。

通过使用显式实例化声明，我们可以在头文件(t.hpp)中为f提供模板定义，然后通过使用特化来抑制自动实例化，如下：

// ===== t.hpp

template<typename T> void f()

{

}

extern template void f<int>(); // declared but not defined

extern template void f<float>(); // declared but not defined

// ===== t.cpp

template void f<int>(); // definition

template void f<float)(); // definition

每个显式实例化声明必须与一个相应的显式实例化定义配对，该定义必须遵循该显式实例化声明。忽略定义将导致链接器错误。

当在许多不同的编译单元中使用某些特定的特化时，可以使用显式实例化声明来改善编译或链接时间。与手动实例化（每次需要新的特化时，都需要手动更新显式实例化定义的列表）不同的是，在任何时候都可以引入显式实例化声明作为优化项。然而，与手动实例化相比，编译器的受益可能没有那么显著，这是因为可能会发生一些冗余的自动实例化，以及模板定义作为头文件的一部分，仍然会被解析。

## 14.6 编译期if语句

正如在P134节8.5中介绍的，C++17增加了一种新的语句——编译器if，在书写模板时非常有用，同时也对实例化过程产生了一种新的影响。

下面的例子展示了这一基本操作：

template<typename T> bool f(T p) {

if constexpr (sizeof(T) <= sizeof(long long)) {

return p > 0;

} else {

return p.compare(0) > 0;

}

}

bool g(int n) {

return f(n); // OK

}

编译器if是一个if语句，其中关键字if后面紧跟着一个constexpr关键字（如本例所示）。跟随在后面的是一个小括号条件语句，该语句必须是一个常量布尔值（也可以是隐式转换为bool值的情形）。编译器因而就会知道该选择哪一个分支，而另一个未被选中的分支则被称作“丢弃的分支”。特别有趣的是，在模板（包括泛型lambda）的实例化过程中，被丢弃的分支不会进行实例化。对于这一示例代码的合法性来说，该机制很有必要：我们用T=int来实例化f(T)，会使得else分支被丢弃。如果该分支未被丢弃的话，它就会进行实例化，此时表达式p.compare(0)会引起一个错误（当p是简单的int型时，这段代码是不合法的）。

在C++17的constexpr if语句出现之前，规避这类错误需要进行显式模板特化或重载（见第16章）才能起到相似的效果。

上面的例子，在C++14中，可能会按如下方法来实现：

template<bool b> struct Dispatch { // only to be instantiated when b is false

static bool f(T p) { // (due to next specialization for true)

return p.compare(0) > 0;

}

};

template<> struct Dispatch<true> {

static bool f(T p) {

return p > 0;

}

};

template<typename T> bool f(T p) {

return Dispatch<sizeof(T) <= sizeof(long long)>::f(p);

}

bool g(int n) {

return f(n); // OK

}

显然，constexpr if这一替代方案的引入使得我们的意图简明扼要、一目了然。然而，它需要（编译器）的实现去提炼实例化单元：此前的函数定义始终都是作为整体来实例化，现在它必须禁用其中的一部分。

另一个非常好用的constexpr if的场景是处理函数模板包的递归表达式。为了泛化这一例子，我们引用P134节8.5中出现的例子：

template<typename Head, typename... Remainder>

void f(Head&& h, Remainder&&... r) {

doSomething(std::forward<Head>(h));

if constexpr (sizeof...(r) != 0) {

// handle the remainder recursively (perfectly forwarding the arguments):

f(std::forward<Remainder>(r)...);

}

}

如果没有constexpr if语句，我们需要对f()模板实现一个额外的重载来保证递归的终结。

甚至在非模板上下文中，constexpr if语句有时也能起到独特的效果：

void h();

void g() {

if constexpr (sizeof(int) == 1) {

h();

}

}

大部分平台，g()中的条件都是false，对h()的调用也就会被丢弃掉。因此，h()甚至完全不需要被定义（当然，除非它在别的地方被使用到了）。如果在此示例中省略了关键字constexpr，则在链接期会触发“缺少h()的定义”的错误。

## 14.7 标准库中的显式实例化

C++标准库包含了若干数量的模板，这些模板通常仅仅与一些基础类型一起使用。例如，和std::basic\_string类模板一起最常用的类型就是char或wchar\_t，尽管使用其他的类字符类型也可以完成实例化。因此，对标准库的实现来说，通常会为这些常见的情景引入显式实例化声明。例如：

namespace std {

template<typename charT, typename traits = char\_traits<charT>,

typename Allocator = allocator<charT>>

class basic\_string {

...

};

extern template class basic\_string<char>;

extern template class basic\_string<wchar\_t>;

}

实现了标准库的源文件会包含相应的显式实例化定义，因此这些常见的实现体可以在所有使用标准库的编译单元中共享。类似的显示实例化还出现在各种“流(stream)”类类型中，诸如basic\_iostream, basic\_istream等等。

## 14.8 后记

本章处理了两个有一定联系但并不相同的议题：C++模板编译模型和各种C++模板实例化机制。

编译模型在程序编译的各个阶段确定模板的含义。特别地，它确定了实例化模板中各种结构的含义。名称查找是编译模型的重要组成部分。

标准C++仅仅支持单个编译模型，即包含式模型。然而，在1998和2003标准中还支持一个叫分离式模型的模板编译模型。分离式模型允许模板定义可以在其实例化体所在的不同的编译单元中书写。这种导出式模板(exported templates)仅曾经由Edison Design Group(EDG)实现过一次。EDG在实现中付出的努力确定了以下两点：（1）实现C++模板的分离式模型相当的困难，而且完成这一任务的耗时远超预期；（2）分离式模型的假定好处（例如优化编译时间）由于模型的复杂性而无法实现。随着2011标准的制定工作逐渐结束，很明显其他实现者将不会支持这一功能，于是，C++标准委员会根据投票结果最终从语言中删除了导出式模板。如果你对分离式模型的细节感兴趣，可以看看本书的第一版，里面描述了导出式模板的行为。

实例化机制是一种外部机制，用以允许C++实现者去正确地创建实例化体。这些机制可能会受限于链接器和其他软件构建工具的需求。尽管每一种实例化机制都各不相同且各有利弊，但它们对日常C++编程来说并没有显著的影响。

就在C++11标准完成之后，Walter Bright, Herb Sutter和Andrei Alexandrescu提议了一种“static if”特性，它与“constexpr if”不同（文献N3329）。这是一种更为宽泛的特性，它甚至可以出现在函数定义外部（Walter Bright是D语言的设计者和实现者，它有一个相似的特性）。例如：

template<unsigned long N>

struct Fact {

static if (N <= 1) {

constexpr unsigned long value = 1;

} else {

constexpr unsigned long value = N\*Fact<N-1>::value;

}

};

请注意看在上例中，类作用域声明是如何条件化的。然而，这种强大的能力是有争议的，有些委员会成员担心它可能会被滥用，而另一些委员会成员则不喜欢该提案的某些技术方面（诸如花括号未引入作用域，以及完全不分析丢弃的分支）。

几年之后，Ville Voutilainen又提出了一个提案(P0128)，该提案的大部分内容在日后摇身一变促成了constexpr if语句的诞生。它经历了几轮小版本的设计迭代（涉及临时关键字static\_if和constexpr\_if），并且在Jens Maurer的帮助下，Ville最终将该提议编入了该语言中（由文献P0292r2）。

# 第15章 模板实参推导

如果每个函数模板都要显式地指定模板实参，那么代码一下子就变得笨重起来（型如：concat<std::string, int>(s, 3)）。幸运的是，C++编译器常常可以自动判断模板实参类型，这是通过一个十分高效的过程——模板实参推导——来完成的。

本章中我们将详述模板实参推导这一过程的细节。C++世界的诸多大道产生的结果向来直观，模板实参推导也不例外。深入理解本章还可以使我们日后避免遇到出人意料的情景。

模板实参推导起初是为了简化函数模板的调用而被发明出来，但随着发展，它已被扩展到各种其他用途，其中包括：根据初始化器确定变量的类型。

## 15.1 推导过程

基本的推导过程会去比较“函数调用的实参类型”与“函数模板对应位置的参数化类型”，然后针对要被推导的一到多个参数，分别尝试去推断一个正确的替换项。每个“实参-参数对”都会独立分析，并且如果最终得出的结论有矛盾，那么推导过程就以失败告终。

考虑下面的例子：

template<typename T>

T max(T a, T b)

{

return b < a ? a : b;

}

auto g = max(1, 1.0);

这里第一个调用实参的类型是int，因此我们原生的max()模板的参数T会被姑且推导成int。然而，第二个调用实参是double类型，基于此，T会被推导为double：这就与前一个推导产生了矛盾。注意：我们称之为“推导过程失败”，而不是“程序非法”。毕竟，可能存在另一个名为max（函数模板可以像普通函数那样被重载；参考P15节1.5和第16章）的模板，它的推导可以成功。

即使所有被推导的模板实参都可以一致地确定（即不产生矛盾），推导过程仍然可能会失败。这种情况发生于：在函数声明中，进行替换的模板实参可能会导致无效的结构。请看下例：

template<typename T>

typename T::ElementT at(T a, int i)

{

return a[i];

}

void f(int\* p)

{

int x = at(p, 7);

}

这里T被推导为int\*(T出现的地方只有一种参数类型，因此显然不会有矛盾)。然而，将T替换为int\*在C++中对于返回类型T::ElementT来说显然是非法的，因此推导还是失败了。

我们仍然需要挖掘实参-参数的匹配是如何进行的。我们会使用下面的术语来进行描述：匹配类型A（调用实参的类型）和参数化类型P（调用参数的声明）。如果调用参数被声明为引用，那么P就是引用背后的类型，A是实参的类型。如果调用参数并非引用，那么P就是参数类型，而A类型则会经历数组和函数类型到指针类型的退化、以及忽略顶层const和volatile限定符，最终获取。例如：

template<typename T> void f(T); // parameterized type P is T

template<typename T> void g(T&); // parameterized type P is also T

double arr[20];

int const seven = 7;

f(arr); // nonreference parameter: T is double\*

g(arr); // reference parameter: T is double[20]

f(seven); // nonreference parameter: T is int

g(seven); // reference parameter: T is int const

f(7); // nonreference parameter: T is int

g(7); // reference parameter: T is int => ERROR: can't pass 7 to int&

对调用f(arr)来说，arr数组类型会退化为类型double\*，也就是被推导出来的T的类型。在f(seven)中const限定符被忽略了，因此T被推导为int。g(arr)的推导则恰恰相反，T被推导为类型double[20](没有发生退化)。类似地，g(seven)有一个类型为int const的左值实参，并且因为在匹配引用参数时，const和volatile限定符不会被去除，T会被推导成int const。然而，g(7)想要推导T为int（非类的右值表达式永远不会有cv限定），这一推导最终会失败，这是因为实参7无法作为一个int&类型的参数被传递（译者注：右值不能传参给左值引用）。

引用型参数不会退化这一事实，对于参数为字符串字面量的场合来说可能会令人诧异。再来看看使用引用型参数的max()模板声明：

template<typename T>

T const& max(T const& a, T const& b);

对于表达式max("Apple", "Pie")来说，我们合理的期望T能被推导为char const\*。然而事与愿违，Apple的类型是char const[6]、Pie的类型是char const[4]。由于推导涉及了引用型参数，这里并不会进行数组到指针的退化，因此若想要推导成功，T必须既得是char[6]又得是char[4]。显然，这绝无可能。可以参考P115节7.4中对于如何处理这一场景的一个探讨。

## 15.2 推导上下文

比仅是一个T要复杂得多的参数类型也可以匹配给定的实参类型。这里有一些相当基础的例子：

template<typename T>

void f1(T\*);

template<typename E, int N>

void f2(E(&)[N]);

template<typename T1, typename T2, typename T3>

void f3(T1 (T2::\*)(T3\*));

class S {

public:

void f(double\*);

};

void g(int\*\*\* ppp)

{

bool b[42];

f1(ppp); // deduces T to be int\*\*

f2(b); // deduces E to be bool and N to be 42

f3(&S::f); // deduces T1 = void, T2 = S, and T3 = double

}

复杂的类型声明都是用比它更简单的结构（例如指针、引用、数组、函数声明；成员指针声明；模板ID等）来组成的，匹配过程从最顶层结构开始处理，向下递归到各种组成元素。可以说基于这一方法，大部分类型声明结构都可以进行匹配，而这些结构也被称为“推导上下文“。然而，有一些结构不能作为推导上下文。诸如：

* 限定类型的名称。例如，形如Q<T>::X的类型名称永远不会用来推导模板参数T。
* 不仅仅是非类型参数的非类型表达式。例如，形如S<I+1>的类型名称永远不会用于推导I。再比如，T也不会通过匹配形如int(&)[sizeof(S<T>)]类型的参数来推导。

这些限制合乎常理，因为通常来说，推导并不是唯一的（甚至不一定是有限的），尽管有时候会很容易忽略这些限定类型的名称。此外，不能推导的上下文并不直接意味着：对应的程序有错误、甚至是前面分析过的参数不能再次进行类型推导。为了阐释这一事实，考虑下面这个更为错综复杂的例子：

template<int N>

class X {

public:

using I = int;

void f(int) {}

};

template<int N>

void fppm(void (X<N>::\*p)(typename X<N>::I));

int main()

{

fppm(&X<33>::f); // fine: N deduced to be 33

}

在函数模板fppm()中，子结构X<N>::I是一个不可推导上下文。然而，具有成员指针类型（即X<N>::\*p）的成员类型部分X<N>是一个可推导上下文。于是，可以根据这个可推导上下文获得参数N，然后把N放入不可推导上下文X<N>::I，就能获得与实参＆X<33>::f相配的类型。因此基于这个实参-参数对的推导就是成功的。

反之，对于完全依赖推导上下文的参数类型来说，有可能会产生推导矛盾。例如，假设我们已恰当地声明过类模板X和Y：

cpp

template<typename T>

void f(X<Y<T>, Y<T>>);

void g()

{

f(X<Y<int>, Y<int>>()); // OK

f(X<Y<int>, Y<char>>()); // ERROR: deduction fails

}

第二个调用的问题在于两个实参对于参数T的推导存在矛盾（对此二例，函数调用实参都是临时的对象，这一对象借由调用类模板X的默认构造器而获得）。

## 15.3 特殊的推导情景

还有一些特殊的情景：用于推导的实参-参数对（A, P）并非来源于函数调用的实参和函数模板的参数。第一种情景出现在取函数模板地址的时候。此时，P是函数模板声明的参数化类型（即下面f的类型），而A是被赋值（或者初始化）的指针（即下面的pf）所代表的函数类型。例如：

cpp

template<typename T>

void f(T, T);

void (\*pf)(char,char) = &f;

在本例中，P是void(T, T)，而A是void(char, char)。推导随着T被char替换而成功，而pf用特化体f<char>的地址进行初始化。

类似地，函数类型在一些其他特殊情况下也被P和A所使用：

* 确定重载函数模板之间的偏序
* 将某个显式特化体与某个函数模板匹配
* 将某个显式实例化体与某个模板匹配
* 将某个友元函数模板特化体与某个模板匹配
* 将占位(replacement)operator delete或是operator delete[]与对应的占位operator new或operator new[]模板匹配。

这些话题中的部分内容，以及类模板偏特化中模板实参推导的使用，会在第16章中进行展开。

另一种特殊情况和类型转换运算符模板一起出现。例如：

cpp

class S {

public:

template<typename T> operator T&();

};

在这种情况下，对于实参-参数对(P, A)，它的获取过程就好像涉及到了我们试图转换的类型的实参和转换运算符的返回类型的参数一样。下面的代码阐释了这一情景：

cpp

void f(int (&)[20]);

void g(S s)

{

f(s);

}

这里，我们试图把S转换为类型int(&)[20]，因此，类型A就是int[20]，而类型P为T。T用int[20]替换，推导得以成功。

最后，对于auto占位类型来说，也需要一些特殊的处理。这会在P303节15.10.4中进行讨论。

## 15.4 初始化列表(initializer list)

当函数调用的实参是一个初始化列表时，该实参是没有特定类型的，因此通常来说，对于给定实参-参数对(A, P)，不会进行任何推导，因为这里并不存在A。例如：

cpp

#include <initializer\_list>

template<typename T> void f(T p);

int main() {

f({1, 2, 3}); // ERROR: cannot deduce T from a braced list

}

然而，如果在移除引用、顶层const和volatile限定后，参数类型P与某个具有可推导模式的类型P'的std::initializer\_list<P'>等价，则推导过程会将初始化列表的每个元素类型与P'进行比较，仅当所有元素具有相同类型时，推导才会成功。 *deduce/initlist.cpp*

cpp

#include <initializer\_list>

template<typename T> void f(std::initializer\_list<T>);

int main()

{

f({2,3,5,7,9}); // OK: T is deduced to int

f({'a', 'e', 'i', 'o', 'u', 42}); // ERROR: T deduced to both char and int

}

类似地，如果参数类型P是对具有元素类型P'的数组类型的引用，其中P'是具有可推导模式的某个类型，那么推导过程也会将初始化列表的每个元素的类型与P'进行比较，当且仅当所有元素具有相同的类型时，推导才会成功。此外，如果（数组）边界有一个可推导模式（即，使用一个非类型模板参数），那么该边界会被推导为初始化列表中元素的数量。

## 15.5 参数包

推导过程会逐一匹配每个实参到每个参数来确定模板实参的值。然而在对可变模板进行模板实参推导时，参数和实参之间1比1的关系就被打破了，这是因为一个参数包可以匹配多个实参。在本例中，同一个参数包(P)被匹配到了多个实参(A)，并且每次匹配都会为P中的任何模板参数包产生附加值：

cpp

template<typename First, typename... Rest>

void f(First first, Rest... rest);

void g(int i, double j, int\* k)

{

f(i, j, k); // deduces First to int, Rest to {double, int\*}

}

此处对首个函数参数的推导很简单，毕竟它并没有卷入任何参数包。第二个函数参数，rest，是一个函数参数包。它的类型是一个包展开(Rest...)，其模式为类型Rest：该模式用作P，与第二和第三调用参数的类型A进行比较。当匹配第一个A时（类型double），模板参数包Rest的第一个值被推导为double。类似地，与第二个A进行匹配时，模板参数包Rest的第二个值被推导为int\*。因此，推导确定了参数包Rest的值序列为{double, int\*}。替换以上推导结果就可以得到函数类型void(int, double, int\*)，它与函数调用的每个实参类型相匹配。

由于对函数参数包进行推导使用了扩展的模式进行比较，所以该模式可以是任意复杂的，并且多个模板参数和参数包的值可以从每个实参类型中确定。考虑下面的函数h1()和h2()的推导行为：

cpp

template<typename T, typename U> class pair { };

template<typename T, typename... Rest>

void h1(pair<T, Rest> const&...);

template<typename... Ts, typename... Rest>

void h2(pair<Ts, Rest> const&...);

void foo(pair<int, float> pif, pair<int, double> pid, pair<double, double> pdd)

{

h1(pif, pid); // OK: deduces T to int, Rest to {float, double}

h2(pif, pid); // OK: deduces Ts to {int, int}, Rest to {float, double}

h1(pif, pdd); // ERROR: T deduced to int from the 1st arg, but to double from the 2nd

h2(pif, pdd); // OK: deduces Ts to {int, double}, Rest to {float, double}

}

对h1()和h2()来说，P都是引用类型，它们分别与非限定版本的引用相匹配，再次用于推导每个参数类型（分别为pair<T, Rest>和pair<Ts, Rest>的引用）。由于所有的参数和实参都是类模板pair的特化，因此进行了模板实参的比较。对h1()来说，第一个模板实参T不是参数包，因此它的值是独立地对每个实参进行推导的。如果推导的结果出现矛盾（正如对h1的第二次调用那样），推导就会失败。对于h1()和h2()中的第二个pair模板实参Rest、以及h2()中的第一个pair模板实参Ts，推导会根据A的每个实参类型来确定一连串的参数包的值。

参数包的推导不仅限于“实参-参数对”来自调用参数的函数参数包。实际上，在函数参数列表或模板参数列表末尾的包展开处推导都会被使用。例如，考虑一个简单的Tuple类型上的两个相似操作：

cpp

template<typename... Types> class Tuple { };

template<typename... Types>

bool f1(Tuple<Types...>, Tuple<Types...>);

template<typename... Types1, typename... Types2>

bool f2(Tuple<Types1...>, Tuple<Types2...>);

void bar(Tuple<short, int, long> sv, Tuple<unsigned short, unsigned, unsigned long> uv)

{

f1(sv, sv); // OK: Types is deduced to {short int, long}

f2(sv, sv); // OK: Types1 is deduced to {short, int, long},

// Types2 is deduced to {short, int, long}

f1(sv, uv); // ERROR: Types is deduced to {short, int, long} from the 1st arg,

// but to {unsigned short, unsigned, unsigned long} from the 2nd

f2(sv, uv); // OK: Types1 is deduced to {short, int, long},

// Types2 is deduced to {unsigned short, unsigned, unsigned long}

}

在f1()和f2()中，模板参数包都是将Tuple类型内嵌的包展开模式与调用实参所提供的Tuple类型进行比较，为一致的模板参数包推导出正确的值。函数f1()对两个函数参数使用相同的模板参数包Types，确保只有当两个函数调用实参有相同的Tuple特化体类型时，才能推导成功。而f2()则为每个函数参数各使用了一个参数包，因此两个调用参数可以不同——也就可以使用Tuple的两种特化体类型。

### 15.5.1 字面量操作符模板

字面量操作符模板的实参通过一种独特的方式来确定。下面的例子进行了阐释：

cpp

template<char...> int operator "" \_B7(); // #1

...

int a = 121\_B7; // #2

这里，#2处的初始化器包含了一个用户定义的字面量（它会转换成对字面操作符模板的调用，使用的模板实参列表为<'1','2','1'>）。因此，字面量操作符的实现体可能如下：

cpp

template <char... cs>

int operator"" \_B7()

{

std::array<char,sizeof...(cs)> chars{cs...}; // initialize array of passed chars

for(char c : chars) { // and use it (print it here)

std::cout << "'" << c << "'";

}

std::cout << '\n';

return ...;

}

它会为121.5\_B7输出'1' '2' '1' '.' '5'。

请注意，仅在没有后缀的情况下仍然有效的数值字面量才支持此技术。例如：

cpp

auto b = 01.3\_B7; // OK: deduces <'0','1','.','3'>

auto c = 0xFF00\_B7; // OK: deduces <'0','x','F','F','0','0'>

auto d = 0815\_B7; // ERROR: 8 is no valid octal literal

auto e = hello\_B7; // ERROR: identifier hello\_B7 is not defined

auto f = "hello"\_B7; // ERROR: literal operator \_B7 does not match

参考P599节25.6对这一特性的应用：编译期计算整型字面量。

## 15.6 右值引用

C++11引入的右值引用促生了许多新技术，包括移动语义和完美转发。本节会描述右值引用与推导之间的交互。

### 15.6.1 引用折叠法则

开发者不允许直接声明“引用的引用”：

cpp

int const& r = 42;

int const& & ref2ref = i; // ERROR: reference to reference is invalid

然而，当通过模板参数替换、类型别名或是decltype结构构造类型时，“引用的引用”将被允许。例如：

cpp

using RI = int&;

int i = 42;

RI r = i;

RI const& rr = r; // OK: rr has type int&

判定像是这种组织结构的类型结果的规则，就是众所周知的引用折叠法则。首先，任何应用于内部引用顶层的const或volatile限定都会被舍弃（也就是说，只有内层引用的底层限定才会被保留）。此后，这两种引用会根据表15.1推导出单一引用，这种推导方式可以总结为一句话：“如果某个引用是左值引用，那么结果也一定是左值引用，否则就是右值引用”。

|  |  |  |
| --- | --- | --- |
| 内层引用 | 外层引用 | 结果引用 |
| & | & | & |
| & | && | & |
| && | & | & |
| && | && | && |

展示这一规则的更多示例：

cpp

using RCI = int const &;

RCI volatile&& r = 42; // OK: r has type int const &;

using RRI = int&&;

RRI const&& rr = 42; // OK: rr has type int&&

这里volatile被应用在RCI这一引用类型（int const&的别名）的顶层，因此会被丢弃掉。这一类型的顶层又放置了一个右值引用，但是由于底层类型是一个左值引用（左值引用在引用折叠规则中“更优先”），所以最终的类型保留为int const&（或者RCI类型、一个等价的别名）。类似地，RRI的顶层const会被丢弃，在右值引用类型上应用一个右值引用，最后的结果依然是一个右值引用类型（可以绑定到像42这样的右值上）。

### 15.6.2 转发引用

如同P91节6.1所介绍的那样，当函数参数是一个转发引用（函数模板参数中的右值引用）时，模板实参推导会呈现另一种表现形式。此时，模板实参推导不仅会考虑函数调用实参的类型，同时也会考虑该实参是左值还是右值。如果实参是一个左值，那么模板实参推导所确定的类型就是该实参类型的左值引用类型，引用折叠规则会确保所替换的参数可以成为一个左值引用。如果实参不是左值，那么模板参数所推导的类型就是实参类型，而替代的参数是该类型的右值引用。例如：

cpp

template<typename T> void f(T&& p); // p is a forwarding reference

void g()

{

int i;

int const j = 0;

f(i); // argument is an lvalue; deduces T to int& and parameter p has type int&

f(j); // argument is an lvalue; deduces T to int const& parameter p has type int const&

f(2); // argument is an rvalue; deduces T to int parameter p has type int&&

}

在调用f(i)中，模板参数T被推导为int&，因为表达式i是一个类型为int的左值。T替换int&到参数类型T&&中需要引用折叠，这里我们使用规则&+&&->&来得出结论：参数类型为int&，如此就可以完美的接受int类型的左值。相对的，在调用f(2)中，实参2是一个右值，模板参数因此直接被推导为右值的类型（即int）。这里不需要进行引用折叠，其结果直接就是int&&（同样地，对实参来说这是一个合适的参数类型）。

当T被推导为一个引用类型时，对于模板的实例化来说有些有趣的效果。例如，使用类型T声明的局部变量，在用左值实例化后，会有一个引用类型，而此时它就需要一个初始化器：

cpp

template<typename T> void f(T&&) // p is a forwarding reference

{

T x; // for passed lvalues, x is a reference

...

}

这就意味着函数f()的定义需要很小心地使用类型T，或者函数模板本身根本不为左值参数生效。为了解决这一困境，std::remove\_reference类型萃取常常被用来确保x不是一个引用：

cpp

template<typename T> void f(T&&) // p is a forwarding reference

{

std::remove\_reference\_t<T> x; // x is never a reference

...

}

### 15.6.3 完美转发

右值引用特殊的推导规则和引用折叠法则组合在一起使得编写一个接受任何实参的函数模板来捕捉其表征属性（它的类型、是左值还是右值）成为了可能。函数模板此后可以“转发”这一实参给另一个函数，恰如此例：

cpp

class C {

...

};

void g(C&);

void g(C const&);

void g(C&&);

template<typename T>

void forwardToG(T&& x)

{

g(static\_cast<T&&>(x)); // forward x to g()

}

void foo()

{

C v;

C const c;

forwardToG(v); // eventually calls g(C&)

forwardToG(c); // eventually calls g(C const&)

forwardToG(C()); // eventually calls g(C&&)

forwardToG(std::move(v)); // eventually calls g(C&&)

}

上例所展示的技术被称为完美转发(perfect forwarding)，因为通过forwardToG()间接调用g()的效果与直接调用g()相同：没有额外的拷贝，选择的重载函数g()也一模一样。

static\_cast的使用需要一些额外的解释。在每个forwardToG()的实例化体中，参数x要么是一个左值引用，要么是一个右值引用。而无论如何，表达式x本身一定是一个（其引用类型的）左值。static\_cast会将x转换为其原始类型（不管左值还是右值）。类型T&&要么折叠成一个左值引用（如果原本的实参是一个左值，那么T就是一个左值引用），要么是一个右值引用（原本的实参就是一个右值），因此static\_cast的结果就有了一致的类型，不论原本的实参是左值也好、右值也罢，如此，就实现了完美转发。

如P91节6.1所介绍的那样，C++标准库提供了一个函数模板std::forward<>()（在头文件<utility>中），它被用来取代static\_cast进行完美转发。相比晦涩难懂的static\_cast结构来说，使用这一模板对开发者来说更加表意，同时也防止了诸如少写了一个&所导致的错误。那么，上面的例子可以更为简明地写成这个样子：

cpp

#include <utility>

template<typename T> void forwardToG(T&& x)

{

g(std::forward<T>(x)); // forward x to g()

}

**可变模板的完美转发**

完美转发与可变模板搭配在一起，可以让函数模板接受任意数量的函数调用实参并将它们逐一转发到另一个函数：

cpp

template<typename... Ts> void forwardToG(Ts&&... xs)

{

g(std::forward<Ts>(xs)...); // forward all xs to g()

}

forwardToG()的实参会为参数包Ts分别被推导出合适的值（见P275节15.5），因此类型以及每个参数的左值性或右值性都会被捕获。包展开（见P201节12.4.1）在调用g()时会将每个实参都应用上述的完美转发技术进行转发。

尽管它拥有一个“完美转发”的名字，但实际上，从它不能捕获表达式所有感兴趣属性的意义上来说，完美转发实际上并不“完美”。例如，它无法区分左值是不是一个位域(bit-field)左值，也无法捕获表达式是否有特定的常量值。后者尤其在我们处理空指针常量时常常导致问题（它是一个整型类型、常量零值）。由于表达式常量值不会被完美转发所捕获，下例中的重载决议对直接调用g()和转发调用g()来说，表现上会有所区别：

cpp

void g(int\*);

void g(...);

template<typename T> void forwardToG(T&& x)

{

g(std::forward<T>(x)); // forward x to g()

}

void foo()

{

g(0); // calls g(int\*)

forwardToG(0); // eventually calls g(...)

}

这也是为什么使用nullptr(C++11所引入)取代空指针常量的一个原因：

cpp

g(nullptr); // calls g(int\*)

forwardToG(nullptr); // eventually calls g(int\*)

我们所有完美转发的例子都聚焦于传递的函数实参要如何保留其精准的类型以及它是一个左值或是右值。当转发函数调用的返回值需要传递给另一个函数时，也面临着同样的问题（类型和值的分类，对左值和右值的概括在附录B中进行了讨论）。可以借助C++11引入的decltype语法（在P298节15.10.2中描述），使用这样一个有些繁琐的惯用法来解决：

cpp

template<typename... Ts>

auto forwardToG(Ts&&... xs) -> decltype(g(std::forward<Ts>(xs))

{

return g(std::forward<Ts>(xs)...); // forward all xs to g()

}

请注意，return语句的表达式被拷贝到了decltype类型里，因此返回表达式的准确类型会被计算出来。尾随返回类型被使用（即，函数名称前的auto占位符和指示返回类型的->），使得函数参数包xs也在decltype类型的作用域。该转发函数会“完美地”转发所有实参给g()，然后再“完美地”转发其返回值给调用者。

C++14引入了额外的特性来简化这一情景：

cpp

template<typename... Ts>

decltype(auto) forwardToG(Ts&&... xs)

{

return g(std::forward<Ts>(xs)...); // forward all xs to g()

}

使用decltype(auto)做返回类型会指示编译器通过函数定义来推导返回类型。参见P296节15.10.1和P301节15.10.3。

### 15.6.4 意外的推导

对完美转发来说，右值引用的特殊推导规则非常有用。然而，有时候它们可能会令人惊讶，这是因为函数模板通常会泛化函数签名中的类型，不会影响它所允许的参数是何种类型（左值或右值）。考虑下例：

cpp

void int\_lvalues(int&); // accepts lvalues of type int

templte<typename T> void lvalues(T&); // accepts lvalues of any type

void int\_rvalues(int&&); // accepts rvalues of type int

template<typename T> void anything(T&&); // SURPRISE: accepts lvalues and

// rvalues of any type

抽象出一个像int\_lvalues那样的函数的开发者，可能会对函数模板anything可以接受左值而感到诧异。幸运的是，只有当函数参数写成特定的模板参数&&的形式时（作为函数模板的一部分且命名的模板参数是由该函数模板所声明），才会应用这一推导行为。因此，下面这些例子的情形都不会应用推导规则：

cpp

template<typename T>

class X

{

public:

X(X&&); // X is not a template parameter

X(T&&); // this constructor is not a function template

template<typename Other> X(X<U>&&); // X<U> is not a template parameter

template<typename U> X(U, T&&); // T is a template parameter from

// an outer template

};

尽管模板推导规则有着这些令人惊讶的行为，在实践中，这种行为导致问题的情况并不经常出现。当出现问题时，你可以组合使用SFINAE（参考P129节8.4和P284节15.7）和诸如std::enable\_if的类型萃取来约束模板只能接受右值：

cpp

template<typename T>

typename std::enable\_if<!std::is\_lvalue\_reference<T>::value>::type

rvalues(T&&); // accepts rvalue of any type

## 15.7 SFINAE(Substitution Failure Is Not An Error)

SFINAE(替换失败并非错误)原则在P129节8.4中介绍过，它是模板实参推导中在重载决议期间防止不相干的函数模板产生错误的关键先生。

例如，考虑这样一对函数模板，它们从给定的容器或数组榨取起始的迭代器：

cpp

template<typename T, unsigned N>

T\* begin(T (&array)[N])

{

return array;

}

template<typename Container>

typename Container::iterator begin(Container& c)

{

return c.begin();

}

int main()

{

std::vector<int> v;

int a[10];

::begin(v); // OK: only container begin() matches, because the first deduction fails

::begin(a); // OK: only array begin() matches, because the second substitution fails

}

第一个begin()调用的实参是std::vector<int>，它试图为两个begin()函数模板做模板实参推导：

* 对数组begin()的模板实参推导失败了，因为std::vector不是一个数组，所以被忽略。
* 模板实参推导对容器begin成功了，Container被推导成std::vector<int>，因此函数模板可以被实例化，也可以被调用。

第二个begin()调用的实参是一个数组，也会部分失败：

* 对数组begin()推导成功，T被推导为int，N被推导为10。
* 对容器begin()来说，推导需要将Container替换为int[10]，这本身没有问题，但是如此产生的返回类型Container::iterator却是无效的（因为数组类型并没有嵌套的名为iterator的类型）。在其他上下文中，试图访问一个本不存在的嵌套类型会立即导致一个编译期错误。而在模板实参的替换中，SFINAE会将这种错误转换成推导失败，并且不再将这一函数模板纳入考虑。因此，第二个begin()候选会被忽略，第一个begin()函数模板的特化体会被调用。

### 15.7.1 立即上下文

SFINAE阻止了那些无效类型或表达式的生成，包括因歧义或非法访问控制所产生的错误，它们发生在函数模板替换的立即上下文中。比起定义“函数模板替换的立即上下文”，对“不在该上下文中”进行定义可能更为容易。具体来说，在函数模板替换过程中，为了推导而发生的下面这些实例化期间的事，都不在函数模板替换的立即上下文中：

* 类模板的定义（即，类模板本身以及其基类列表）
* 函数模板的定义（即，函数模板本身，对构造函数来说，是其构造初始化器）
* 变量模板初始化
* 默认实参
* 默认成员初始化
* 异常规范(exception specification)

此外，任何由替换过程所触发的特殊成员函数的隐式定义也不属于替换的立即上下文。除这些以外，其余部分都被算在立即上下文中。

因此，如果在替换函数模板声明的模板参数时需要类模板实例化（因为该类被引用了），则实例化过程产生的错误并不在函数模板替换的即时上下文中，因此它会产生一个真正的错误（即使另一个函数模板可以无错误地匹配上）。例如：

cpp

template<typename T>

class Array {

public:

using iterator = T\*;

};

template<typename T>

void f(Array<T>::iterator first, Array<T>::iterator last);

template<typename T>

void f(T\*, T\*);

int main()

{

f<int&>(0, 0); // ERROR: substituting int& for T in the first function template

// instantiates Array<int&>, which then fails

}

本例与前例最主要的差别在于失败发生的位置。前例中，失败发生在形成一个类型为typename Container::iterator之时，它在begin()函数模板替换的立即上下文中。而本例中，失败发生在Array<int&>的实例化体中，尽管它是由函数模板上下文所触发，但实际上是发生在类模板Array的上下文中。因此，SFINAE原则并不适用，编译器会产生一个错误。

这里有一个C++14的例子——基于推导返回类型（P296节15.10.1）——在函数模板定义的实例化时导致错误：

cpp

template<typename T> auto f(T p) {

return p->m;

}

int f(...);

template<typename T> auto g(T p) -> decltype(f(p));

int main()

{

g(42);

}

调用g(42)会推导T为int。这使得g()声明的替换需要我们去确定f(p)的类型（p现在已知为类型int），然后再确定f()的返回类型。f()有两个候选者。非模板候选者是匹配的，但它不是一个良选，这是因为它匹配的是一个省略型参数。不幸的是，模板候选者有一个推导的返回类型，因而我们必须实例化它的定义来确定该返回类型。该实例化会因为p->m无效而失败（因为p是int），并且该错误发生在替换上下文之外（因为它在随后的函数定义实例化体中），这就导致本次失败会产生一个错误。为此，我们推荐在可以容易地显式化指定返回类型时，避免使用推导返回类型。

SFINAE设计之初，是旨在消除由函数模板重载所带来的因非意图匹配而产生的奇怪错误，正如容器begin这一例子。然而，探测无效表达式或类型的能力可以实现卓越的编译期技巧，以允许我们判断某个特定的语法是否是合法的。这些技巧将在P416节19.4中进行讨论。

在P424节19.4.4中，有一个特别的例子：让类型萃取SFINAE-friendly来避免立即上下文所产生的问题。

## 15.8 推导的限制

模板实参推导是一个强大的特性，对于大部分函数模板调用来说它消除了显式地指定模板实参的必要性，并且还使能了函数模板重载（见P15节1.5）和类模板偏特化（见P347节16.4）。然而，开发者可能会在使用模板时遇到一些使用上的限制，这些限制会在本节中进行讨论。

### 15.8.1 合法的实参转换

通常来说，模板推导会尝试去找到一个函数模板参数的替换，使得参数化类型P与类型A等同。然而，当无法达成这一条件，而P在推导上下文中又包含了一个模板参数时，一些差别也可以容忍：

* 如果原始的参数使用了引用声明，被替换的P类型相比A类型可以有进一步的const/volatile限定
* 如果A类型是一个指针或是类成员指针类型，它可以通过限定转换（换句话说，就是一种增加const或/和volatile限定符的转换）来转换成一个替换的P类型。
* 除非推导发生于类型转换操作符模板，替代的P类型可以是A类型的基类或是指向其基类的指针。举个例子：

cpp

template<typename T>

class B {

};

template<typename T>

class D : public B<T> {

};

template<typename T> void f(B<T>\*);

void g(D<long> dl)

{

f(&dl); // deduction succeeds with T substituted with long

}

如果P在推导上下文中不包含模板参数，那么所有的隐式转换都是合法的。例如：

cpp

template<typename T> int f(T, typename T::X);

struct V {

V();

struct X {

X(double);

};

}v;

int r = f(v, 7.0); // OK: T is deduced to V through the first parameter,

// which causes the second parameter to have type V::X

// which can be constructed from a double value

仅当严格匹配不可行时才会考虑宽松的匹配要求。即便附加了这些转换，推导也仅仅在可以找到满足A类型到P类型的合适替换时才会成功。

请注意，这些规则的适用范围相当狭隘，例如它不考虑为使调用成功而可行的函数实参的各种转换。比如，对下面max()函数模板的调用（该模板在P269节15.1介绍）：

std::string maxWithHello(std::string s)

{

return ::max(s, "hello");

}

这里，模板实参推导根据第一个实参会把T推导为std::string，而第二个实参会把T推导为char[6]，所以模板实参推导会失败，这是因为两个参数使用的是同一个模板实参。这种失败可能有些令人诧异，因为字符串字面量"hello"可以被隐式转换成std::string，并且调用::max<std::string>(s, "helloa")是可行的。

或许还有更令人惊讶的：当两个实参有着从公共基类继承下来的不同的类类型时，推导并不会将公共基类作为推导类型的候选者进行考虑。可参考P7节1.2关于这一议题的讨论以及可行的解决方案。

### 15.8.2 类模板实参

C++17之前，模板实参推导仅仅应用于函数和成员函数模板。特别地，类模板的实参不会根据其中某一个构造器的实参来进行推导。例如：

template<typename T>

class S {

public:

S(T b) : a(b) {}

private:

T a;

};

S x(12); // ERROR before C++17: the class template parameter T was not deduced from

// the constructor call argument 12

这一限制在C++17中被解除——参考P313节15.12。

### 15.8.3 默认调用实参

函数调用的默认实参可以在函数模板中指定，正如普通函数：

cpp

template<typename T>

void init(T\* loc, T const& val = T())

{

\*loc = val;

}

事实上，如上例所示，函数调用的默认实参可以依赖于模板参数。这种依赖型默认实参仅在没有提供显式的实参时才会被实例化。这一原则保证了下方示例的合法性：

cpp

class S {

public:

S(int, int);

};

S s(0, 0);

int main()

{

init(&s, S(7,42)); // T() is invalid for T = S, but the default

// call argument T() needs no instantiation

// because an explicit argument is given

}

即使默认实参不具有依赖性，它也依然无法被用于推导模板实参。这意味着在C++中，下面的写法是非法的：

cpp

template<typename T>

void f(T x = 42)

{

}

int main()

{

f<int>(); // OK: T = int

f(); // ERROR: cannot deduce T from default call argument

}

### 15.8.4 异常规范

与默认实参一样，异常规范也仅仅在它们被需要时才会实例化。这意味着他们不会参与模板实参推导。例如：

cpp

template<typename T>

void f(T, int) noexcept(nonexistent(T())); // #1

template<typename T>

void f(T, ...); // #2 (C-style vararg function)

void test(int i)

{

f(i, i); // ERROR: chooses #1, but the expression nonexistent(T()) is ill-formed

}

函数标记#1处的noexcept规范尝试调用一个nonexistent函数。通常来说，函数模板声明中这样的错误会直接触发模板实参推导失败（SFINAE），然后再通过选择标记#2处的函数使用省略型参数匹配是重载决议中最差的匹配，参考附录C）来匹配调用f(i, i)。然而，由于异常规范并没有参与到模板实参推导，重载决议还是会选择标记#1，这就导致当noexcept规范在随后实例化时，程序出现问题。

相同的规则适用于列出潜在异常类型的异常规范：

cpp

template<typename T>

void g(T, int) throw(typename T::Nonexistent); // #1

template<typename T>

void g(T, ...); // #2

void test(int i)

{

g(i, i); // ERROR: chooses #1, but the type T::Nonexistent is ill-formed

}

然而，这些“动态的”异常规范自C++11起就不再推荐使用(deprecated)，它们在C++17中被移除。

## 15.9 显式的函数模板实参

当函数模板实参无法被推导时，通过尾随在函数模板名后显式地指定亦然可行。例如：

cpp

template<typename T> T default\_value()

{

return T{};

}

int main()

{

return default\_value<int>();

}

对可推导的模板参数来说这也是可行的：

cpp

template<typename T> void compute(T p)

{

...

}

int main()

{

compute<double>(2);

}

一旦一个模板实参被显式指定了，其对应的参数就不再被推导。同时，函数调用的参数也被允许进行类型转换（对推导调用来说是不行的）。上例中，实参2在compute<double>(2)调用中会被隐式转换成double。

也可以显式指定模板实参的其中一部分。然而，被显式指定的部分必须始终按模板参数从左到右排好顺序。因此，那些不能被推导的（或者最可能被显式指定的）参数应该放在最前面。例如：

cpp

template<typename Out, typename In>

Out convert(In p)

{

...

}

int main()

{

auto x = convert<double>(42); // the type of parameter ps is deduced,

// but the return type is explicitly specified

}

有时候，通过指定一个空模板实参列表对于确保所选的函数是一个模板实例也很有用，此时模板实参还是会进行推导：

cpp

int f(int); // #1

template<typename T> T f(T); // #2

int main() {

auto x = f(42); // calls #1

auto y = f<>(42); // calls #2

}

这里f(42)会选择非模板函数，因为对于重载决议来说，相比函数模板，它更倾向于选择普通的函数（如果两者是等价的）。然而，对于f<>(42)来说，模板实参列表的存在打破了这一规则，非模板函数不再可选（即使没有指定实际的模板实参）。

在友元函数声明的上下文中，显式模板实参列表的存在会产生一个有趣的效用。考虑下面的例子：

cpp

void f();

template<typename> void f();

namespace N {

class C {

friend int f(); // OK

friend int f<>(); // ERROR: return type conflict

};

}

当使用普通的标识符命名一个友元函数时，该函数仅仅会在最近一层的封闭作用域内进行查找，如果没有找到的话，就会在该作用域内声明一个新的实体（但它会保留“不可见性”，除非通过ADL查找；参考P220节13.2.2）。这就是我们的第一个友元声明：在N作用域内没有找到f的声明，所以会声明一个不可见的N::f()。

然而，当使用标识符尾随模板实参列表来命名友元函数时，模板必须在那一刻对一般查找是可见的，一般查找会向上搜索任意层作用域（根据其所需要）。因此，我们第二个声明会找到全局的函数模板f()，但是编译器会提出一个错误：返回类型不匹配（由于没有执行ADL，故前一个友元函数的声明会被忽略）。

显式指定的模板实参使用SFINAE法则来替换：如果在某个函数模板替换的立即上下文中出现了错误，那么它就会被丢弃，但是其他模板依然可能会成功。例如：

cpp

template<typename T> typename T::EType f(); // #1

template<typename T> T f(); // #2

int main() {

auto x = f<int\*>();

}

这里，#1处候选者在int\*替换T时会失败，但在#2处却会成功，因此也就会选择#2这一候选。事实上，如果在替换之后仅余一个候选者，那么带有显式模板实参的函数模板名称看起来非常像一个普通的函数名称，包括在许多情况下退化为函数指针类型。也就是说，替换上面的main()为：

cpp

int main() {

auto x = f<int\*>; // OK: x is a pointer to function

}

这会产生合法的编译单元。然而，像是下面的例子：

cpp

template<typename T> void f(T);

template<typename T> void f(T, T);

int main() {

auto x = f<int\*>; // ERROR: there are two possible f<int\*> here

}

这种用法就是非法的，因为f<int\*>并没有标识着某一个单一的函数。

可变函数模板也可以使用显式模板实参：

cpp

template<typename ...Ts> void f(Ts... ps);

int main() {

f<double, double, int>(1, 2, 3); // OK: 1 and 2 are converted to double

}

有趣的是，包可以被部分显式指定、部分显式推导：

cpp

template<typename ...Ts> void f(Ts... ps);

int main() {

f<double, int>(1, 2, 3); // OK: the template arguments are <double, int, int>

}

## 15.10 初始化器和表达式推导

C++11引入了声明这样一种变量的能力：其类型可以根据初始化器推导。C++11也提供了一种机制来表示某个命名实体（变量或函数）或是表达式的类型。这些机制十分易用，C++14和C++17对这一主题又进行了补充。

### 15.10.1 auto类型指示符

auto类型指示符在很多地方有着用武之地（主要是命名空间作用域和局部作用域），它会根据变量的初始化器推导变量类型。此时，auto被称作为一个占位符类型（另一个占位符类型是decltype(auto)），我们会在P298节15.10.2中对它进行描述。例如：

cpp

template<typename Container>

void useContainer(Container const& container)

{

auto pos = container.begin();

while(pos != container.end()) {

auto& element = \*pos++;

... // operate on the element

}

}

上例中的两个auto，避免了去书写两个又臭又长的类型名称：容器的迭代器类型和迭代器的值类型：

cpp

typename Container::const\_iterator pos = container.begin();

...

typename std::iterator\_traits<typename Container::iterator>::reference element = \*pos++;

auto的推导机制与模板实参推导机制相同。类型指示符auto取代模板类型参数T，然后推导可以继续进行，这就好像变量是一个函数参数，而其初始化器是相应的函数实参。对例子中第一个auto来说，对应的情景如下：

cpp

template<typename T> void deducePos(T pos);

deducePos(container.begin());

T是auto要推导的类型。这样做的直接后果之一是，类型为auto的变量永远不会是引用类型。第二个auto使用了auto&来展示了如何产生一个推导类型的引用。它的推导与下面的函数模板和调用等价：

cpp

template<typename T> deduceElement(T& element);

deduceElement(\*pos++);

这里，element永远是引用类型，它的初始化器无法产生一个临时对象。

组合auto与右值引用亦是可行的，但是这样做就让它看起来像是一个转发引用，因为auto&& r = ...;的推导模型基于这样一个函数模板：

cpp

template<typename T> void f(T&& fr); // auto replaced by template parameter T

这就解释了下面的例子：

cpp

int x;

auto&& rr = 42; // OK: rvalue reference binds to an rvalue (auto = int)

auto&& lr = x; // Also OK: auto = int& and reference collapsing makes

// lr an lvalue reference

在泛型代码中，这一技巧经常被用来绑定那些未知的函数或操作符调用结果的值类别（左值或是右值），而无需拷贝它们的结果。例如，常常推荐用这样的方式在循环中声明迭代值：

cpp

template<typename Container> void g(Container c) {

for(auto&& x : c) {

...

}

}

这里我们不知道容器迭代器接口的签名，但是使用auto&&可以让我们确信在迭代时不会引入额外的值拷贝。如果需要完美转发边界值，那么std::forward<T>()可以像往常那样对变量使用。这成全了一种“延迟的”完美转发，对此可以参考P167节11.3的示例。

除了引用，我们还可以通过组合使用auto，定制出const变量、指针或是成员指针等等，但是auto必须是其声明的“主”类型。它不能嵌套在模板实参或类型指示符后面的声明符中作为一部分而存在。下面的示例予以了解释：

cpp

template<typename T> struct X { T const m; };

auto const N = 400u; // OK: constant of type unsigned int

auto\* gp = (void\*)nullptr; // OK: gp has type void\*

auto const S::\*pm = &X<int>::m; // OK: pm has type int const X<int>::\*

X<auto> xa = X<int>(); // ERROR: auto in template argument

int const auto::\*pm2 = &X<int>::m; // ERROR: auto is part of the "declarator"

至于为什么C++不支持上例中所有的情景，并没有什么技术上的原因，只不过是，C++委员会认为它所带来的额外实现成本以及潜在的滥用性超出了它的收益。

为了避免同时搞晕开发者和编译器，在C++11中古式的auto用法（作为一个存储类型指示符而存在）不再被允许（今后也一样）：

cpp

int g() {

auto int r = 24; // valid in C++03 but invalid in C++11

return r;

}

auto的古式用法（继承自C语言）一直是冗余的。大多数编译器通常可以将该用途与占位符区别开来（其实大可不必），以提供从旧C++代码到新C++代码的过渡。只不过，auto的古式用法在实践中非常罕见。

**返回类型的推导** C++14增设了另一个推导auto占位符的情景，它出现在函数返回类型。例如：

auto f() { return 42; }

定义了一个返回类型为int的函数（42的类型）。它也可以使用尾缀返回类型的语法来表示：

auto f() -> auto { return 42; }

此时，第一个auto宣布了尾缀返回类型，第二个auto是一个推导的占位符类型。只不过，没有什么理由去支持这种更啰嗦的语法。

对lambda来说有着相同的默认机制存在：如果没有显式地指定返回类型，lambda表达式返回的类型会按照auto来推导：

auto lm = [] (int x) { return f(x); };

// same as: [] (int x) -> auto { return f(x); };

函数可以脱离定义而单独声明。对于返回类型需要推导的情景也是一样：

auto f(); // forward declaration

auto f() { return 42; }

但是，在这种情况下，前向声明的用法非常有限，因为在使用函数的任何位置，该定义都必须可见。也许令人惊讶的是，提供带有“已解决的”返回类型的前向声明是无效的。例如：

int known();

auto known() { return 42; } // ERROR: incompatible return type

通常，由于风格上的偏爱，仅在将成员函数定义移到类定义外部时，前向声明推导的返回类型的函数才有实用价值：

struct S {

auto f(); // the definition will follow the class definition

};

auto S::f() { return 42; }

**可推导的非类型参数** 在C++17之前，非类型参数只能通过指定的类型来声明。然而，这一类型可以是一个模板参数类型。例如：

template<typename T, T V> struct S;

S<int, 42>\* ps;

在本例中，需要指定非类型模板实参的类型——即指定int和42，这可能很乏味。因此，C++17增加了声明非类型模板参数的能力，这些参数的实际类型是从相应的模板实参推导出来的。声明方式如下：

template<auto V> struct S;

此时就可以写成：S<42>\* ps;。这里S<42>的类型V会被推导成int，这是因为42的类型是int。如果我们写作S<42u>，那么V的类型就会被推导成unsigned int(参考P294节15.10.1了解推导auto类型指示符的更多细节)。

请注意，对非类型模板参数类型的一般约束仍然有效。例如：

S<3.14>\* pd; // ERROR: floating-point nontype argument

具有这种可推导的非类型参数的模板定义通常还需要表示对应实参的实际类型。这可以通过decltype语法来完成（参考P298节15.10.2）。例如：

template<auto V> struct Value {

using ArgType = decltype(V);

};

auto非类型模板参数在参数化类成员的模板时也很有用。例如：

template<typename> struct PMClassT;

template<typename C, typename M> struct PMClassT<M C::\*> {

using Type = C;

};

template<typename PM> using PMClass = typename PMClassT<PM>::Type;

template<auto PMD> struct CounterHandle {

PMClass<decltype(PMD)>& c;

CounterHandle(PMClass<decltype(PMD)>& c) : c(c) {

}

void incr() {

++(c.\*PMD);

}

};

struct S {

int i;

};

int main() {

S s{41};

CounterHandle<&S::i> h(s);

h.incr(); // increases s.i

}

这里我们使用了一个辅助类模板PMClassT的一个偏特化（参考P347节16.4）来借由成员指针类型追踪到它的“父”类类型。有了auto模板参数，我们只需要指定成员指针常量&S::i作为模板实参。在C++17之前，我们还需要指定一个成员指针类型，譬如OldCounterHandle<int S::\*, &S::i>，看起来很笨重很冗余。

如你所愿，这一特性也可以为非类型参数包使用：

template<auto... VS> struct Values {

};

Values<1, 2, 3> beginning;

Values<1, 'x', nullptr> triplet;

triplet实例展示了每个非类型参数都可以被单独地推导。与多重可变声明场景（参考P303节15.10.4）不同的是，这里不需要每个推导都是相同的。

如果我们想强制每个非类型模板参数都相同，也是可以实现的：

template<auto V1, decltype(V1)... VRest> struct

HomogeneousValues {

};

然而，此场景中模板实参列表不能为空。

可以参考P50节3.4中一个使用了auto作为模板参数类型的完整例子。

### 15.10.2 用decltype表示表达式的类型

尽管auto的使用可以避免书写变量类型，但若想要使用这一变量类型，就没有那么容易。decltype关键字解决了这一问题：它允许开发者对表达式或声明的类型做精确表达。只不过，开发者还是要谨慎对待decltype所产生的细微差别，而这取决于传递的参数是声明的实体还是一个表达式：

* 如果e是某个实体（诸如变量、函数、枚举或是数据成员）或类成员访问的名称，decltype(e)产生的是该实体或表示的类成员的声明类型。因此，decltype可以用来检查变量的类型。当你想要完全匹配现有的声明的类型时，这很有用。例如，考虑下面的两个变量y1和y2：

auto x = ...;

auto y1 = x + 1;

decltype(x) y2 = x + 1;

由于依赖于x的初始化器，y1的类型可能与x相同、也可能不同：它依赖于+的行为。如果x被推导为一个int，那么y1也会是int；如果x被推导为char，y1也会是一个int，因为char和1(定义为int类型)相加得到一个int。对y2类型使用的decltype(x)保证了y2始终与x具有相同的类型。

* 否则，如果e是任何其他表达式，则decltype(e)将生成一个可以反射出该表达式类型 + 值分类的类型，如下所示：
  + 如果e是类型T的左值(lvalue)，decltype(e)产生的是T&。
  + 如果e是类型T的将亡值(xvalue)，decltype(e)产生的是T&&。
  + 如果e是类型T的纯右值(prvalue)，decltype(e)产生的是T。

可以参考附录B关于值分类的详细描述。这些差别可以通过下面的例子来演示：

void g(std::string&& s)

{

// check the type of s:

std::is\_lvalue\_reference<decltype(s)>::value; // false

std::is\_rvalue\_reference<decltype(s)>::value; // true (s as declared)

std::is\_same<decltype(s), std::string&>::value; // false

std::is\_same<decltype(s), std::string&&>::value; // true

// check the value category of s used as expression:

std::is\_lvalue\_reference<decltype((s))>::value; // true (s is an lvalue)

std::is\_rvalue\_reference<decltype((s))>::value; // false

std::is\_same<decltype((s)), std::string&>::value; // true (T& signals an lvalue)

std::is\_same<decltype((s)), std::string&&>::value; // false

}

前四个表达式中，decltype为变量s所使用：

decltype(s) // declared type of entity a designated by s

这意味着decltype产生的是s声明的类型——std::string&&。后四个表达式中，decltype的操作数不是一个名称而是一个表达式(s)，名称在小括号中，此时，类型会反映出(s)的值类别：

decltype((s)) // check the value category of (s)

这是一个使用名称去引用变量的表达式，因此它是一个左值。根据上面的规则，这意味着decltype((s))是一个std::string的（左值）引用。这是C++中为数不多的几处，用括号括起来的表达式除了影响运算符的关联性之外，还可以改变程序的含义。

decltype会计算任意表达式e的类型这一事实在各个地方都可能有所帮助。具体而言，decltype(e)会充分保留表达式的信息，从而可以“完美地”描述返回表达式e本身的函数的返回类型：decltype会计算该表达式的类型，同时将表达式的值类别回传给函数的调用者。例如，考虑一个简单的转发函数g()，它返回被调用的f()的返回结果：

??? f();

decltype(f()) g()

{

return f();

}

g()的返回类型依赖于f()的返回类型。如果f()返回的是一个int&，g()的返回类型的计算会首先判断表达式f()是否具有类型int。该表达式是一个左值，因为f()返回的是左值引用，因此g()声明的返回类型就会是int&。类似地，如果f()的返回类型是一个右值引用类型，f()的调用就是一个将亡值，而decltype会产生一个右值引用类型，这与f()返回的类型也完全匹配。本质上，这种形式的decltype拿到了任意表达式的主要特征（其类型和值分类），并以能够完美转发返回值的方式在类型系统中对其进行编码。

decltype在auto无法充分推导出值的场景中也十分有用。例如，假设我们有一个变量pos，它是某种未知的迭代器类型，我们希望创建一个变量element，该element可以通过pos解引用来获取。写作：

auto element = \*pos;

然而，这里始终都会对元素进行一次拷贝。如果我们写成auto& element = \*pos;，那我们拿到的始终是元素的引用，而当迭代器的operator\*返回的是一个值时，程序就会出错。为了解决这一问题，我们可以用decltype去保留迭代器operator\*所返回结果的值特性或是引用特性：

decltype(\*pos) element = \*pos;

当迭代器提供的是引用时，就会产生一个引用类型，否则，就会进行值拷贝。它的主要缺陷在于它需要将初始化表达式书写两次：第一次在decltype中（这里不会进行计算），第二次在实际的初始化器中。C++14引入了decltype(auto)语法来解决这一问题，我们马上就会讨论到。

### 15.10.3 decltype(auto)

C++14增加了一个组合使用auto和decltype的特性：decltype(auto)。正如auto这一类型指示符一样，它是一个类型占位符，并且变量的类型、返回类型或模板实参的类型由关联的表达式类型（初始化器、返回值或模板实参）确定。然而，与auto单单使用模板实参推导法则来确定类型有所不同，实际的类型是通过对表达式直接应用decltype语法来确定的。举个例子来说明：

int i = 42; // i has type int

int const& ref = i; // ref hastype int const& and refers to i

auto x = ref; // x has type int and is a new independent object

decltype(auto) y = ref; // y has type int const& and also refers to i

y的类型借由应用于初始化表达式的decltype获取，这里ref是一个int const&。相对地，auto类型推导法则产生的则是类型int。

另一个例子展示了在索引std::vector时的差别：

std::vector<int> v = { 42 };

auto x = v[0]; // x denotes a new object of type int

decltype(auto) y = v[0]; // y is a reference (type int&)

这就干净利落地解决了前面示例的问题：

decltype(\*pos) element = \*pos;

我们可以重写为：

decltype(auto) element = \*pos;

对于返回类型来说它也常常十分便利。考虑下面的例子：

template<typename C> class Adapt

{

C container;

...

decltype(auto) operator[] (std::size\_t idx) {

return container[idx];

}

};

如果container[idx]产生的是左值，我们希望传递左值给调用者（调用者应该希望拿到地址来修改它）：此时需要一个左值引用类型，decltype(auto)可以解析出来。如果产生的是一个纯右值，那么引用类型会导致引用悬挂，但是幸运的是，在这种情景下，decltype(auto)会产生一个对象类型（而非引用类型）。

与auto不一样的是，decltype(auto)不允许使用声明指示符去修改它的类型。例如：

decltype(auto)\* p = (void\*)nullptr; // invalid

int const N = 100;

decltype(auto) const NN = N\*N; // invalid

同时也请注意初始化器中的小括号可能很关键（因为它们对decltype结构来说本身很关键，如P91节6.1所讨论）：

int x

decltype(auto) z = x; // object of type int

decltype(auto) r = (x); // reference of type int&

这尤其意味着括号可能对return语句的有效性产生严重影响：

cpp

int g();

...

decltype(auto) f() {

int r = g();

return (r); // run-time ERROR: returns reference to temporary

}

自C++17起，decltype(auto)还可以对可推导的非类型参数使用（见P296节15.10.1）。下面的例子进行了演示：

cpp

template<decltype(auto) Val> class S

{

...

};

constexpr int c = 42;

extern int v = 42;

S<c> sc; // #1 produces S<42>

S<(v)> sv; // #2 produces S<(int&)v>

在#1处，c没有小括号包裹，推导出的类型就是c类型本身（即int）。因为c是42的常量表达式，它就等价于S<42>。在#2处，小括号的包裹导致decltype(auto)会推导出一个引用类型int&，它可以绑定到全局变量v（类型为int）。因此，这样声明的类模板会依赖于v的引用，v值的改变都会影响类S的行为（参考P167节11.4了解更多细节）。（S<v>如果没有小括号的话，会产生一个错误，因为decltype(v)是一个int，此时期望的是一个类型为int的常量实参值。然而，v并不是一个常量int值。）

请注意，两种情况的性质有所不同。因此，我们认为像这种非类型模板参数可能会引起意外，并且预计不会被广泛地使用。

最后，给出关于在函数模板中使用推导的非类型参数的注解：

cpp

template<auto N> struct S {};

template<auto N> int f(S<N> p);

S<42> x;

int r = f(x);

本例中，函数模板f<>()的参数N的类型由S的非类型参数类型推导。这是可行的，因为形如X<...>的名称(X是一个类模板)是一个可推导上下文。

然而，也有一些模式是无法被推导的：

cpp

template<auto V> int f(decltype(V) p);

int r1 = deduce<42>(42); // OK

int r2 = deduce(42); // ERROR: decltype(V) is a nondeduced context

本例中，decltype(V)是一个不可推导上下文：并没有匹配实参42的独一无二的V值（例如，decltype(7)与decltype(42)产生相同的类型）。因此，非类型模板参数必须被显式地指定，才能使函数调用变得可行。

### 15.10.4 auto推导的特殊情景

除却简单的auto推导规则，还存在着一些特殊的情景。其一发生于变量的初始化器是一个初始化列表的场景。对应的函数调用推导必定失败，这是因为我们无法通过初始化列表实参来推导出一个模板参数的类型：

cpp

template<typename T>

void deduceT(T);

...

deduceT({2,3,4}); // ERROR

deduceT({1}); // ERROR

然而，如果我们的函数有着如下更特定的参数：

cpp

template<typename T>

void deduceInitList<std::initializer\_list<T>);

...

deduceInitList({2, 3, 5, 7}); // OK: T deduced as int

那么推导就会成功。使用初始化列表来拷贝初始化（即，使用=初始化）一个auto变量就定义而言，可以写成更加具体的参数：

cpp

auto primes = { 2, 3, 5, 7}; // primes is std::initializer\_list<int>

deduceT(primes); // T deduced as std::initialize\_list<int>

在C++17之前，auto变量与之对应的直接初始化（即，不使用=）也可以像这样处理，但是在C++17中对此进行了调整，以更好地满足大部分开发者所期望的行为：

cpp

auto oops { 0, 8, 15 }; // ERROR in C++17

auto val {2}; // OK: val has type int in C++17

在C++17之前，两种初始化都是合法的，oops和val都会由类型initializer\_list<int>进行初始化。

有趣的是，为具有推导占位符类型作为返回类型的函数，返回一个花括号初始化列表是不合法的：

cpp

auto subtleError() {

return { 1, 2, 3 }; // ERROR

}

这是因为函数作用域中的初始化列表是一个对象，它指向更底层的数组对象（每个元素值在列表中指定），在函数返回时它就过期了。允许这一语法通行就相当于认可悬垂引用的有效性。

另一种特殊的场景发生在多个变量使用同一个auto进行声明的地方，如下所示：

cpp

auto first = container.begin(), last = container.end();

此处，推导会为每个声明独立进行。换句话说，这里会为first引入模板类型参数T1，为last引入另一个模板类型参数T2。当且仅当两个推导都成功，且T1和T2具有相同的推导类型时，这些声明才是合法的。这会滋生一些有趣的案例：

cpp

char c;

auto \*cp = &c, d = c; // OK

auto e = c, f = c+1; // ERROR: deduction mismatch char vs int

这里，共享的auto声明了两对变量。cp和d推导出同样的类型char，因此代码有效。然而f和e的声明却因为计算c+1时char和int的型别提升，导致推导结果不一致而最终产生错误。

推导返回类型的占位符也可能会出现某种平行的特殊情况。考虑下面的例子：

cpp

auto f(bool b) {

if (b) {

return 42.0; // deduces return type double

} else {

return 0; // ERROR: deduction conflict

}

}

本例中，每个返回语句都会独立进行推导，但是二者推导的结果却不一致，因此程序非法。若返回表达式对该函数进行递归调用，此时推导不会进行，除非前面的推导已经确定了返回类型，否则程序依然不合法。这就意味着下面的代码不合法：

cpp

auto f(int n)

{

if (n > 1) {

return n \* f(n-1); // ERROR: type of f(n-1) unknown

} else {

return 1;

}

}

但是下面的这段等价代码却合法：

cpp

auto f(int n)

{

if (n <= 1) {

return 1; // return type is deduced to be int

} else {

return n\*f(n-1); // OK: type of f(n-1) is int and so is type of n\*f(n-1)

}

}

推导的返回类型还有另一种特殊的情景，即推导的变量类型或推导的非类型参数类型中没有对应项：

cpp

auto f1() { } // OK: return type is void

auto f2() { return; } // OK: return type is void

但是f1()和f2()都是合法的，并且推导出一个void返回类型。然而，如果返回类型的样式不匹配void，比如这样的情景就是非法的：

cpp

auto\* f3() { } // ERROR: auto\* cannot deduce as void

如你所愿，使用了推导返回类型的任何函数模板都需要该模板的立即实例化以确定返回类型。然而，出现SFINAE（参考P129节8.4和P284节15.7）时会产生一个令人惊讶的后果。考虑下面的例子： *deduce/resulttypetmpl.cpp*

cpp

template<typename T, typename U>

auto addA(T t, U u) -> decltype(t+u)

{

return t + u;

}

void addA(...);

template<typename T, typename U>

auto addB(T t, U u) -> decltype(auto)

{

return t + u;

}

void addB(...);

struct X{

};

using AddResultA = decltype(addA(X(), X())); // OK: AddResultA is void

using AddResultB = decltype(addB(X(), X())); // ERROR: instantiation of addB<X>

// is ill-formed

这里相比decltype(t+u)，addB()所使用的decltype(auto)会在重载决议期间引起一个错误：addB()模板函数体必须被完全实例化以确定其返回类型。而调用addB()的实例化体并不在立即上下文中（参考P285节15.7.1），因此不会被SFINAE筛出，而是产生了一个错误。因此请千万牢记：推导返回类型绝不仅仅是一个复杂的显式返回类型的缩写，它们在使用上要非常小心（即，要理解它们不应该在依赖于SFINAE的其他函数模板签名中被调用）。

### 15.10.5 结构化绑定

C++17增加了一种新的特性，名为结构化绑定(structured bindings)。它常常使用一个小例子来介绍：

cpp

struct MaybeInt { bool valid; int value; }

MaybeInt g();

auto const&& [b, N] = g(); // binds b and N to the members of the result of g()

调用g()产生了一个值（在本例中，是一个简单的聚合类类型MaybeInt），它可以被分解成 “元素”（即MaybeInt的数据成员）。该调用产生的值就好像有一个标识符中括号列表[b, N]被不同的变量名所替换。假设该名称为e，那么初始化就等同于：

cpp

auto const&& e = g();

然后中括号中的每个标识符会绑定到e的对应元素上。因此，你可以认为[b, N]就是e中标识符的每个名字（我们会在下面讨论绑定的细节）。

语法上，结构化绑定必须总是有一个auto类型，它可以使用const或volatile限定符以及&和&&声明符来扩展（但是不能用\*指针声明符或是其他结构）。它的后面跟随着一个中括号列表，其中至少得有一个标识符（让人想起lambda表达式的捕获列表）。后面必须要有一个初始化器。

三种不同类别的实体可以对结构化绑定进行初始化：

1. 第一种是简单的类类型，其中所有的非静态数据成员都是public权限（如上例）。为了应用这一场景，所有的非静态数据成员都必须是public权限（要么全部直接属于类本身，要么全部属于相同的、明确的公共基类；不得涉及匿名联合体）。在这种情况下，带括号的标识符的数量必须等于成员的数量，并且在结构化绑定范围内使用这些标识符之一就等于使用由e表示的对象的相应成员（具有所有相关属性；例如，如果相应的成员是位字段，则无法获取其地址）。
2. 第二种是数组。考虑下例：

cpp

int main() {

double pt[3];

auto& [x, y, z] = pt;

x = 3.0; y = 4.0; z = 0.0;

plot(pt);

}

一点都不奇怪，中括号中的初始化器只是未命名数组变量的相应元素的简写形式。数组元素的数量必须等于括号内的初始化器的数量。

还有另一个例子：

cpp

auto f() -> int(&)[2]; // f() returns reference to int array

auto [ x, y ] = f(); // #1

auto& [ r, s ] = f(); // #2

行#1是特别的：通常来说，上面描述的实体e应该按照下面的形式来推导：

cpp

auto e = f();

这种推导会将数组的引用退化为指向数组的指针，但是数组的结构化绑定却并不会退化。反之，e被推导为一个数组类型的变量，类型与初始化器一致。此后该数组从初始化器中逐个元素拷贝：对于内置数组来说这是个不太寻常的概念。最后，x和y分别成为了表达式e[0]和e[1]的别名。

而行#2处则没有引入数组拷贝，它也遵循auto的法则。因此假想的e按照如下方式声明：

cpp

auto& e = f();

它会得到一个数组引用，x和y再次分别成为表达式e[0]和e[1]的别名（调用f()所返回数组的成员左值引用）。

1. 最后，第三个选项是允许类似std::tuple的类拥有通过模板基础协议get<>分解元素的能力。这里我们把E视为表达式(e)的类型（e的概念同上）。由于E是表达式的类型，它永远不会是一个引用类型。如果表达式std::tuple\_size<E>::value是一个合法的整型常量表达式，它必须与中括号标识符的数量相等（并且协议会乱入，优先于选项一，但不优先于数组的选项二）。让我们用n0，n1，n2等表示括号中的标识符。如果e具有名为get的任何成员，则行为就像将这些标识符按如下声明：

std::tuple\_element<i, E>::type& ni = e.get<i>();

如果e被推导为拥有引用类型，或是：

std::tuple\_element<i, E>::type&& ni = e.get<i>();

如果e没有成员get，则相应的声明会变成：

std::tuple\_element<i, E>::type& ni = get<i>(e);

或是

std::tuple\_element<i, E>::type&& ni = get<i>(e);

get只会在关联的类和命名空间中查找。（在所有情景中，get都被假设为一个模板，因此跟随的<是一个尖括号（而非小于号）。）std::tuple，std::pair和std::array模板都实现了这一协议，下面的代码因此而合法：

cpp

#include <tuple>

std::tuple<bool, int> bi{true, 42};

auto [b, i] = bi;

int r = i; // initializes r to 42

然而，对于添加std::tuple\_size，std::tuple\_element的特化并不困难，函数模板或是成员函数模板get<>()会让这一机制对任何类或枚举类型都能正常工作。例如：

cpp

#include <utility>

enum M {};

template<> class std::tuple\_size<M> {

public:

static unsigned const value = 2; // map M to a pair of values

};

template<> class std::tuple\_element<0, M> {

public:

using type = int; // the first value will have type int

};

template<> class std::tuple\_element<1, M> {

public:

using type = double; // the second value will have type double

};

template<int> auto get(M);

template<> auto get<0>(M) { return 42; }

template<> auto get<1>(M) { return 7.0; }

auto [i, d] = M(); // as if: int&& i = 42; double&& d = 7.0;

注意，你只需要包含<utility>头文件来使用两个类元组（tuple-like）的访问协助函数std::tuple\_size<>和std::tuple\_element<>。

此外，还要注意上述的第三种情况（使用类元组协议）会执行一个真实的中括号初始化并绑定到实际的引用变量上；它们不是另一个表达式的别名（与第一、二类的类类型和数组的情况有所不同）。这很有趣，因为该引用初始化可能出错；例如，它可能会抛出异常，而异常如今是不可避免的。然而，C++标准化委员会也曾就不要关联标识符与初始化的引用进行过讨论，但是最后还是对每个标识符使用了get<>()表达式。这就使得结构化绑定在使用时，“第一个”值必须在“第二个”值被访问前进行测试（例如，基于std::optional）。

### 15.10.6 泛型lambda

lambda一经问世，很快就成了C++11中最流行的特性，一部分原因在于它们显著地简化了C++标准库和许多其他流行的C++库中仿函数结构(functional constructs)的使用，而这归功于lambda简洁的语法。然而，在模板中lambda变得非常繁琐，这是因为它需要拼出参数和返回类型。例如，考虑这样一个函数模板，它在一个序列中寻找第一个负数值：

cpp

template<typename Iter>

Iter findNegative(Iter first, Iter last)

{

return std::find\_if(first, last, [](typename std::iterator\_traits<Iter>::value\_type value) { return value < 0;});

}

在这一函数模板中，lambda最复杂的一部分就是它的参数类型。C++14引入了泛型lambda的概念，使得一个或多个参数类型可以使用auto来推导，而不用具体的写出：

cpp

template<typename Iter>

Iter findNegative(Iter first, Iter last)

{

return std::find\_if(first, last, [] (auto value) { return value < 0; });

}

对lambda参数auto的处理与使用初始化器的变量类型的auto处理相似：它同样由一个引入的模板类型参数T来取缔。然而，与变量场景不同的是，推导不会立刻执行，这是因为在lambda被创建的时候实参还是未知的。反之，lambda本身是个泛型，引入的模板类型参数被添加到了它的模板参数列表中。因此，上面例子的lambda可以使用任何实参类型来调用，只要该实参类型支持< 0操作且其结果可以被转换为bool即可。举个例子，这一lambda可以被int或是float值来调用。

为了理解lambda泛型的意义，我们先考虑一个非泛型lambda的实现模型：

cpp

[] (int i) {

return i < 0;

}

C++编译器将该表达式翻译成一个新发明的lambda特定类类型的实例。这一实例被称作闭包(closure)或闭包对象(closure object)，类类型被称作闭包类型(closure type)。闭包类型有一个函数调用操作符，因此该闭包就是一个函数对象。对于这一lambda来说，闭包类型可能类似下面的类定义（为了方便与简洁，我们省略了函数到函数指针值的转换）：

cpp

class SomeCompilerSpecificNameX

{

public:

SomeCompilerSpecificNameX(); // only callable by the compiler

bool operator() (int i) const

{

return i < 0;

}

}

如果你检查lambda的类型分类，std::is\_class<>始终会返回true（参考P705节D.2.1）。

因此，lambda表达式生成的是该类（闭包类型）的对象。例如：

foo(..., [] (int i) { return i < 0; });

创建了一个编译器内部特定的类SomeCompilerSpecificNameX的闭包对象：

foo(..., SomeCompilerSpecificNameX{}); // pass an object of the closure type

如果lambda想要捕获局部变量：

int x, y;

...

[x, y](int i) {

return i > x && i < y;

}

这些捕获将被设计成相关类类型的初始化成员：

cpp

class SomeCompilerSpecificNameY {

private:

int \_x, \_y;

public:

SomeCompilerSpecificNameY(int x, int y) // only callable by the compiler

: \_x(x), \_y(y) {

}

bool operator() (int i) const {

return i > \_x && i < \_y;

}

};

对泛型lambda来说，函数调用操作符是一个成员函数模板，所以我们简单的泛型lambda:

cpp

[] (auto i) { return i < 0; }

会被转移成下面的类（同样地，忽略了函数转换，在泛型lambda场景中它是一个转换函数模板）：

cpp

class SomCompilerSecificNameZ {

public:

SomeCompilerSpecificNameZ(); // only callable by compiler

template<typename T>

auto operator() (T i) const {

return i < 0;

}

};

成员函数模板会在闭包被调用时进行实例化，而不是在lambda表达式出现的地方。例如：

cpp

#include <iostream>

template<typename F, typename... Ts> void invoke (F f, Ts... ps) {

f(ps...);

}

int main()

{

invoke([](auto x, auto y) {

std::cout << x+y << '\n'

}, 21, 21);

}

这里，lambda表达式出现于main()中，所以这里会创建一个关联的闭包。然而，闭包的调用操作符并没有在此处实例化。反之，invoke()函数模板使用了闭包类型作为第一个参数类型，int作为第二、第三个参数类型进行了实例化。invoke的实例化被称为闭包的拷贝（依然是一个与原始lambda关联的闭包），并且它实例化了operator()闭包模板来满足实例化调用f(ps...)。

## 15.11 别名模板

别名模板的推导是“透明的“。这意味着当别名模板与模板实参一起出现时，别名的定义（即=右侧的类型）就会被实参所替换，产生的结果正是为推导所用。例如，模板实参推导对下面的三个调用都会成功： *deduce/aliastemplate.cpp*

cpp

template<typename T, typename Cont>

class Stack;

template<typename T>

using DequeStack = Stack<T, std::deque<T>>;

template<typename T, typename Cont>

void f1(Stack<T, Cont>);

template<typename T>

void f2(DequeStack<T>);

template<typename T>

void f3(Stack<T, std::deque<T>); // equivalent to f2

void test(DequeStack<int> intStack)

{

f1(intStack); // OK: T deduced to int, Cont deduced to std::deque<int>

f2(intStack); // OK: T deduced to int

f3(intStack); // OK: T deduced to int

}

在第一个调用中(f1())，intStaack对别名模板DequeStack的使用对推导没有作用：指定类型DequeStack<int>被视为类型Stack<int, std::deque<int>>。

第二和第三个调用推导行为是一致的，因为f2()的DequeStack<T>和f3()的Stack<T, std::deque<T>>是等价的。对模板实参推导的目标来说，模板别名是透明的：它们可以用来区分和简化代码，但是对于推导如何进行没有任何影响。

请注意，这是因为别名模板不能特化（参考章节16了解模板特化这一话题的更多细节）才行得通。假设下面的代码可行：

cpp

template<typename T> using A = T;

template<> using A<int> = void; // ERROR, but suppose it were possible...

此时，我们无法将A<T>与void类型匹配，并得出结论T必须为void，因为A<int>和A<void>都等价于void。不可能做到这一点的事实保证，别名的每次使用都可以根据其定义进行一般性的扩展，从而使别名可以进行透明地推导。

## 15.12 类模板实参推导

C++17引入了一种新的推导：从变量声明的初始化器或函数类型转换的指定参数中推导类类型的模板参数。例如：

cpp

template<typename T1, typename T2, typename T3 = T2>

class C

{

public:

// constructor for 0, 1, 2, or 3 arguments:

C(T1 x = T1{}, T2 y = T2{}, T3 z = T3{});

...

};

C c1(22, 44.3, "hi"); // OK in C++17: T1 is int, T2 is double, T3 is char const\*

C c2(22, 44.3); // OK in C++17: T1 is int, T2 and T3 are double

C c3("hi", "guy"); // OK in C++17: T1, T2, and T3 are char const\*

C c4; // ERROR: T1 and T2 are undefined

C c5("hi"); // ERROR: T2 is undefined

请注意，所有的参数都必须由推导过程或默认实参来确定。显式地指定一部分参数并推导剩下的参数是行不通的。例如：

cpp

C<string> c10("hi", "my", 42); // ERROR: only T1 explicitly specified, T2 not deduced

C<> c11(22, 44.3, 42); // ERROR: neither T1 nor T2 explicitly specified

C<string, string> c12("hi", "my"); // OK: T1 and T2 are deduced, T3 has default

### 15.12.1 推导指引

考虑P288节15.8.2的一个示例，我们略施一点点变化：

cpp

template<typename T>

class S {

private:

T a;

public:

S(T b) : a(b) {

}

};

template<typename T> S(T) -> S<T>; // deduction guide

S x{12}; // OK since C++17, same as S<int> x{12};

S y(12); // OK since C++17, same as S<int> y(12);

auto z = S{12}; // OK since C++17, same as: auto z = S<int>{12};

新增的这种模板风格的结构叫做推导指引。它看起来有点像函数模板，但是它与函数模板在语法上有很多不同：

* 看起来像尾缀返回类型的部分不能写成一个传统的返回类型。我们称这个指定的类型（本例中为S<T>）指引类型(guided type)。
* 没有前导auto关键字来指示尾缀返回类型。
* 推导指引的“名称”必须是同作用域内更早出现的类模板的非受限名称。
* 指引的指引类型必须是一个模板ID，它的模板名称与指引名称一致。
* 可以使用explicit说明符声明。

在S x(12);这一声明中，说明符S被称为占位类类型(placeholder class type)。当使用这样的占位符时，被声明的变量名称必须紧随其后，并且后面一定要有初始化器。下面的代码是非法的：

S \*p = &x; // ERROR: syntax not permitted

如上例所书写的指引，声明S x(12);通过将与类S的推导指引视为重载集合，并尝试使用初始化器针对该重载集合来进行重载决议，对变量的类型进行推导。在这一场景中，集合内仅仅有一个指引在其中，它会成功地推导T为int，指引的指引类型为S<int>。这一指引类型因此被选为声明的类型。

请注意，如果类模板名称后面的多个声明都需要推导，那么每个声明都需要产生相同的类型。例如，使用上面的声明：

S s1(1), S2(2.0); // ERROR: deduces S both as S<int> and S<double>

这与C++11中auto占位符类型的限制相似。

在前面的例子中，我们声明的推导指引与类S中声明的构造函数S(T b)之间有一个隐式的联系。然而，这种联系并不是必要的，这意味着推导指引也可以为聚合类模板所使用：

template<typename T>

struct A {

T val;

};

template<typename T> A(T) -> A<T>; // deduction guide

如果没有推导指引，我们必须始终显式地指定模板实参（即使在C++17中也一样）：

cpp

A<int> a1{42}; // OK

A<int> a2(42); // ERROR: not aggregate initialization

A<int> a3 = {42}; // OK

A a4 = 42; // ERROR: can't deduce type

但是如果有了上面的指引，就可以写成：

A a4 = {42}; // OK

这里有一个微妙之处在于，初始化器必须也是一个合法的聚合类初始化器，也就是说，它必须是一个花括号初始化列表。下面的一些替换是不被允许的：

A a5(42); // ERROR: not aggregate initialization

A a6 = 42; // ERROR: not aggregate initialization

### 15.12.2 隐式推导指引

通常，对于类模板中的每个构造函数都需要一个推导指引。这使得类模板实参推导的设计者为推导引入了一种隐形机制。为类的主模板的每个构造函数和构造函数模板都引入了一个等价的隐式推导指引，如下所述：

* 隐式指引的模板参数列表由类模板的模板参数、构造函数模板的模板参数（构造函数模板的场合）构成。构造函数模板的模板参数会保留任何默认实参。
* 指引的“类函数”参数会从构造函数或构造函数模板中拷贝。
* 指引的指引类型就是模板的名称，其参数是从类模板中获取的模板参数。

让我们应用到一个原始的类模板示例：

cpp

template<typename T>

class S {

private:

T a;

public:

S(T b) : a(b) {

}

};

模板参数列表为typename T，类函数参数列表就是(T b)，指引类型也就是S<T>。因此，我们获得了一个指引，它与我们此前书写的那个用户声明的指引等价：即，为了达成我们想要的效果，该指引完全不必要！也就是说，仅书写原始的简单类模板（无需推导指引），我们还是可以有效地写成S x(12);，其中x的类型依然是期望的S<int>。

推导指引有一个不幸的歧义。考虑一下我们简单的类模板S和下面的实例化语句：

cpp

S x{12}; // x has type S<int>

S y{s1}; S z(s1);

我们已经看到了x有着类型S<int>，但是x和y应该是什么类型呢？这两种类型直觉上应该是S<S<int>>和S<int>。委员会在富有争议的情况下决定，这两种情况下都应为S<int>。为什么这是有争议的呢？考虑使用vector类型的一个相似的例子：

cpp

std::vector v{1, 2, 3}; // vector<int>, not surprising

std::vector w2{v, v}; // vector<vector<int>>

std::vector w1{v}; // vector<int>!

换句话说，拥有单个元素的花括号初始化器的推导与拥有多个元素的花括号初始化器有所差别。通常来说，人们只希望要其中的某一个结果，但是两者确并不一致。然而在泛型代码中，很容易忽视这一细小的差别：

cpp

template<typename T, typename... Ts>

auto f(T p, Ts... ps) {

std::vector v{p, ps...}; // type depends on pack length

...

}

这里当T被推导为vector类型时，v在ps参数包为空或非空的情景下，v的类型是不一样的。

隐式模板指引本身的添加并没有争议。反对将它们引入的主要观点是该功能会自动将接口添加到现有库中。为了理解这一说法，再次考虑我们前面的类模板S。它的定义自C++引入类模板时就是有效的。假设，S的作者扩展了库，让S以更缜密的方式定义：

cpp

template<typename T>

struct ValueArg {

using Type = T;

};

template<typename T>

class S {

private:

T a;

public:

using ArgType = typename ValueArg<T>::Type;

S(ArgType b) : a(b) {

}

};

在C++17之前，这样的转变（不太常见）不会影响现有的代码。然而，在C++17中它们禁用了隐式推导指引。让我们书写一个与隐式推导指引相仿的推导指引：模板参数列表和指引类型无需改变，但是类函数参数现在需要写成ArgType的形式，也就是typename ValueArg<T>::Type:

cpp

template<typename> S(typename ValueArg<T>::Type) -> S<T>;

回想一下P271节15.2，类似ValueArg<T>::的名称限定符不是一个推导上下文。因此这种形式的推导指引是没有用的，它无法解析S x(12);这样的声明。换句话说，库的作者执行了这一转换可能会破坏其在C++17中的客户端代码。

这种情况下库的作者要怎么办呢？我们的建议就是小心地考虑每一个构造函数，在库剩余的生命期内是否希望它作为隐式推导指引的来源。如果不希望，就用诸如typename ValueArg<X>::Type来替换每一个可推导的类型为X的构造函数参数的实例。很不幸，没有更简单的方法去把隐式推导指引摘除。

### 15.12.3 其他细微之处

**注入式类名称** 考虑下例：

cpp

template<typename T> struct X {

template<typename Iter> X(Iter b, Iter e);

template<typename Iter> auto f(Iter b, Iter e) {

return X(b, e); // What is this?

}

};

这段代码在C++14中是合法的：X(b, e)中的X是注入式类名称，在该上下文中等价于X<T>（参考P221节13.2.3）。然而，对类模板实参推导这一规则来说，X会自然而然地等价于X<Iter>。

为了保留向后兼容性，类模板实参推导在模板名称是注入式类名称的场合下会被禁用。

**转发引用** 思考另一个例子：

cpp

template<typename T> struct Y {

Y(T const&);

Y(T&&);

};

void g(std::string s) {

Y y = s;

}

显然，这里的目的是通过拷贝构造函数所关联的隐式推导指引架构T推导为std::string。然而，将隐式推导指引显式地声明出来反而发生令人惊讶的事：

cpp

template<typename T> Y(T const&) -> Y<T>; // #1

template<typename T> Y(T&&) -> Y<T>; // #2

回想P277节15.6中模板实参推导的T&&的行为：作为一个转发引用，如果调用实参是一个左值类型，那么T也会被推导成引用类型。在上例中，推导过程中的实参就是表达式s，它是一个左值。隐式指引#1会把T推导为std::string，但是需要的实参会被调整成std::string const。而指引#2则会将T推导成一个引用类型std::string&并产生一个相同类型的参数（这是因为引用折叠法则），这是一个更好的匹配候选，因为无需对类型添油加醋，附上一个const属性。

这一结果可能会令人惊讶，也可能会造成实例化错误（当类模板参数在不允许引用类型的上下文中使用时），更有甚者，会静默地生成非预期的实例（比如，生成悬垂引用）。

C++标准委员会因此决定，对于隐式推导指引，如果T是一个类模板参数（与构造函数模板参数对应；为那些特殊的推导规则而保留），在执行T&&的推导时，特殊的推导规则会被禁用。因此上面的例子可以将T推导为std::string，如你所愿。

**explicit关键字** 推导指引可以使用关键字explicit修饰。此时它仅仅会考虑直接的初始化场景，而不会考虑拷贝初始化场景。例如：

cpp

template<typename T, typename U> struct Z {

Z(T const&);

Z(T&&);

};

template<typename T> Z(T const&) -> Z<T, T&>; // #1

template<typename T> explicit Z(T&&) -> Z<T, T>; // #2

Z z1 = 1; // only considers #1; same as: Z<int, int&> z1 = 1;

Z z2{2}; // prefers #2; same as: Z<int, int> z2{2};

注意这里的z1初始化使用了拷贝初始化，因此声明了explicit的推导指引#2就不会被考虑。

**拷贝构造和初始化列表** 考虑下面的类模板：

cpp

template<typename ...Ts> struct Tuple {

Tuple(Ts...);

Tuple(Tuple<Ts...> const&);

};

为了理解隐式指引的效果，我们用显式地声明它们：

cpp

template<typename... Ts> Tuple(Ts...) -> Tuple<Ts...>;

template<typename... Ts> Tuple(Tuple<Ts...> const&) -> Tuple<Ts...>;

现在看看下面的例子：

cpp

auto x = Tuple{1,2};

这显然会选择第一个指引，因此第一个构造函数：x就是一个Tuple<int, int>。让我们继续看看下面的例子，它们使用了x拷贝的语法：

cpp

Tuple a = x;

Tuple b(x);

对a和b来说，两个指引都可以匹配。第一个指引会选择类型Tuple<Tuple<int, int>>，拷贝构造器关联的指引会生成Tuple<int, int>。幸运的是，第二个指引更加匹配，因此a和b都会从x拷贝构造出来。

现在。考虑使用花括号列表的例子：

cpp

Tuple c{x, x};

Tuple d{x};

例子中的第一个x仅仅可以匹配第一个指引，因此会产生Tuple<Tuple<int,int>, Tuple<int, int>>。这完全符合直觉，不足为奇。第二个示例则会将d推导为类型Tuple<Tuple<int>>。然而，它被视为一个拷贝构造（即，更倾向于第二个隐式指引）。这也会发生在functional-notation转换的场景：

cpp

auto e = Tuple{x};

这里，e被推导为一个Tuple<int, int>，而非Tuple<Tuple<int>>。

**指引仅为推导所用** 推导指引并非函数模板：它们仅仅用来推导模板参数，并不会被“调用”。这意味着不论是通过引用还是通过值来传递实参对指引声明并不重要。例如：

cpp

template<typename T> struct X {

...

};

template<typename T> struct Y {

Y(X<T> const&);

Y(X<T>&&);

};

template<typename T> Y(X<T>) -> Y<T>

注意看推导指引并没有完全与Y的两个构造函数保持一致。然而，这并没有什么关系，因为指引仅仅为推导所用。给定类型为X<TT>的xtt左值或是右值，它都会选择推导类型Y<TT>。然后，初始化会在Y<TT>的构造器上执行重载决议以判断需要调用哪一个（这取决于xtt是左值还是右值）。

## 15.13 后记

函数模板的模板实参推导本就是C++原始设计的一部分。实际上，显式模板实参的使用在很多年之后才成了C++的一部分。

SFINAE是一个术语，它在本书的第一版就介绍过了。这一术语很快就在C++开发者委员会中盛行。然而，在C++98中，SFINAE并没有那么强大：它仅仅适用于一个有限的类型操作符集合，并且没有覆盖任意表达式或访问控制。由于越来越多的技术开始依赖于SFINAE（参考P416节19.4），推广SFINAE显而易见。Steve Adamczyk和John Spicer开发了在C++11中实现的措辞（见论文N2634）。尽管标准中的措词更改相对较小，但事实证明某些编译器的实现工作量不成比例。

auto类型指示符以及decltype语法最早在C++03中新增，但最终是C++11才正式引入。它们率先由Bjarne Stroustrup和Jaakko Jarvi发明（详见他们的论文N1607和N2343，里面分别有auto类型指示符和decltype）。

Stroustrup在他的原始C++实现（Cfront）中就已经考虑过auto语法。这一特性在C++11中引入，auto作为一个存储指示符的原始意义（从C语言继承）被保留下来，所以需要一个没有歧义的规则来决定该关键字应该如何解析。在Edison Design Group的前端实现这一特性的过程中，David Vandevoorde发现对于C++11开发者来说这可能会产生很多意外（N2337）。在审查了这一议题后，标准委员会决定抛弃auto的传统使用方法（在C++03程序中使用auto关键字的任何地方，都可以忽略它），见论文N2546（David Vandevoorde和Jens Maurer撰写）。这是在不首先弃用该功能的情况下从该语言中删除该功能的不寻常先例，但此后事实证明这是英明的决定。

GNU的GCC编译器接受一个扩展的typeof语法，它与decltype特性并没有什么差异，开发者曾一度发现它在模板编程中非常有用。不幸的是，这是在C语言的上下文中开发的功能，并不完全适合C ++。因此，C ++委员会无法按原样合并它，但也不能对其进行修改，因为这将破坏依赖GCC行为的现有代码。这就是为什么decltype没有被拼写成typeof的缘由。Jason Merrill和其他人提出了有力的论据，认为最好有不同的运算符，而不是（依赖于）目前的decltype(x)和decltype((x))之间的细微差别，但他们并没有说服力来更改最终规范。

在C++17中使用auto声明非类型模板参数的能力主要由Mike Spertus发明，齐心协力的还有James Touton, David Vandevoorde和其他人。这一特性的规格更改记录在P0127R2中。有趣的是，尚不清楚是否有意使用decltype(auto)代替auto成为该语言的一部分（显然，委员会未对此进行讨论，但超出了规范）。

Mike Spertus也驱动了C++17中类模板实参推导的开发，Richard Smith和Faisal Vali 贡献了显著的技术理念（包括推导指引）。论文P0091R3中具有被选为下一个语言标准的工作文件的规格说明。

结构化绑定主要由Herb Sutter所驱动，他与Gabriel Dos Reis和Bjarne Stroustrup撰写了论文P0144R1以提出这一特性。在委员会讨论期间进行了许多调整，包括使用方括号来分隔可分解的标识符。 Jens Maurer将提案翻译成标准的最终规范（P0217R3）。

# 第16章 特化与重载

到目前为止，我们已经学习了C++模板如何使得一个泛型定义能够扩展为一系列相关联的类、函数或变量。尽管这是一种强大的功能机制，但在许多情况下，对于特定的模板参数替换，泛型的操作远非最佳选择。

C++与其他流行的编程语言相比，对于泛型编程来说有着一独到之处，这是因为它有着一个丰富的特性集，能够让某一个更加特化的设施对泛型定义进行无形替代。在本章，我们将会学习两种C++语言机制：模板特化和函数模板重载，它们与纯粹的泛型相比可以有所差别。

## 16.1 当“泛型代码”不完全契合时

考虑下例：

cpp

template<typename T>

class Array {

private:

T\* data;

...

public:

Array(Array<T> const&);

Array<T>& operator=(Array<T> const&);

void exchangeWith(Array<T>\* b) {

T\* tmp = data;

data = b->data;

b->data = tmp;

}

T& operator[](std::size\_t k) {

return data[k];

}

...

};

template<typename T> inline

void exchange(T\* a, T\* b)

{

T tmp(\*a);

\*a = \*b;

\*b = tmp;

}

对简单类型来说，exchange()的泛型实现表现良好。然而，对于有着昂贵的拷贝操作符的类型来说，相比于为特定的给定结构体量身定制的实现来说，泛型实现体更为昂贵（从机器周期和内存使用两方面来说）。在我们的例子中，泛型实现体需要调用一次Array<T>的拷贝构造器和两次Array<T>的拷贝操作符（译者注：作者这里应该是想用Array<T>代入exchange的模板参数T）。对于大尺寸的数据结构来说，这些拷贝动作通常会涉及复制相对大量的内存。然而，exchange()的功能可以通过仅仅交换内部的data指针来取而代之，就好像在其成员函数exchangeWith()中所作的那样。

### 16.1.1 透明的客制化

在前例中，成员函数exchangeWith()提供了一个对泛型exchange()函数的一个高效替换体，但是这样一来，就需要使用一个不同的函数，而这会在以下几个方面给我们带来不便：

1. Array类的使用者不得不记住这一额外接口，并且必须在可以使用时万分小心。
2. 泛型算法通常无法区分多种变体。例如：

cpp

template<typename T>

void genericAlgorithm(T\* x, T\* y)

{

...

exchange(x, y); // How do we select the right algorithm?

...

}

基于这些考虑，C++模板提供了透明地客制化函数模板和类模板的方法。对函数模板来说，可以通过重载机制来达成。例如，我们可以编写一个重载的quickExchange()函数模板集合，如下所示：

cpp

template<typename T>

void quickExchange(T\* a, T\* b) // #1

{

T tmp(\*a);

\*a = \*b;

\*b = tmp;

}

template<typename T>

void quickExchange(Array<T>\* a, Array<T>\* b) // #2

{

a->exchangeWith(b);

}

void demo(Array<int>\* p1, Array<int>\* p2)

{

int x = 42, y = -7;

quickExchange(&x, &y); // uses #1

quickExchange(p1, p2); // uses #2

}

第一处quickExchange()的调用有两个类型为int\*的实参，因此只有第一个模板才能推导成功，T由int替换。因此对于哪个函数应该被调用，毫无疑问。第二处调用则恰恰相反，它可以同时匹配上面的两个模板：第一个模板使用Array<int>替换T，第二个模板使用int替换T。另一方面，在两个函数替换的结果中，参数类型都是严格匹配调用实参的。通常来说，这应该得出一个调用有歧义的结论，但是相对于第一个模板来说，C++语言认为第二个模板“更加特化”。在其他方面都等同的场合，重载决议会倾向于选择更加特化的模板，因此这里会选择#2。

### 16.1.2 语义透明性

上一节中重载的使用，对达成透明客制化的实例化过程来说非常有用，但是有一点需要铭记：该“透明性”非常非常依赖于实现体的细节。为了厘清这一点，来看看我们的quickExchange()解决方案。尽管泛型算法和为Array<T>类型客制化的算法最后都可以交换指针所指向的值，但是二者各自所带来的副作用却是截然不同的。下面的代码通过对比交换结构对象和交换Array<T>对象的值这两种行为，解释得生动形象：

cpp

struct S {

int x;

} s1, s2;

void distinguish(Array<int> a1, Array<int> a2)

{

int\* p = &a1[0];

int\* q = &s1.x;

a1[0] = s1.x = 1;

a2[0] = s2.x = 2;

quickExchange(&a1, &a2); // \*p == 1 after this(still)

quickExchange(&s1, &s2); // \*q == 2 after this

}

如示例所展示，在调用quick\_exchange()后，指向第1个Array的指针p变成了指向第2个Array的指针（即使值没有改变）；然而，指向非Array（即struct S）s1的指针在交换操作执行之后，仍然指向s1，只是指针所指向的值发生了交换。这种差别足够显著，可能会让模板实现的客户端感到困惑。前缀quick\_将焦点聚焦到这一事实：为了实现所期待的操作，可以走捷径。然而，原始的泛型exchange()模板也可以对Array<T>进行一个有效的优化：

cpp

template<typename T>

void exchange(Array<T>\* a, Array<T>\* b)

{

T\* p = &(\*a)[0];

T\* q = &(\*b)[0];

for (std::size\_t k = a->size(); k-- != 0; ) {

exchange(p++, q++);

}

}

对泛型代码来说，这一版本的优势在于不再需要额外的大尺寸临时Array<T>对象。exchange()模板会被递归地调用，因此对于诸如Array<Array<char>>这样的类型来说，可以获得更好的性能。同时也注意到模板的更加特化的版本并没有声明inline，这是因为它本身会做很多的递归操作，相对而言，原始的泛型实现体声明了inline，因为它仅仅执行了少数的几个操作（每一个操作可能都很昂贵）。

## 16.2 函数模板重载

在前面的章节中我们已经看到了两个同名函数模板可以共存，尽管它们可能会实例化出相同的参数类型。这里还有一个简单的例子： *details/funcoverload1.hpp*

cpp

template<typename T>

int f(T)

{

return 1;

}

template<typename T>

int f(T\*)

{

return 2;

}

当第一个模板使用int\*替换T、第二个模板使用int替换T时，二者就会得到一个参数类型（以及返回类型）完全相同的函数。不仅是这些模板可以共存，就连它们各自的实例化体也可以共存（即使它们有相同的参数和返回类型）。

下例展示了像这样生成的两个函数要如何使用显式模板实参语法来调用： *details/funcoverload1.cpp*

cpp

#include <iostream>

#include "funcoverload1.hpp"

int main()

{

std::cout << f<int\*>((int\*)nullptr); // calls f<T>(T)

std::cout << f<int>((int\*)nullptr); // calls f<T>(T\*)

}

该程序输出如下：

12

为了解释这一结果，我们来详细分析一下f<int\*>((int\*)nullptr)的调用。f<int\*>()表示我们想要用int\*来替换f()模板的第一个参数，此时无需依赖模板实参推导。本例中有多个模板f()，因此得以创造一个包含两个函数的重载集合，这两个函数通过模板f<int\*>(int\*)（由第一个模板生成）和f<int\*>(int\*\*)（由第二个模板生成）生成。调用实参(int\*)nullptr的类型为int\*。这仅仅与第一个模板生成的函数匹配，因此最终调用的就是该函数。

相对而言，第二个调用所创造的重载集合中包含了f<int>(int)（由第一个模板生成）和f<int>(int\*)（由第二个模板生成），其中第二个模板是匹配的。

### 16.2.1 签名

两个函数如果拥有不同的签名，那么就可以在一个程序中共存。函数签名被定义为以下信息：

1. 函数的非限定名称（或者生成该函数的函数模板名称）。
2. 函数名称所属的类或命名空间作用域，并且如果函数名称拥有内部链接，还包括该名称声明所在的编译单元。
3. 函数的const、volatile或const volatile限定（前提是具有这样一个限定符的成员函数）
4. 函数的&或&&限定（前提是具有这样一个限定符的成员函数）
5. 函数参数的类型（如果函数是从函数模板中生成的，那么指的是替换前的模板参数）
6. 如果函数是从函数模板中生成，则包括它的函数返回类型
7. 如果函数是从函数模板中生成，则包括模板参数和模板实参

这意味着下面的模板和它们的实例化体可以在同一个程序中共存：

cpp

template<typename T1, typename T2>

void f1(T1, T2);

template<typename T1, typename T2>

void f1(T2, T1);

template<typename T>

long f2(T);

template<typename T>

char f2(T);

然而，当它们定义在相同的作用域中时，它们并不能总被使用，这是因为实例化会产生重载歧义。例如，调用f2(42)对于上面声明的模板来说显然会产生歧义。另一个例子在下面演示：

cpp

#include <iostream>

template<typename T1, typename T2>

void f1(T1, T2)

{

std::cout << "f1(T1, T2)\n";

}

template<typename T1, typename T2>

void f1(T2, T1)

{

std::cout << "f1(T2, T1)\n";

}

// fine so far

int main()

{

f1<char, char>('a', 'b'); // ERROR: ambiguous

}

这里，函数f1<T1 = char, T2 = char>(T1, T2)可以与函数f1<T1 = char, T2 = char>(T2, T1)共存，但是重载决议永远无法抉择出哪一个更合适。如果模板在不同的编译单元中出现，这两个实例化体实际上可以在同一个程序中共存（并且，链接器不应该抱怨重复的定义，这是因为实例化体的签名是有所区别的）：

cpp

// translation unit 1:

#include <iostream>

template<typename T1, typename T2>

void f1(T1, T2)

{

std::cout << "f1(T1, T2)\n";

}

void g()

{

f1<char, char>('a', 'b');

}

// translation unit 2:

#include <iostream>

template<typename T1, typename T2>

void f1(T2, T1)

{

std::cout << "f1(T2, T1)\n";

}

extern void g(); // defined in translation unit 1

int main()

{

f1<char, char>('a', 'b');

g();

}

该程序是有效的，它的输出如下：

f1(T2, T1)

f1(T1, T2)

### 16.2.2 重载的函数模板的偏序

再次考虑一下先前的例子：我们发现在替换了给定的模板实参列表后(<int\*>和<int>)，重载决议最终会选择最合适的函数并进行调用：

cpp

std::cout << f<int\*>((int\*)nullptr); // calls f<T>(T)

std::cout << f<int>((int\*)nullptr); // calls f<T>(T\*)

然而，即使显式模板实参没有提供，函数依然会做出这样的选择。本例中，模板实参推导发挥了作用。让我们稍微修改一下main()函数来讨论这一机制： *details/funcoverload2.cpp*

cpp

#include <iostream>

template<typename T>

int f(T)

{

return 1;

}

template<typename T>

int f(T\*)

{

return 2;

}

int main()

{

std::cout << f(0); // calls f<T>(T)

std::cout << f(nullptr); // calls f<T>(T)

std::cout << f((int\*)nullptr); // calls f<T>(T\*)

}

考虑第一处调用f(0)：实参的类型是int，如果我们用int替换T，那么它与第一个模板的参数类型匹配。然而，第二个模板的参数类型始终都是一个指针，因此，在推导之后，对于该调用来说只会从第一个模板生成一个唯一的实例作为候选。对这一情景来说，重载决议是多余的。

对于第二处调用f(nullptr)来说也类似：实参类型是std::nullptr\_t，同样地，它也仅与第一个模板匹配。

第三处调用f((int\*)nullptr)比较有意思：实参推导对于两个模板来说都会成功，产生函数f<int\*>(int\*)和f<int>(int\*)。从传统的重载决议视角来看，这两个使用int\*实参的函数同等优秀，如此理应指出调用存在歧义（参考附录C）。然而，在这一案例中，额外的重载决议发挥了作用：更加特化的模板所生成的函数会被选择。在这里，第二个模板被认为是更加特化的，因此该代码示例的输出就是112。

### 16.2.3 正规的排序规则

在上例中，我们可以很直观地看出第二个模板比第一个模板更加特化，这是因为第一个模板可以适配各种类型的实参，而第二个则只能容纳指针类型。然而，其他的例子可能没那么直观。下面我们来描述如何确定一个函数模板是否比另一个重载模板更特化的确切过程。请注意如下的偏序规则：有可能在给定两个模板时。它们俩都无法被认定比对方更特别。如果重载决议必须从这样的两个模板中选择一个，那么将无法做出决定，程序会产生有歧义错误。

假设我们正在比较两个名称相同的函数模板，这些模板对于给定的函数调用似乎可行。重载决议如下判定：

* 函数调用参数中没有被使用的默认实参和省略号参数在后续将不被纳入考虑。
* 然后，通过以下方式替换每一个模板实参，为两个模板合成各自的实参类型列表（对类型转换函数模板来说，还包括了返回类型）：
  1. 使用唯一的虚构类型替换每一个模板类型参数。
  2. 使用唯一的虚构类模板替换每一个模板模板参数。
  3. 使用适当类型的唯一虚构值替换每一个非类型模板参数。（虚构出的类型、模板和值在这一上下文中都与任何其他的类型、模板或值不同，这些其他的类型、模板或值要么是开发者使用的，要么是编译器在其他上下文中合成的。）
* 如果第二个模板对于第一份合成出来的实参类型列表可以进行成功的实参推导（能够进行精确的匹配），而反过来却不行（即第一个模板对第二份实参类型列表无法推导成功），那么我们就认为第一个模板要比第二个模板更加特化。相反地，如果第一个模板对于第二份实参类型列表可以精确匹配而推导成功，反过来则不行，那么我们就认为第二个模板比第一个模板更加特化。否则（要么无法推导成功，要么两个都成功），两个模板之间就没有顺序可言。让我们将此应用于前例的两个模板之上，使得这一概念更加具体。我们从这两个模板构造出两个实参类型列表，按此前描述的那样替换其模板参数：(A1)和(A2\*)(A1和A2是不同的构造出的类型)。显然，第一个模板对于第二个实参类型列表可以成功推导（将A2\*替换T）。然而，对于第二个模板来说，没有办法让T\*匹配第一个实参类型列表中的非指针类型A1。因此，我们得出第二个模板比第一个模板更加特化。

让我们来看一个更加错综复杂的例子，它涉及了多个函数参数：

cpp

template<typename T>

void t(T\*, T const\* = nullptr, ...);

template<typename T>

void t(T const\*, T\*, T\* = nullptr);

void example(int\* p)

{

t(p, p);

}

首先，由于实际调用没有使用第一个模板的省略号参数和第二个模板的最后一个参数（由默认实参填充），故这些参数会在排序时被忽略。此外，注意到第一个模板的默认实参没有被用到，因此参与到排序中的是其对应的参数（即与之匹配的调用实参）。

合成的两份实参列表分别是(A1\*, A1 const\*)和(A2 const\*, A2\*)。对于第二个模板来说，实参列表(A1\*, A1 const\*)可以成功推导（A1 const替换T），但是得到的结果并不能严格匹配，因为当用(A1\*, A1 const\*)类型的实参来调用t<A1 const>(A1 const\*, A1 const\*, A1 const\* = 0)的时候，需要进行限定符的调整(即const)。类似地，第一个模板对于实参类型列表(A2 const\*, A2\*)也不能获得精确的匹配。因此，这两个模板之间并没有顺序关系，该调用存在歧义。

这种正规的排序规则通常都能产生符合直观的函数模板选择。然而，该原则偶尔也会产生不符合直觉选择的例子。因此，将来可能会修改某些规则，从而适用于所有例子。

### 16.2.4 模板和非模板

函数模板可以被非模板函数所重载。在选择实际调用的函数时，非模板函数将更为优先，除此之外没有什么其他区别。下面的例子说明了这一事实： *details/nontmpl1.cpp*

cpp

#include <string>

#include <iostream>

template<typename T>

std::string f(T)

{

return "Template";

}

std::string f(int&)

{

return "Nontemplate";

}

int main()

{

int x = 7;

std::cout << f(x) << '\n'; // prints: Nontemplate

}

程序会输出Nontemplate。

然而，当const和引用限定符不同时，重载决议的优先级会有所变更。例如： *details/nontmpl2.cpp*

cpp

#include <string>

#include <iostream>

template<typename T>

std::string f(T&)

{

return "Template";

}

std::string f(int const&)

{

return "Nontemplate";

}

int main()

{

int x = 7;

std::cout << f(x) << '\n'; // prints: Template

int const c = 7;

std::cout << f(c) << '\n'; // prints: Nontemplate

}

程序会输出：

Template

Nontemplate

现在，当我们传递非常量int参数时，函数模板f<>(T&)是一个更合适的选择。原因在于对于int来说，f<>(int&)实例化体要比f(int const&)更合适。因此，这一差异不仅仅在于以下事实：一个函数是模板，而另一个函数不是模板。在这种情况下，实际应用到的是通用的重载决议规则（参考P682节C.2）。只有当使用int const调用f()时，两个函数的签名才会有相同的类型——int const&，而此时才会优先选择非模板函数。

出于这一原因，按下面的方式声明成员函数模板是个不错的主意：

cpp

template<typename T>

std::string f(T const&)

{

return "Template";

}

只不过，当定义成员函数接受与拷贝或移动构造函数相同的实参时，这种效果很容易发生意外并引起出人意料的行为。例如： *details/tmplconstr.cpp*

cpp

#include <string>

#include <iostream>

class C {

public:

C() = default;

C(C const&) {

std::cout << "copy constructor\n";

}

C(C&&) {

std::cout << "move constructor\n";

}

template<typename T>

C(T&&) {

std::cout << "template constructor\n";

}

};

int main()

{

C x;

C x2{x}; // prints: template constructor

C x3{std::move(x)}; // prints: move constructor

C const c;

C x4{c}; // prints: copy constructor

C x5{std::move(c)}; // prints: template constructor

}

程序输出如下：

template constructor

move constructor

copy constructor

template constructor

因此，成员函数模板要比C的拷贝构造函数更合适。而对于std::move(c)来说，它会产生C const&&类型（这是一种可行的类型，但是在语法上通常没有什么意义），成员函数模板此时也比移动构造函数更合适。

因此，通常当这些成员函数模板可能会屏蔽拷贝或移动构造函数时，必须部分地禁用它们。这在P99节6.4中解释过。

### 16.2.5 可变函数模板

可变函数模板（参考P200节12.4）在进行排序时需要被特殊对待，这是因为对参数包的推导（见P275节15.5）过程是将多个实参匹配到单一参数。这一行为对函数模板排序来说引入了各种有趣的场景，我们通过下例来展示： *details/variadicoverload.cpp*

cpp

#inclue <iostream>

template<typename T>

int f(T\*)

{

return 1;

}

template<typename… Ts>

int f(Ts…)

{

return 2;

}

template<typename… Ts>

int f(Ts\*…)

{

return 3;

}

int main()

{

std::cout << f(0, 0.0); // calls f<>(Ts...)

std::cout << f((int\*)nullptr, (double\*)nullptr); // calls f<>(Ts\*...)

std::cout << f((int\*)nullptr); // calls f<>(T\*)

}

上例输出的结果是231，我们随后会进行讨论。

对第一个调用f(0, 0.0)来说，每个名称为f的函数模板都会被考虑：第一个函数模板f(T\*)推导会失败，这一方面是因为模板参数T无法被成功推导，另一方面是因为实参的个数多于该非可变模板参数的个数；第二个函数模板f(Ts...)是可变模板，推导过程会针对两个实参的类型(分别是int和double)与函数参数包(Ts)的样式进行比较，将Ts推导为序列(int, double)；对于第三个函数模板——f(Ts\*...)，推导过程会将每个实参类型与函数参数包Ts\*的样式进行比较，该推导会失败（Ts无法被推导出来）。因此，最终只有第二个函数模板是可行的，也就不需要函数模板的顺序。

第二个调用——f((int\*)nullptr, (double\*)nullptr)更加有趣：对第一个函数模板的推导会失败，因为实参个数多于模板参数个数；对第二个和第三个模板来说推导都会成功，我们显式地写出推导结果如下：

cpp

f<int\*,double\*>((int\*)nullptr, (double\*)nullptr) // for second template

f<int,double>((int\*)nullptr, (double\*)nullptr) // for third template

排序规则会考虑第二个和第三个模板，它们都是这样的可变模板：当对可变模板应用P331节16.2.3中描述的正规的排序规则时，每个模板参数包都会由一个单一构造的类型、类模板或是值来替代。举例来说，第二个和第三个函数模板所合成的实参类型分别为A1和A2\*，其中A1和A2都是唯一的构造出的类型。第二个模板对于第三个模板的实参类型列表可以推导成功（通过替换参数包Ts为单一元素序列(A2\*)）。然而，无论如何构造Ts\*的样式，第三个模板参数包始终无法匹配非指针类型A1，因此第三个函数模板(接受指针类型实参)要比第二个函数模板(接受任意实参)更加特化。

第三个调用——f((int\*)nullptr)，又荡起了一层涟漪：三个函数模板的推导都是成功的，因此就需要给非可变参数模板和可变参数模板排排顺序。为了说明，我们比较第一个和第三个函数模板。这里，合成的实参类型分别是A1\*和A2\*，其中A1\*和A2\*都是唯一的构造出的类型。第一个模板对于第三个合成的实参列表可以推导成功（通过替换T为A2）。反过来，第三个模板对于第一个合成的实参列表也可以推导成功（通过替换参数包Ts为单一元素序列(A1)）。第一个和第三个模板之间的顺序可能会产生有歧义的结果。然而，还有这样一条特殊的规则：它禁止了那些源于函数参数包（例如，第三个模板参数包Ts\*...）的实参去匹配一个非参数包（第一个模板参数T\*）的参数。因此，第一个模板使用第三个合成的实参列表时推导会失败，于是我们可以认为第一个模板相比第三个模板更加特化。这一特殊的规则让非可变模板（拥有固定数量的参数）比可变模板（拥有可变数量的参数）更加特化。

前面描述的规则对发生在函数签名的类型中的包展开时有着同等用法。例如，在前面的示例中，我们可以将函数模板的每一个参数和实参包裹成一个可变类模板Tuple，来实现一个类似的示例而不用引入函数参数包： *details/tupleoverload.cpp*

cpp

#include <iostream>

template<typename... Ts> class Tuple

{

};

template<typename T>

int f(Tuple<T\*>)

{

return 1;

}

template<typename... Ts>

int f(Tuple<Ts...>)

{

return 2;

}

template<typename... Ts>

int f(Tuple<Ts\*...>)

{

return 3;

}

int main()

{

std::cout << f(Tuple<int, double>()); // calls f<>(Tuple<Ts...>)

std::cout << f(Tuple<int\*, double\*>()); // calls f<>(Tuple<Ts\*...>)

std::cout << f(Tuple<int\*>()); // calls f<>(Tuple<T\*>)

}

函数模板排序时，对模板实参到Tuple的包展开与我们前面示例中函数包展开有着相似的考量，运行结果输出：231。

## 16.3 显式特化

重载函数模板并根据偏序规则来选择“最”匹配的函数模板这一能力，使得我们可以透明地对泛型实现增加特化模板来调整代码以获得更高的效率。然而，类模板和变量模板无法被重载。取而代之的是，类模板的透明客制化采用了另一种机制：显式特化。标准术语”显式特化“是指一种我们称之为“完整特化”的语言特性。它使用完全替代后的模板参数来提供一个模板实现体：没有保留任何模板参数。类模板、函数模板和变量模板都可以进行完整特化。

类模板的成员可以被定义在类定义体的外部（即，成员函数、嵌套类、静态数据成员和成员枚举类型）。

在后面的一节中，我们会描述“偏特化”。它与完整特化相似，只不过并没有完全替换模板参数而是在模板的替换中保留了一部分。完整特化和偏特化在我们的代码中都是同等“显式的”，这也是为什么我们在讨论中避开用术语”显式特化“的原因。全特化和偏特化都没有引入一个全新的模板或是模板实例。相反，这些结构为泛型模板中已经隐式声明的实例提供了替代的定义。这是一个相对重要的概念，它是与模板重载的主要区别。

### 16.3.1 类模板的完整特化

完整特化由连续的template，<和>语法块引导，且类名称的后面跟随着特化所声明的模板实参。下面的例子对此进行了说明：

cpp

template<typename T>

class S {

public:

void info() {

std::cout << "generic (S<T>::info())\n";

}

};

template<>

class S<void> {

public:

void msg() {

std::cout << "fully specialized (S<void>::msg())\n";

}

};

请注意看完整特化的实现，是如何无需以任何方式与泛型定义相关联的：这意味着我们可以使用不同名称的成员函数（info对msg）。二者的关联仅仅由类模板的名称所决定。

特化模板实参列表必须与模板参数列表一致。举例来说，为模板类型参数指定一个非类型值是不合法的。然而，对于有着默认模板实参的模板参数来说，对应的模板实参也是可选的：

cpp

template<typename T>

class Types {

public:

using I = int;

};

template<typename T, typename U = typename Types<T>::I>

class S; // #1

template<>

class S<void> { // #2

public:

void f();

};

template<> class S<char, char>; // #3

template<> class S<char, 0>; // ERROR: 0 cannot substitute U

int main()

{

S<int>\* pi; // OK: uses #1, no definition needed

S<int> e1; // ERROR: uses #1, but no definition available

S<void>\* pv; // OK: uses #2

S<void, int> sv; // OK: uses #2, definition available

S<void, char> e2; // ERROR: uses #1, but no definition available

S<char, char> e3; // ERROR: uses #3, but no definition available

}

template<>

class S<char, char> { // definition for #3

};

如上例所展示，完整特化的声明可以无需定义体。然而，当声明了完整特化时，泛型定义就永远不会使用这一组既定的模板实参来实例化。因此，如果程序需要某个定义但是却找不到对应的实现体时就会出错。对类模板特化来说，有时“前置声明”类型会很有用，因为这样就可以构造相互依赖的类型。完整特化声明与普通的类声明在这一方面是等同的（记住它不是模板声明），唯一的区别在于语法以及特化声明必须匹配前面的模板声明。因为这不是模板声明，完整特化类模板的成员可以使用普通的类外成员定义语法来定义（换句话说，不能指定模板前缀template<>）：

cpp

template<typename T>

class S;

template<> class S<char\*\*> {

public:

void print() const;

};

// the following definition cannot be preceded by template<>

void S<char\*\*>::print() const

{

std::cout << "pointer to pointer to char\n";

}

一个更复杂的例子来加强理解这一概念：

cpp

template<typename T>

class Outside {

public:

template<typename U>

class Inside{

};

};

template<>

class Outside<void> {

// there is no special connection between the following nested class

// and the one defined in the generic template

template<typename U>

class Inside {

private:

static int count;

};

};

// the following definition cannot be preceded by template<>

template<typename U>

int Outside<void>::Inside<U>::count = 1;

完整特化是泛型模板的特定实例化体的替代体，并且在同一个程序中无法同时存在显式完整特化体和模板生成的实例化体这两个版本。试图在同一个文件中使用两者通常会被编译器逮捕：

cpp

template<typename T>

class Invalid {

};

Invalid<double> x1; // causes the instantiation of Invalid<double>

template<>

class Invalid<double>; // ERROR: Invalid<double> already instantiated

不幸的是，如果在不同的编译单元中使用，问题可能不会被轻易捕获。下面的C++代码由两个文件组成，在多个平台上编译和链接这个例子都表示它是非法的，甚至是危险的：

cpp

// Translation unit 1:

template<typename T>

class Danger {

public:

enum { max = 10 };

};

char buffer[Danger<void> ::max]; // uses generic value

extern void clear(char\*);

int main()

{

clear(buffer);

}

// Translation unit 2:

template<typename T>

class Danger;

template<>

class Danger<void> {

public:

enum { max = 100 };

};

void clear(char\* buf)

{

// mismatch in array bound:

for(int k = 0; k<Danger<void> ::max; ++k) {

buf[k] = '\0';

}

}

显然，为了保证简洁，我们对使该示例做了裁剪，但是它说明了：在使用特化时，必须非常小心地确认特化的声明对泛型模板的所有用户都是可见的。在实际应用中，这意味着：在模板声明所在的头文件中，特化的声明通常应该在模板的声明之后。然而，泛型实现也可能来自外部源码（诸如不能被修改的头文件），尽管现实中很少采用这种方式，但还是值得我们去创建一个包含泛型模板的头文件，并让特化声明位于泛型模板之后，以避免这种“难以排查”的错误。此外，通常来说，最好避免从外部源码引入特化模板，除非明确表示设计的目的就是如此。

### 16.3.2 函数模板的完整特化

函数模板完整特化背后的语法和原则与类模板完整特化大体相同，只是加入了重载和实参推导。

如果可以借助实参推导（用实参类型来推导声明中给出的参数类型）和偏序来确定模板的特化版本，那么完整特化实现就可以忽略显式的模板实参。举个例子：

cpp

template<typename T>

int f(T) // #1

{

return 1;

}

template<typename T>

int f(T\*) // #2

{

return 2;

}

template<> int f(int) // OK: specialization of #1

{

return 3;

}

template<> int f(int\*) // OK: specialization of #2

{

return 4;

}

函数模板完整特化不能包含默认实参值。然而，对于被特化的模板所指定的任何默认实参，显式特化版本都可以使用这些默认实参值。例如：

cpp

template<typename T>

int f(T, T x = 42)

{

return x;

}

template<> int f(int, int = 35) // ERROR

{

return 0;

}

（这是因为完整特化提供的是一个替换的定义，而不是一个替换的声明。在调用函数模板的时点，该调用已经完全基于函数模板而完成解析了。）

完整特化的声明和普通声明（或者是一个普通的重声明）在很多方面都很类似。特别地，它不会声明一个模板，因此对于非内联完整特化函数模板特化来说，在程序中它只能有一个定义。然而，我们必须确保：函数模板的完整特化声明需跟随在模板定义之后，以避免试图使用一个由模板生成的函数。因此，模板g()的声明和完整特化声明应该被组织成两个文件，如下所示：

* 接口文件包含了主模板的定义和偏特化的定义，但是仅包含完整特化的声明：

cpp

#ifndef TEMPLATE\_G\_HPP

#define TEMPLATE\_G\_HPP

// template definition should appear in header file:

template<typename T>

int g(T, T x = 42)

{

return x;

}

// specialization declaration inhibits instantiations of the template;

// definition should not appear here to avoid multiple definition errors

template<> int g(int, int y);

#endif // TEMPLATE\_G\_HPP

* 相应的，实现文件包含了完整特化的定义：

cpp

#include "template\_g.hpp"

template<> int g(int, int y)

{

return y/2;

}

或者完整特化也可以搞成内联，此时它的定义就可以放在同一个头文件中。

### 16.3.3 变量模板的完整特化

变量模板也可以被完整特化。如今，这一语法非常直观：

cpp

template<typename T> constexpr std::size\_t SZ = sizeof(T);

template<> constexpr std::size\_t SZ<void> = 0;

显然，该完整特化可以提供一个不同于模板所产生结果的初始化器。有趣的是，变量模板特化不需要与模板的类型匹配：

cpp

template<typename T> typename T::iterator null\_iterator;

template<> BitIterator null\_iterator<std::bitset<100>>;

// BitIterator doesn't match T::iterator, an that is fine

### 16.3.4 成员的完整特化

类模板的成员模板、普通静态数据成员、普通成员函数都可以进行完整特化。每个类模板作用域都需要一个template<>前缀。如果要对一个成员模板进行特化，则必须加上另一个template<>前缀，来说明该声明表示的是一个特化。为了厘清上述含义，我们给出下列声明：

cpp

template<typename T>

class Outer { // #1

public:

template<typename U>

class Inner { // #2

private:

static int count; // #3

};

static int code; // #4

void print() const { // #5

std::cout << "generic";

}

};

template<typename T>

int Outer<T>::code = 6; // #6

template<typename T> template<typename U>

int Outer<T>::Inner<U>::count = 7; // #7

template<>

class Outer<bool> { // #8

public:

template<typename U>

class Inner { // #9

private:

static int count; //#10

};

void print() const { //#11

}

};

泛型模板Outer(#1)的普通成员code(#4)和print()(#5)具有单一的类模板作用域，因此完整特化时需要一个template<>前缀以及一组模板实参：

cpp

template<>

int Outer<void>::code = 12;

template<>

void Outer<void>::print() const

{

std::cout << "Outer<void>";

}

这些定义将会用于替代类Outer<void>（在#4和#5处替代泛型定义），但是Outer<void>的其他成员仍然会通过#1处的模板来生成。请注意，在进行了这些声明之后，不能再次提供Outer<void>的显式特化。

正如函数模板完整特化那般，我们也需要一种方式来声明类模板普通成员的特化而不用去定义它（防止出现多个定义体）。尽管对于普通类的成员函数和静态数据成员而言，非定义的类外声明在C++中不被允许，但如果是针对类模板的特化成员，该声明是合法的。也就是说，前面的定义可以具有如下声明：

cpp

template<>

int Outer<void>::code;

template<>

void Outer<void>::print() const;

细心的读者可能会发现Outer<void>::code的完整特化非定义声明看上去就是一个使用默认构造器的初始化定义。实际上也确实如此，只不过这样的声明永远会被解析成非定义声明。因此，如果静态数据成员的类型是一个只能使用默认构造函数进行初始化的类型，我们就必须采用初始化列表语法。如下示例：

cpp

class DefaultInitOnly {

public:

DefaultInitOnly() = default;

DefaultInitOnly(DefaultInitOnly const&) = delete;

};

template<typename T>

class Statics {

private:

static T sm;

};

下面的语句是一个声明：

cpp

template<>

DefaultInitOnly Statics<DefaultInitOnly>::sm;

如果想要一个定义并调用默认构造器：

cpp

template<>

DefaultInitOnly Statics<DefaultInitOnly>::sm{};

在C++11之前，这无法办到。对于这种特化也无法实现默认初始化。以前的经典办法是使用拷贝初始化：

cpp

template<>

DefaultInitOnly Statics<DefaultInitOnly>::sm =

DefaultInitOnly();

遗憾的是，对我们的例子来说这是行不通的，因为拷贝构造器被删除了。然而，C++17引入了强制复制省略(mandatory copy-elision)法则，这一法则使得该实现合法化，因为这里实际上不会真正调用拷贝构造器。

成员模板Outer<T>::Inner也可以使用特定的模板实参进行特化，对于该特化所在的外围Outer<T>而言，它不会影响Outer<T>相应实例化体的其他成员。同样的，由于存在一个外围模板，所以我们需要添加一个template<>前缀。代码应该写成下面这样：

cpp

template<>

template<typename X>

class Outer<wchar\_t>::Inner {

public:

static long count; // member type changed

};

template<>

template<typename X>

long Outer<wchar\_t>::Inner<X>::count;

模板Outer<T>::Inner也可以被完整特化，但只能针对某个给定的Outer<T>实例。我们现在需要两个template<>前缀：第一个是因为外围类的存在，第二个是因为我们完整特化了内层模板：

cpp

template<>

template<>

class Outer<char>::Inner<wchar\_t> {

public:

enum { count = 1 };

};

// the following is not valid C++;

// template<> cannot follow a template parameter list

template<typename X>

template<> class Outer<X>::Inner<void>; // ERROR

我们可以将此与Outer<bool>的成员模板特化进行比较。由于后者已经进行过完整特化了，也就没有外部模板了，此时我们只需要一个template<>前缀：

cpp

template<>

class Outer<bool>::Inner<wchar\_t> {

public:

enum { count = 2 };

};

## 16.4 类模板的偏特化

模板的完整特化通常很有用，但有些时候我们更希望对类模板或变量模板的模板实参族进行特化，而不是针对某个具体实参列表进行完整特化。例如，假设下面是一个类模板实现的链表：

cpp

template<typename T>

class List { // #1

public:

...

void append(T const&);

inline std::size\_t length() const;

...

};

使用该类模板的大型项目会为多种类型实例化出它的成员。对于非内联展开的成员函数来说（即List<T>::append()），这会导致对象代码的显著膨胀。然而，如果我们从一个底层视角来看，List<int\*>::append()和List<void\*>::append()是等同的。换句话说，我们可以指定所有的指针型List共享同一个实现体。尽管这无法在C++中直接表达，但我们可以指定所有的指针型List都从不同的模板定义中实例化，从而达成近似的目标：

cpp

template<typename T>

class List<T\*> { // #2

private:

List<void\*> impl;

...

public:

...

inline void append(T\* p) {

impl.append(p);

}

inline std::size\_t length() const {

return impl.length();

}

...

};

在该上下文中，#1处的原始模板被称作主模板，后面的定义被称为偏特化（因为模板定义所使用的模板实参只指定了一部分）。模板参数列表声明（template<...>），再加上显式指定的模板实参集合（在类模板名称后，本例中是<T\*>），两者组合在一起就是偏特化语法的表征。

我们的代码中有一个问题，List<void\*>会递归地包含相同的List<void\*>类型。为了打破这一循环，我们可以在该偏特化之前先提供出一个完整特化：

cpp

template<>

class List<void\*> { // #3

...

void append(void\* p);

inline std::size\_t length() const;

...

}

而这之所以行得通，是因为完整特化的优先级要高于偏特化。因此，指针型List的所有的成员函数都会通过内联函数转发到List<void\*>的实现体。这是一种对抗代码膨胀（C++模板经常会遇到）的有效方法。

偏特化声明的参数和实参列表存在着一些约束。下面是这些约束的部分内容：

1. 偏特化的实参必须与主模板对应的参数相匹配。
2. 偏特化的参数列表不能具有默认实参；作为替代，主类模板的默认实参会被使用。
3. 偏特化的非类型实参要么是一个非依赖型值，要么是一个普通的非类型模板参数。它们不能是更加复杂的表达式，诸如2\*N（N是一个模板参数）。
4. 偏特化的模板实参列表不应该与主模板的参数列表完全相同（忽略重命名）。
5. 如果模板实参的某一个是包展开，那么它必须位于模板实参列表的最后。

用一个例子来解释这些约束：

cpp

template<typename T, int I = 3>

class S; // primary template

template<typename T>

class S<int, T>; // ERROR: parameter kind mismatch

template<typename T = int>

class S<T, 10>; // ERROR: no default arguments

template<int I>

class S<int, I\*2>; // ERROR: no nontype expressions

template<typename U, int K>

class S<U, K>; // ERROR: no significant difference from primary template

template<typename... Ts>

class Tuple;

template<typename Tail, typename... Ts>

class Tuple<Ts..., Tail>; // ERROR: pack expansion not at the end

template<typename Tail, typename... Ts>

class Tuple<Tuple<Ts...>, Tail>; // OK: pack expansion is at the end of a nested template argument list

每个偏特化和完整特化一样，都和主模板相关联。模板被使用时，编译器总是会对主模板进行查找，但接下来还会匹配调用实参和相关联特化的实参（使用模板实参推导，如15章所描述），然后确定应该选择哪一个模板实现体。与函数模板实参推导一样，SFINAE原则会在这里应用：如果在试图匹配一个偏特化时产生了无效的结构，那么特化会被默默丢弃，然后继续对下一个候选进行试验（如果可行的话）。如果找不到匹配的特化，主模板就会被选择；如果能够找到多个匹配的特化，那么就会选择“最特殊”的特化（与重载函数模板所定义的规则一样），而这其中如果无法确定“最特殊”的那一个（即存在几个特殊程度相同的特化），那么程序就会抛出有歧义的错误。

最后，我们要指出：类模板偏特化的参数个数是可以和主模板不一样的，它既可以多于主模板，也可以少于主模板。让我们再次考虑泛型模板List（在#1处声明）。我们已经讨论了如何优化指针型List的情景，但我们希望可以针对特定的成员指针类型实现这种优化。下面的代码就是针对指向成员指针的指针，来实现这种优化：

cpp

// partial specialization for any pointer-to-void\* member

template<typename C>

class List<void\* C::\*> { // #4

public:

using ElementType = void\* C::\*:

...

void append(ElementType pm);

inline std::size\_t length() const;

...

};

// partial specialization for any pointer-to-member-pointer type except

// pointer-to-void\* member, which is handled earlier

// (note that this partial specialization has two template parameters,

// whereas the primary template only has one parameter)

// this specialization makes use of the prior one to achieve the

// desired optimization

template<typename T, typename C>

class List<T\* C::\*> { // #5

private:

List<void\* C::\*> impl;

...

public:

using ElementType = T\* C::\*;

...

inline void append(ElementType pm) {

impl.append((void\* C::\*)pm);

}

inline std::size\_t length() const {

return impl.length();

}

...

};

除了模板参数数量不同之外，我们看到在#4处定义的公共实现本身也是一个偏特化（对于简单的指针例子，这里应该是一个完整特化），而所有其他的偏特化(#5处的声明)都是把实现委托给这个公共实现。显然，在#4处的公共实现要比#5处的实现更加特化，因此也就不会造成歧义。

此外，显式书写的模板实参数量与主模板的模板参数数量甚至也可能不同。这会在拥有默认模板实参以及拥有可变模板时发生：

cpp

template<typename... Elements>

class Tuple; // primary template

template<typename T1>

class Tuple<T>; // one-element tuple

template<typename T1, typename T2, typename... Rest>

class Tuple<T1, T2, Rest...>; // tuple with two or more elements

## 16.5 变量模板的偏特化

变量模板在C++11标准的草稿中引入时，其许多方面的规范都被忽视了，其中的一些问题依然没有给出官方定论。然而，在现实中，各种编译器在实现时通常对这些问题的处理都有一致的表现。

这些问题中可能最令人诧异的是：标准会更倾向于偏特化变量模板，但是却并没有描述它们要如何声明或者它们意味着什么。因此，下面的内容基于实践中的C++实现（确实允许这种偏特化），而不是基于C++标准。

如你所愿，语法与变量模板的完整特化是类似的，除了template<>要被替换成实际的模板声明头，并且变量模板名称后跟随着模板实参列表必须依赖于模板参数。例如：

cpp

template<typename T> constexpr std::size\_t SZ = sizeof(T);

template<typename T> constexpr std::size\_t SZ<T&> = sizeof(void\*);

与变量模板的完整特化一样，偏特化的类型也不需要匹配主模板的类型：

cpp

template<typename T> typename T::iterator null\_iterator;

template<typename T, std::size\_t N> T\* null\_iterator<T[N]> = null\_ptr;

// T\* doesn't match T::iterator, and that is fine

变量模板偏特化可以指定的模板参数种类这一规则与类模板偏特化是相同的。类似地，为给定的具体模板实参列表选择某一个特化的规则也是相同的。

## 16.6 后记

模板完整特化是C++模板机制中一开始就有的一部分。然而，函数模板重载和类模板偏特化则出现得晚一些。第一个实现了函数模板重载的是HP的C++编译器，而第一个实现了类模板偏特化的是EDG的C++ front end编译器。本章中描述的偏序规则最早由Steve Adamczyk和John Spicer发明（这两位都是EDG的成员）。

模板特化可以终止模板定义的无限递归（诸如P348节16.4中出现的List<T\*>），这一项能力长久以来可谓广为人知。然而，Erwin Unruh可能是提出模板元编程（使用模板实例化机制在编译器执行非琐碎的计算。我们会在第23章中致力于这一话题）这一有趣概念的第一人。

你可能想知道为什么只有类模板和变量模板可以被偏特化。实际上大都是历史成因。为函数模板定义这一机制也本该是可行的（参考第17章）。在某些方面，函数模板的重载效果与之相似，但是也存在一些细微的差异。这些差异主要与以下事实有关：在用到的时候仅需要查找主模板，随后才考虑特化，以确定哪一个实现体会被使用。相反，在进行查找时，所有的重载函数模板都必须放入一个重载集合中，它们可能源于不同的命名空间或是类。这增加了模板名称被无意中重载的可能性。

相反地，我们也可以想象让类模板和变量模板以某种形式重载。举个例子：

cpp

// invalid overloading of class templates

template<typename T1, typename T2> class Pair;

template<int N1, int N2> class Pair;

然而，看起来对这一机制的需求并不迫切。

# 第17章 通往未来

C++模板几乎一直在不断发展，从1988年的初始设计，到1998年、2011年、2014年和2017年的各种标准化里程碑。可以说，在原初的98标准之后，模板至少与大部分语言新增的主要功能有关联。

本书的第一版罗列了一些我们在首个标准之后可能会看到的扩展能力，这其中的一部分已经得以实现：

* 尖括号hack：C++11移除了需要在两个连续的尖括号之间插入一个空格的必要性
* 默认函数模板实参：C++11开始，函数模板参数可以具有默认实参
* Typedef模板：C++11引入了别名模板，具有类似的功能
* typeof操作符：C++11引入了decltype操作符，扮演了相同的角色（但是使用了一个不同的token来避免与已存在的扩展冲突，尽管该扩展并不满足C++开发者社区的需求）。
* 静态属性：第一版预测了编译器将直接支持某些type traits。事实上当前确实如此，尽管接口是使用标准库（然后使用若干traits的编译器扩展实现）来表达的。
* 个性实例化诊断：新的关键字static\_assert实现了本书第一版所描述的std::instantiation\_error的想法。
* 参数列表：在C++11中变成了参数包。
* 布局控制：C++11的alignof和alignas满足了本书第一版的需求。此外，C++17还新增了一个std::variant模板来支持union。
* 初始化器推导：C++17支持了类模板实参推导，算是同样的议题。
* 函数表达式：C++11的lambda表达式完整提供了这一功能（相比第一版的讨论使用了不一样的语法）。

第一版中其他方向的假设暂未收录到当前的语言规范，但其中的大部分目前仍在火热的讨论中，这里我们也对它们予以保留。与此同时，一些其他想法也在萌生，在此我们也会对其中的一部分想法进行表述。

## 17.1 宽容的typename法则

在本书的第一版中，在这一章节曾说过在未来可能会带来两种宽容的typename使用法则（228页节13.3.2）：允许在以前不允许的地方使用typename；当编译器可以相对轻松得推理出具有依赖型限定的限定名称指代的必定是某种类型时，可以省略typename。前者已经实现（C++11中的类型名可以在许多地方冗余使用），但后者还没有。

然而最近，有人再次呼吁在一些常见的上下文中将typename做成可选的，因为这些上下文对类型说明符的期望很明确：

* 在命名空间和类作用域中的函数和成员函数的返回类型与参数类型。在任何作用域中出现的函数、成员函数模板以及lambda表达式亦是如此。
* 声明的变量、变量模板以及静态数据成员的类型。对变量模板来说也一样。
* 在别名或别名模板的token = 之后的类型。
* 模板类型参数的默认实参。
* 跟随在static\_cast, const\_cast, dynamic\_cast或是reinterpret\_cast之后的尖括号内的类型。
* 在new表达式中命名的类型。

虽然这个列表相对来说是比较临时的，但事实证明，这种语言的改变将允许大多数使用typename的实例被省略，这将使代码更加紧凑和易读。

## 17.2 泛化的非类型模板参数

在非类型模板实参的限制中，最可能令模板初学者和老司机惊讶的是：没办法提供一个字符串字面值来作为模板实参。下面的例子看上去足够符合直觉：

cpp

template<char const\* msg>

class Diagnoser {

public:

void print();

};

int main() {

Diagnoser<"Suprise!">().print();

}

然而，这里有些潜在的隐患。在标准C++中，当且仅当Diagnoser的两个实例拥有相同的实参时，它们俩的类型才是一致的。在该示例中，实参是一个指针值（换句话说，是个地址）。然而，在不同位置的两个字面上相同的字符串字面值却并不一定有相同的地址。这个时候我们就会发现Diagnoser<"X">和Diagnoser<"X">实际上是两种截然不同的类型且彼此并不兼容！（注意，"X"的类型是char const[2]，但是当它作为模板实参传递时，退化成了char const \*。）

基于这些考虑，C++标准禁止将字符串字面值作为模板的实参。然而，一些（厂商编译器）实现提供这一功能作为扩展。它们通过在模板实例的内部表示中使用实际的字符串字面值内容来实现这一点。尽管这显然是可行的，但一些C++语言评论员认为，一个可以由字符串字面值替换的非类型模板参数应该与可以由地址替换的参数声明方式不同。一个可能的方法是将字符串字面值捕捉在一个字符参数包中。举个例子：

cpp

template<char... msg>

class Diagnoser {

public:

void print();

};

int main() {

// instantiates Diagnoser<’S’,’u’,’r’,’p’,’r’,’i’,’s’,’e’,’!’>

Diagnoser<"Surprise!">().print();

}

我们还应该注意到这个问题的一个额外的技术细节。考虑以下模板声明，并假设语言已经扩展以接受字符串字面值作为模板参数的情况：

cpp

template<char const\* str>

class Bracket {

public:

static char const\* address();

static char const\* bytes();

};

template<char const\* str>

char const\* Bracket<str>::address()

{

return str;

}

template<char const\* str>

char const\* Bracket<str>::bytes()

{

return str;

}

在上述代码中，两个成员函数除了名字以外，其他都完全相同（这种情况不太寻常）。假设有一种实现采用了类似宏展开的方式对Bracket<"X">进行实例化：此时，如果两个成员函数被实例化到不同的编译单元，它们就会返回不同的值。有意思的是，在一些支持该扩展功能的C++编译器上进行测试后，发现它们有着这样的问题。

还有一个相关的议题，就是模板实参对浮点数字面值的支持（以及简单的常量浮点数表达式）。举个例子：

cpp

template<double Ratio>

class Converter {

public:

static double convert (double val) {

return val\*Ratio;

}

};

using InchToMeter = Converter<0.0254>;

这个特性在某些C++实现中也予以了支持，同时也没什么技术上的挑战（与字符串字面值不同）。

C++11引入了字面值类类型的概念：一种可以在编译时接受常量值的类类型（包括通过constexpr函数进行的非平凡计算）。一旦这种类类型可用，马上就可以期待将它们用作非类型模板参数。然而，与上述描述的字符串字面值参数类似的问题出现了。特别地，两个类类型值的“相等性”并不是一个简单的问题，因为它通常是由操作符==的定义来确定的。这种相等性决定了两个实例是否相等，但实际上，链接器必须通过比较修饰后的名称来检查这种相等性。一个解决办法可能是在特定的字面值类中添加一个选项，标记它们具有平凡的相等性条件，即对类的标量成员进行两两比较。只有具有这种平凡相等性条件的类类型才被允许作为非类型模板参数类型。

## 17.3 函数模板的偏特化

在第16章中，我们讨论了类模板是如何做偏特化的，而函数模板仅支持简单的重载能力。这两种机制有些差异。

偏特化并没有引入一种新的模板：它是在既有模板（主模板）的基础上进行扩展。在查找类模板时，一开始只会考虑主模板。而在选择了主模板之后，如果发现有能够匹配模板实例的偏特化时，它的定义（也就是身体）就会被实例化出来以替代主模板的定义。（对完整特化来说也一样。）

相比之下，重载的函数模板是彼此完全独立的独立模板。在选择要实例化哪一个模板时，所有的重载模板都会被同时考虑，然后重载决议会尝试选出最适合的那一个。乍一看可能会觉着这种机制完全可以作为替代品，但在实践中还是有着诸多限制：

* 特化类的成员模板而不去修改类的定义是可行的。然而，增加重载的成员需要对类的定义进行修改。在多数情况下，我们由于没有这一权限而无法这样操作。此外，C++标准当前也不允许我们向std命名空间新增模板，但是它允许我们做模板的特化。
* 对重载函数模板来说，它们的参数必须有所区别。考虑这样一个函数模板R convert(T const &)，其中R和T是模板参数。我们非常想用R = void来特化这一模板，但使用重载是办不到的。
* 对于有效的未重载的函数，当函数一旦被重载后，可能会变得永久失效。特别是，对给定的两个函数模板f(T)和g(T)（其中T是模板参数），表达式g(&f<int>)当且仅当f没有被重载时才有效（否则就无法决定f指代哪一个函数）。
* 友元声明指代一个特定的函数模板或是特定的函数模板的实例化。函数模板的重载版本可能不会自动地授权原始模板的使用权限。

上述总总共同组织成了一个对支持函数模板偏特化这一能力的有力论点。

函数模板偏特化的自然语法可以从类模板中提炼：

cpp

template<typename T>

T const& max(T const&, T const&); // primary template

template<typename T>

T\* const& max <T\*>(T\* const&, T \*const&); // partial specialization

一些语言设计者担心函数模板重载与这种偏特化实现之间的互动，举个例子：

cpp

template<typename T>

void add(T& x, int i); // a primary template

template<typename T1, typename T2>

void add(T1 a, T2 b); // another(overloaded) primary template

template<typename T>

void add<T\*> (T\*&, int); // Which primary template does this specialize?

然而，我们预计此类情况将被视为错误，不会对该功能的实用性产生重大影响。

在C++11标准化期间曾简要讨论了这一扩展，但相对而言大家意兴阑珊。尽管如此，这个话题偶尔还会出现，因为它巧妙地解决了一些常见的编程问题。也许它将在未来的C++标准中再次被采用。

## 17.4 命名的模板实参

512页章节21.4描述了一种技术，它可以让我们为特定的参数提供一个非默认模板实参，而无需指定其他的具有默认值的模板实参。尽管这是一种有趣的技术，但很明显，为了达成这样一个简单的效果它做了太多的工作。因此，提供一种语言机制来命名模板实参是一个自然而然的想法。

我们应该注意到，在C++标准化过程中，Roland Hartinger曾提议了（详见【StroustrupDnE】之节6.5.1）一个相似的扩展（有时也被称作关键字实参(keyword arguments)）。虽然技术上是合理的，但还是由于种种原因，该提议最终没有被纳入语言标准。在这一点上，没什么理由去相信命名的模板实参会被纳入语言标准，但这个话题在委员会讨论中的确经常出现。

然而，为了完整起见，这里我们提及一个已经讨论过的句法想法：

cpp

template<typename T,

typename Move = defaultMove<T>,

typename Copy = defaultCopy<T>,

typename Swap = defaultSwap<T>,

typename Init = defaultInit<T>,

typename Kill = defaultKill<T>>

class Mutator {

...

};

void test(MatrixList ml)

{

mySort(ml, Mutator<Matrix, .Swap = matrixSwap>);

}

在这里，实参名称的.用来表示我们是按名称来引用模板实参。该语法与C99标准所引入的“指定的初始化器”语法相似：

c

struct Rectangle { int top, left, width, height; };

struct Rectangle r = { .width = 10, .height = 10, .top = 0, .left = 0 };

当然，引入命名模板实参意味着模板的模板参数的名称现在是该模板公共接口的一部分，不能自由更改。可以通过一个更显式的选择语法来解决这一问题，如下所示：

cpp

template<typename T,

Move: typename M = defaultMove<T>,

Copy: typename C = defaultCopy<T>,

Swap: typename S = defaultSwap<T>,

Init: typename I = defaultInit<T>,

Kill: typename K = defaultKill<T>>

class Mutator {

...

};

void test(MatrixList ml)

{

mySort(ml, Mutator<Matrix, .Swap = matrixSwap>);

}

## 17.5 重载的类模板

完全可以想象：类模板基于模板参数也可以进行重载。比如，我们可以创建一个Array模板家族，它们同时包括动态和静态尺寸的数组：

cpp

template<typename T>

class Array {

// dynamically sized array

...

};

template<typename T, unsigned Size>

class Array {

// fixed size array

...

};

重载无需受限于模板参数的数量变化，参数类型有所变化也行得通：

cpp

template<typename T1, typename T2>

class Pair {

// pair of fields

...

};

template<int I1, int I2>

class Pair {

// pair of constant integer values

...

};

尽管这一想法曾被一些语言设计者在非官方场合讨论过，但截止到目前，它还没有被正式地呈现给C++标准委员会。

## 17.6 非最终包展开的推导

包展开的模板实参推导当且仅当包展开位于实参列表的最后才可行。这就意味着，从一个列表中榨取出首个元素可以相当简单：

cpp

template<typename... Types>

struct Front;

template<typename FrontT, typename... Types>

struct Front<FrontT, Types...> {

using Type = FrontT;

};

正如在347页节16.4中所描述的偏特化中的位置限制，我们没办法简单地榨取出列表的最后一个元素：

cpp

template<typename... Types>

struct Back;

template<typename BackT, typename... Types>

struct Back<Types..., BackT> { // ERROR: pack expansion not at the end of

using Type = BackT; // template argument list

};

可变函数模板的模板实参推导也有类似的限制。放宽模板实参推导和偏特化的规则，让包展开可以在模板实参列表中的任意位置出现，从而使得这种操作变得更简单，这一方法貌似可行。此外，虽然可能性较小，但推导也可以允许在同一参数列表中出现多个包展开：

cpp

template<typename... Types> class Tuple {

};

template<typename T, typename... Types>

struct Split;

template<typename T, typename... Before, typename... After>

struct Split<T, Before..., T, After...> {

using before = Tuple<Before...>;

using after = Tuple<After...>;

};

对多个包展开的支持引入了额外的复杂度。比方说，Split是在见到T出现的第一次、最后一次还是其中的某一次时进行分割呢？推导过程达到怎样的复杂度时才允许编译器放弃呢？

## 17.7 void的正则化

在编写模板时，规则性是一种美德：如果单一的结构能够覆盖所有情况，那么我们的模板就会变得更简单。我们的程序中有一个不太规则的方面：类型。例如，请看下例：

auto&& r = f(); // error if f() returns void

这行代码仅在f()返回一个void类型以外的类型时才能正常工作。当我们使用decltype(auto)时也会遇到同样的问题：

decltype(auto) r = f(); // error if f() returns void

void并非唯一的不规则类型：函数类型和引用类型也经常在一些情景中表现得有所例外。然而，然而，事实证明，void往往使我们的模板复杂化，它也没有深刻的理由变得不同寻常。比如，在162页节11.1.3中就有一个例子，它展示了void类型如何让完美的std::invoke() wrapper的实现变得复杂化。

我们可以宣布void是一种具有唯一值的正常值类型（如std::nullptr\_t之于nullptr）。出于向后兼容性的目的，我们仍然必须为函数声明保留以下特殊情况：

void g(void); // same as void g();

然而，在大多数其他方法中，void会成为一种完全的值类型。此时我们将可以用void来声明变量和引用：

void v = void{};

void&& rrv = f();

最重要的是，许多模板将不再需要为void情景进行特化处理。

## 17.8 模板的类型检查

模板编程的大部分复杂性源于编译器无法进行局部地检查模板定义是否正确。相反地，模板的大部分检查都发生在模板实例化期间，此时模板定义上下文和模板实例化上下文交织在一起。不同上下文的混合让我们难以追责：究竟是模板定义的问题（因其错误地使用了模板实参），还是模板使用者的问题（因其提供的模板实参未满足模板的需求）？这一问题可以用一个简单的例子来解释，我们用一个常规编译器所产生的诊断信息加以注解：

cpp

template<typename T>

T max(T a, T b)

{

return b < a ? a : b; // ERROR: "no match for operator <

// (operator types are 'X' and 'X')"

}

struct X {

};

bool operator > (X, X);

int main()

{

X a, b;

X m = max(a, b); // NOTE: "in instantiation of function template specialization

// 'max<X>' requested here"

}

可以看到实际的错误（缺少合适的operator <）是在函数模板max()的定义中检测出来的。也有可能真正的错误在于——max()应该使用operator >取而代之？然而，编译器在引起max<X>实例化的位置也给与了提示，这里或许才是真正的错误——max()被文档标注为需要一个operator <。无法回答这一问题往往会导致第143页9.4节中描述的"error novel"，在这种情况下，编译器会提供完整的模板实例化历史，从实例化的初始原因一直到检测到错误的实际模板定义。然后，程序员需要确定究竟是哪个模板定义（可能就是模板的最初使用）真正存在错误。

模板类型检查背后的思想是在模板内部描述模板的要求，以便编译器在编译失败时确定是模板定义还是模板使用上出了问题。解决这一问题的一种方法是在模板自身的签名中使用concept来描述模板的要求：

cpp

template<typename T> requires LessThanComparable<T>

T max(T a, T b)

{

return b < a ? a : b;

}

struct X { };

bool operator> (X, X);

int main()

{

X a, b;

X m = max(a, b); // ERROR: X does not meet the LessThanComparable requirement

}

通过对模板参数T的要求描述，编译器就可以确信函数模板max()仅对T使用了它所期望使用者提供的那些操作（在本例中，LessThanComparable是对operator <的需求）。此外，在使用模板时，编译器可以检查提供的模板实参是否提供了max()函数模板在工作时所需的所有行为。通过解耦这一类型检查问题，对编译器来说就可以提供出更精准的问题诊断信息。

在上例中，LessThanComparable被称作为一个concept：它表示编译器能够检查的某种类型上的限制（在更广泛的场合，是对一个类型集合上的限制）。Concept系统有着各种不同的方式来指定。

在C++11标准化周期中，曾为concepts设计并实现了一个复杂的系统，它足够强大可以用来检查模板POI和模板定义。前者意味着，在上例中，我们可以提前捕捉到main()中的错误，并诊断出X不满足LessThanComparable的限制。而后者意味着，在处理max()模板时，编译器会检查是否使用了LessThanComparable这一concept所不允许的操作（如果违反了此约束，则抛出诊断信息）。该C++11提议最终被移出了语言标准，主要是因为各种实践上的考虑（比如，仍有许多次要规范议题，其解决措施威胁着已经延后的标准）。

在C++11最终发布后，委员会成员提出并开发了一项新提案（最初称作"concepts lite"）。该系统并非旨在基于施加的限制来检查模板的正确性。相反地，它仅仅聚焦于POI。所以对于我们的max()示例，如果实现中使用了>操作符，并不会导致错误。然而，在main()中的错误依然存在，这是因为X并不满足LessThanComparable的要求。这一崭新的concepts提议得以实现，并被认定为"Concepts TS(TS代表Technical Specification)"，称作"C++ extensions for Concepts"。目前，该项TS的核心要素已经被整合到了下一个标准(即C++20)的草案中。附录E涵盖了本书出版时该草案中规定的语言特性。

## 17.9 反射元编程

在编程上下文中，反射是指以程序化的方式来检查程序功能的能力（例如，回答诸如某个类型是否是一个整型数？或是某个class类型包含了哪些非静态成员变量？）。元编程这门技艺是指“编写可以编程的程序”，它通常被用来量产新的代码。反射元编程是一种自动合成代码的技艺，它能根据程序的现有特性（通常是类型）自适应地进行适配。

在本书的第三部分，我们会去探索模板是如何达成一些简单的反射制式和元编程（某种意义上，模板实例化是一种元编程制式，因为它合成了新的代码）。然而，C++17模板的能力在面对反射时有着诸多限制（比如，没有办法回答“某个class类型包含了哪些非静态成员变量”这一问题），并且元编程的选项在各种方法中也常常不太方便（尤其是语法笨重且性能拉胯）。

认识到在这一领域对新机制的需求，C++标准委员会创建了一个研究小组(SG7)来探索更加强大的反射选项。该小组的章程后来也扩展到了元编程。以下是正在考虑的选项之一的示例:

cpp

template<typename T> void report(T p) {

constexpr {

std::meta::info infoT = reflexpr(T);

for (std::meta::info : std::meta::data\_members(infoT)) {

-> {

std::cout << (: std::meta::name(info) :)

<< ": " << p.(.info.) << '\n';

}

}

}

// code will be injected here

}

代码里展示了相当多的新事物。首先，constexpr{...}结构会强制这一语句在编译期进行计算，但是如果它在一个模板中出现，就仅会在模板实例化时才进行计算。其次，relfexpr()操作符对隐晦类型std::meta::info产出了一个表达式，用于找到其背后实参的反射信息（本例中就是类型T）。标准库的元函数允许去查询这一元信息，std::meta::data\_members就是那些标准元函数的其中一个，它会生成一个std::meta::info对象序列，它们描述了该操作数背后的非静态成员变量。因此，该for循环真正的进行了对p的非静态数据成员的遍历。

该系统元编程能力的核心是在各种作用域内“注入”代码的能力。结构->{...}注入了语句和(或)声明，触发了constexpr的计算。在本例中，意味着是在constexpr{...}结构之后。注入的代码片段可以包含某些模式，通过值计算后重新替换。在本例中，(:...:)会产生一个字符串字面值(std::meta::name(info)会产生一个类字符串的对象，它表示成员变量实体的非限定名称，在本例中由info表示)。同样，表达式(.info.)生成了一个标识符，命名由info表示的实体。其他生成类型的模式，像模板实参列表等也都支持。

对号入座之后，对X类型：

cpp

struct X

{

int x;

std::string s;

};

实例化函数模板report()就会生成下面的代码：

cpp

template<> void report(X const& p) {

std::cout << "x" << ": " << "p.x" << '\n';

std::cout << "s" << ": " << "p.s" << '\n';

}

也就是说，该函数会自动生成一个输出class类型的非静态成员变量的函数。

这些类型的功能有很多应用。可能会有类似的能力最终被语言标准所采用，但只能说未来可期。在本书撰写之时，已经有一些实现在做实验了。（就在本书发表前，SG7认同了使用`constexpr`计算和诸如`std::meta::info`值类型来处理反射这一方向。但是这里的注入机制没能被认可，它们可能最终会采用另一种系统。）

## 17.10 包设施

参数包在C++11所引入，但对它们的处理往往需要使用递归的模板技术。回顾第263页14.6节中讨论的代码大纲：

cpp

template<typename Head, typename... Remainder>

void f(Head &&h, Remainder&&... r)

{

doSomething(h);

if constexpr (sizeof...(r) != 0) {

// handle the remainder recusively (perfectly forwarding the arguments):

f(r...);

}

}

在使用了C++17的编译期if语句之后(第134页节8.5)，这一示例变得非常简单，但是它依然保留了在编译时可能会进行的昂贵的递归实例化技术。

几个委员会的提案尝试在某种程度上简化这种情况。一个例子是引入一种表示从包中选择特定元素的符号。具体而言，对于一个包P，已经有人建议使用符号P.[N]来表示该包中的第N+1个元素。同样，也有提案用于表示包的“切片”（例如，使用符号P.[b, e]）。

在审查这些提案时，已经清楚地看到它们与上面讨论的反射元编程的概念有些交互。目前尚不清楚是否会向语言中添加特定的包选择机制，还是将提供满足此需求的元编程工具。

## 17.11 模块

另一个即将到来的重大扩展模块，虽然与模板的关系只是间接的，但在这里提及它仍然是值得的，因为模板库是其中最大的受益者之一。

当前，库接口是通过指定头文件、用#include宏来引入到编译单元。这种方法有几个缺点，但最令人反感的两个缺点是（a）界面文本的含义可能会被之前包含的代码（例如，通过宏）意外修改，以及（b）每次重新处理该文本都会迅速主导构建时间。

模块是一种特性，它允许将编译为特定于编译器的格式，然后这些接口可以“导入”到翻译单元中，而不会受到宏展开或通过意外的额外声明修改代码含义的影响。而且，编译器可以只读取与客户端代码相关的编译模块文件的部分内容，从而大大加快编译过程。

这里给出模块定义的表现形式：

cpp

module MyLib;

void helper() {

...

}

export inline void libFunc() {

...

helper()

...

}

该模块导出了函数libFunc()，他可以被client代码这样使用：

cpp

import MyLib;

int main() {

libFunc();

}

libFunc()对client代码可见，但是helper()却是不可见的，尽管编译模块的文件很可能包含了有关于helper()的信息来支持内联。

C++模块的提案正在路上，标准委员会将在C++17之后进行集成。制定此类提案的担忧之一是如何从头文件世界过渡到模块世界。已经有一些设施可以在一定程度上实现这一点（例如，在不将其内容作为模块的一部分的情况下包含头文件的能力），以及仍在讨论的其他设施（例如，从模块导出宏的能力）。

模块对模板库来说非常有用，这是因为模板大部分都完全定义在头文件中。即使包含一个像是<vector>这样的基础头文件，也要处理上万行C++代码（即使该头文件中只有少量的声明会被引用）。其他的流行库还要再高一个数量级。避免对所有代码都进行编译从而降低成本，将是处理大型复杂代码库的C++程序员的一大兴趣。

# 第 18 章 模板的多态性

多态是一种用单个统一的符号将多种特定行为关联起来的能力。多态也是面向对象编程范式的基石，在 C++中它主要由继承和虚函数实现。由于这一机制主要（至少是一部分）在运行期间起作用，因此我们称之为动态多态（dynamic polymorphism）。它也是我们通常在讨论 C++中的简单多态时所指的多态。但是，模板也允许我们用单个统一符号将不同的特定行为关联起来，不过该关联主要发生在编译期间，我们称之为静态多态（static polymorphism）。在本章中我们将探讨这两种形式的多态，并讨论其各自所适用的情况。

第 22 章将讨论一些处理多态的方式，期间也会介绍并讨论一些设计相关的问题。

## 动态多态（dynamic polymorphism）

由于历史原因，C++在最开始的时候只支持通过继承和虚函数实现的多态。在此情况下，多态设计的艺术性主要体现在从一些相关的对象类型中提炼出一组统一的功能，然后将它们声明成一个基类的虚函数接口。
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图*18.1* 通过继承实现的多态

#include "coord.hpp"

// common abstract base class GeoObj for geometric objects

class GeoObj **{**

public**:**

// draw geometric object:

virtual void draw**()** const **=** 0**;**

// return center of gravity of geometric object: virtual Coord center\_of\_gravity**()** const **=** 0**;**

…

virtual **~**GeoObj**() = default;**

**};**

// concrete geometric object class Circle

// - derived from GeoObj

class Circle **:** public GeoObj **{**

public**:**

virtual void draw**()** const override**;**

virtual Coord center\_of\_gravity**()** const override**;**

…

**};**

// concrete geometric object class Line

// - derived from GeoObj class Line **:** public GeoObj **{**

public**:**

virtual void draw**()** const override**;**

virtual Coord center\_of\_gravity**()** const override**;**

…

**};**

…

在创建了具体的对象之后，客户端代码可以通过指向公共基类的指针或者引用，使用虚函数的派发机制来操作它们。在通过基类的指针或者引用调用一个虚函数的时候，所调用的函数将是指针或者引用所指对象的真正类型中的相应函数。

在我们的例子中，具体的代码可以被简写成这样：

#include "dynahier.hpp" #include <vector>

// draw any GeoObj

void myDraw **(**GeoObj const**&** obj**)**

**{**

obj**.**draw**();** // call draw() according to type of object

**}**

// compute distance of center of gravity between two GeoObjs Coord distance **(**GeoObj const**&** x1**,** GeoObj const**&** x2**)**

**{**

Coord c **=** x1**.**center\_of\_gravity**() -** x2**.**center\_of\_gravity**(); return** c**.**abs**();** // return coordinates as absolute values

**}**

// draw heterogeneous collection of GeoObjs

void drawElems **(**std**::**vector**<**GeoObj**\*>** const**&** elems**)**

**{**

**for (**std**::**size\_type i**=**0**;** i**<**elems**.**size**(); ++**i**) {**

elems**[**i**]->**draw**();** // call draw() according to type of element

**}**

**}**

int main**(){** Line l**;**

Circle c**,** c1**,** c2**;**

myDraw**(**l**);** // myDraw(GeoObj&) => Line::draw() myDraw**(**c**);** // myDraw(GeoObj&) => Circle::draw() distance**(**c1**,**c2**);** // distance(GeoObj&,GeoObj&) distance**(**l**,**c**);** // distance(GeoObj&,GeoObj&) std**::**vector**<**GeoObj**\*>** coll**;** // heterogeneous collection coll**.**push\_back**(&**l**);** // insert line

coll**.**push\_back**(&**c**);** // insert circle drawElems**(**coll**);** // draw different kinds of GeoObjs

**}**

关键的多态接口是函数 draw()和 center\_of\_gravity()。都是虚成员函数。上述例子在函数 mydraw()，distance()，以及 drawElems()中展示了这两个虚函数的用法。而后面这几个函数使用的都是公共基类 GeoObj。这一方式的结果是，在编译期间并不能知道将要被真正调用的函数。但是，在运行期间，则会基于各个对象的完整类型来决定将要调用的函数。因此，取决于集合对象的真正类型，适当的操作将会被执行：如果 mydraw()处理的是 Line 的对象，表达式 obj.draw() 将调用 Line::draw() ， 如果处理的是 Circle 的对象， 那么就会调用 Circle::draw()。类似地，对于 distance()，调用的也将是与参数对象对应的 center\_of\_gravity()。

能够处理异质集合中不同类型的对象，或许是动态多态最吸引人的特性。这一概念在

drawElems()函数中得到了体现：表达式

elems**[**i**]->**draw**()**

会调用不同的成员函数，具体情况取决于元素的动态类型。

## 静态多态

模板也可以被用来实现多态。不同的是，它们不依赖于对基类中公共行为的分解。取而代之

的是，这一“共性（commonality）”隐式地要求不同的“形状（shapes）”必须支持使用了相同语法的操作（比如，相关函数的名字必须相同）。在定义上，具体的 class 之间彼此相互独立（参见 18.2）。在用这些具体的 class 去实例化模板的时候，这一多态能力得以实现。
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***Figure*** *18.2. Polymorphism implemented via templates*

比如，上一节中的 myDraw():

void myDraw **(**GeoObj const**&** obj**)** // GeoObj is abstract base class

**{**

obj**.**draw**();**

**}**

也可以被实现成下面这样：

template**<**typename GeoObj**>**

void myDraw **(**GeoObj const**&** obj**)** // GeoObj is template parameter

**{**

obj**.**draw**();**

**}**

比较 myDraw()的两种实现，可以发现其主要的区别是将 GeoObj 用作模板参数而不是公共基类。但是，在表象之下还有很多区别。比如，使用动态多态的话，在运行期间只有一个 myDraw()函数， 但是在使用模板的情况下， 却会有多种不同的函数， 例如 myDraw<Line>() 和 myDraw<Circle>()。

我们可能希望用 static 多态重新实现上一节中的完整例子。首先，我们不再使用有层级结构的几何类，而是直接使用一些彼此独立的几何类：

#include "coord.hpp"

// concrete geometric object class Circle

// - not derived from any class class Circle **{**

public**:**

void draw**()** const**;**

Coord center\_of\_gravity**()** const**;**

…

**};**

// concrete geometric object class Line

// - not derived from any class class Line **{**

public**:**

void draw**()** const**;**

Coord center\_of\_gravity**()** const**;**

…

**};**

…

现在，可以像下面这样使用这些类： #include "statichier.hpp" #include <vector>

// draw any GeoObj template**<**typename GeoObj**>**

void myDraw **(**GeoObj const**&** obj**)**

**{**

obj**.**draw**();** // call draw() according to type of object

**}**

// compute distance of center of gravity between two GeoObjs template**<**typename GeoObj1**,** typename GeoObj2**>**

Coord distance **(**GeoObj1 const**&** x1**,** GeoObj2 const**&** x2**)**

**{**

Coord c **=** x1**.**center\_of\_gravity**() -** x2**.**center\_of\_gravity**(); return** c**.**abs**();** // return coordinates as absolute values

**}**

// draw homogeneous collection of GeoObjs template**<**typename GeoObj**>**

void drawElems **(**std**::**vector**<**GeoObj**>** const**&** elems**)**

**{**

**for (**unsigned i**=**0**;** i**<**elems**.**size**(); ++**i**) {**

elems**[**i**].**draw**();** // call draw() according to type of element

**}**

**}**

int main**()**

**{**

Line l**;**

Circle c**,** c1**,** c2**;**

myDraw**(**l**);** // myDraw<Line>(GeoObj&) => Line::draw() myDraw**(**c**);** // myDraw<Circle>(GeoObj&) => Circle**::**draw**()**

distance**(**c1**,**c2**);** //distance<Circle,Circle>

**(**GeoObj1**&,**GeoObj2**&)**

distance**(**l**,**c**);** // distance<Line,Circle>(GeoObj1&,GeoObj2&)

// std::vector<GeoObj\*> coll; //ERROR: no heterogeneous collection possible

std**::**vector**<**Line**>** coll**;** // OK: homogeneous collection possible

coll**.**push\_back**(**l**);** // insert line drawElems**(**coll**);** // draw all lines

**}**

和 myDraw()类似，我们不能够再将 GeoObj 作为具体的参数类型用于 distance()。我们引入了两个模板参数，GeoObj1 和 GeoObj2，来支持不同类型的集合对象之间的距离计算：

distance**(**l**,**c**);** // distance<Line,Circle>(GeoObj1&,GeoObj2&)

但是使用这种方式，我们将不再能够透明地处理异质容器。这也正是 static 多态中的 static部分带来的限制：所有的类型必须在编译期可知。不过，我们可以很容易的为不同的集合对象类型引入不同的集合。这样就不再要求集合的元素必须是指针类型，这对程序性能和类型安全都会有帮助。

## 动态多态 VS 静态多态

让我们来对这两种多态性形式进行分类和比较。

### 术语

Static 和 dynamic 多态提供了对不同 C++编程术语的支持：

* + - 通过继承实现的多态是有界的（bounded）和动态的（dynamic）：
      * 有界的意思是，在设计公共基类的时候，参与到多态行为中的类型的相关接口就已经确定（该概念的其它一些术语是侵入的（invasive 和 intrusive））。
      * 动态的意思是，接口的绑定是在运行期间执行的。
    - 通过模板实现的多态是无界的（unbounded）和静态的（static）：
      * 无界的意思是，参与到多态行为中的类型的相关接口是不可预先确定的（该概念的其它一些术语是非侵入的（noninvasive 和 nonintrusive））
      * 静态的意思是，接口的绑定是在编译期间执行的

因此，严格来讲，在 C++中，动态多态和静态多态分别是有界动态多态和无界静态多态的缩

写。在其它语言中还会有别的组合（比如在 Smakktalk 中的无界动态多态）。但是在 C++语境中，更简洁的动态多态和静态多态也不会带来困扰。

### 优点和缺点

C++中的动态多态有如下优点：

* + - 可以很优雅的处理异质集合。
    - 可执行文件的大小可能会比较小（因为它只需要一个多态函数，不像静态多态那样，需要为不同的类型进行各自的实例化）。
    - 代码可以被完整的编译；因此没有必须要被公开的代码（在发布模板库时通常需要发布模板的源代码实现）。

作为对比，下面这些可以说是 C++中 static 多态的优点：

* + - 内置类型的集合可以被很容易的实现。更通俗地说，接口的公共性不需要通过公共基类实现。
    - 产生的代码可能会更快（因为不需要通过指针进行重定向，先验的（priori）非虚函数通常也更容易被 inline）。
    - 即使某个具体类型只提供了部分的接口，也可以用于静态多态，只要不会用到那些没有被实现的接口即可。

通常认为静态多态要比动态多态更类型安全（type safe），因为其所有的绑定都在编译期间进行了检查。例如，几乎不用担心将一个通过模板实例化得到的、类型不正确的对象插入到一个已有容器中（编译期间会报错）。但是，对于一个存储了指向公共基类的指针的容器，其所存储的指针却有可能指向一个不同类型的对象。

在实际中，当相同的接口后面隐藏着不同的语义假设时，模板实例化也会带来一些问题。比如，当关联运算符 operator +被一个没实现其所需的关联操作的类型实例化时，就会遇到错误。在实际中，对于基于继承的设计层次，很少会遇到这一类的语义不匹配，这或许是因为相应的接口规格得到了较好的说明。

### 结合两种多态形式

当然，我们也可以结合这两种多态形式。比如，为了能够操作集合对象的异质集合，你可以从一个公共基类中派生出不同的集合对象。而且，你依然可以使用模板为某种形式的集合对象书写代码。

在第 21 章会更详细地讨论继承和模板的结合问题。我们会看到，一个成员函数的虚拟性是如何被参数化的，以及我们是如何通过 curiously recurring template pattern（CRTP）为 static多态提供额外的灵活性的。

## 使用 concepts

针对使用了模板的静态多态的一个争议是，接口的绑定是通过实例化相应的模板执行的。也就是说没有可供编程的公共接口或者公共 class。取而代之的是，如果所有实例化的代码都是有效的，那么对模板的任何使用也都是有效的。否则，就会导致难以理解的错误信息，或者是产生了有效的代码却导致了意料之外的行为。

基于这一原因，C++语言的设计者们一直在致力于实现一种能够为模板参数显式地提供（或者是检查）接口的能力。在 C++中这一接口被称为 concept。它代表了为了能够成功的实例化模板，模板参数必须要满足的一组约束条件。

尽管已经在这一领域耕耘了很多年，concept 却依然没有被纳入 C++17。不过目前已有一些编译器对这一特性做了实验性的支持，它也很可能会被纳入到紧随 C++17 之后的标准中。

Concept 可以被理解成静态多态的一类“接口”。在我们的例子中，可能会像下面这样：

#include "coord.hpp" template**<**typename T**>**

concept GeoObj **=** requires**(**T x**) {**

**{** x**.**draw**() } ->** void**;**

**{** x**.**center\_of\_gravity**() } ->** Coord**;**

…

**};**

在这里我们使用关键字 concept 定义了一个 GeoObj concept，它要求一个类型要有可被调用的成员函数 draw()和 center\_of\_gravity()，同时也对它们的返回类型做了限制。

现在我们可以重写样例模板中的一部分代码，以在其中使用 requires 子句要求模板参数满足

GeoObj concept：

#include "conceptsreq.hpp" #include <vector>

// draw any GeoObj template**<**typename T**>** requires GeoObj**<**T**>**

void myDraw **(**T const**&** obj**)**

**{**

obj**.**draw**();** // call draw() according to type of object

**}**

// compute distance of center of gravity between two GeoObjs template**<**typename T1**,** typename T2**>**

requires GeoObj**<**T1**> &&** GeoObj**<**T2**>**

Coord distance **(**T1 const**&** x1**,** T2 const**&** x2**)**

**{**

Coord c **=** x1**.**center\_of\_gravity**() -** x2**.**center\_of\_gravity**();**

**return** c**.**abs**();** // return coordinates as absolute values

**}**

// draw homogeneous collection of GeoObjs template**<**typename T**>**

requires GeoObj**<**T**>**

void drawElems **(**std**::**vector**<**T**>** const**&** elems**)**

**{**

**for (**std**::**size\_type i**=**0**;** i**<**elems**.**size**(); ++**i**) {**

elems**[**i**].**draw**();** // call draw() according to type of element

**}**

**}**

对于那些可以参与到静态多态行为中的类型，该方法依然是非侵入的：

// concrete geometric object class Circle

// - not derived from any class or implementing any interface class Circle **{**

public**:**

void draw**()** const**;**

Coord center\_of\_gravity**()** const**;**

…

**};**

也就是说，这一类类型的定义中依然不包含特定的基类，或者 require 子句，而且它们也依然可以是基础数据类型或者来自独立框架的类型。

附录 E 中包含了对于 C++中的 concept 更为详细的讨论，因为它们被期望能够出现在下一个

C++标准中。

## 新形势的设计模式

C++中的 static 多态给经典的设计模式提供了新的实现方式。以桥接模式为例（bridge pattern，它在很多 C++程序中扮演了重要的角色）。使用桥接模式的一个目的是在不同的接口实现之间做切换。

根据[DesignPatternsGoF]，桥接模式通常是通过使用一个接口类实现的，在这个接口类中包含了一个指向具体实现的指针，然后通过该指针委派所有的函数调用（参见图 18.3）。

但是，如果具体实现的类型在编译期间可知，我们也可以利用模板实现桥接模式（参见图

18.4）。这样做会更类型安全（一部分原因是避免了指针转换），而且性能也会更好。
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*Figure* 18.3. Bridge pattern implemented using inheritance
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*Figure* 18.4. Bridge pattern implemented using templates

## 泛型编程（Generic Programming）

Static 多态的出现引入了泛型编程的概念。但是，到目前为止并没有一个世所公认的泛型编程的定义（ 就如同也没有一个世所公认的面向对象编程的定义一样） 。 根据 [CzarneckiEiseneckerGenProg] ， 定义从针对泛型参数编程（ programming with generic parameters）发展到发现有效算法的最佳抽象表达（finding the most abstract representation of efficient algorithms）。概述总结到：

**泛型编程是计算机科学的一个分支，它主要处理的问题是寻找高效算法，数据结构，以及 其它一些软件概念的抽象表达（结合它们自身的系统组织）。泛型编程专注于域概念族的表达。**

在 C++的语境中，泛型编程有时候也被定义成模板编程（而面向对象编程被认为是基于虚函数的编程）。在这个意义上，几乎任何 C++模板的使用都可以被看作泛型编程的实例。但是，开发者通常认为泛型编程还应包含如下这一额外的要素：

**该模板必须被定义于一个框架中，且必须能够适用于大量的、有用的组合。**

到目前为止，在该领域中最重要的一个贡献是标准模板库（Standard Template Library, STL），随后它也被调整并合并进了 C++标准库（C++ standard library）。STL 是一个框架，它提供了许多有用的操作（称为算法），用于对象集合（称为容器）的一些线性数据结构。算法和容

器都是模板。但是，关键的是算法本身并不是容器的成员函数。算法被以一种泛型的方式实

现，因此它们可以用于任意的容器类型（以及线性的元素集合）。为了实现这一目的，STL的设计者们找到了一种可以用于任意线性集合、称之为迭代器（iterators）抽象概念。从本质上来说，容器操作中针对于集合的某些方面已经被分解到迭代器的功能中。

这样，我们就可以在不知道元素的具体存储方式的情况下，实现一种求取序列中元素最大值的方法：

template**<**typename Iterator**>**

Iterator max\_element **(**Iterator beg**,** //refers to start of collection Iterator end**)** //refers to end of collection

**{**

// use only certain Iterator operations to traverse all elements

// of the collection to find the element with the maximum value

// and return its position as Iterator

…

**}**

这样就可以不用去给所有的线性容器都提供一些诸如 max\_element（）的操作，容器本身只要提供一个能够遍历序列中数值的迭代器类型，以及一些能够创建这些迭代器的成员函数就可以了：

**namespace** std **{** template**<**typename T**,** …**>** class vector **{**

public**:**

**using** const\_iterator **=** …**;** // implementation-specific iterator

… // type for constantvectors

const\_iterator begin**()** const**;** // iterator for start of collection

const\_iterator end**()** const**;** // iterator for end of collection

…

**};**

template**<**typename T**,** …**>**

class list **{**

public**:**

**using** const\_iterator **=** …**;** // implementation-specific iterator

… // type for constant lists

const\_iterator begin**()** const**;** // iterator for start of

collection collection

**};**

**}**

const\_iterator end**()** const**;** // iterator for end of

…

现在就可以通过调用泛型操作 max\_element()（以容器的 beginning 和 end 伟参数）来寻找任意集合中的最大值了（省略了对空集合的处理）：

#include <vector> #include <list> #include <algorithm> #include <iostream> #include "MyClass.hpp" template**<**typename T**>**

void printMax **(**T const**&** coll**){**

// compute position of maximum value

auto pos **=** std**::**max\_element**(**coll**.**begin**(),**coll**.**end**());**

// print value of maximum element of coll (if any):

**if (**pos **!=** coll**.**end**()) {**

std**::**cout **<< \***pos **<<** ’\n’**;**

**}**

**else {**

std**::**cout **<<** "empty" **<<** ’\n’**;**

**}**

**}**

int main**()**

**{**

std**::**vector**<**MyClass**>** c1**;** std**::**list**<**MyClass**>** c2**;**

…

printMax**(**c1**);** printMax**(**c2**);**

**}**

。我们并没

有为每一种容器都把每一种操作定义一遍，而是只为一个算法进行一次定义

通过用这些迭代器来参数化其操作，STL 避免了相关操作在定义上的爆炸式增长

，然后将其用于所有的容器。泛型的关键是迭代器，它由容器提供并被算法使用。这样之所以可行，是因为迭代器提供了特定的、可以被算法使用的接口。这些接口通常被称为 concept，它代表了为了融入该框架，模板必须满足的一组限制条件。此外，该概念还可用于其它一些操作和数据结构。

你可能会想起我们曾在第 18.4 节介绍过一个叫做 concept 的语言特性（更多的细节可以参见附录 E），而事实上，该语言特性刚好和这里的概念对应。实际上在当前上下文中，concept这个名词最早是由 STL 的设计者为了规范化它们的代码而引入的概念。在那之后，我们开始努力使这些概念在我们的模板中明确化。

接下来的语言特性将帮助我们指出（以及检查）对迭代器的要求（因为有很多种迭代器类型，比如 forward 和 bidirectional 迭代器，因此也就会引入多种对应的 concept，参见 E.3.1）。不过在当今的 C++中，在泛型库（尤其是 C++标准库）的规格中这些 concept 通常都是隐式的。

幸运的是，确实有一些特性和技术（比如 static\_assert 和 SFINAE）允许我们进行一定数量的自动化检查。

原则上，类似于 STL 方法的一类功能都可以用动态多态实现。但是在实际中，由于迭代器的

concept 相比于虚函数的调用

一个接口层，很可能会将我们的操作性能降低一个数量级

过于轻量级

，因此多态这一方法的用途有限。基于虚函数添加

（甚至更多）。

泛型编程之所以实用，正是因为它依赖于静态多态，这样就可以在编译期间就决定具体的接口。另一方面，需要在编译期间解析出接口的这一要求，又催生出了一些与面向对象设计原则（object oriented principles）不同的新原则。这些泛型设计原则（generic design principles）中最重要的一部分将会在本书剩余的章节中介绍。另外，附录 E 通过描述对 concept 概念的直接语言支持，将泛型编程当作一种开发范式进行了深入分析。

## 后记

处理容器类型是在 C++编程语言中引入模板的主要动机。在模板之前，多态层级是一种流行的容器方法。一个很流行的例子是 National Institutes of Health Class Library（NIHCL），它在很大程度上借鉴了 Smalltalk 中容器类的层级结构。

// 还没翻译完

第 **19** 章 萃取的实现

模板允许我们用多种类型对类和函数进行参数化。如果能够通过引入尽可能多的模板参数，去尽可能多的支持某种类型或者算法的各个方面，那将是一件很吸引人的事情。这样，我们 “模板化”的代码就可以被针对客户的某种具体需求进行实例化。但是从实际的角度来看，我们并不希望引入过多的模板参数来实现最大化的参数化。因为让用户在客户代码中指出所有的模板参数是一件很繁杂的事情，而且每增加一个额外的模板参数，都会使模板和客户代码之间的协议变得更加复杂。

幸运的是，时间证明大部分被引入的额外的模板参数都有合理的默认值。在一些情况下，额外的模板参数可以完全由很少的、主要的模板参数决定，我们接下来会看到，这一类额外的模板参数可以被一起省略掉。在大多数情况下，其它一些参数的默认值可以从主模板参数得到，但是默认值需要偶尔被重载（针对特殊应用）。当然也有一些参数和主模板参数无关：在某种意义上，它们是其自身的主模板参数，只不过它们有适用于大多数情况的默认值。

萃取（或者叫萃取模板，traits/traits template）是 C++编程的组件，它们对管理那些在设计工业级应用模板时所需要管理的多余参数很有帮助。在本章中，我们会展示一些可以证明该类技术很有帮助的情况，同时也会展示各种各样的、可以让你写出更可靠也更为强大的工具的技术。

本章所展示的大部分萃取技术在 C++标准库中都有其对应的存在。但是，为了更为清晰，我们会将实现简化，删除只有在工业级实现中才会用到的细节。因此，我们会按照我们的命名规则来命名这些技术，但是你应该可以很容易的把它们和标准库对应起来。

## 一个例子：对一个序列求和

计算一个序列中所有元素的和是一个很常规的任务。也正是这个简单的问题，给我们提供了一个很好的、可以用来介绍各种不同等级的萃取应用的例子。

* + 1. 固定的萃取（**Fixed Traits**）

让我们先来考虑这样一种情况：待求和的数据存储在一个数组中，然后我们有一个指向数组中第一个元素的指针，和一个指向最后一个元素的指针。由于本书介绍的是模板，我们自然也希望写出一个适用于各种类型的模板。下面是一个看上去很直接的实现：

#ifndef ACCUM\_HPP #define ACCUM\_HPP template**<**typename T**>**

T accum **(**T const**\*** beg**,** T const**\*** end**)**

**{**

T total**{};** // assume this actually creates a zero value

**while (**beg **!=** end**) {**

total **+= \***beg**;**

**++**beg**;**

**}**

**return** total**;**

**}**

#endif //ACCUM\_HPP

例子中唯一有些微妙的地方是，如何创建一个类型正确的零值（zero value）来作为求和的起始值。此处我们使用了在第 5.2 节介绍的值初始化（value initialization，用到了{...}符号）。这就意味着这个局部的 total 对象要么被其默认值初始化，要么被零（zero）初始化（对应指针是用 nullptr 初始化，对应 bool 值是用 false 初始化）。

为了引入我们的第一个萃取模板，考虑下面这一个使用了 accum()的例子：

#include "accum1.hpp" #include <iostream> int main**()**

**{**

// create array of 5 integer values int num**[] = {** 1**,** 2**,** 3**,** 4**,** 5 **};**

// print average value

std**::**cout **<<** "the average value of the integer values is " **<<** accum**(**num**,** num**+**5**) /** 5 **<<** ’\n’**;**

// create array of character values char name**[] =** "templates"**;**

int length **= sizeof(**name**)-**1**;**

// (try to) print average character value

std**::**cout **<<** "the average value of the characters in \"" **<<** name **<<**

"\" is " **<<** accum**(**name**,** name**+**length**) /** length **<<** ’\n’**;**

**}**

在例子的前半部分，我们用 accum()对 5 个整型遍历求和：

int num**[] = {** 1**,** 2**,** 3**,** 4**,** 5 **};**

…

accum**(**num0**,** num**+**5**)**

接着就可以用这些变量的和除变量的数目得到平均值。

例子的第二部分试图为单词“templates”中所有的字符做相同的事情。结果应该是 a 到 z之间的某一个值。在当今的大多数平台上，这个值都是通过 ASCII 码决定的：a 被编码成 97， z 被编码成 122。因此我们可能会期望能够得到一个介于 97 和 122 之间的返回值。但是在我们的平台上，程序的输出却是这样的：

the average value of the integer values is 3

the average value of the characters in "templates" is **-**5

问题在于我们的模板是被 char 实例化的，其数值范围即使是被用来存储相对较小的数值的和也是不够的。很显然，为了解决这一问题我们应该引入一个额外的模板参数 AccT，并将其用于返回值 total 的类型。但是这会给模板的用户增加负担：在调用这一模板的时候，他们必须额外指定一个类型。对于上面的例子，我们可能需要将其写称这个样子：

accum**<**int**>(**name**,**name**+**5**)**

这并不是一个过于严苛的要求，但是确实是可以避免的。

一个可以避免使用额外的模板参数的方式是，在每个被用来实例化 accum()的 T 和与之对应的应该被用来存储返回值的类型之间建立某种联系。这一联系可以被认为是 T 的某种属性。正如下面所展示的一样，可以通过模板的偏特化建立这种联系：

template**<**typename T**>** struct AccumulationTraits**;**

template**<>**

struct AccumulationTraits**<**char**> { using** AccT **=** int**;**

**};**

template**<>**

struct AccumulationTraits**<**short**> { using** AccT **=** int**;**

**};**

template**<>**

struct AccumulationTraits**<**int**> { using** AccT **=** long**;**

**};**

template**<>**

struct AccumulationTraits**<**unsigned int**> { using** AccT **=** unsigned long**;**

**};**

template**<>**

struct AccumulationTraits**<**float**> { using** AccT **=** double**;**

**};**

AccumulationTraits 模板被称为萃取模板，因为它是提取了其参数类型的特性。（通常而言可以有不只一个萃取，也可以有不只一个参数）。我们选择不对这一模板进行泛型定义，因为

在不了解一个类型的时候，我们无法为其求和的类型做出很好的选择。但是，可能有人会辩解说 T 类型本身就是最好的待选类型（很显然对于我们前面的例子不是这样）。

有了这些了解之后，我们可以将 accum()按照下面的方式重写：

#ifndef ACCUM\_HPP #define ACCUM\_HPP

#include "accumtraits2.hpp" template**<**typename T**>**

auto accum **(**T const**\*** beg**,** T const**\*** end**)**

**{**

// return type is traits of the element type

**using** AccT **=** typename AccumulationTraits**<**T**>::**AccT**;**

AccT total**{};** // assume this actually creates a zero value

**while (**beg **!=** end**) {**

total **+= \***beg**;**

**++**beg**;**

**}**

**return** total**;**

**}**

#endif //ACCUM\_HPP

此时程序的输出就和我们所预期一样了：

the average value of the integer values is 3

the average value of the characters in "templates" is 108

考虑到我们为算法加入了很好的检查机制，总体而言这些变化不算太大。而且，如果要将 accum()用于新的类型的话，只要对 AccumulationTraits 再进行一次显式的偏特化，就会得到一个 AccT。值得注意的是，我们可以为任意类型进行上述操作：基础类型，声明在其它库中的类型，以及其它诸如此类的类型。

* + 1. 值萃取（**Value Traits**）

到目前为止我们看到的萃取，代表的都是特定“主”类型的额外的类型信息。在本节我们将会看到，这一“额外的信息”并不仅限于类型信息。还可以将常量以及其它数值类和一个类型关联起来。

在最原始的 accum()模板中，我们使用默认构造函数对返回值进行了初始化，希望将其初始化为一个类似零（zero like）的值：

AccT total**{};** // assume this actually creates a zero value

…

**return** total**;**

很显然，这并不能保证一定会生成一个合适的初始值。因为 AccT 可能根本就没有默认构造

函数。

萃取可以再一次被用来救场。对于我们的例子，我们可以为 AccumulationTraits 添加一个新的值萃取（value trait，似乎翻译成值特性会更好一些）：

template**<**typename T**>** struct AccumulationTraits**;**

template**<>**

struct AccumulationTraits**<**char**> { using** AccT **=** int**;**

static AccT const zero **=** 0**;**

**};**

template**<>**

struct AccumulationTraits**<**short**> { using** AccT **=** int**;**

static AccT const zero **=** 0**;**

**};**

template**<>**

struct AccumulationTraits**<**int**> { using** AccT **=** long**;**

static AccT const zero **=** 0**;**

**};**

…

在这个例子中，新的萃取提供了一个可以在编译期间计算的，const 的zero 成员。此时，accum()的实现如下：

#ifndef ACCUM\_HPP #define ACCUM\_HPP

#include "accumtraits3.hpp" template**<**typename T**>**

auto accum **(**T const**\*** beg**,** T const**\*** end**)**

**{**

// return type is traits of the element type

**using** AccT **=** typename AccumulationTraits**<**T**>::**AccT**;**

AccT total **=** AccumulationTraits**<**T**>::**zero**;** // init total by trait value

**while (**beg **!=** end**) {**

total **+= \***beg**;**

**++**beg**;**

**}**

**return** total**;**

**}** #

ndif // ACCUM\_HPP

在上述代码中，存储求和结果的临时变量的初始化依然很直观：

AccT total **=** AccumulationTraits**<**T**>::**zero**;**

这一实现的一个不足之处是，C++只允许我们在类中对一个整形或者枚举类型的 static const

数据成员进行初始化。

Constexpr 的 static 数据成员会稍微好一些，允许我们对 float 类型以及其它字面值类型进行类内初始化：

template**<>**

struct AccumulationTraits**<**float**> { using** Acct **=** float**;**

static constexpr float zero **=** 0.0f**;**

**};**

但是无论是 const 还是 constexpr 都禁止对非字面值类型进行这一类初始化。比如，一个用户定义的任意精度的 BigInt 类型，可能就不是字面值类型，因为它可能会需要将一部分信息存储在堆上（这会阻碍其成为一个字面值类型），或者是因为我们所需要的构造函数不是 constexpr 的。下面这个实例化的例子就是错误的：

class BigInt **{**

BigInt**(**long long**);**

…

**};**

…

template**<>**

struct AccumulationTraits**<**BigInt**> { using** AccT **=** BigInt**;**

static constexpr BigInt zero **=** BigInt**{**0**};** // ERROR: not a literal type

构造函数不是 constexpr 的

**};**

一个比较直接的解决方案是，不再类中定义值萃取（只做声明）：

template**<>**

struct AccumulationTraits**<**BigInt**> { using** AccT **=** BigInt**;**

static BigInt const zero**;** // declaration only

**};**

然后在源文件中对其进行初始化，像下面这样：

BigInt const AccumulationTraits**<**BigInt**>::**zero **=** BigInt**{**0**};**

这样虽然可以工作，但是却有些麻烦（必须在两个地方同时修改代码），这样可能还会有些低效，因为编译期通常并不知晓在其它文件中的变量定义。

在 C++17 中，可以通过使用 inline 变量来解决这一问题：

template**<>**

struct AccumulationTraits**<**BigInt**> { using** AccT **=** BigInt**;**

inline static BigInt const zero **=** BigInt**{**0**};** // OK since C++17

**};**

在 C++17 之前的另一种解决办法是，对于那些不是总是生成整型值的值萃取，使用 inline 成员函数。同样的，如果成员函数返回的是字面值类型，可以将该函数声明为 constexpr 的。

比如，我们可以像下面这样重写 AccumulationTraits：

template**<**typename T**>** struct AccumulationTraits**;**

template**<>**

struct AccumulationTraits**<**char**> { using** AccT **=** int**;**

static constexpr AccT zero**() { return** 0**;**

**}**

**};**

template**<>**

struct AccumulationTraits**<**short**> { using** AccT **=** int**;**

static constexpr AccT zero**() { return** 0**;**

**}**

**};**

template**<>**

struct AccumulationTraits**<**int**> { using** AccT **=** long**;**

static constexpr AccT zero**() { return** 0**;**

**}**

**};**

template**<>**

struct AccumulationTraits**<**unsigned int**> { using** AccT **=** unsigned long**;**

static constexpr AccT zero**() { return** 0**;**

**}**

**};**

template**<>**

struct AccumulationTraits**<**float**> { using** AccT **=** double**;**

static constexpr AccT zero**() { return** 0**;**

**}**

**};**

…

然后针我们自定义的类型对这些萃取进行扩展：

template**<>**

struct AccumulationTraits**<**BigInt**> { using** AccT **=** BigInt**;**

static BigInt zero**() { return** BigInt**{**0**};**

**}**

**};**

在应用端，唯一的区别是函数的调用语法（不像访问一个 static 数据成员那么简洁）： AccT total **=** AccumulationTraits**<**T**>::**zero**();** // init total by trait function

很明显，萃取可以不只是类型。在我们的例子中，萃取可以是一种能够提供所有在调用 accum()时所需的调用参数的信息的技术。这是萃取这一概念的关键：萃取为泛型编程提供了一种配置（configure）具体元素（通常是类型）的手段。

### 参数化的萃取

在前面几节中，在 accum()里使用的萃取被称为固定的（fixed），这是因为一旦定义了解耦合萃取，在算法中它就不可以被替换。但是在某些情况下，这一类重写（overriding）行为却又是我们所期望的。比如，我们可能碰巧知道某一组 float 数值的和可以被安全地存储在一个 float 变量中，而这样做可能又会带来一些性能的提升。

为了解决这一问题，可以为萃取引入一个新的模板参数 AT，其默认值由萃取模板决定：

#ifndef ACCUM\_HPP #define ACCUM\_HPP

#include "accumtraits4.hpp"

template**<**typename T**,** typename AT **=** AccumulationTraits**<**T**>>**

auto accum **(**T const**\*** beg**,** T const**\*** end**)**

**{**

typename AT**::**AccT total **=** AT**::**zero**(); while (**beg **!=** end**) {**

total **+= \***beg**;**

**++**beg**;**

**}**

**return** total**;**

**}**

#endif //ACCUM\_HPP

采用这种方式，一部分用户可以忽略掉额外模板参数，而对于那些有着特殊需求的用户，他们可以指定一个新的类型来取代默认类型。但是可以推断，大部分的模板用户永远都不需要显式的提供第二个模板参数，因为我们可以为第一个模板参数的每一种（通过推断得到的）类型都配置一个合适的默认值。

## 萃取还是策略以及策略类（ Traits versus Policies and Policies Classes）

到目前为止我们并没有区分累积（accumulation）和求和（summation）。但是我们也可以相像其它种类的累积。比如，我们可以对一组数值求积。或者说，如果这些值是字符串的话，我们可以将它们连接起来。即使是求一个序列中最大值的问题，也可以转化成一个累积问题。在所有这些例子中，唯一需要变得的操作是 accum()中的 total += \*beg。我们可以称这一操作为累积操作的一个策略（policy）。

下面是一个在 accum()中引入这样一个策略的例子：

#ifndef ACCUM\_HPP #define ACCUM\_HPP

#include "accumtraits4.hpp" #include "sumpolicy1.hpp" template**<**typename T**,** typename Policy **=** SumPolicy**,**

typename Traits **=** AccumulationTraits**<**T**>>** auto accum **(**T const**\*** beg**,** T const**\*** end**)**

**{**

**using** AccT **=** typename Traits**::**AccT**;** AccT total **=** Traits**::**zero**();**

**while (**beg **!=** end**) {**

Policy**::**accumulate**(**total**, \***beg**);**

**++**beg**;**

**}**

**return** total**;**

**}**

#endif //ACCUM\_HPP

在这一版的 accum()中，SumPolicy 是一个策略类，也就是一个通过预先商定好的接口，为算法实现了一个或多个策略的类。SumPolicy 可以被实现成下面这样：

#ifndef SUMPOLICY\_HPP #define SUMPOLICY\_HPP class SumPolicy **{** public**:**

template**<**typename T1**,** typename T2**>**

static void accumulate **(**T1**&** total**,** T2 const**&** value**) {**

total **+=** value**;**

**}**

**};**

#endif //SUMPOLICY\_HPP

如果提供一个不同的策略对数值进行累积的话，我们可以计算完全不同的事情。比如考虑下面这个程序，它试图计算一组数值的乘积：

#include "accum6.hpp" #include <iostream> class MultPolicy **{**

public**:**

template**<**typename T1**,** typename T2**>**

static void accumulate **(**T1**&** total**,** T2 const**&** value**) {**

total **\*=** value**;**

**}**

**};**

int main**()**

**{**

// create array of 5 integer values int num**[] = {** 1**,** 2**,** 3**,** 4**,** 5 **};**

// print product of all values

std**::**cout **<<** "the product of the integer values is " **<<**

accum**<**int**,**MultPolicy**>(**num**,** num**+**5**) <<** ’\n’**;**

**}**

但是这个程序的输出却和我们所期望的有所不同：

the product of the integer values is 0

问题出在我们对初始值的选取：虽然 0 能很好的满足求和的需求，但是却不适用于求乘积（初始值 0 会让乘积的结果也是 0）。这说明不同的萃取和策略可能会相互影响，也恰好强调了仔细设计模板的重要性。

在这种情况下，我们可能会认识到，累积循环的初始值应该是累计策略的一部分。这个策略可以使用也可以不使用其 zero()萃取。其它一些方法也应该被记住：不是所有的事情都要用萃取和策略才能够解决的。比如，C++标准库中的 std::accumulate()就将其初始值当作了第三个参数。

* + 1. 萃取和策略：有什么区别？（**Traits and Policies: What’s the Difference?**）

可以设计一个合适的例子来证明策略只是萃取的一个特例。相反地，也可以认为萃取只是编码了一个特定的策略。

新的精简牛津词典（The New Shorter Oxford English Dictionary）有如下表述：

* + - * 萃取 ... 一个为物体所特有的属性（a distinctive feature characterizing a thing）。
      * 策略 ... 任何被作为有益因素或者权宜之计而采取的行动（any course of action adopted as advantageous or expedient）。

基于此，我们倾向于对策略类这一名词的使用做如下限制：它们应该是一些编码了某种与其它模板参数大致独立的行为的类。这和 Alexandrescu 在 Modern C++ Design 中的表述是一致的：

##### 策略和萃取有很多相似之处，只是它们更侧重于行为，而不是类型。

引入了萃取技术的 Nathan Myers 则建议使用如下更为开放的定义：

##### 萃取类：一个用来代替模板参数的类。作为一个类，它整合了有用的类型和常量；作为一 个模板，它为实现一个可以解决所有软件问题的“额外的中间层”提供了方法。

总体而言，我们更倾向于使用如下（稍微模糊的）定义：

* + - * 萃取代表的是一个模板参数的本质的、额外的属性。
      * 策略代表的是泛型函数和类型（通常都有其常用地默认值）的可以配置的行为。

为了进一步阐明两者之间可能的差异，我们列出了如下和萃取有关的观察结果：

* + - * 萃取在被当作固定萃取（fixed traits）的时候会比较有用（比如，当其不是被作为模板参数传递的时候）。
      * 萃取参数通常都有很直观的默认参数（很少被重写，或者简单的说是不能被重写）。
      * 萃取参数倾向于紧密的依赖于一个或者多个主模板参数。
      * 萃取在大多数情况下会将类型和常量结合在一起，而不是成员函数。
      * 萃取倾向于被汇集在萃取模板中。

对于策略类，我们有如下观察结果：

* + - * 策略类如果不是被作为模板参数传递的话，那么其作用会很微弱。
      * 策略参数不需要有默认值，它们通常是被显式指定的（虽有有些泛型组件通常会使用默认策略）。
      * 策略参数通常是和其它模板参数无关的。
      * 策略类通常会包含成员函数。
      * 策略可以被包含在简单类或者类模板中。

但是，两者之间并没有一个清晰的界限。比如，C++标准库中的字符萃取就定义了一些函数行为（比如比较，移动和查找字符）。通过替换这些萃取，我们定义一个大小写敏感的字符类型，同时又可以保留相同的字符类型。因此，虽然它们被称为萃取，但是它们的一些属性和策略确实有联系的。

* + 1. 成员模板还是模板模板参数？（**Member Templates versus Template Template Parameters**）

为了实现累积策略（accumulation policy），我们选择将 SumPolicy 和 MultPolicy 实现为有成 员模板的常规类。另一种使用类模板设计策略类接口的方式，此时就可以被当作模板模板参数使用（template template arguments，参见第 5.7 节和第 12.2.3 节）。比如，我们可以将 SumPolicy 重写为如下模板：

#ifndef SUMPOLICY\_HPP #define SUMPOLICY\_HPP

template**<**typename T1**,** typename T2**>** class SumPolicy **{**

public**:**

static void accumulate **(**T1**&** total**,** T2 const**&** value**) {**

total **+=** value**;**

**}**

**};**

#endif //SUMPOLICY\_HPP

此时就可以调整 Accum，让其使用一个模板模板参数： #ifndef ACCUM\_HPP#define ACCUM\_HPP #include "accumtraits4.hpp"

#include "sumpolicy2.hpp" template**<**typename T**,**

template**<**typename**,**typename**>** class Policy **=** SumPolicy**,** typename Traits **=** AccumulationTraits**<**T**>>**

auto accum **(**T const**\*** beg**,** T const**\*** end**)**

**{**

**using** AccT **=** typename Traits**::**AccT**;** AccT total **=** Traits**::**zero**();**

**while (**beg **!=** end**) {**

Policy**<**AccT**,**T**>::**accumulate**(**total**, \***beg**);**

**++**beg**;**

**}**

**return** total**;**

**}**

#endif//ACCUM\_HPP

相同的转化也可以被用于萃取参数。（这一主题的其它变体也是有可能的：比如，相比于显式的将 Acct 的类型传递给策略类型，传递累积萃取并通过策略从萃取参数中获取类型，可能会更有优势一些。）

通过模板模板参数访问策略类的主要优势是，让一个策略类通过一个依赖于模板参数的类型携带一些状态信息会更容易一些（比如 static 数据成员）。（在我们的第一个方法中，static数据成员必须要被嵌入到一个成员类模板中。）

但是，模板模板参数方法的一个缺点是，策略类必须被实现为模板，而且模板参数必须和我们的接口所定义的参数一样。这可能会使萃取本身的表达相比于非模板类变得更繁琐，也更不自然。

* + 1. 结合多个策略以及**/**或者萃取（**Combining Multiple Policies and/or Traits**）

正如我们的实现所展现的那样，萃取以及策略并不会完全摒除多模板参数的情况。但是，它们确实将萃取和模板的数量降低到了易于管理的水平。然后就有了一个很有意思的问题，该如何给这些模板参数排序？

一个简单的策略是，根据参数默认值被选择的可能型进行递增排序（也就是说，越是有可能使用一个参数的默认值，就将其排的越靠后）。比如说，萃取参数通常要在策略参数后面，因为在客户代码中，策略更可能被重写。（善于观察的读者应该已经在我们的代码中发现了这一规律。）

如果我们不介意增加代码的复杂性的话，还有一种可以按照任意顺序指定非默认参数的方法。具体请参见第 21.4 节。

* + 1. 通过普通迭代器实现累积（**Accumulation with General Iterators**）

在结束萃取和策略的介绍之前，最好再看下另一个版本的 accum()的实现，在该实现中添加了处理泛化迭代器的能力（不再只是简单的指针），这是为了支持工业级的泛型组件。有意思的是，我们依然可以用指针来调用这一实现，因为 C++标准库提供了迭代器萃取。此时我们就可以像下面这样定义我们最初版本的 accum()了（请暂时忽略后面的优化）：

#ifndef ACCUM\_HPP #define ACCUM\_HPP

#include <iterator> template**<**typename Iter**>**

auto accum **(**Iter start**,** Iter end**)**

**{**

**using** VT **=** typename std**::**iterator\_traits**<**Iter**>::**value\_type**;** VT total**{};** // assume this actually creates a zero value **while (**start **!=** end**) {**

total **+= \***start**;**

**++**start**;**

**}**

**return** total**;**

**}**

#endif //ACCUM\_HPP

这里的 std::iterator\_traits 包含了所有迭代器相关的属性。由于存在一个针对指针的偏特化，这些萃取可以很方便的被用于任意常规的指针类型。标准库对这一特性的支持可能会像下面这样：

**namespace** std **{**

template**<**typename T**>**

struct iterator\_traits**<**T**\*> {**

**using** difference\_type **=** ptrdiff\_t**; using** value\_type **=** T**;**

**using** pointer **=** T**\*; using** reference **=** T**&;**

**using** iterator\_category **=** random\_access\_iterator\_tag **;**

**};**

**}**

但是，此时并没有一个适用于迭代器所指向的数值的累积的类型；因此我们依然需要设计自己的 AccumulationTraits。

## 类型函数（Type Function）

最初的示例说明我们可以基于类型定义行为。传统上我们在 C 和 C++里定义的函数可以被更明确的称为值函数（value functions）：它们接收一些值作为参数并返回一个值作为结果。对于模板，我们还可以定义类型函数（type functions）：它们接收一些类型作为参数并返回一个类型或者常量作为结果。

一个很有用的内置类型函数是 sizeof，它返回了一个代表了给定类型大小（单位是 byte）的常数。类模板依然可以被用作类型函数。此时类型函数的参数是模板参数，其结果被提取为成员类型或者成员常量。比如，sizeof 运算符可以被作为如下接口提供：

#include <cstddef> #include <iostream>

template**<**typename T**>** struct TypeSize **{**

static std**::**size\_t const value **= sizeof(**T**);**

**};**

int main**()**

**{**

std**::**cout **<<** "TypeSize<int>::value = " **<<** TypeSize**<**int**>::**value **<<** ’

\n’**;**

**}**

这看上去可能没有那么有用，因为我们已经有了一个内置的 sizeof 运算符，但是请注意此处的 TypeSize<T>是一个类型，它可以被作为类模板参数传递。或者说，TypeSize 是一个模板，也可以被作为模板模板参数传递。

在接下来的内容中，我们设计了一些更为通用的类型函数，可以按照上述方式将它们用作萃取类。

* + 1. 元素类型（**Element Type**）

假设我们有很多的容器模板，比如 std::vector<>和 std::list<>，也可以包含内置数组。我们希望得到这样一个类型函数，当给的一个容器类型时，它可以返回相应的元素类型。这可以通过偏特化实现：

#include <vector> #include <list> template**<**typename T**>**

struct ElementT**;** // primary template

template**<**typename T**>**

struct ElementT**<**std**::**vector**<**T**>> {** //partial specialization for std::vector

**using** Type **=** T**;**

**};**

template**<**typename T**>**

struct ElementT**<**std**::**list**<**T**>> {** //partial specialization for std::list

**using** Type **=** T**;**

**};**

…

template**<**typename T**,** std**::**size\_t N**>**

struct ElementT**<**T**[**N**]> {** //partial specialization for arrays of known

bounds

**using** Type **=** T**;**

**};**

template**<**typename T**>**

struct ElementT**<**T**[]> {** //partial specialization for arrays of unknown bounds

**using** Type **=** T**;**

**};**

…

注意此处我们应该为所有可能的数组类型提供偏特化（详见第 5.4 节）。我们可以想下面这样使用这些类型函数：

#include "elementtype.hpp" #include <vector>

#include <iostream> #include <typeinfo> template**<**typename T**>**

void printElementType **(**T const**&** c**)**

**{**

std**::**cout **<<** "Container of " **<<**

**typeid(**typename ElementT**<**T**>::**Type**).**name**() <<** " elements.\n"**;**

**}**

int main**()**

**{**

std**::**vector**<**bool**>** s**;** printElementType**(**s**);** int arr**[**42**];** printElementType**(**arr**);**

**}**

偏特化的使用使得我们可以在容器类型不知道具体类型函数存在的情况下去实现类型函数。但是在某些情况下，类型函数是和其所适用的类型一起被设计的，此时相关实现就可以被简化。比如，如果容器类型定义了 value\_type 成员类型（标准库容器都会这么做），我们就可以有如下实现：

template**<**typename C**>** struct ElementT **{**

**using** Type **=** typename C**::**value\_type**;**

**};**

这个实现可以是默认实现，它不会排除那些针对没有定义成员类型 value\_type 的容器的偏特

化实现。

虽然如此，我们依然建议为类模板的类型参数提供相应的成员类型定义，这样在泛型代码中就可以更容易的访问它们（和标准库容器的处理方式类似）。下面的代码体现了这一思想：

template**<**typename T1**,** typename T2**,** …**>**

class X **{**

public**:**

**using** … **=** T1**; using** … **=** T2**;**

…

**};**

那么类型函数的作用体现在什么地方呢？它允许我们根据容器类型参数化一个模板，但是又不需要提供代表了元素类型和其它特性的参数。比如，相比于使用

template**<**typename T**,** typename C**>** T sumOfElements **(**C const**&** c**);**

这一需要显式指定元素类型的模板（sumOfElements<int> list），我们可以定义这样一个模板：

template**<**typename C**>**

typename ElementT**<**C**>::**Type sumOfElements **(**C const**&** c**);**

其元素类型是通过类型函数得到的。

注意观察萃取是如何被实现为已有类型的扩充的；也就是说，我们甚至可以为基本类型和封闭库的类型定义类型函数。

在上述情况下，ElementT 被称为萃取类，因为它被用来访问一个已有容器类型的萃取（通常而言，在这样一个类中可以有多个萃取）。因此萃取类的功能并不仅限于描述容器参数的特性，而是可以描述任意“主参数”的特性。

为了方便，我们可以伟类型函数创建一个别名模板。比如，我们可以引入：

template**<**typename T**>**

**using** ElementType **=** typename ElementT**<**T**>::**Type**;**

这可以让 sumOfEkements 的定义变得更加简单：

template**<**typename C**>**

ElementType**<**C**>** sumOfElements **(**C const**&** c**);**

* + 1. 转换萃取（**Transformation Traits**）

除了可以被用来访问主参数类型的某些特性，萃取还可以被用来做类型转换，比如为某个类型添加或移除引用、const 以及 volatile 限制符。

#### 删除引用

比如，我们可以实现一个 RemoveReferenceT 萃取，用它将引用类型转换成其底层对象或者函数的类型，对于非引用类型则保持不变：

template**<**typename T**>** struct RemoveReferenceT **{**

**using** Type **=** T**;**

**};**

template**<**typename T**>**

struct RemoveReferenceT**<**T**&> { using** Type **=** T**;**

**};**

template**<**typename T**>**

struct RemoveReferenceT**<**T**&&> { using** Type **=** T**;**

**};**

同样地，引入一个别名模板可以简化上述萃取的使用：

template**<**typename T**>**

**using** RemoveReference **=** typename RemoveReference**<**T**>::**Type**;**

当类型是通过一个有时会产生引用类型的构造器获得的时候，从一个类型中删除引用会很有意义，比如对于在第 15.6 节介绍的关于函数参数类型 T&&的特殊推断规则。

C++标准库提供了一个相应的 std::remove\_reference<>萃取，详见附录 D.4。

#### 添加引用

我们也可以给一个已有类型添加左值或者右值引用：

template**<**typename T**>**

struct AddLValueReferenceT **{ using** Type **=** T**&;**

**};**

template**<**typename T**>**

**using** AddLValueReference **=** typename AddLValueReferenceT**<**T**>::**Type**;**

template**<**typename T**>**

struct AddRValueReferenceT **{ using** Type **=** T**&&;**

**};**

template**<**typename T**>**

**using** AddRValueReference **=** typename AddRValueReferenceT**<**T**>::**Type**;**

引用折叠的规则在这一依然适用（参见第 15.6 节）。比如对于 AddLValueReference<int &&>，返回的类型是 int&，因为我们不需要对它们进行偏特化实现。

如果我们只实现 AddLValueReferenceT 和 AddRValueReferenceT，而又不对它们进行偏特化的话，最方便的别名模板可以被简化成下面这样：

template**<**typename T**>**

**using** AddLValueReferenceT **=** T**&;**

template**<**typename T**>**

**using** AddRValueReferenceT **=** T**&&;**

此时不通过类模板的实例化就可以对其进行实例化（因此称得上是一个轻量级过程）。但是这样做是由风险的，因此我们依然希望能够针对特殊的情况对这些模板进行特例化。比如，如果适用上述简化实现，那么我们就不能将其用于 void 类型。一些显式的特化实现可以被用来处理这些情况：

template**<>**

struct AddLValueReferenceT**<**void**> { using** Type **=** void**;**

**};**

template**<>**

struct AddLValueReferenceT**<**void const**> { using** Type **=** void const**;**

**};**

template**<>**

struct AddLValueReferenceT**<**void volatile**> { using** Type **=** void volatile**;**

**};**

template**<>**

struct AddLValueReferenceT**<**void const volatile**> { using** Type **=** void const volatile**;**

**};**

AddRValueReferenceT 的情况与之类似。

有了这些偏特化之后，上文中的别名模板必须被实现为类模板的形式（不能适用最简单的那种形式），这样才能保证相应的篇特换在需要的时候被正确选取（因为别名模板不能被特化）。

C++ 标 准 库 中 也 提 供 了 与 之 相 应 的 类 型 萃 取 ： std::add\_lvalue\_reference<> 和 std::add\_rvalue\_reference<>，在附录 D.4 中对它们有专门的介绍。该标准模板也包含了对 void类型的特化。

#### 移除限制符

转换萃取可以分解或者引入任意种类的复合类型，并不仅限于引用。比如，如果一个类型中存在 const 限制符，我们可以将其移除：

template**<**typename T**>** struct RemoveConstT **{**

**using** Type **=** T**;**

**};**

template**<**typename T**>**

struct RemoveConstT**<**T const**> { using** Type **=** T**;**

**};**

template**<**typename T**>**

**using** RemoveConst **=** typename RemoveConstT**<**T**>::**Type**;**

而且， 转换萃取可以是多功能的， 比如创建一个可以被用来移除 const 和 volatile 的

RemoveCVT 萃取：

#include "removeconst.hpp" #include "removevolatile.hpp" template**<**typename T**>**

struct RemoveCVT **:** RemoveConstT**<**typename RemoveVolatileT**<**T**>::**Type**>**

**{**

**};**

template**<**typename T**>**

**using** RemoveCV **=** typename RemoveCVT**<**T**>::**Type**;**

RemoveCVT 中有两个需要注意的地方。第一个需要注意的地方是， 它同时使用了 RemoveConstT 和相关的 RemoveVolitleT，首先移除类型中可能存在的 volatile，然后将得到了类型传递给RemoveConstT。第二个需要注意的地方是，它没有定义自己的和 RemoveConstT

。但是，即使是对于没有为所有输入都定义了元函数的情况，元函数转发也会很有用，在第 19.4 节中会进一步介绍这一技术。

中继承了 Type 成员。这里元函数转发被用来简单的减少 RemoveCVT 中的类型成员

中 Type 类似的成员，而是通过使用元函数转发（metafunction forwarding）从 RemoveConstT

RemoveCVT 的别名模板可以被进一步简化成：

template**<**typename T**>**

**using** RemoveCV **=** RemoveConst**<**RemoveVolatile**<**T**>>;**

同样地，这一简化只适用于 RemoveCVT 没有被特化的情况。但是和 AddLValueReference 以及 AddRValueReference 的情况不同的是，我们想不出一种对其进行特化的原因。

C++ 标准库也提供了与之对应的 std::remove\_volatile<> ， std::remove\_const<> ， 以及

std::remove\_cv<>。在附录 D.4 中有对它们的讨论。

#### 退化（Decay）

为了使对转换萃取的讨论变得更完整，我们接下来会实现一个模仿了按值传递参数时的类型转化行为的萃取。该类型转换继承自 C 语言，这意味着参数类型会发生退化（数组类型退化成指针类型，函数类型退化成指向函数的指针类型），而且会删除相应的顶层 const，volatile以及引用限制符（因为在解析一个函数调用时，会会忽略掉参数类型中的顶层限制符）。

下面的程序展现了按值传递的效果，它会打印出经过编译器退化之后的参数类型：

#include <iostream> #include <typeinfo> #include <type\_traits> template**<**typename T**>** void f**(**T**)**

**{}**

template**<**typename A**>**

void printParameterType**(**void **(\*)(**A**))**

**{**

std**::**cout **<<** "Parameter type: " **<< typeid(**A**).**name**() <<** ’\n’**;** std**::**cout **<<** "- is int: " **<<**std**::**is\_same**<**A**,**int**>::**value **<<** ’\n’**;** std**::**cout **<<** "- is const: " **<<**std**::**is\_const**<**A**>::**value **<<** ’\n’**;** std**::**cout **<<** "- is pointer: " **<<**std**::**is\_pointer**<**A**>::**value **<<** ’\n’**;**

**}**

int main**()**

**{**

printParameterType**(&**f**<**int**>);** printParameterType**(&**f**<**int const**>);** printParameterType**(&**f**<**int**[**7**]>);** printParameterType**(&**f**<**int**(**int**)>);**

**}**

在程序的输出中，除了 int 参数保持不变外，其余 int const，int[7]，以及 int(int)参数分别退化成了 int，int\*，以及 int(\*)(int)。

我们可以实现一个与之功能类似的萃取。为了和 C++标准库中的 std::decay 保持匹配，我们称之为 DecayT。它的实现结合了上文中介绍的多种技术。首先我们对非数组、非函数的情况进行定义，该情况只需要删除 const 和 volatile 限制符即可：

template**<**typename T**>**

struct DecayT **:** RemoveCVT**<**T**>**

**{**

**};**

然后我们处理数组到指针的退化，这需要用偏特化来处理所有的数组类型（有界和无界数组）：

template**<**typename T**>** struct DecayT**<**T**[]> { using** Type **=** T**\*;**

**};**

template**<**typename T**,** std**::**size\_t N**>** struct DecayT**<**T**[**N**]> {**

**using** Type **=** T**\*;**

**};**

最后来处理函数到指针的退化，这需要应对所有的函数类型，不管是什么返回类型以及有多数参数。为此，我们适用了变参模板：

template**<**typename R**,** typename… Args**>** struct DecayT**<**R**(**Args…**)> {**

**using** Type **=** R **(\*)(**Args…**);**

**};**

template**<**typename R**,** typename… Args**>** struct DecayT**<**R**(**Args…**,** …**)> {**

**using** Type **=** R **(\*)(**Args…**,** …**);**

**};**

注意，上面第二个偏特化可以匹配任意使用了 C-style 可变参数的函数。下面的例子展示了

DecayT 主模板以及其全部四种偏特化的使用：

#include <iostream> #include <typeinfo> #include <type\_traits> #include "decay.hpp" template**<**typename T**>** void printDecayedType**()**

**{**

**using** A **=** typename DecayT**<**T**>::**Type**;**

std**::**cout **<<** "Parameter type: " **<< typeid(**A**).**name**() <<** ’\n’**;** std**::**cout **<<** "- is int: " **<<** std**::**is\_same**<**A**,**int**>::**value **<<** ’\n’**;** std**::**cout **<<** "- is const: " **<<** std**::**is\_const**<**A**>::**value **<<** ’\n’**;** std**::**cout **<<** "- is pointer: " **<<** std**::**is\_pointer**<**A**>::**value **<<** ’\n’**;**

**}**

int main**()**

**{**

printDecayedType**<**int**>();** printDecayedType**<**int const**>();** printDecayedType**<**int**[**7**]>();** printDecayedType**<**int**(**int**)>();**

**}**

和往常一样，我们也提供了一个很方便的别名模板：

template typename T**>**

**using** Decay **=** typename DecayT**<**T**>::**Type**;**

C++标准库也提供了相应的类型萃取 std::decay<>，在附录 D.4 中有相应的介绍。

* + 1. 预测型萃取（**Predicate Traits**）

到目前为止，我们学习并开发了适用于单个类型的类型函数：给定一个类型，产生另一些相关的类型或者常量。但是通常而言，也可以设计基于多个参数的类型函数。这同样会引出另外一种特殊的类型萃取--类型预测（产生一个 bool 数值的类型函数）。

#### IsSameT

IsSameT 将判断两个类型是否相同： template**<**typename T1**,** typename T2**>** struct IsSameT **{**

static constexpr bool value **= false;**

**};**

template**<**typename T**>** struct IsSameT**<**T**,** T**> {**

static constexpr bool value **= true;**

**};**

这里的主模板说明通常我们传递进来的两个类型是不同的，因此其 value 成员是 false。但是，通过使用偏特化，当遇到传递进来的两个相同类型的特殊情况，value 成员就是 true 的。

比如，如下表达式会判断传递进来的模板参数是否是整型：

**if (**IsSameT**<**T**,** int**>::**value**)** …

对于产生一个常量的萃取，我们没法为之定义一个别名模板，但是可以为之定义一个扮演可相同角色的 constexpr 的变量模板：

template**<**typename T1**,** typename T2**>**

constexpr bool isSame **=** IsSameT**<**T1**,** T2**>::**value**;**

C++标准库提供了与之相应的 std::is\_same<>，在附录 D.3.3 中有相应的介绍。

#### true\_type 和false\_type

通过为可能的输出结果 true 和 false 提供不同的类型，我们可以大大的提高对 IsSameT 的定义。事实上，如果我们声明一个 BoolConstant 模板以及两个可能的实例TrueType 和FalseType：

template**<**bool val**>** struct BoolConstant **{**

**using** Type **=** BoolConstant**<**val**>;** static constexpr bool value **=** val**;**

**};**

**using** TrueType **=** BoolConstant**<true>; using** FalseType **=** BoolConstant**<false>;**

就可以基于两个类型是否匹配，让相应的 IsSameT 分别继承自 TrueType 和 FalseType:

#include "boolconstant.hpp" template**<**typename T1**,** typename T2**>** struct IsSameT **:** FalseType**{};**

template**<**typename T**>**

struct IsSameT**<**T**,** T**> :** TrueType**{};**

现在 IsSameT<T, int>的返回类型会被隐式的转换成其基类 TrueType 或者 FalseType，这样就不仅提供了相应的 value 成员，还允许在编译期间将相应的需求派发到对应的函数实现或者类模板的偏特化上。比如：

#include "issame.hpp" #include <iostream> template**<**typename T**>**

void fooImpl**(**T**,** TrueType**)**

**{**

std**::**cout **<<** "fooImpl(T,true) for int called\n"**;**

**}**

template**<**typename T**>**

void fooImpl**(**T**,** FalseType**)**

**{**

std**::**cout **<<** "fooImpl(T,false) for other type called\n"**;**

**}**

template**<**typename T**>** void foo**(**T t**)**

**{**

fooImpl**(**t**,** IsSameT**<**T**,**int**>{});** // choose impl. depending on whether T is int

**}**

int main**()**

**{**

foo**(**42**);** // calls fooImpl(42, TrueType) foo**(**7.7**);** // calls fooImpl(42, FalseType)

**}**

这一技术被称为标记派发（tag dispatching），在第 20.2 节有相关介绍。

注意在 BoolConstant 的实现中还有一个 Type 成员，这样就可以通过它为 IsSameT 引入一个别名模板：

template**<**typename T**>**

**using** isSame **=** typename IsSameT**<**T**>::**Type**;**

这里的别名模板可以和之前的变量模板 isSame 并存。

通常而言，产生 bool 值的萃取都应该通过从诸如 TrueType 和 FalseType 的类型进行派生来支

。但是为了尽可能的进行泛化，应该只有一个类型代表 true，也应该只有一个类型代表 false，而不是让每一个泛型库都为 bool 型常量定义它自己的类型。

持标记派发

幸运的是，从 C++11 开始 C++ 标准库在<type\_traits>中提供了相应的类型：std::true\_type 和

std::false\_type。在 C++11 和 C++14 中其定义如下：

**namespace** std **{**

**using** true\_type **=** integral\_constant**<**bool**, true>; using** false\_type **=** integral\_constant**<**bool**, false>;**

**}**

在 C++17 中，其定义如下：

**namespace** std **{**

**using** true\_type **=** bool\_constant**<true>;**

**using** false\_type **=** bool\_constant**<false>;**

**}**

其中 bool\_constant 的定义如下：

**namespace** std **{**

template**<**bool B**>**

**using** bool\_constant **=** integral\_constant**<**bool**,** B**>;**

**}**

更多细节请参见附录 D1.1。

由于这一原因，在本书接下来的部分，我们将直接使用 std::true\_type 和 std::false\_type，尤其是在定义类型预测的时候。

* + 1. 返回结果类型萃取（**Result Type Traits**）

另一个可以被用来处理多个类型的类型函数的例子是返回值类型萃取。在编写操作符模板的时候它们会很有用。为了引出这一概念，我们来写一个可以对两个 Array 容器求和的函数模板：

template**<**typename T**>**

Array**<**T**> operator+ (**Array**<**T**>** const**&,** Array**<**T**>** const**&);**

这看上去很好，但是由于语言本身允许我们对一个 char 型数值和一个整形数值求和，我们自然也很希望能够对 Array 也执行这种混合类型（mixed-type）的操作。这样我们就要处理该如何决定相关模板的返回值的问题：

template**<**typename T1**,** typename T2**>**

Array**<???> operator+ (**Array**<**T1**>** const**&,** Array**<**T2**>** const**&);**

除了在第 1.3 节介绍的各种方法外，里一个可以解决上述问题的方式就是返回值类型模板：

template**<**typename T1**,** typename T2**>** Array**<**typename PlusResultT**<**T1**,** T2**>::**Type**> operator+ (**Array**<**T1**>** const**&,** Array**<**T2**>** const**&);**

如果有便捷别名模板可用的话，还可以将其写称这样： template**<**typename T1**,** typename T2**>** Array**<**PlusResult**<**T1**,** T2**>>**

**operator+ (**Array**<**T1**>** const**&,** Array**<**T2**>** const**&);**

其中的 PlusResultT 萃取会自行判断通过+操作符对两种类型（可能是不同类型）的数值求和所得到的类型：

template**<**typename T1**,** typename T2**>** struct PlusResultT **{**

**using** Type **=** decltype**(**T1**() +** T2**());**

**};**

template**<**typename T1**,** typename T2**>**

**using** PlusResult **=** typename PlusResultT**<**T1**,** T2**>::**Type**;**

这一萃取模板通过使用 decltype 来计算表达式 T1()+T2()的类型，将决定结果类型这一艰巨的工作（包括处理类型增进规则（promotion rules）和运算符重载）留给了编译器。

但是对于我们的例子而言，decltype 却保留了过多的信息（参见第 15.10.2 节中关于 decltype行为的介绍）。比如，我们的 PlusResultT 可能会返回一个引用类型，但是我们的 Array 模板却很可能不是为引用类型设计的。更为实际的例子是，重载的operator+可能会返回一个const类型的数值：

class Integer **{** … **};**

Integer const **operator+ (**Integer const**&,** Integer const**&);**

对两个 Array<Integer>的值进行求和却得到了一个存储了 Integer const 数值的 Array，这很可能不是我们所期望的结果。事实上我们所期望的是将返回值类型中的引用和限制符移除之后所得到的类型，正如我们在上一小节所讨论的那样：

template**<**typename T1**,** typename T2**>** Array**<**RemoveCV**<**RemoveReference**<**PlusResult**<**T1**,** T2**>>>> operator+ (**Array**<**T1**>** const**&,** Array**<**T2**>** const**&);**

这一萃取的嵌套形式在模板库中很常见，在元编程中也经常被用到。元编程的内容会在第 23 章进行介绍。（便捷别名模板在这一类多层级嵌套中会很有用。如果没有它的话，我们就必须为每一级嵌套都增加一个 typename 和一个::Type。）

到目前为止，数组的求和运算符可以正确地计算出对两个元素类型可能不同的 Array 进行求和的结果类型。但是上述形式的 PlusResultT 却对元素类型 T1 和 T2 施加了一个我们所不期望的限制：由于表达式 T1() + T2()试图对类型 T1 和 T2 的数值进行值初始化，这两个类型必须要有可访问的、未被删除的默认构造函数（或者是非 class 类型）。Array 类本身可能并没有要求其元素类型可以被进行值初始化，因此这是一个额外的、不必要的限制。

#### declval

好在我们可以很简单的在不需要构造函数的情况下计算+表达式的值，方法就是使用一个可以为一个给定类型 T 生成数值的函数。为了这一目的，C++标准提供了 std::declval<>，在第

11.2.3 节有对其进行介绍。在<utility>中其定义如下：

**namespace** std **{**

template**<**typename T**>** add\_rvalue\_reference\_t**<**T**>** declval**()** noexcept**;**

**}**

表达式 declval<>可以在不需要使用默认构造函数（或者其它任意操作）的情况下为类型 T

生成一个值。

该函数模板被故意设计成未定义的状态，因为我们只希望它被用于 decltype，sizeof 或者其它不需要相关定义的上下文中。它有两个很有意思的属性：

* 对于可引用的类型，其返回类型总是相关类型的右值引用，这能够使 declval 适用于那些不能够正常从函数返回的类型，比如抽象类的类型（包含纯虚函数的类型）或者数组类型。因此当被用作表达式时，从类型 T 到 T&&的转换对 declval<T>()的行为是没有影响的：其结果都是右值（如果 T 是对象类型的话），对于右值引用，其结果之所以不会变是因为存在引用塌缩（参见第 15.6 节）。
* 在 noexcept 异常规则中提到，一个表达式不会因为使用了 declval 而被认成是会抛出异常的。当 declval 被用在noexcept 运算符上下文中时，这一特性会很有帮助（参见第 19.7.2节）。

有了 declval，我们就可以不用在 PlusResultT 中使用值初始化了：

#include <utility> template**<**typename T1**,** typename T2**>** struct PlusResultT **{**

**using** Type **=** decltype**(**std**::**declval**<**T1**>() +** std**::**declval**<**T2**>());**

**};**

template**<**typename T1**,** typename T2**>**

**using** PlusResult **=** typename PlusResultT**<**T1**,** T2**>::**Type**;**

返回值类型萃取提供了一种从特定操作中获取准确的返回值类型的方式，在确定函数模板的返回值的类型的时候，它会很有用。

## 基于 SFINAE 的萃取（SFINAE-Based Traits）

SFINAE（参见第 8.4 节和第 15.7 节）会将在模板参数推断过程中，构造无效类型和表达式的潜在错误（会导致程序出现语法错误）转换成简单的推断错误，这样就允许重载解析继续在其它待选项中间做选择。虽然 SFINAE 最开始是被用来避免与函数模板重载相关的伪错误，我们也可以用它在编译期间判断特定类型和表达式的有效性。比如我们可以通过萃取来判断一个类型是否有某个特定的成员，是否支持某个特定的操作，或者该类型本身是不是一个类。

基于 SFINAE 的两个主要技术是：用 SFINAE 排除某些重载函数，以及用 SFINAE 排除某些偏特化。

* + 1. 用 **SFINAE** 排除某些重载函数

我们触及到的第一个基于 SFINAE 的例子是将 SFINAE 用于函数重载，以判断一个类型是否是

默认可构造的，对于可以默认构造的类型，就可以不通过值初始化来创建对象。也就是说，对于类型 T，诸如 T()的表达式必须是有效的。

一个基础的实现可能会像下面这样： #include "issame.hpp" template**<**typename T**>**

struct IsDefaultConstructibleT **{**

private**:**

// test() trying substitute call of a default constructor for

//T passed as U :

template**<**typename U**,** typename **=** decltype**(**U**())>** static char test**(**void**\*);**// test() fallback:

template**<**typename**>** static long test**(**…**);**

public**:**

static constexpr bool value **=**

IsSameT**<**decltype**(**test**<**T**>(nullptr)),** char**>::**value**;**

**};**

通过函数重载实现一个基于 SFINAE 的萃取的常规方式是声明两个返回值类型不同的同名

（test()）重载函数模板：

template**<**…**>** static char test**(**void**\*);** template**<**…**>** static long test**(**…**);**

第一个重载函数只有在所需的检查成功时才会被匹配到（后文会讨论其实现方式）。第二个重载函数是用来应急的：它会匹配任意调用，但是由于它是通过”...”（省略号）进行匹配的，因此其它任何匹配的优先级都比它高（参见附录 C.2）。

返回值 value 的具体值取决于最终选择了哪一个 test 函数：

static constexpr bool value

**=** IsSameT**<**decltype**(**test**<**…**>(nullptr)),** char**>::**value**;**

如果选择的是第一个 test()函数，由于其返回值类型是 char，value 会被初始化伟 isSame<char, char>，也就是 true。否则，value 会被初始化伟 isSame<long, char>，也就是 false。

现在，到了该处理我们所需要检测的属性的时候了。目标是只有当我们所关心的测试条件被满足的时候，才可以使第一个 test()有效。在这个例子中，我们想要测试的条件是被传递进来的类型 T 是否是可以被默认构造的。为了实现这一目的，我们将 T 传递给 U，并给第一个 test()声明增加一个无名的（dummy）模板参数，该模板参数被一个只有在这一转换有效的情况下才有效的构造函数进行初始化。在这个例子中，我们使用的是只有当存在隐式或者显式的默认构造函数 U()时才有效的表达式。我们对 U()的结果施加了 deltype 操作，这样就可以用其结果初始化一个类型参数了。

第二个模板参数不可以被推断，因为我们不会为之传递任何参数。而且我们也不会为之提供显式的模板参数。因此，它只会被替换，如果替换失败，基于 SFINAE，相应的 test()声明会被丢弃掉，因此也就只有应急方案可以匹配相应的调用。

因此，我们可以像下面这样使用这一萃取：

IsDefaultConstructibleT**<**int**>::**value //yields true

struct S **{**

S**() = delete;**

**};**

IsDefaultConstructibleT**<**S**>::**value //yields false

但是需要注意，我们不能在第一个 test()声明里直接使用模板参数 T：

template**<**typename T**>**

struct IsDefaultConstructibleT **{**

private**:**

// ERROR: test() uses T directly: template**<**typename**,** typename **=** decltype**(**T**())>** static char test**(**void**\*);**

// test() fallback: template**<**typename**>** static long test**(**…**);**

public**:**

static constexpr bool value

**=** IsSameT**<**decltype**(**test**<**T**>(nullptr)),** char**>::**value**;**

**};**

。通过将类模板的模板参数 T 传递给函数模板的参数 U，我们就只为第二个 test()的重载创建了特定的 SFINAE 上下文。

个 test()

但是这样做并不可以，因为对于任意的 T，所有模板参数为 T 的成员函数都会被执行模板参数替换，因此对一个不可以默认构造的类型，这些代码会遇到编译错误，而不是忽略掉第一

#### 另一种基于 SFINAE 的萃取的实现策略

远在 1998 年发布第一版 C++标准之前，基于 SFINAE 的萃取的实现就已经成为了可能。该方 法的核心一致都是实现两个返回值类型不同的重载函数模板：

template**<**…**>** static char test**(**void**\*);** template**<**…**>** static long test**(**…**);**

但是，在最早的实现技术中，会基于返回值类型的大小来判断使用了哪一个重载函数（也会用到 0 和 enum，因为在当时 nullptr 和 constexpr 还没有被引入）：

enum **{** value **= sizeof(**test**<**…**>(**0**)) ==** 1 **};**

在某些平台上，sizeof(char)的值可能会等于 sizeof(long)的值。比如，在数字信号处理器（digital signal processors，DSP）或者旧的 Cray 机器上，所有内部的基础类型的大小都可以相同。比如根据定义 sizeof(char) == 1，但是在这些机器上，sizeof(long)，甚至是 sizeof(long long)的值也都是 1。

基于此，我们希望能够确保 test()的返回值类型在所有的平台上都有不同的值。比如，在定义了：

**using** Size1T **=** char**;**

**using** Size2T **=** struct **{** char a**[**2**]; };**

或者：

**using** Size1T **=** char**(&)[**1**]; using** Size2T **=** char**(&)[**2**];**

之后，可以像下面这样定义 test()的两个重载版本：

template**<**…**>** static Size1T test**(**void**\*);** // checking test() template**<**…**>** static Size2T test**(**…**);** // fallback

这样，我们要么返回 Size1T，其大小为 1，要么返回 Size2T，在所有的平台上其值都至少是 2。

使用了上述某一种方式的代码目前依然很常见。

但是要注意，传递给 test()的调用参数的类型并不重要。我们所要保证的是被传递的参数和所期望的类型能够匹配。比如，可以将其定义成能够接受整型常量 42 的形式：

template**<**…**>** static Size1T test**(**int**);** // checking test() template**<**…**>** static Size2T test**(**…**);** // fallback

…

enum **{** value **= sizeof(**test**<**…**>(**42**)) ==** 1 **};**

#### 将基于SFINAE 的萃取变参预测型萃取

正如在第 19.3.3 节介绍的那样，返回 bool 值的萃取，应该返回一个继承自 std::true\_type 或者 std::false\_type 的值。使用这一方式，同样可以解决在某些平台上 sizeof(char) == sizeof(long)的问题。

为了这一目的，我们需要间接定义一个 IsDefaultConstructibleT。该萃取本身需要继承自一个辅助类的 Type 成员，该辅助类会返回所需的基类。幸运的是，我们可以简单地将 test()的返回值类型用作对应的基类：

template**<**…**>** static std**::**true\_type test**(**void**\*);** // checking test()

template**<**…**>** static std**::**false\_type test**(**…**);** // fallback

然后可以将基类的 Type 成员声明为：

**using** Type **=** decltype**(**test**<**FROM**>(nullptr));**

此时我们也不再需要使用 IsSameT 萃取了。

优化之后，完整的 IsDefaultConstructibleT 的实现如下：

#include <type\_traits> template**<**typename T**>**

struct IsDefaultConstructibleHelper **{**

private**:**

// test() trying substitute call of a default constructor for T passed as U**:**

template**<**typename U**,** typename **=** decltype**(**U**())>** static std**::**true\_type test**(**void**\*);**

// test() fallback: template**<**typename**>**

static std**::**false\_type test**(**…**);**

public**:**

**using** Type **=** decltype**(**test**<**T**>(nullptr));**

**};**

template**<**typename T**>**

struct IsDefaultConstructibleT **:**

IsDefaultConstructibleHelper**<**T**>::**Type **{**

**};**

现在，如果第一个 test()函数模板是有效的话，那么它就将是被选择的重载函数，因此成员 IsDefaultConstructibleHelper::Type 会被其返回值类型 std::true\_type 初始化。这样的话 IsConvertibleT<>就会继承自 std::true\_type。

如 果 第 一 个 test() 函 数 模 板 是 无 效 的 话 ， 那 么 它 就 会 被 SFINAE 剔 除 掉 ， IsDefaultConstructibleHelper::Type 也就会被应急 test() 的返回值类型初始化， 也就是 std::false\_type。这样的话 IsConvertibleT<>就会继承自 std::false\_type。

* + 1. 用 **SFINAE** 排除偏特化

另一种实现基于 SFINAE 的萃取的方式会用到偏特化。这里，我们同样可以使用上文中用来判断类型 T 是否是可以被默认初始化的例子：

#include "issame.hpp"

#include <type\_traits> //defines true\_type and false\_type

// 别名模板，helper to ignore any number of template parameters: template**<**typename …**> using** VoidT **=** void**;**

// primary template:

template**<**typename**,** typename **=** VoidT**<>>**

struct IsDefaultConstructibleT **:** std**::**false\_type

**{ };**

// partial specialization (may be SFINAE’d away): template**<**typename T**>**

struct IsDefaultConstructibleT**<**T**,** VoidT**<**decltype**(**T**())>> :**

std**::**true\_type

**{ }**

**;**

和上文中优化之后的 IsDefaultConstructibleT 预测萃取类似，我们让适用于一般情况的版本继承自 std::false\_type，因为默认情况下一个类型没有 size\_type 成员。

此处一个比较有意思的地方是，第二个模板参数的默认值被设定为一个辅助别名模板 VoidT。这使得我们能够定义各种使用了任意数量的编译期类型构造的偏特化

针对我们的例子，只需要一个类型构造：

decltype**(**T**())**

这样就可以检测类型 T 是否是可以被默认初始化的。如果对于某个特定的类型 T，其默认构造函数是无效的，此时 SIFINEAE 就是使该偏特化被丢弃掉，并最终使用主模板。否则该偏特化就是有效的，并且会被选用。

在 C++17 中，C++标准库引入了与 VoidT 对应的类型萃取 std::void\_t<>。在 C++17 之前，向上面那样定义我们自己的 std::void\_t 是很有用的，甚至可以将其定义在 std 命名空间里：

#include <type\_traits> #ifndef cpp\_lib\_void\_t **namespace** std **{**

template**<**typename…**> using** void\_t **=** void**;**

**}**

#endif

从 C++14 开始，C++标准委员会建议通过定义预先达成一致的特征宏（feature macros）来标识那些标准库的内容以及被实现了。这并不是标准的强制性要求，但是实现者通常都会遵守这一建议，以为其用户提供方便。 cpp\_lib\_void\_t 就是被建议用来标识在一个库中是否实现了 std::void\_t 的宏，所以在上面的 code 中我们将其用于了条件判断。

很显然，这一定义类型萃取的方法看上去要比之前介绍的使用了函数模板重载的方法精简的多。但是该方法要求要能够将相应的条件放进模板参数的声明中。而使用了函数重载的类模

板则使得我们能够使用额外的辅助函数或者辅助类。

## 将泛型 Lambdas 用于 SFINAE（Using Generic Lambdas for SFINAE）

无论使用哪一种技术，在定义萃取的时候总是需要用到一些样板代码：重载并调用两个 test()成员函数，或者实现多个偏特化。接下来我们会展示在 C++17 中，如何通过指定一个泛型 lambda 来做条件测试，将样板代码的数量最小化。

作为开始，先介绍一个用两个嵌套泛型 lambda 表达式构造的工具：

#include <utility>

// helper: checking validity of f (args…) for F f and Args… args: template**<**typename F**,** typename… Args**,**

typename **=** decltype**(**std**::**declval**<**F**>() (**std**::**declval**<**Args**&&>()**…**))>**

std**::**true\_type isValidImpl**(**void**\*);**

// fallback if helper SFINAE’d out: template**<**typename F**,** typename… Args**>** std**::**false\_type isValidImpl**(**…**);**

// define a lambda that takes a lambda f and returns whether calling f with args is valid

inline constexpr

auto isValid **= [](**auto f**) {**

**return [](**auto**&&**… args**) {**

**return** decltype**(**isValidImpl**<**decltype**(**f**),** decltype**(**args**)&&**…**>(nullptr)){};**

**};**

**};**

// helper template to represent a type as a value template**<**typename T**>**

struct TypeT **{**

**using** Type **=**T**;**

**};**

// helper to wrap a type as a value template**<**typename T**>**

constexpr auto type **=** TypeT**<**T**>{};**

// helper to unwrap a wrapped type in unevaluated contexts

template**<**typename T**>**

T valueT**(**TypeT**<**T**>);** // no definition needed

先从 isValid 的定义开始：它是一个类型为 lambda 闭包的 constexpr 变量。声明中必须要使用一个占位类型（placeholder type，代码中的 auto），因为 C++没有办法直接表达一个闭包类型。在 C++17 之前，lambda 表达式不能出现在const 表达式中，因此上述代码只有在 C++17中才有效。因为 isValid 是闭包类型的，因此它可以被调用，但是它被调用之后返回的依然是一个闭包类型，返回结果由内部的 lambda 表达式生成。

在深入讨论内部的 lambda 表达式之前，先来看一个 isValid 的典型用法：

constexpr auto isDefaultConstructible

**=** isValid**([](**auto x**) ->** decltype**((**void**)**decltype**(**valueT**(**x**))() {});**

我们已经知道 isDefaultConstructible 的类型是闭包类型，而且正如其名字所暗示的那样，它是一个可以被用来测试某个类型是不是可以被默认构造的函数对象。也就是说， isValid 是一个萃取工厂（traits factory）：它会为其参数生成萃取，并用生成的萃取对对象进行测试。

辅助变量模板 type 允许我们用一个值代表一个类型。对于通过这种方式获得的数值 x，我们可以通过使用 decltype(valueT(x))得到其原始类型，这也正是上面被传递给 isValid 的 lambda所做的事情。如果提取的类型不可以被默认构造，我们要么会得到一个编译错误，要么相关联的声明就会被 SFINAE 掉（得益于 isValid 的具体定义，我们代码中所对应的情况是后者）。

可以像下面这样使用 isDefaultConstructible： isDefaultConstructible**(**type**<**int**>)** //true (int is defaultconstructible)

isDefaultConstructible**(**type**<**int**&>)** //false (references are not default-constructible)

为 了 理 解 各 个 部 分 是 如 何 工 作 的 ， 先 来 看 看 当 isValid 的 参 数 f 被 绑 定 到 isDefaultConstructible 的泛型 lambda 参数时，isValid 内部的 lambda 表达式会变成什么样子。通过对 isValid 的定义进行替换，我们得到如下等价代码：

constexpr auto isDefaultConstructible **=** **[](**auto**&&...** args**)** **{**  
 **return** decltype**(**isValidImpl**<**decltype**([](**auto x**)** ->  
decltype**((**void**)**decltype**(**valueT**(**x**))())),** decltype**(**args**)&&...>(**nullptr**)){}**;  
**};**

如果我们回头看看第一个 isValidImpl()的定义，会发现它还有一个如下形式的默认模板参数：

decltype**([](**autox**)->** decltype**((**void**)**decltype**(**valueT**(**x**))()))** decltype**(**args**)&&**…

decltype**(**std**::**declval**<**F**>()(**std**::**declval**<**Args**&&>()**…**))>**

它试图对第一个模板参数的值进行调用，而这第一个参数正是 isDefaultConstructible定义中的 lambda 的闭包类型， 调用参数为传递给 isDefaultConstructible 的 (decltype(args)&&...)类型的值。由于 lambda 中只有一个参数 x，因此 args 就需要扩展成一个参数；在我们上面的 static\_assert 例子中，参数类型伟 TypeT<int>或者 TypeT<int&>。对于 TypeT<int&>的情况，decltype(valueT(x))的结果是 int&，此时 decltype(valueT(x))()是无效的，因此在第一个 isValidImpl()的声明中默认模板参数的替换会失败，从而该 isValidImpl()声明会被 SFINAE 掉。这样就只有第二个声明可用，且其返回值类型为 std::false\_type。

整体而言，在传递 type<int&>的时候，isDefaultConstructible 会返回 false\_type。而如果传递的是 type<int>的话，替换不会失败，因此第一个 isValidImpl()的声明会被选择，返回结果也就是 true\_type 类型的值。

会议一下，为了使 SFINAE 能够工作，替换必须发生在被替换模板的立即上下文（immediate context，参见第 15.7.1 节）中。

明，而且泛型 lambda 的调用运算符被传递给了 isValid

在我们这个例子中，被替换的模板是 isValidImpl 的第一个声

。因此，被测试的内容必须出现在

lambda 的返回类型中，而不是函数体中。

我们的 isDefaultConstructible 萃取和之前的萃取在实现上有一些不同，主要体现在它需要执行函数形式的调用，而不是指定模板参数。这可能是一种更为刻度的方式，但是也可以按照之前的方式实现：

template**<**typename T**>using** IsDefaultConstructibleT

**=** decltype**(**isDefaultConstructible**(**std**::**declval**<**T**>()));**

虽然这是传统的模板声明方式， 但是它只能出现在 namespace 作用域内， 然而

isDefaultConstructible 的定义却很可能被在一个块作用域内引入。

到目前为止，这一技术看上去好像并没有那么有竞争力，因为无论是实现中涉及的表达式还是其使用方式都要比之前的技术复杂得多。但是，一旦有了 isValid，并且对其进行了很好的理解，有很多萃取都可以只用一个声明实现。比如，对是否能够访问名为 first 的成员进行测试，就非常简洁（完整的例子请参见 19.6.4 节）：

constexpr auto hasFirst

**=** isValid**([](**auto x**) ->** decltype**((**void**)**valueT**(**x**).**first**) {});**

* + 1. **SFINAE** 友好的萃取

通常，类型萃取应该可以在不使程序出现问题的情况下回答特定的问题。基于 SFINAE 的萃取解决这一难题的方式是“小心地将潜在的问题捕获进一个 SFINAE 上下文中”，将可能出现的错误转变成相反的结果。

但是，到目前为止我们所展示的一些萃取（比如在第 19.3.4 节介绍的 PlusResultT 萃取），在应对错误的时候表现的并不是那么好。会议一下之前关于 PlusResultT 的定义：

template**<**typename T1**,** typename T2**>** struct PlusResultT **{**

**using** Type **=** decltype**(**std**::**declval**<**T1**>() +** std**::**declval**<**T2**>());**

**};**

template**<**typename T1**,** typename T2**>**

**using** PlusResult **=** typename PlusResultT**<**T1**,** T2**>::**Type**;**

在这一定义中，用到+的上下文并没有被 SFINAE 保护。因此，如果程序试着对不支持+运算符的类型执行 PlusResultT 的话，那么 PlusResultT 计算本身就会使成勋遇到错误，比如下面这个例子中，试着为两个无关类型 A 和 B 的数组的求和运算声明返回类型的情况：

template**<**typename T**>** class Array **{**

…

**};**

// declare + for arrays of different element types: template**<**typename T1**,** typename T2**>**

Array**<**typename PlusResultT**<**T1**,** T2**>::**Type**> operator+ (**Array**<**T1**>** const**&,** Array**<**T2**>** const**&);**

很显然，如果没有为数组元素定义合适的+运算符的话，使用 PlusResultT<>就会遇到错误。

class A **{**

**};**

class B **{**

**};**

void addAB**(**Array**<**A**>** arrayA**,** Array**<**B**>** arrayB**) {**

auto sum **=** arrayA **+** arrayB**;** // ERROR: fails in instantiation of PlusResultT<A, B>

…

**}**

这里的问题并不是错误会发生在代码明显有问题的地方（没办法对元素类型分别为 A 和 B的数组进行求和），而是错误会发生在对 operator+进行模板参数推断的时候，在很深层次的 PlusResultT<A,B>的实例化中。

这会导致一个很值得注意的结果：即使我们为 A 和 B 的数组重载一个求和函数，程序依然可能会遇到编译错误，because C++ does not specify whether the types in a function template are actually instantiated if another overload would be better：

// declare generic + for arrays of different element types: template**<**typename T1**,** typename T2**>**

Array**<**typename PlusResultT**<**T1**,** T2**>::**Type**> operator+ (**Array**<**T1**>** const**&,** Array**<**T2**>** const**&);**

// overload + for concrete types:

Array**<**A**> operator+(**Array**<**A**>** const**&** arrayA**,** Array**<**B**>** const**&** arrayB**);** void addAB**(**Array**<**A**>** const**&** arrayA**,** Array**<**B**>** const**&** arrayB**) {**

auto sum **=** arrayA **+** arrayB**;** // ERROR?: depends on whether the compiler

… // instantiates PlusResultT<A,B>

**}**

如果编译器可以在不对第一个 operator+模板声明进行推断和替换的情况下，就能够判断出第二个 operator+声明会更加匹配的话，上述代码也不会有问题。

但是，在推断或者替换一个备选函数模板的时候，任何发生在类模板定义的实例化过程中的事情都不是函数模板替换的立即上下文（immediate context），SFINAE 也不会保护我们不会在其中构建无效类型或者表达式。此时并不会丢弃这一函数模板待选项，而是会立即报出试图在 PlusResult<>中为 A 和 B 调用 operator + 的错误：

template**<**typename T1**,** typename T2**>** struct PlusResultT **{**

**using** Type **=** decltype**(**std**::**declval**<**T1**>() +** std**::**declval**<**T2**> ());**

**}**

为了解决这一问题，我们必须要将 PlusResultT 变成 SFINAR 友好的，也就是说需要为之提供更恰当的定义，以使其即使会在 decltype 中遇到错误，也不会诱发编译错误。

参考在之前章节中介绍的 HassLessT，我们可以通过定义一个 HasPlusT 萃取，来判断给定的类型是有一个可用的+运算符：

#include <utility> // for declval

#include <type\_traits> // for true\_type, false\_type, and void\_t// primary template:

template**<**typename**,** typename**,** typename **=** std**::**void\_t**<>>** struct HasPlusT **:** std**::**false\_type

**{};**

// partial specialization (may be SFINAE’d away): template**<**typename T1**,** typename T2**>**

struct HasPlusT**<**T1**,** T2**,** std**::**void\_t**<**decltype**(**std**::**declval**<**T1**>() +**

std**::**declval**<**T2**> ())>>**

**:** std**::**true\_type

**{};**

如果其返回结果为 true，PlusResultT 就可以使用现有的实现。否则，PlusResultT 就需要一个安全的默认实现。对于一个萃取，如果对某一组模板参数它不能生成有意义的结果，那么最好的默认行为就是不为其提供 Type 成员。这样，如果萃取被用于 SFINAE 上下文中（比如之前代码中 array 类型的 operator+的返回值类型），缺少 Type 成员会导致模板参数推断出错，这也正是我们所期望的、array 类型的 operator+模板的行为。

下面这一版 PlusResultT 的实现就提供了上述的行为：

#include "hasplus.hpp"

template<typename T1, typename T2, bool = HasPlusT<T1, T2>::value>

struct PlusResultT { //primary template, used when HasPlusT yields true using Type = decltype(std::declval<T1>() + std::declval<T2>());

};

template<typename T1, typename T2>

struct PlusResultT<T1, T2, false> { //partial specialization, used otherwise

};

在这一版的实现中，我们引入了一个有默认值的模板参数，它会使用上文中的 HasPlusT 来判断前面的两个模板参数是否支持求和操作。然后我们对于第三个模板参数的值为 false 的情况进行了偏特化，而且在该偏特化中没有任何成员，从而避免了我们所描述过的问题。对与支持求和操作的情况，第三个模板参数的值是 true，因此会选用主模板，也就是定义了 Type 成员的那个模板。这样就保证了只有对支持+操作的类型，PlusResultT 才会提供返回类型。（注意，被进行求和的模板参数不应该被显式的指定参数）

再次考虑 Array<A>和 Array<B>的求和：如果使用最新的 PlusResultT 实现，那么 PlusResultT<A, B>的实例化将不会有 Type 成员，因为不能够对 A 和 B 进行求和。因此对应的 operator+模板的返回值类型是无效的，该函数模板也就会被 SFINAE 掉。这样就会去选择专门为 Array<A>和 Array<B>指定的 operator+的重载版本。

作为一般的设计原则，在给定了合理的模板参数的情况下，萃取模板永远不应该在实例化阶段出错。其实先方式通常是执行两次相关的检查：

1. 一次是检查相关操作是否有效
2. 一次是计算其结果

在 PlusResultT 中我们已经见证了这一原则， 在那里我们通过调用 HasPlusT<> 来判断

PlusResultImpl<>中对 operator+的调用是否有效。

让我们将这一原则用于在第 19.3.1 节介绍的 ElementT：它从一个容器类型生成该容器的元素类型。同样的，由于其结果依赖于该容器类型所包含的成员类型 value\_type，因此主模板应该只有在容器类型包含 value\_type 成员的时候，才去定义成员类型 Type：

template<typename C, bool = HasMemberT\_value\_type<C>::value> struct ElementT {

using Type = typename C::value\_type;

};

template<typename C>

struct ElementT<C, false> {

};

第三个能够让萃取变得 SFINAE 友好的例子将在第 19.7.2 节介绍， 在那里对于 IsNothrowMoveConstructibleT 我们需要首先检测是否存在游动构造函数，然后检测它是否被声明为 noexcept 的。

## IsConvertibleT

细节很重要。因此基于 SIFINAE 萃取的常规方法在实际中会变得更加复杂。为了展示这一复杂性，我们将定义一个能够判断一种类型是否可以被转化成另外一种类型的萃取，比如当我们期望某个基类或者其某一个子类作为参数的时候。IsConvertibleT 就可以判断其第一个类型参数是否可以被转换成第二个类型参数：

#include <type\_traits> // for true\_type and false\_type #include <utility> // for declval

template<typename FROM, typename TO> struct IsConvertibleHelper {

private:

// test() trying to call the helper aux(TO) for a FROM passed as F : static void aux(TO);

template<typename F,

typename T,

typename = decltype(aux(std::declval<F>()))> static std::true\_type test(void\*);

// test() fallback: template<typename, typename> static std::false\_type test(…);

public:

using Type = decltype(test<FROM>(nullptr));

};

template<typename FROM, typename TO>

struct IsConvertibleT : IsConvertibleHelper<FROM, TO>::Type {

};

template<typename FROM, typename TO>

using IsConvertible = typename IsConvertibleT<FROM, TO>::Type;

template<typename FROM, typename TO>

constexpr bool isConvertible = IsConvertibleT<FROM, TO>::value;

这里我们使用了在第 19.4.1 节介绍的函数重载的方法。也就是说，我们在一个辅助类中定义了两个名为 test()的返回值类型不同的重载函数，并为该辅助类声明了 Type 成员类型：

template<…> static std::true\_type test(void\*); template<…> static std::false\_type test(…);

…

using Type = decltype(test<FROM>(nullptr));

…

template<typename FROM, typename TO>

struct IsConvertibleT : IsConvertibleHelper<FROM, TO>::Type {

};

和往常一样，第一个 test()只有在所需的检查成功的时候才会被匹配到，第二个 test()则是应急方案。因此问题的关键就是让第一个 test()只有在类型 FROM 可以被转换成 TO 的时候才有效。为了实现这一目的，我们再次给第一个 test()分配了一个 dummy（并且无名）的模板参数，并将其初始化成只有当转换又消失才有效的内容。该模板参数不可以被推断，我们也不会为之提供显式的模板参数。因此它会被替换，而且当替换失败之后，该 test()声明会被丢弃掉。

请再次注意，下面这种声明是不可以的：

static void aux(TO);

template<typename = decltype(aux(std::declval<FROM>()))> static char test(void\*);

这样当成员函数模板被解析的时候，FROM 和 TO 都已经完全确定了，因此对一组不适合做相应转换的类型，在调用 test()之前就会立即触发错误。

由于这一原因，我们引入了作为成员函数模板参数的 F：

static void aux(TO);

template<typename F, typename = decltype(aux(std::declval<F> ()))> static char test(void\*);

并在 value 的初始化中将 FROM 类型用作调用 test()时的显式模板参数：

static constexpr bool value

= isSame<decltype(test<FROM>(nullptr)), char>;

请注意这里是如何在不调用任何构造函数的情况下， 通过使用在第 19.3.4 节介绍的 std::declval 生成一个类型的值的。如果这个值可以被转换成 TO，对 aux()的调用就是有效的，相应的 test()调用也就会被匹配到。否则，会触发 SFINAE 错误，导致应急 test()被调用。

然后，我们就可以像下面这样使用该萃取了： IsConvertibleT<int, int>::value //yields true IsConvertibleT<int, std::string>::value //yields false IsConvertibleT<char const\*, std::string>::value

//yields true

IsConvertibleT<std::string, char const\*>::value //yields false

#### 处理特殊情况

下面 3 种情况还不能被上面的 IsConvertibleT 正确处理：

1. 向数组类型的转换要始终返回 false，但是在上面的代码中，aux()声明中的类型为 TO 的参数会退化成指针类型，因此对于某些 FROM 类型，它会返回 true。
2. 向指针类型的转换也应该始终返回 false，但是和 1 中的情况一样，上述实现只会将它们当作退化后的类型。
3. 向（被 const/volatile 修饰）的 void 类型的转换需要返回 true。但是不幸的是，在 TO 是

void 的时候，上述实现甚至不能被正确实例化，因为参数类型不能包含 void 类型（而且 aux()的定义也用到了这一参数）。

对于这几种情况，我们需要对它们进行额外的偏特化。但是，为所有可能的与 const 以及 volatile 的组合情况都分别进行偏特化是很不明智的。相反，我们为辅助类模板引入了一个额外的模板参数:

template**<**typename FROM**,** typename TO**,** bool **=** IsVoidT**<**TO**>::**value **||**

IsArrayT**<**TO**>::**value **||** IsFunctionT**<**TO**>::**value**>** struct IsConvertibleHelper **{**

**using** Type **=** std**::**integral\_constant**<**bool**,** IsVoidT**<**TO**>::**value **&&**

IsVoidT**<**FROM**>::**value**>;**

**};**

template**<**typename FROM**,** typename TO**>**

struct IsConvertibleHelper**<**FROM**,**TO**,false> {**

… //previous implementation of IsConvertibleHelper here

**};**

额外的 bool 型模板参数能够保证，对于上面的所有特殊情况，都会最终使用主辅助萃取（而不是偏特化版本）。如果我们试图将 FROM 转换为数组或者函数，或者 FROM 是 void 而 TO不是，都会得到 false\_type 的结果，不过对于 FROM 和 TO 都是 false\_type 的情况，它也会返回 false\_type。其它所有的情况，都会使第三个模板参数为 false，从而选择偏特化版本的实现（对应于我们之前介绍的实现）。

至于 IsArrayT 和 IsFunctionT 的实现，请分别参见第 19.8.2 节和第 19.8.3 节。

C++标准库中也提供了与之对应的 std::is\_convertible<>，具体请参见第 D.3.3 节。

## 探测成员（Detecting Members）

另一种对基于 SFINAE 的萃取的应用是，创建一个可以判断一个给定类型 T 是否含有名为 X

的成员（类型或者非类型成员）的萃取。

* + 1. 探测类型成员（**Detecting Member Types**）

首先定义一个可以判断给定类型 T 是否含有类型成员 size\_type 的萃取：

#include <type\_traits>

// defines true\_type and false\_type

// helper to ignore any number of template parameters: template**<**typename …**> using** VoidT **=** void**;**

// primary template:

template**<**typename**,** typename **=** VoidT**<>>** struct HasSizeTypeT **:** std**::**false\_type

**{};**

// partial specialization (may be SFINAE’d away): template**<**typename T**>**

struct HasSizeTypeT**<**T**,** VoidT**<**typename T**::**size\_type**>> :** std**::**true\_type

**{} ;**

这里用到了在第 19.4.2 节介绍的剔除偏特化的方法。

和往常已有，对于预测萃取，我们让一般情况派生自 std::false\_type，因为某人情况下一个类型是没有 size\_type 成员的。

在这种情况下，我们只需要一个条件：

typename T**::**size\_type

该条件只有在 T 含有类型成员 size\_type 的时候才有效，这也正是我们所想要做的。如果对于某个类型 T，该条件无效，那么 SFINAE 会使偏特化实现被丢弃，我们就退回到主模板的情况。否则，偏特化有效并且会被有限选取。

可以像下面这样使用萃取：

std**::**cout **<<** HasSizeTypeT**<**int**>::**value**;** // false

struct CX **{**

**using** size\_type **=** std**::**size\_t**;**

**};**

std**::**cout **<<** HasSizeType**<**CX**>::**value**;** // true

需要注意的是，如果类型成员 size\_type 是 private 的，HasSizeTypeT 会返回 false，因为我们的萃取模板并没有访问该类型的特殊权限，因此 typename T::size\_type 是无效的（触发 SFINAE）。也就是说，该萃取所做的事情是测试我们是否能够访问类型成员 size\_type。

#### 处理引用类型

作为编程人员，应该已经很熟悉我们所考虑的主要问题之外的边边角角的问题了。诸如 HasSizeTypeT 一类的萃取，在处理引用类型的时候可能会遇到让人意外的事情。比如，虽然如下的代码可以正常工作：

struct CXR **{**

**using** size\_type **=** char**&;** // Note: type size\_type is a reference type

**};**

std**::**cout **<<** HasSizeTypeT**<**CXR**>::**value**;** // OK: prints true

但是与之类似的代码却不会输出我们所期望的结果：

std**::**cout **<<** HasSizeTypeT**<**CXR**&>::**value**;** // OOPS: prints false std**::**cout **<<** HasSizeTypeT**<**CXR**&&>::**value**;** // OOPS: prints false

这或许会让人感到意外。引用类型确实没有成员，但是当我们使用引用的时候，结果表达式的类型是引用所指向的类型，因此我们可能会希望，当我们传递进来的模板参数是引用类型的时候，依然根据其指向的类型做判断。为了这一目的，可以在 HasSizeTypeT 的偏特化中使用我们之前介绍的 RemoveReference 萃取：

template**<**typename T**>**

struct HasSizeTypeT**<**T**,** VoidT**<**RemoveReference**<**T**>::**size\_type**>> :**

std**::**true\_type **{**

**};**

#### 注入类的名字（Injected Class Names）

同样值得注意的是，对于注入类的名字（参见第 13.2.3 节），我们上述检测类型成员的萃取也会返回 true。比如对于：

struct size\_type **{**

**};**

struct Sizeable **:** size\_type **{**

**};**

**static\_assert(**HasSizeTypeT**<**Sizeable**>::**value**,** "Compiler bug: Injected class name missing"**);**

后面的 static\_assert 会成功，因为 size\_type 会将其自身的名字当作类型成员，而且这一成员会被继承。如果 static\_assert 不会成功的话，那么我就发现了一个编译器的问题。

### 探测任意类型成员

在定义了诸如 HasSizeTypeT 的萃取之后，我们会很自然的想到该如何将该萃取参数化，以对任意名称的类型成员做探测。

不幸的是，目前这一功能只能通过宏来实现，因为还没有语言机制可以被用来描述“潜在”的名字。当前不使用宏的、与该功能最接近的方法是使用泛型 lambda，正如在第 19.6.4 节介绍的那样。

如下的宏可以满足我们的需求：

#include <type\_traits> // for true\_type, false\_type, and void\_t #define

DEFINE\_HAS\_TYPE**(**MemType**)** \

template**<**typename**,** typename **=** std**::**void\_t**<>>** \ struct HasTypeT\_##MemType \

**:** std**::**false\_type **{**

**};** \

template**<**typename T**>** \

struct HasTypeT\_##MemType**<**T**,** std**::**void\_t**<**typename T**::**MemType**>>** \

**:** std**::**true\_type **{ }** // ; intentionally skipped

每 一 次 对 DEFINE\_HAS\_TYPE(MemberType) 的 使 用 都 相 当 于 定 义 了 一 个 新 的 HasTypeT\_MemberType 萃取。比如，我们可以用之来探测一个类型是否有 value\_type 或者 char\_type 类型成员：

#include "hastype.hpp" #include <iostream> #include <vector>

DEFINE\_HAS\_TYPE**(**value\_type**);** DEFINE\_HAS\_TYPE**(**char\_type**);** int main**()**

**{**

std**::**cout **<<** "int::value\_type: " **<<** HasTypeT\_value\_type**<**int**>::**value

**<<** ’\n’**;**

std**::**cout **<<** "std::vector<int>::value\_type: " **<<**

HasTypeT\_value\_type**<**std**::**vector**<**int**>>::**value **<<** ’\n’**;**

std**::**cout **<<** "std::iostream::value\_type: " **<<**

HasTypeT\_value\_type**<**std**::**iostream**>::**value **<<** ’\n’**;**

std**::**cout **<<** "std::iostream::char\_type: " **<<**

HasTypeT\_char\_type**<**std**::**iostream**>::**value **<<** ’\n’**;**

**}**

### 探测非类型成员

可以继续修改上述萃取，以让其能够测试数据成员和（单个的）成员函数： #include <type\_traits> // for true\_type, false\_type, and void\_t #define

DEFINE\_HAS\_MEMBER**(**Member**)** \

template**<**typename**,** typename **=** std**::**void\_t**<>>** \ struct HasMemberT\_##Member \

**:** std**::**false\_type **{ };** \

template**<**typename T**>** \

struct HasMemberT\_##Member**<**T**,** std**::**void\_t**<**decltype**(&**T**::**Member**)>>** \

**:** std**::**true\_type **{ }** // ; intentionally skipped

当&::Member 无效的时候，偏特化实现会被 SFINAE 掉。为了使条件有效，必须满足如下条件：

* Member 必须能够被用来没有歧义的识别出 T 的一个成员（比如，它不能是重载成员你函数的名字，也不能是多重继承中名字相同的成员的名字）。
* 成员必须可以被访问。
* 成员必须是非类型成员以及非枚举成员（否则前面的&会无效）。
* 如果 T::Member 是 static 的数据成员， 那么与其对应的类型必须没有提供使得

&T::Member 无效的 operator&（比如，将 operator&设成不可访问的）。

所有以上条件都满足之后，我们可以像下面这样使用该模板：

#include "hasmember.hpp" #include <iostream> #include <vector> #include <utility> DEFINE\_HAS\_MEMBER**(**size**);** DEFINE\_HAS\_MEMBER**(**first**);**

int main**()**

**{**

std**::**cout **<<** "int::size: " **<<** HasMemberT\_size**<**int**>::**value **<<** ’\n’**;**

std**::**cout **<<** "std::vector<int>::size: " **<<**

HasMemberT\_size**<**std**::**vector**<**int**>>::**value **<<** ’\n’**;**

std**::**cout **<<** "std::pair<int,int>::first: " **<<**

HasMemberT\_first**<**std**::**pair**<**int**,**int**>>::**value **<<** ’\n’**;**

**}**

修改上面的偏特化实现以排除那些&T::Member 不是成员指针的情况（比如排除 static 数据成员的情况）并不会很难。类似地，也可以限制该偏特化仅适用于数据成员或者成员函数。

#### 探测成员函数

注意，HasMember 萃取只可以被用来测试是否存在“唯一”一个与特定名称对应的成员。如果存在两个同名的成员的话，该测试也会失败，比如当我们测试某些重载成员函数是否存在的时候：

DEFINE\_HAS\_MEMBER**(**begin**);**

std**::**cout **<<** HasMemberT\_begin**<**std**::**vector**<**int**>>::**value**;** // false

但是，正如在第 8.4.1 节所说的那样，SFINAE 会确保我们不会在函数模板声明中创建非法的类型和表达式，从而我们可以使用重载技术进一步测试某个表达式是否是病态的。

也就是说，可以很简单地测试我们能否按照某种形式调用我们所感兴趣的函数，即使该函数被重载了，相关调用可以成功。正如在第 19.5 节介绍的 IsConvertibleT 一样，此处的关键是能否构造一个表达式，以测试我们能否在 decltype 中调用 begin()，并将该表达式用作额外的模板参数的默认值：

#include <utility> // for declval

#include <type\_traits> // for true\_type, false\_type, and void\_t

// primary template:

template**<**typename**,** typename **=** std**::**void\_t**<>>** struct HasBeginT **:** std**::**false\_type **{**

**};**

// partial specialization (may be SFINAE’d away): template**<**typename T**>**

struct HasBeginT**<**T**,** std**::**void\_t**<**decltype**(**std**::**declval**<**T**> ().**begin**())>> :** std**::**true\_type **{**

**};**

这里我们使用 decltype**(**std**::**declval**<**T**> ().**begin**())** 来测试是否能够调用 T 的

begin()。

#### 探测其它的表达式

相同的技术还可以被用于其它的表达式，甚至是多个表达式的组合。比如，我们可以测试对类型为 T1 和 T2 的对象，是否有合适的<运算符可用：

#include <utility> // for declval

#include <type\_traits> // for true\_type, false\_type, and void\_t

// primary template:

template**<**typename**,** typename**,** typename **=** std**::**void\_t**<>>** struct HasLessT **:** std**::**false\_type

**{};**

// partial specialization (may be SFINAE’d away): template**<**typename T1**,** typename T2**>**

struct HasLessT**<**T1**,** T2**,** std**::**void\_t**<**decltype**(**std**::**declval**<**T1**>() <**

std**::**declval**<**T2**>())>>:** std**::**true\_type

**{};**

和往常一样，问题的难点在于该如果为所要测试的条件定义一个有效的表达式，并通过使用

decltype 将其放入 SFINAE 的上下文中，在该表达式无效的时候，SFINAE 机制会让我们最终

选择主模板：

decltype**(**std**::**declval**<**T1**>() <** std**::**declval**<**T2**>())**

采用这种方式探测表达式有效性的萃取是很稳健的：如果表达式没有问题，它会返回 true，而如果<运算符有歧义，被删除，或者不可访问的话，它也可以准确的返回 false。

我们可以像下面这样使用萃取：

HasLessT**<**int**,** char**>::**value //yields true HasLessT**<**std**::**string**,** std**::**string**>::**value //yields true HasLessT**<**std**::**string**,** int**>::**value //yields false HasLessT**<**std**::**string**,** char**\*>::**value //yields trueHasLessT<std::complex<double>, std**::**complex**<**double**>>::**value //yields false

正如在第 2.3.1 节介绍的那样，我们也可以通过使用该萃取去要求模板参数 T 必须要支持<运算符：

template**<**typename T**>** class C

**{**

**static\_assert(**HasLessT**<**T**>::**value**,** "Class C requires comparable elements"**);**

…

**};**

值得注意的是，基于 std::void\_t 的特性，我们可以将多个限制条件放在同一个萃取中：

#include <utility> // for declval

#include <type\_traits> // for true\_type, false\_type, and void\_t

// primary template:

template**<**typename**,** typename **=** std**::**void\_t**<>>** struct HasVariousT **:** std**::**false\_type

**{};**

// partial specialization (may be SFINAE’d away): template**<**typename T**>**

struct HasVariousT**<**T**,** std**::**void\_t**<**decltype**(**

std**::**declval**<**T**> ().**begin**()),** typename T**::**difference\_type**,** typename T**::**iterator**>> :**

std**::**true\_type

**{};**

能够测试某一语法特性有效性的萃取是很有用的，基于有或者没有某一特定操作，可以用该萃取去客制化模板的行为。这一类萃取既可以被用于 SFINAE 友好的萃取（第 19.4.4 节）的一部分，也可以为基于类型特性的重载（第 20 章）提供帮助。

* + 1. 用泛型 **Lambda** 探测成员

在第 19.4.3 节介绍的 isValid lambda，提供了一种定义可以被用来测试成员的更为紧凑的技术，其主要的好处是在处理名称任意的成员时，不需要使用宏。

下面这个例子展示了定义可以检测数据或者类型成员是否存在（比如 first 或者 size\_type），或者有没有为两个不同类型的对象定义 operator <的萃取的方式：

#include "isvalid.hpp" #include<iostream> #include<string> #include<utility>

int main**()**

**{**

**using namespace** std**;** cout **<<** boolalpha**;**

// define to check for data member first:

constexpr auto hasFirst **=** isValid**([](**auto x**) ->**

decltype**((**void**)**valueT**(**x**).**first**) {});**

cout **<<** "hasFirst: " **<<** hasFirst**(**type**<**pair**<**int**,**int**>>) <<** ’\n’**;** // true

// define to check for member type size\_type:

constexpr auto hasSizeType **=** isValid**([](**auto x**) ->** typename decltype**(**valueT**(**x**))::**size\_type **{ });**

struct CX **{**

**using** size\_type **=** std**::**size\_t**;**

**};**

cout **<<** "hasSizeType: " **<<** hasSizeType**(**type**<**CX**>) <<** ’\n’**;** // true

**if** constexpr**(!**hasSizeType**(**type**<**int**>)) {**

cout **<<** "int has no size\_type\n"**;**

…

**}**

// define to check for <:

constexpr auto hasLess **=** isValid**([](**auto x**,** auto y**) ->**

decltype**(**valueT**(**x**) <** valueT**(**y**)) {});**

cout **<<** hasLess**(**42**,** type**<**char**>) <<** ’\n’**;** //yields true

cout **<<** hasLess**(**type**<**string**>,** type**<**string**>) <<** ’\n’**;** //yields true

cout **<<** hasLess**(**type**<**string**>,** type**<**int**>) <<** ’\n’**;** //yields false cout **<<** hasLess**(**type**<**string**>,** "hello"**) <<** ’\n’**;** //yields true

**}**

请再次注意，hasSizeType 通过使用 std::decay 将参数 x 中的引用删除了，因为我们不能访问 引用中的类型成员。如果不这么做，该萃取（对于引用类型）会始终返回 false，从而导致第二个重载的 isValidImpl<>被使用。

为了能够使用统一的泛型语法（将类型用于模板参数），我们可以继续定义额外的辅助工具。比如：

#include "isvalid.hpp" #include<iostream> #include<string> #include<utility> constexpr auto hasFirst

**=** isValid**([](**auto**&&** x**) ->** decltype**((**void**)&**x**.**first**) {});**

template**<**typename T**>**

**using** HasFirstT **=** decltype**(**hasFirst**(**std**::**declval**<**T**>()));**

constexpr auto hasSizeType **=** isValid**([](**auto**&&** x**) ->** typename std**::**decay\_t**<**decltype**(**x**)>::**size\_type **{});**

template**<**typename T**>**

**using** HasSizeTypeT **=** decltype**(**hasSizeType**(**std**::**declval**<**T**>()));**

constexpr auto hasLess **=** isValid**([](**auto**&&** x**,** auto**&&** y**) ->** decltype**(**x

**<** y**) { });**

template**<**typename T1**,** typename T2**>**

**using** HasLessT **=** decltype**(**hasLess**(**std**::**declval**<**T1**>(),** std**::**declval**<**T2**>()));**

int main**()**

**{**

**using namespace** std**;**

cout **<<** "first: " **<<** HasFirstT**<**pair**<**int**,**int**>>::**value **<<** ’\n’**;**

// true struct CX **{**

**using** size\_type **=** std**::**size\_t**;**

**};**

cout **<<** "size\_type: " **<<** HasSizeTypeT**<**CX**>::**value **<<** ’\n’**;** // true cout **<<** "size\_type: " **<<** HasSizeTypeT**<**int**>::**value **<<** ’\n’**;** // false

cout **<<** HasLessT**<**int**,** char**>::**value **<<** ’\n’**;** // true

cout **<<** HasLessT**<**string**,** string**>::**value **<<** ’\n’**;** // true cout **<<** HasLessT**<**string**,** int**>::**value **<<** ’\n’**;** // false cout **<<** HasLessT**<**string**,** char**\*>::**value **<<** ’\n’**;** // true

**}**

现在可以像下面这样使用 HasFirstT：

HasFirstT**<**std**::**pair**<**int**,**int**>>::**value

它会为一个包含两个 int 的 pair 调用 hasFirst，其行为和之前的讨论一致。

## 其它的萃取技术

最后让我们来介绍其它一些在定义萃取时可能会用到的方法。

## If-Then-Else

在上一小节中，PlusResultT 的定义采用了和之前完全不同的实现方法，该实现方法依赖于另一个萃取（HasPlusT）的结果。我们可以用一个特殊的类型模板 IfThenElse 来表达这一 if-then-else 的行为，它接受一个 bool 型的模板参数，并根据该参数从另外两个类型参数中间做选择：

#ifndef IFTHENELSE\_HPP #define IFTHENELSE\_HPP

// primary template: yield the second argument by default and rely on

// a partial specialization to yield the third argument

// if COND is false

template**<**bool COND**,** typename TrueType**,** typename FalseType**>** struct IfThenElseT **{**

**using** Type **=** TrueType**;**

**};**

// partial specialization: false yields third argument template**<**typename TrueType**,** typename FalseType**>**

struct IfThenElseT**<false,** TrueType**,** FalseType**> { using** Type **=** FalseType**;**

**};**

template**<**bool COND**,** typename TrueType**,** typename FalseType**> using** IfThenElse **=** typename IfThenElseT**<**COND**,** TrueType**,** FalseType**>::**Type**;**

#endif //IFTHENELSE\_HPP

下面的例子展现了该模板的一种应用，它定义了一个可以为给定数值选择最合适的整形类型的函数：

#include <limits> #include "ifthenelse.hpp" template**<**auto N**>**

struct SmallestIntT **{ using** Type **=**

typename IfThenElseT**<**N **<=** std**::**numeric\_limits**<**char**> ::**max**(),** char**,** typename IfThenElseT**<**N **<=**

std**::**numeric\_limits**<**short**> ::**max**(),** short**,**

typename IfThenElseT**<**N **<=**

std**::**numeric\_limits**<**int**> ::**max**(),** int**,**

typename IfThenElseT**<**N **<=**

std**::**numeric\_limits**<**long**>::**max**(),** long**,**

typename IfThenElseT**<**N **<=**

std**::**numeric\_limits**<**long long**>::**max**(),** long long**,** //then

void //fallback

**>::**Type

**>::**Type

**>::**Type

**>::**Type

**>::**Type**;**

**};**

需要注意的是，和常规的 C++ if-then-else 语句不同，在最终做选择之前，then 和 else 分支中的模板参数都会被计算，因此两个分支中的代码都不能有问题，否则整个程序就会有问题。考虑下面这个例子，一个可以为给定的有符号类型生成与之对应的无符号类型的萃取。已经有一个标准萃取（std::make\_unsigned）可以做这件事情，但是它要求传递进来的类型是有符号的整形，而且不能是 bool 类型；否则它将使用未定义行为的结果（参见第 D.4 节）。这一萃取不够安全，因此最好能够实现一个这样的萃取，当可能的时候，它就正常返回相应的无符号类型，否则就原样返回被传递进来的类型（这样，当传递进来的类型不合适时，也能避免触发未定义行为）。下面这个简单的实现是不行的：

// ERROR: undefined behavior if T is bool or no integral type: template**<**typename T**>**

struct UnsignedT **{**

**using** Type **=** IfThenElse**<**std**::**is\_integral**<**T**>::**value

**&& !**std**::**is\_same**<**T**,**bool**>::**value**,** typename std**::**make\_unsigned**<**T**>::**type**,** T**>;**

**};**

因为在实例化 UnsingedT<bool>的时候，行为依然是未定义的，编译期依然会试图从下面的代码中生成返回类型：

typename std**::**make\_unsigned**<**T**>::**type

为了解决这一问题，我们需要再引入一层额外的间接层，从而让 IfThenElse 的参数本身用类型函数去封装结果：

// yield T when using member Type: template**<**typename T**>**

struct IdentityT **{ using** Type **=** T**;**

**};**

// to make unsigned after IfThenElse was evaluated: template**<**typename T**>**

struct MakeUnsignedT **{**

**using** Type **=** typename std**::**make\_unsigned**<**T**>::**type**;**

**};**

template**<**typename T**>** struct UnsignedT **{**

**using** Type **=** typename IfThenElse**<**std**::**is\_integral**<**T**>::**value

**&& !**std**::**is\_same**<**T**,**bool**>::**value**,**

**};**

在这一版 UnsignedT 的定义中，

MakeUnsignedT**<**T**>,** IdentityT**<**T**>**

**>::**Type**;**

。而是由 IfThenElse 选择合适的

在最终 IfThenElse 做出选择之前，类型函数不会真正被计算

IfThenElse 的类型参数本身也都是类型函数的实例。只不过

类型实例（MakeUnsignedT 或者 IdentityT）。最后由::Type 对被选择的类型函数实例进行计算，并生成结果 Type。

。下面的代码也不能正常工作：

被完全实例化

此处值得强调的是，之所以能够这样做，是因为 IfThenElse 中未被选择的封装类型永远不会

template**<**typename T**>** struct UnsignedT **{**

**using** Type **=** typename IfThenElse**<**std**::**is\_integral**<**T**>::**value

**&& !**std**::**is\_same**<**T**,**bool**>::**value**,**

MakeUnsignedT**<**T**>::**Type**,** T

**>::**Type**;**

**};**

我们必须要延后对 MakeUnsignedT<T>使用::Type，也就是意味着，我们同样需要为 else 分支中的 T 引入 IdentyT 辅助模板，并同样延后对其使用::Type。

我们同样不能在当前语境中使用如下代码：

template**<**typename T**>**

**using** Identity **=** typename IdentityT**<**T**>::**Type**;**

o

实例化，不然无法获取其 Type 成员

我们当然可以定义这样一个别名模板，在其它地方它可能也很有用，但是我们唯独不能将其用于 IfThenElse 的定义中，因为任意对 Identity<T>的使用都会立即触发对 IdentityT<T>的完全

在 C++标准库中有与 IfThenElseT 模板对应的模板（std::conditional<>，参见第 D.5 节）。使用这一标准库模板实现的 UnsignedT 萃取如下：

template**<**typename T**>** struct UnsignedT **{**

**using** Type **=** typename std**::**conditional\_t**<**std**::**is\_integral**<**T**>::**value

**&& !**std**::**is\_same**<**T**,**bool**>::**value**,**

**};**

### 探测不抛出异常的操作

MakeUnsignedT**<**T**>,** IdentityT**<**T**>**

**>::**Type**;**

我们可能偶尔会需要判断某一个操作会不会抛出异常。比如，在可能的情况下，移动构造函数应当被标记成 noexcept 的，意思是它不会抛出异常。但是， 某一特定 class 的 move constructor 是否会抛出异常，通常决定于其成员或者基类的移动构造函数会不会抛出异常。比如对于下面这个简单类模板（Pair）的移动构造函数：

template**<**typename T1**,** typename T2**>** class Pair **{**

T1 first**;** T2 second**;** public**:**

Pair**(**Pair**&&** other**)**

**:** first**(**std**::**forward**<**T1**>(**other**.**first**)),** second**(**std**::**forward**<**T2**>(**other**.**second**)) {**

**}**

**};**

当 T1 或者 T2 的移动操作会抛出异常时，Pair 的移动构造函数也会抛出异常。如果有一个叫做 IsNothrowMoveConstructibleT 的萃取，就可以在 Pair 的移动构造函数中通过使用 noexcept将这一异常的依赖关系表达出来：

Pair**(**Pair**&&** other**)** noexcept**(**IsNothrowMoveConstructibleT**<**T1**>::**value **&&** IsNothrowMoveConstructibleT**<**T2**>::**value**)**

**:** first**(**std**::**forward**<**T1**>(**other**.**first**)),** second**(**std**::**forward**<**T2**>(**other**.**second**))**

**{}**

现在剩下的事情就是去实现 IsNothrowMoveConstructibleT 萃取了。我们可以直接用 noexcept

运算符实现这一萃取，这样就可以判断一个表达式是否被进行 nothrow 修饰了：

#include <utility> // for declval

#include <type\_traits> // for bool\_constant template**<**typename T**>**

struct IsNothrowMoveConstructibleT

**:** std**::**bool\_constant**<**noexcept**(**T**(**std**::**declval**<**T**>()))>**

**{};**

这里使用了运算符版本的 noexcept，它会判断一个表达式是否会抛出异常。由于其结果是 bool 型的，我们可以直接将它用于 std::bool\_constant<>基类的定义（std::bool\_constant 也被用来定义 std::true\_type 和 sts::false\_type）。

但是该实现还应该被继续优化，因为它不是 SFINAE 友好的：如果它被一个没有可用移动或者拷贝构造函数的类型（这样表达式 T(std::declval<T&&>())就是无效的）实例化，整个程序就会遇到问题：

class E **{**

public**:**

E**(**E**&&) = delete;**

**};**

…

std**::**cout **<<** IsNothrowMoveConstructibleT**<**E**>::**value**;** // compiletime ERROR

在这种情况下，我们所期望的并不是让整个程序奔溃，而是获得一个 false 类型的值。

就像在第 19.4.4 节介绍的那样，在真正做计算之前，必须先对被用来计算结果的表达式的有效性进行判断。在这里，我们要在检查移动构造函数是不是 noexcept 之前，先对其有效性进行判断。因此，我们要重写之前的萃取实现，给其增加一个默认值是 void 的模板参数，并根据移动构造函数是否可用对其进行偏特化：

#include <utility> // for declval

#include <type\_traits> // for true\_type, false\_type, and bool\_constant**<>**

// primary template:

template**<**typename T**,** typename **=** std**::**void\_t**<>>** struct IsNothrowMoveConstructibleT **:** std**::**false\_type

**{ };**

// partial specialization (may be SFINAE’d away): template**<**typename T**>**

struct IsNothrowMoveConstructibleT**<**T**,** std**::**void\_t**<**decltype**(**T**(**std**::**declval**<**T**>()))>>**

**:** std**::**bool\_constant**<**noexcept**(**T**(**std**::**declval**<**T**>()))>**

**{};**

如果在偏特化中对 std::void\_t<...>的替换有效，那么就会选择该偏特化实现，在其父类中的 noexcept(...)表达式也可以被安全的计算出来。否则，偏特化实现会被丢弃（也不会对其进行实例化），被实例化的也将是主模板（产生一个 std::false\_type 的返回值）。

值得注意的是，除非真正能够调用移动构造函数，否则我们无法判断移动构造函数是不是会抛出异常。也就是说，移动构造函数仅仅是 public 和未被标识为 delete 的还不够，还要求对应的类型不能是抽象类（但是抽象类的指针或者引用却可以）。因此，该类型萃取被命名伟 IsNothrowMoveConstructible，而不是 HasNothrowMoveConstructor。对于其它所有的情况，我们都需要编译期支持。

C++标准库提供了与之对应的萃取 std::is\_move\_constructible<>，在第 D.3.2 节有对其进行介绍。

* + 1. 萃取的便捷性（**Traits Convenience**）

一个关于萃取的普遍不满是它们相对而言有些繁琐，因为对类型萃取的使用通需要提供一个::Type 尾缀，而且在依赖上下文中（dependent context），还需要一个 typename 前缀，两者几成范式。当同时使用多个类型萃取时，会让代码形式变得很笨拙，就如同在我们的 operator+例子中一样，如果想正确的对其进行实现，需要确保不会返回 const 或者引用类型：

template**<**typename T1**,** typename T2**>**

Array**<** typename RemoveCVT**<**typename RemoveReferenceT**<**typename PlusResultT**<**T1**,** T2**>::**Type **>::**Type **>::**Type**>**

**operator+ (**Array**<**T1**>** const**&,** Array**<**T2**>** const**&);**

通过使用别名模板（alias templates）和变量模板（variable templates），可以让对产生类型或者数值的萃取的使用变得很方便。但是也需要注意，在某些情况下这一简便方式并不使用，我 们 依 然 要 使 用 最 原 始 的 类 模 板 。 我 们 已 经 讨 论 过 一 个 这 一 类 的 例 子

（MemberPointerToIntT），但是更详细的讨论还在后面。

#### 别名模板和萃取（Alias Templates and Traits）

正如在第 2.8 节介绍的那样，别名模板为降低代码繁琐性提供了一种方法。相比于将类型萃取表达成一个包含了 Type 类型成员的类模板，我们可以直接使用别名模板。比如，下面的三个别名模板封装了之前的三种类型萃取：

template**<**typename T**>**

**using** RemoveCV **=** typename RemoveCVT**<**T**>::**Type**;** template**<**typename T**>**

**using** RemoveReference **=** typename RemoveReferenceT**<**T**>::**Type**;**

template**<**typename T1**,** typename T2**>**

**using** PlusResult **=** typename PlusResultT**<**T1**,** T2**>::**Type**;**

有了这些别名模板，我们可以将 operator+的声明简化成： template**<**typename T1**,** typename T2**>** Array**<**RemoveCV**<**RemoveReference**<**PlusResultT**<**T1**,** T2**>>>> operator+ (**Array**<**T1**>** const**&,** Array**<**T2**>** const**&);**

这一版本的实现明显更简洁，也让人更容易分辨其组成。这一特性使得别名模板非常适用于某些类型萃取。

但是，将别名模板用于类型萃取也有一些缺点：

1. 别名模板不能够被进行特化（在第 16.3 节有过提及），但是由于很多编写萃取的技术都依赖于特化，别名模板最终可能还是需要被重新导向到类模板。
2. 有些萃取是需要由用户进行特化的，比如描述了一个求和运算符是否是可交换的萃取，此时在很多使用都用到了别名模板的情况下，对类模板进行特换会很让人困惑。
3. （比如，底层类模板的特化），

类型我们就很难避免对其进行无意义的实例化（正如在第 19.7.1 节讨论的那样）

这样对于给定

对别名模板的使用最会让该类型被实例化

o

对最后一点的另外一种表述方式是，别名模板不可以和元函数转发一起使用（参见第 19.3.2

节）。

由于将别名模板用于类型萃取既有优点也有缺点，我们建议像我们在本小节以及 C++标准库中那样使用它：

类型成员）和遵守了稍微不同命名惯例的别名模板（我们丢弃了 T 尾缀

同时提供根据遵守特定命名管理的类模板（我们选择使用 T 后缀以及 Type

），而且让每一个别名模板都基于底层的类模板进行定义。这样，在别名模板能够使代码变得更简洁的地方就是用别名模板，否则，对于更为高阶的用户就让他们使用类模板。

注意，由于某些历史原因，C++标准库选择了不同的命名惯例。其类型萃取会包含一个 type类型成员，但是不会有特定的后缀（在 C++11 中为某些类型萃取引入了后缀）。从 C++14开始，为之引入了相应的别名模板（直接生成 type），该别名模板会有一个\_t 后缀，因为没有后缀的名字已经被标准化了（参见第 D.1 节）。

#### 变量模板和萃取（Variable Templates and Traits）

对于返回数值的萃取需要使用一个::value（或者类似的成员）来生成萃取的结果。在这种情况下，constexpr 修饰的变量模板（在第 5.6 节有相关介绍）提供了一种简化代码的方法。

比如， 下面的变量模板封装了在第 19.3.3 节介绍的 IsSameT 萃取和在第 19.5 节介绍的

IsConvertibleT 萃取：

template**<**typename T1**,** typename T2**>**

constexpr bool IsSame **=** IsSameT**<**T1**,**T2**>::**value**;**

template**<**typename FROM**,** typename TO**>**

constexpr bool IsConvertible **=** IsConvertibleT**<**FROM**,** TO**>::**value**;**

此时我们可以将这一类代码：

**if (**IsSameT**<**T**,**int**>::**value **||** IsConvertibleT**<**T**,**char**>::**value**)** …

简化成：

**if (**IsSame**<**T**,**int**> ||** IsConvertible**<**T**,**char**>)** …

同样由于历史原因，C++标准库也采用了不同的命名惯例。产生 result 结果的萃取类模板并没有特殊的后缀，而且它们中的一些在 C++11 中就已经被引入进来了。在 C++17 中引入的与之对应的变量模板则有一个\_v 后缀（参见第 D.1 节）。

## 类型分类（Type Classification）

在某些情况下，如果能够知道一个模板参数的类型是内置类型，指针类型，class 类型，或者是其它什么类型，将会很有帮助。在接下来的章节中，我们定义了一组类型萃取，通过它们我们可以判断给定类型的各种特性。这样我们就可以单独为特定的某些类型编写代码：

**if (**IsClassT**<**T**>::**value**) {**

…

**}**

或者是将其用于编译期 if（在 C++17 中引入）以及某些为了萃取的便利性而引入的特性（参见第 19.7.3 节）：

**if** constexpr **(**IsClass**<**T**>) {**

…

**}**

或者时将其用于偏特化：

template**<**typename T**,** bool **=** IsClass**<**T**>>**

class C **{** //primary template for the general case

…

**};**

template**<**typename T**>**

class C**<**T**, true> {** //partial specialization for class types

…

**};**

此外，诸如 IsPointerT<T>::value 一类的表达式的结果是 bool 型常量，因此它们也将是有效的非类型模板参数。这样，就可以构造更为高端和强大的模板，这些模板可以被基于它们的

类型参数的特性进行特化。

C++标准库定义了一些类似的萃取，这些萃取可以判断一个类型的主要种类或者是该类型被复合之后的种类。更多细节请参见第 D.2.2 节和第 D.2.1 节。

* + 1. 判断基础类型（**Determining Fundamental Types**）

作为开始，我们先定义一个可以判断某个类型是不是基础类型的模板。默认情况下，我们认为类型不是基础类型，而对于基础类型，我们分别进行了特化：

#include <cstddef> // for nullptr\_t

#include <type\_traits> // for true\_type, false\_type, and bool\_constant**<>**

// primary template: in general T is not a fundamental type template**<**typename T**>**

struct IsFundaT **:** std**::**false\_type **{**

**};**

// macro to specialize for fundamental types #define MK\_FUNDA\_TYPE(T) \

template<> struct IsFundaT<T> : std::true\_type { \

};

MK\_FUNDA\_TYPE**(**void**)** MK\_FUNDA\_TYPE**(**bool**)** MK\_FUNDA\_TYPE**(**char**)** MK\_FUNDA\_TYPE**(**signed char**)** MK\_FUNDA\_TYPE**(**unsigned char**)** MK\_FUNDA\_TYPE**(**wchar\_t**)** MK\_FUNDA\_TYPE**(**char16\_t**)** MK\_FUNDA\_TYPE**(**char32\_t**)** MK\_FUNDA\_TYPE**(**signed short**)** MK\_FUNDA\_TYPE**(**unsigned short**)** MK\_FUNDA\_TYPE**(**signed int**)** MK\_FUNDA\_TYPE**(**unsigned int**)** MK\_FUNDA\_TYPE**(**signed long**)** MK\_FUNDA\_TYPE**(**unsigned long**)** MK\_FUNDA\_TYPE**(**signed long long**)** MK\_FUNDA\_TYPE**(**unsigned long long**)** MK\_FUNDA\_TYPE**(**float**)** MK\_FUNDA\_TYPE**(**double**)** MK\_FUNDA\_TYPE**(**long double**)** MK\_FUNDA\_TYPE**(**std**::**nullptr\_t**)** #undef MK\_FUNDA\_TYPE

主模板定义了常规情况。也就是说，通常而言 IfFundaT<T>::value 会返回 false：

template**<**typename T**>**

struct IsFundaT **:** std**::**false\_type **{**

static constexpr bool value **= false;**

**};**

对于每一种基础类型，我们都进行了特化，因此 IsFundaT<T>::value 的结果也都会返回 true。为了简单，我们定义了一个可以扩展成所需代码的宏。比如：

MK\_FUNDA\_TYPE**(**bool**)**

会扩展成：

template**<>** struct IsFundaT**<**bool**> :** std**::**true\_type **{**

static constexpr bool value **= true;**

**};**

下面的例子展示了该模板的一种可能的应用场景：

#include "isfunda.hpp" #include <iostream> template**<**typename T**>** void test **(**T const**&)**

**{**

**if (**IsFundaT**<**T**>::**value**) {**

std**::**cout **<<** "T is a fundamental type" **<<** ’\n’**;} else {**

std**::**cout **<<** "T is not a fundamental type" **<<** ’\n’**;**

**}**

**}**

int main**()**

**{**

test**(**7**);** test**(**"hello"**);**

**}**

其输出如下：

T is a fundamental type

T is **not** a fundamental type

采用同样会的方式，我们也可以定义类型函数 IsIntegralT 和 IsFloatingT 来区分哪些类型是整形标量类型以及浮点型标量类型。

C++标准库采用了一种更为细粒度的方法来测试一个类型是不是基础类型。它先定义了主要的类型种类，每一种类型都被匹配到一个相应的种类（参见第 D.2.1 节），然后合成诸如 std::is\_integral 和 std::is\_fundamental 类型种类（参见第 D2.2.节）。

### 判断复合类型

复合类型是由其它类型构建出来的类型。简单的复合类型包含指针类型，左值以及右值引用类型，指向成员的指针类型（pointer-to-member types），和数组类型。它们是由一种或者两种底层类型构造的。Class 类型以及函数类型同样也是复合类型，但是它们可能是由任意数量的类型组成的。在这一分类方法中，枚举类型同样被认为是复杂的符合类型，虽然它们不是由多种底层类型构成的。简单的复合类型可以通过偏特化来区分。

#### 指针

我们从指针类型这一简单的分类开始：

template**<**typename T**>**

struct IsPointerT **:** std**::**false\_type **{** //primary template: by default not a pointer

**};**

template**<**typename T**>**

struct IsPointerT**<**T**\*> :** std**::**true\_type **{** //partial specialization for pointers

**using** BaseT **=** T**;** // type pointing to

**};**

主模板会捕获所有的非指针类型，和往常一样， 其值为 fase 的 value 成员是通过基类 std::false\_type 提供的，表明该类型不是指针。偏特化实现会捕获所有的指针类型（T\*），其为 true 的成员 value 表明该类型是一个指针。偏特化实现还额外提供了类型成员 BaseT，描述了指针所指向的类型。注意该类型成员只有在原始类型是指针的时候才有，从其使其变成 SFINAE 友好的类型萃取。

C++标准库也提供了相对应的萃取std::is\_pointer<>，但是没有提供一个成员类型来描述指针所指向的类型。相关描述详见第 D.2.1 节。

#### 引用

相同的方法也可以被用来识别左值引用：

template**<**typename T**>**

struct IsLValueReferenceT **:** std**::**false\_type **{** //by default no lvalue reference

**};**

template**<**typename T**>**

struct IsLValueReferenceT**<**T**&> :** std**::**true\_type **{** //unless T is lvalue references

**using** BaseT **=** T**;** // type referring to

**};**

以及右值引用：

template**<**typename T**>**

struct IsRValueReferenceT **:** std**::**false\_type **{** //by default no rvalue reference

**};**

template**<**typename T**>**

struct IsRValueReferenceT**<**T**&&> :** std**::**true\_type **{** //unless T is rvalue reference

**using** BaseT **=** T**;** // type referring to

**};**

它俩又可以被组合成 IsReferenceT<>萃取： #include "islvaluereference.hpp" #include "isrvaluereference.hpp" #include "ifthenelse.hpp"

template**<**typename T**>** class IsReferenceT

**:** public IfThenElseT**<**IsLValueReferenceT**<**T**>::**value**,**

IsLValueReferenceT**<**T**>,** IsRValueReferenceT**<**T**>**

**>::**Type **{**

**};**

在这一实现中，我们用 IfThenElseT 从 ISLvalueReference<T>和 IsRValueReferenceT<T>中选择基类， 这里还用到了元函数转发（ 参见第 19.3.2 节）。如果 T 是左值引用， 我们会从 IsLReference<T>做继承， 并通过继承得到相应的 value 和 BaseT 成员。否则， 我们就从 IsRValueReference<T>做继承，它会判断一个类型是不是右值引用（并未相应的情况提供对应的成员）。

C++标准库也提供了相应的 std::is\_lvalue\_reference<>和 std::is\_rvalue\_reference<>萃取（相关介绍请参见第 D.2.1 节），还有 std::is\_reference<>（相关介绍请参见第 D.2.2 节）。同样的，这些萃取也没有提供代表其所引用的类型的类型成员。

#### 数组

在定义可以判断数组的萃取时，让人有些意外的是偏特化实现中的模板参数数量要比主模板

多：

#include <cstddef> template**<**typename T**>**

struct IsArrayT **:** std**::**false\_type **{** //primary template: not an array

**};**

template**<**typename T**,** std**::**size\_t N**>**

struct IsArrayT**<**T**[**N**]> :** std**::**true\_type **{** //partial specialization for arrays

**using** BaseT **=** T**;**

static constexpr std**::**size\_t size **=** N**;**

**};**

template**<**typename T**>**

struct IsArrayT**<**T**[]> :** std**::**true\_type **{** //partial specialization for unbound arrays

**using** BaseT **=** T**;**

static constexpr std**::**size\_t size **=** 0**;**

**};**

在这里，多个额外的成员被用来描述被用来分类的数组的信息：数组的基本类型和大小（0被用来标识未知大小的数组的尺寸）。

C++标准库提供了相应的 std::is\_array<>来判断一个类型是不是数组，在第 D.2.1 节有其相关介绍。除此之外，诸如 std::rank<>和 std::extent<>之类的萃取还允许我们去查询数组的维度以及某个维度的大小（参见第 D.3.1 节）。

#### 指向成员的指针（Pointers to Members）

也可以用相同的方式处理指向成员的指针：

template**<**typename T**>**

struct IsPointerToMemberT **:** std**::**false\_type **{** //by default no pointer-to-member

**};**

template**<**typename T**,** typename C**>**

struct IsPointerToMemberT**<**T C**::\*> :** std**::**true\_type **{** //partial specialization

**using** MemberT **=** T**; using** ClassT **=** C**;**

**};**

这里额外的成员（MemberT 和 ClassT）提供了与成员的类型以及 class 的类型相关的信息。

C++ 标 准 库 提 供 了 更 为 具 体 的 萃 取 ， std::is\_member\_object\_pointer<> 和 std::is\_member\_function\_pointer<> ， 详 见 第 D.2.1 节 ， 还 有 在 第 D.2.2 节 介 绍 的 std::is\_member\_pointer<>。

* + 1. 识别函数类型（**Identifying Function Types**）

函数类型比较有意思，因为它们除了返回类型，还可能会有任意数量的参数。因此，在匹配一个函数类型的偏特化实现中，我们用一个参数包来捕获所有的参数类型，就如同我们在

19.3.2 节中对 DecayT 所做的那样：

#include "../typelist/typelist.hpp" template**<**typename T**>**

struct IsFunctionT **:** std**::**false\_type **{** //primary template: no function

**};**

template**<**typename R**,** typename… Params**>**

struct IsFunctionT**<**R **(**Params…**)> :** std**::**true\_type

**{** //functions

**using** Type **=** R**;**

**using** ParamsT **=** Typelist**<**Params…**>;** static constexpr bool variadic **= false;**

**};**

template**<**typename R**,** typename… Params**>**

struct IsFunctionT**<**R **(**Params…**,** …**)> :** std**::**true\_type **{** //variadic functions

**using** Type **=** R**;**

**using** ParamsT **=** Typelist**<**Params…**>;** static constexpr bool variadic **= true;**

**};**

上述实现中函数类型的每一部分都被暴露了出来：返回类型被 Type 标识，所有的参数都被作为 ParamsT 捕获进了一个 typelist 中（在第 24 章有关于 typelist 的介绍），而可变参数（...）表示的是当前函数类型使用的是不是 C 风格的可变参数。

不幸的是，这一形式的 IsFunctionT 并不能处理所有的函数类型，因为函数类型还可以包含 const 和 volatile 修饰符，以及左值或者右值引用修饰符（参见第 C.2.1 节），在 C++17 之后，还有 noexcept 修饰符。比如：

**using** MyFuncType **=** void **(**int**&)** const**;**

这一类函数类型只有在被用于非 static 成员函数的时候才有意义，但是不管怎样都算得上是函数类型。而且， 被标记为 const 的函数类型并不是真正意义上的 const 类型， 因此

RemoveConst 并不能将 const 从函数类型中移除。因此，为了识别有限制符的函数类型，我们需要引入一大批额外的偏特化实现，来覆盖所有可能的限制符组合（每一个实现都需要包含 C 风格和非 C 风格的可变参数情况）。这里，我们只展示所有偏特化实现中的 5 中情况：

template**<**typename R**,** typename… Params**>**

struct IsFunctionT**<**R **(**Params…**)** const**> :** std**::**true\_type **{ using** Type **=** R**;**

**using** ParamsT **=** Typelist**<**Params…**>;** static constexpr bool variadic **= false;**

**};**

template**<**typename R**,** typename… Params**>**

struct IsFunctionT**<**R **(**Params…**,** …**)** volatile**> :** std**::**true\_type **{ using** Type **=** R**;**

**using** ParamsT **=** Typelist**<**Params…**>;** static constexpr bool variadic **= true;**

**};**

template**<**typename R**,** typename… Params**>**

struct IsFunctionT**<**R **(**Params…**,** …**)** const volatile**> :** std**::**true\_type **{ using** Type **=** R**;**

**using** ParamsT **=** Typelist**<**Params…**>;** static constexpr bool variadic **= true;**

**};**

template**<**typename R**,** typename… Params**>**

struct IsFunctionT**<**R **(**Params…**,** …**) &> :** std**::**true\_type **{ using** Type **=** R**;**

**using** ParamsT **=** Typelist**<**Params…**>;** static constexpr bool variadic **= true;**

**};**

template**<**typename R**,** typename… Params**>**

struct IsFunctionT**<**R **(**Params…**,** …**)** const**&> :** std**::**true\_type **{ using** Type **=** R**;**

**using** ParamsT **=** Typelist**<**Params…**>;** static constexpr bool variadic **= true;**

**};**

…

当所有这些都准备完毕之后，我们就可以识别除 class 类型和枚举类型之外的所有类型了。我们会在接下来的章节中除了这两种例外情况。

C++标准库也提供了相应的 std::is\_function<>萃取，详细介绍请参见第 D.2.1 节。

## 判断 class 类型（Determining Class Types）

和到目前为止我们已经处理的各种复合类型不同，我们没有相应的偏特化模式来专门匹配 class 类型。也不能像处理基础类型一样一一列举所有的 class 类型。相反，我们需要用一种间接的方法来识别 class 类型，为此我们需要找出一些适用于所有 class 类型的类型或者表达式（但是不能适用于其它类型）。有着这样的类型或者表达式之后，我们就可以使用在第

19.4 节介绍的 SFINAE 萃取技术了。

Class 中可以被我们用来识别 class 类型的最为方便的特性是：只有 class 类型可以被用于指 向成员的指针类型（pointer-to-member types）的基础。也就是说，对于 X Y::\*一类的类型结构，Y 只能是 class 类型。下面的 IsClassT<>就利用了这一特性（将 X 随机选择为 int）：

#include <type\_traits>

template**<**typename T**,** typename **=** std**::**void\_t**<>>**

struct IsClassT **:** std**::**false\_type **{** //primary template: by default no class

**};**

template**<**typename T**>**

struct IsClassT**<**T**,** std**::**void\_t**<**int T**::\*>>** // classes can have pointer-to-member

**:** std**::**true\_type **{**

**};**

C++语言规则指出，lambda 表达式的类型是“唯一的，未命名的，非枚举 class 类型”。因此在将 IsClassT 萃取用于 lambda 表达时，我们得到的结果是 true：

auto l **= []{};**

**static\_assert<**IsClassT**<**decltype**(**l**)>::**value**,** ""**>;** //succeeds

需要注意的是，int T::\*表达式同样适用于 unit 类型（更具 C++标准，枚举类型也是 class 类型）。

C++标准库提供了 std::is\_class<>和 std::is\_union 萃取，在第 D.2.1 节有关于它们的介绍。但是，这些萃取需要编译期进行专门的支持，因为目前还不能通过任何核心的语言技术（standard core language techniques）将 class 和 struct 从 union 类型中分辨出来。

* + 1. 识别枚举类型（**Determining Enumeration Types**）

目前通过我们已有的萃取技术还唯一不能识别的类型是枚举类型。我们可以通过编写基于 SFINAE 的萃取来实现这一功能，这里首先需要测试是否可以像整形类型（比如 int）进行显式转换，然后依次排除基础类型，class 类型，引用类型，指针类型，还有指向成员的指针类型（这些类型都可以被转换成整形类型，但是都不是枚举类型）。但是也有更简单的方法，因为我们发现所有不属于其它任何一种类型的类型就是枚举类型，这样就可以像下面这样实

现该萃取： template**<**typename T**>** struct IsEnumT **{**

static constexpr bool value **= !**IsFundaT**<**T**>::**value **&& !**IsPointerT**<**T**>::**value **&&**

**!**IsReferenceT**<**T**>::**value **&& !**IsArrayT**<**T**>::**value **&&**

**!**IsPointerToMemberT**<**T**>::**value **&& !**IsFunctionT**<**T**>::**value **&&**

**!**IsClassT**<**T**>::**value**;**

**};**

C++标准库提供了相对应的 std::is\_enum<>萃取，在第 D.2.1 节有对其进行介绍。通常，为了提高编译性能，编译期会直接提供这一类萃取，而不是将其实现为其它的样子。

## 策略萃取（Policy Traits）

到目前为止，我们例子中的萃取模板被用来判断模板参数的特性：它们代表的是哪一种类型，作用于该类型数值的操作符的返回值的类型，以及其它特性。这一类萃取被称为特性萃取

（property traits）。

最为对比，某些萃取定义的是该如何处理某些类型。我们称之为策略萃取（policy traits）。这里会对之前介绍的策略类（policy class，我们已经指出，策略类和策略萃取之间的界限并不青霞）的概念进行回顾，但是策略萃取更倾向于是模板参数的某一独有特性（而策略类却通常和其它模板参数无关）。

虽然特性萃取通常都可以被实现为类型函数，策略萃取却通常将策略包装进成员函数中。为了展示这一概念，先来看一下一个定义了特定策略（必须传递只读参数）的类型函数。

### 只读参数类型

在 C++和 C 中，函数的调用参数（call parameters）默认情况下是按照值传递的。这意味着，调用函数计算出来的参数的值，会被拷贝到由被调用函数控制的位置。大部分程序员都知道，对于比较大的结构体，这一拷贝的成本会非常高，因此对于这一类结构体最好能够将其按照常量引用（reference-to-const）或者是 C 中的常量指针（pointer-to-const）进行传递。对于小的结构体，到底该怎样实现目前还没有定论，从性能的角度来看，最好的机制依赖于代码所运行的具体架构。在大多数情况下这并没有那么关键，但是某些情况下，即使是对小的结构体我们也要仔细应对。

当然，有了模板之后事情要变得更加微妙一些：我们事先并不知道用来替换模板参数的类型将会是多大。而且，事情也并不是仅仅依赖于结构体的大小：即使是比较小的结构体，其拷

贝构造函数的成本也可能会很高，这种情况下我们应对选择按常量引用传递。

正如之前暗示的那样，这一类问题通常应当用策略萃取模板（一个类型函数）来处理：该函数将预期的参数类型 T 映射到最佳的参数类型 T 或者是 T const&。作为第一步的近似，主模板会将大小不大于两个指针的类型按值进行传递，对于其它所有类型都按照常量引用进行传递：

template**<**typename T**>** struct RParam **{**

**using** Type **=** typename IfThenElseT**<sizeof(**T**) <=**2**\*sizeof(**void**\*),**

T**,**

T const**&>::**Type**;**

**};**

另一方面，对于那些另 sizeof 运算符返回一个很小的值，但是拷贝构造函数成本却很高的容器类型，我们可能需要分别对它们进行特化或者偏特化，就像下面这样：

template**<**typename T**>** struct RParam**<**Array**<**T**>> {**

**using** Type **=** Array**<**T**>** const**&;**

**};**

由于这一类类型在 C++中很常见，如果只将那些拥有简单拷贝以及移动构造函数的类型按值进行传递，当需要考虑性能因素时，再选择性的将其它一些 class 类型加入按值传递的行列

（C++标准库中包含了std::is\_trivially\_copy\_constructible 和std::is\_trivially\_move\_constructible

类型萃取）。

#ifndef RPARAM\_HPP #define RPARAM\_HPP #include "ifthenelse.hpp" #include <type\_traits> template**<**typename T**>** struct RParam **{**

**using** Type **=** IfThenElse**<(sizeof(**T**) <=** 2**\*sizeof(**void**\*)**

**&&** std**::**is\_trivially\_copy\_constructible**<**T**>::**value

**&&** std**::**is\_trivially\_move\_constructible**<**T**>::**value**),**

T**,**

T const**&>;**

**};**

#endif //RPARAM\_HPP

无论采用哪一种方式，现在该策略都可以被集成到萃取模板的定义中，客户也可以用它们去实现更好的效果。比如，假设我们有两个 class，对于其中一个 class 我们指明要按值传递只读参数：

#include "rparam.hpp" #include <iostream> class MyClass1 **{**

public**:**

MyClass1 **() {**

**}**

MyClass1 **(**MyClass1 const**&) {**

std**::**cout **<<** "MyClass1 copy constructor called\n"**;}**

**};**

class MyClass2 **{**

public**:**

MyClass2 **() {**

**}**

MyClass2 **(**MyClass2 const**&) {**

std**::**cout **<<** "MyClass2 copy constructor called\n"**;**

**}**

**};**

// pass MyClass2 objects with RParam<> by value template**<>**

class RParam**<**MyClass2**> {**

public**:**

**using** Type **=** MyClass2**;**

**};**

现在，我们就可以定义将 PParam<>用于只读参数的函数了，并对其进行调用：

#include "rparam.hpp" #include "rparamcls.hpp"

// function that allows parameter passing by value or by reference template**<**typename T1**,** typename T2**>**

void foo **(**typename RParam**<**T1**>::**Type p1**,** typename RParam**<**T2**>::**Type p2**)**

**{**

…

**}**

int main**()**

**{**

MyClass1 mc1**;** MyClass2 mc2**;**

foo**<**MyClass1**,**MyClass2**>(**mc1**,**mc2**);**

**}**

不幸的是，PParam 的使用有一些很大的缺点。第一，函数的声明很凌乱。第二，可能也是更有异议的地方，就是在调用诸如 foo()一类的函数时不能使用参数推断，因为模板参数只

出现在函数参数的限制符中。因此在调用时必须显式的指明所有的模板参数。

一个稍显笨拙的权宜之计是： 使用提供了完美转发的 inline 封装函数（ inline wrapper function），但是需要假设编译器将省略 inline 函数：

#include "rparam.hpp" #include "rparamcls.hpp"

// function that allows parameter passing by value or by reference template**<**typename T1**,** typename T2**>**

void foo\_core **(**typename RParam**<**T1**>::**Type p1**,** typename RParam**<**T2**>::**Type p2**)**

**{**

…

**}**

// wrapper to avoid explicit template parameter passing template**<**typename T1**,** typename T2**>**

void foo **(**T1 **&&** p1**,** T2 **&&** p2**)**

**{**

foo\_core**<**T1**,**T2**>(**std**::**forward**<**T1**>(**p1**),**std**::**forward**<**T2**>(**p2**));**

**}**

int main**()**

**{**

MyClass1 mc1**;** MyClass2 mc2**;**

foo**(**mc1**,**mc2**);** // same as foo\_core<MyClass1,MyClass2> (mc1,mc2)

**}**

## 在标准库中的情况

在 C++11 中，类型萃取变成了 C++标准库中固有的一部分。它们或多或少的构成了在本章中讨论的所有的类型函数和类型萃取。但是，对于它们中的一部分，比如个别的操作探测，以及有过讨论的 std::is\_union，目前都还没有已知的语言解决方案。而是由编译器为这些萃取提供了支持。同样的，编译器也开始支持一些已经由语言本身提供了解决方案的萃取，这主要是为了减少编译时间。

因此，如果你需要类型萃取，我们建议在可能的情况下都尽量使用由 C++标准库提供的萃取。在附录 D 中对它们有详细的讨论。

需要注意的是，某些萃取的行为可能会让人很意外（至少对于新手程序员）。除了我们在第

11.2.1 节和第 D.1.2 节暗示过的东西，也请参考我们在附录 D 中给出的相关描述。

C++标准库也定义了一些策略和属性萃取：

* 类模板 std::char\_traits 被 std::string 和 I/O stream 当作策略萃取使用。
* 为了将算法简单的适配于标准迭代器的种类， 标准库提供了一个很简单的

std::iterator\_traits 属性萃取模板。

* 模板 std::numeric\_limits 作为属性萃取模板也会很有帮助。
* 最后，为标准库容器类型进行的内存分配是由策略萃取类处理的（参见 std::shared\_ptr的实现）。从 C++98 开始，标准库专门为了这一目的提供了 std::allocator 模板。从 C++11开始，标准库引入了 std::allocator\_traits 模板，这样就能够修改内存分配器的策略或者行为了。

## 后记

Nathan Myers 是第一个提出萃取参数这一概念的人。他最初将该想法作为在标准库组件中定义处理类型的方式提交给 C++标准委员会。在当时，他称其为 baggage templates，并注意到它们包含了萃取。但是，C++委员会的一部分成员不喜欢 baggage 这个名字，并最终促成了 traits 这一名字的使用。后者在那之后被广泛使用。

客户代码通常不会和萃取有任何交集：默认萃取类的行为满足了大部分的常规需求，而且由于它们是默认模板参数，它们根本就不需要出现在客户代码中。这有利于为默认萃取模板使用很长的名字。当客户代码通过提供客制化的萃取参数适应了模板的行为后，最好能够为最终的特化提供一个类型别名。

萃取可以被作为一种反射（reflection）使用，在其中程序看到了其自身的更为高阶的属性。诸如 IsClassT 和 PlusResult 的萃取，以及其它一些窥测了程序中类型的类型萃取，都实现了一种编译期的反射，这被证明是元编程的一个很好的手段。

将类型属性作为模板特化成员存储的相反至少可以追溯到 1990 年代中期。一种比较严肃的早期的类型分类模板的应用是由 SGI（Silicon Graphics）发布的 STL 实现。SGI 模板被用来代表其模板参数的一些属性。这些信息又被用来为特定的类型进行 STL 算法优化。

Boost 提供了更为完整的一组类型分类模板，它们构成了 2011C++标准库中<type\_triats>的基础。虽然其中一些萃取可以根据本章介绍的技术实现，其它一些却需要编译器的支持，这一点和由 SGI 编译期提供的 type\_traits 特化实现很类似。

使用诸如 isValid 的泛型模板提取 SFINAE 条件的本质信息这一技术是由 Louis Dionne 在 2015

年提出的，并在 Boost.Hana 中得到应用。

策略类显然是由很多程序员一起开发的， 但是其中只有一部分得到了署名。Andrei Alexandrescu 使 policy classes 这一名词变得流行，他在其《Modern C++ Design》中对其有更为详细的介绍。

# 第 **20** 章 基 于 类 型 属 性 的 重 载（**Overloading on Type Properties**）

函数重载使得相同的函数名能够被多个函数使用，只要能够通过这些函数的参数类型区分它们就行。比如：

void f **(**int**);**

void f **(**char const**\*);**

对于函数模板，可以在类型模式上进行重载，比如针对指向 T 的指针或者 Array<T>：

template**<**typename T**>** void f**(**T**\*);** template**<**typename T**>** void f**(**Array**<**T**>);**

在类型萃取（参考第 19 章）的概念流行起来之后，很自然地会想到基于模板参数对函数模板进行重载。比如：

template**<**typename Number**>** void f**(**Number**);** // only for numbers template**<**typename Container**>** void f**(**Container**);**// only for containers

但是，目前 C++还没有提供任何可以直接基于类型属性进行重载的方法。事实上，上面的两个模板声明的是完全相同的函数模板，而不是进行了重载，因为在比较两个函数模板的时候不会比较模板参数的名字。

幸运的是，有比较多的基于类型特性的技术，可以被用来实现类似于函数模板重载的功能。本章将会讨论这些相关技术，以及为什么要实现这一类重载的原因。

## 算法特化（我更愿意称之为算法重载，见注释）

函数模板重载的一个动机是，基于算法适用的类型信息，为算法提供更为特化的版本。考虑一个交换两个数值的 swap()操作：

template**<**typename T**>** void swap**(**T**&** x**,** T**&** y**)**

**{**

T tmp**(**x**);** x **=** y**;**

y **=** tmp**;**

**}**

这一实现用到了三次拷贝操作。但是对于某些类型，可以有一种更为高效的 swap()实现，比如对于存储了指向具体数组内容的指针和数组长度的 Array<T>:

template**<**typename T**>**

void swap**(**Array**<**T**>&** x**,** Array**<**T**>&** y**)**

**{**

swap**(**x**.**ptr**,** y**.**ptr**);**

swap**(**x**.**len**,** y**.**len**);**

**}**

俩种 swap()实现都可以正确的交换两个 Array<T>对象的内容。但是，后一种实现方式的效率要高很多，因为它利用了 Array<T>中额外的（具体而言，是 ptr 和 len 以及它们各自的职责）、不为其它类型所有的特性。因此后一种实现方式要（在概念上）比第一种实现方式更为“特化”，这是因为它只为适用于前一种实现的类型的一个子集提供了交换操作。幸运的是，基于函数模板的部分排序规则（partial ordering rules，参见 16.2.2 节），第二种函数模板也是更为特化的，

其不适用的时候，会退回到更为泛化的版本

在有更为特化的版本（也更高效）可用的时候，编译器会优先选择该版本，在

（可能会不那么高效）。

在一个泛型算法中引入更为特化的变体，这一设计和优化方式被称为算法特化（algorithm specialization）。更为特化的变体适用于泛型算法诸多输入中的一个子集，这个子集可以通过特定的类型或者是类型的属性来区分，针对这个子集，该特化版本通常要比泛型算法的一般版本高效的多。

在适用的情况下更为特化的算法变体会自动的被选择，这一点对算法特化的实现至关重要，调用者甚至都不需要知道具体变体的存在。在我们的 swap()例子中，具体实现方式是

（partial ordering rules）中更为特化的函数模板也是更为特化的

概念上）更为特化的函数模板去重载最泛化的模板，同时确保了在 C++的部分排序规则

用（在

o

并不是所有的概念上更为特化的算法变体，都可以被直接转换成提供了正确的部分排序行为

（partial ordering behavior）的函数模板。比如我们下面的这个例子。

函数模板 advanceIter()（类似于 C++标准库中的 std::advance()）会将迭代器 x 向前迭代 n 步。这一算法可以用于输入的任意类型的迭代器：

template**<**typename InputIterator**,** typename Distance**>** void advanceIter**(**InputIterator**&** x**,** Distance n**)**

**{**

**while (**n **>** 0**) {** //linear time

**++**x**;**

**--**n**;**

**}**

**}**

对于特定类型的迭代器（比如提供了随机访问操作的迭代器)，我们可以为该操作提供一个更为高效的实现方式：

template**<**typename RandomAccessIterator**,** typename Distance**>** void advanceIter**(**RandomAccessIterator**&** x**,** Distance n**) {**

x **+=** n**;** // constant time

**}**

但是不幸的是，同时定义以上两种函数模板会导致编译错误，正如我们在序言中介绍的那样，这是因为只有模板参数名字不同的函数模板是不可以被重载的。本章剩余的内容会讨论能够允许我们实现类似上述函数模板重载的一些技术。

## 20.2 标记派发（Tag Dispatching）

算法特化的一个方式是，用一个唯一的、可以区分特定变体的类型来标记（tag）不同算法变体的实现。比如为了解决上述 advanceIter()中的问题，可以用标准库中的迭代器种类标记类型，来区分 advanceIter()算法的两个变体实现：

template**<**typename Iterator**,** typename Distance**>** void advanceIterImpl**(**Iterator**&** x**,** Distance n**,** std**::**input\_iterator\_tag**)**

**{**

**while (**n **>** 0**) {** //linear time

**++**x**;**

**--**n**;**

**}**

**}**

template**<**typename Iterator**,** typename Distance**>** void advanceIterImpl**(**Iterator**&** x**,** Distance n**,** std**::**random\_access\_iterator\_tag**)**

**{**

x **+=** n**;** // constant time

**}**

然后，通过 advanceIter()函数模板将其参数连同与之对应的 tag 一起转发出去：

template**<**typename Iterator**,** typename Distance**>** void advanceIter**(**Iterator**&** x**,** Distance n**)**

**{**

advanceIterImpl**(**x**,** n**,** typename std**::**iterator\_traits**<**Iterator**>::**iterator\_category**())**

**}**

萃取类模板 std::iterator\_traits 通过其成员类型 iterator\_category 返回了迭代器的种类。迭代器种类是前述\_tag 类型中的一种，它指明了相关类型的具体迭代器种类。在 C++标准库中，可用的 tags 被定义成了下面这样，在其中使用了继承来反映出一个用 tag 表述的种类是不是从另一个种类派生出来的：

**namespace** std **{**

struct input\_iterator\_tag **{ };**

struct output\_iterator\_tag **{ };**

struct forward\_iterator\_tag **:** public input\_iterator\_tag **{ };**

struct bidirectional\_iterator\_tag **:** public forward\_iterator\_tag

**{ };**

struct random\_access\_iterator\_tag **:** public bidirectional\_iterator\_tag **{ };**

**}**

有效使用标记派发（tag dispatching）的关键在于理解 tags 之间的内在关系。我们用来标记两个advanceIterImpl 变体的标记是std::input\_iterator\_tag 和std::random\_access\_iterator\_tag，而由于 std::random\_access\_iterator\_tag 继承自 std::input\_iterator\_tag，对于随机访问迭代器，会优先选择更为特化的 advanceIterImpl()变体（使用了 std::random\_access\_iterator\_tag 的那一个）。因此，标记派发依赖于将单一的主函数模板的功能委托给一组\_impl 变体，这些变体都被进行了标记，因此正常的函数重载机制会选择适用于特定模板参数的最为特化的版本。

当被算法用到的特性具有天然的层次结构，并且存在一组为这些标记提供了值的萃取机制的时候，标记派发可以很好的工作。而如果算法特化依赖于专有（ad hoc）类型属性的话（比如依赖于类型 T 是否含有拷贝赋值运算符），标记派发就没那么方便了。对于这种情况，我们需要一个更强大的技术。

## Enable/Disable 函数模板

算法特化需要提供可以基于模板参数的属性进行选择的、不同的函数模板。不幸的是，无论是函数模板的部分排序规则（参见 16.2.2 节）还是重载解析（参见附录 C），都不能满足更为高阶的算法特化的要求。

C++标准库为之提供的一个辅助工具是 std::enable\_if，我们曾在第 6.3 节对其进行了介绍。本节将介绍通过引入一个对应的模板别名，实现该辅助工具的方式，为了避免名称冲突，我们将称之称为 EnableIf。

和 std::enable\_if 一样，EnableIf 模板别名也可以被用来基于特定的条件 enable(或 disable)特定的函数模板。比如，随机访问版本的 advanceIter()算法可以被实现成这样：

template**<**typename Iterator**>**

constexpr bool IsRandomAccessIterator **=**

IsConvertible**<** typename std**::**iterator\_traits**<**Iterator**>::**iterator\_category**,**

std**::**random\_access\_iterator\_tag**>;**

template**<**typename Iterator**,** typename Distance**>** EnableIf**<**IsRandomAccessIterator**<**Iterator**>>**

advanceIter**(**Iterator**&** x**,** Distance n**){** x **+=** n**;** // constant time

**}**

这里使用了基于 EnableIf 的偏特化， 在迭代器是随机访问迭代器的时候启用特定的

advanceIter()变体。

条件参数，另一个是在第一个参数为 true 时，EnableIf 应该包含的类型

EnableIf 包含两个参数，一个是标示着该模板是否应该被启用的 bool 型

。在我们上面的例子中，用在第 19.5 节和第 19.7.3 节介绍的 IsConvertible 类型萃取定义了一个新的类型萃取 IsRandomAccessIterator。这样，这一特殊版本的 advanceIter()实现只有在模板参数 Iterator是被一个随机访问迭代器替换的时候才会被启用。

EnableIf 的实现非常简单： template**<**bool**,** typename T **=** void**>** struct EnableIfT **{**

**};**

template**<** typename T**>** struct EnableIfT**<true,** T**> { using** Type **=** T**;**

**};**

template**<**bool Cond**,** typename T **=** void**>**

**using** EnableIf **=** typename EnableIfT**<**Cond**,** T**>::**Type**;**

EnableIf 会扩展成一个类型，因此它被实现成了一个别名模板（alias template）。我们希望为之使用偏特化（参见第 16 章），但是别名模板（alias template）并不能被偏特化。幸运的是，我们可以引入一个辅助类模板（helper class template）EnableIfT，并将真正要做的工作委托给它，而别名模板 EnableIf 所要做的只是简单的从辅助模板中选择结果类型。当条件是 true 的时候，EnableIfT<...>::Type（也就是 EnableIf<...>）的计算结果将是第二个模板参数 T。当条件是 false 的时候，EnableIf 不会生成有效的类型，因为主模板 EnableIfT 没有名为 Type的成员。通常这应该是一个错误，

板的返回类型），它只会导致模板参数推断失败，并将函数模板从待选项中移除

但是在 SFINAE（参见第 15.7 节）上下文中（比如函数模

o

对于 advanceIter()，EnableIf 的使用意味着只有当 Iterator 参数是随机访问迭代器的时候，函数模板才可以被使用（而且返回类型是 void），而当 Iterator 不是随机访问迭代器的时候，函数模板则会被从待选项中移除。我们可以将 EnableIf 理解成一种在模板参数不满足特定需

求的时候，防止模板被实例化的防卫手段

。由于 advanceIter()需要一些只有随机访问迭代器才有操作，因此只能被随机访问迭代器实例化。有时候这样使用 EnableIf 也不是绝对安全的

----用户可能会断言一个类型是随机访问迭代器，却又没有为之提供相应的操作 此时

EnableIf 可以被用来帮助尽早的发现这一类错误。

现在我们已经可以显式的为特定的类型激活其所适用的更为特化的模板了。但是这还不够：

。幸运的是，实现这一目的方法并不复杂：我们为不够特化的模板使用相同模式的 EnableIf，只是适用相反的判断条件。这样，就可以确保对于任意 Iterator 类型，都只有一个模板会被激活。因此，适用于非随机访问迭代器的 advanceIter()会变成下面这样：

译期没有办法在两者之间做决断（order），从而会报出一个模板歧义错误

我们还需要“去激活（de-activate）”不够特化的模板，因为在两个模板都适用的时候，编

template**<**typename Iterator**,** typename Distance**>** EnableIf**<!**IsRandomAccessIterator**<**Iterator**>>**

advanceIter**(**Iterator**&** x**,** Distance n**)**

**{**

**while (**n **>** 0**) {**//linear time

**++**x**;**

**--**n**;**

**}**

**}**

### 提供多种特化版本

上述模式可以被继续泛化以满足有两种以上待选项的情况：可以为每一个待选项都配备一个 EnableIf，并且让它们的条件部分，对于特定的模板参数彼此互斥。这些条件部分通常会用到多种可以用类型萃取（type traits）表达的属性。

比如，考虑另外一种情况，第三种 advanceIter()算法的变体：允许指定一个负的距离参数，以让迭代器向“后”移动。很显然这对一个“输入迭代器（input itertor）”是不适用的，对一个随机访问迭代器却是适用的。但是，标准库也包含一种双向迭代器（bidirectional iterator）的概念，这一类迭代器可以向后移动，但却不要求必须同时是随机访问迭代器。实现这一情况需要稍微复杂一些的逻辑：每个函数模板都必须使用一个包含了在所有函数模板间彼此互斥 EnableIf 条件，这些函数模板代表了同一个算法的不同变体。这样就会有下面一组条件：

* + - * 随机访问迭代器：适用于随机访问的情况（常数时间复杂度，可以向前或向后移动）
      * 双向迭代器但又不是随机访问迭代器：适用于双向情况（线性时间复杂度，可以向前或向后移动）
      * 输入迭代器但又不是双向迭代器：适用于一般情况（线性时间复杂度，只能向前移动）

相关函数模板的具体实现如下：

#include <iterator>

// implementation for random access iterators: template**<**typename Iterator**,** typename Distance**>** EnableIf**<**IsRandomAccessIterator**<**Iterator**>>** advanceIter**(**Iterator**&** x**,** Distance n**) {**

x **+=** n**;** // constant time

**}**

template**<**typename Iterator**>**

constexpr bool IsBidirectionalIterator **=** IsConvertible**<** typename std**::**iterator\_traits**<**Iterator**>::**iterator\_category**,** std**::**bidirectional\_iterator\_tag**>;**

// implementation for bidirectional iterators:

template**<**typename Iterator**,** typename Distance**>** EnableIf**<**IsBidirectionalIterator**<**Iterator**>**

**&& !**IsRandomAccessIterator**<**Iterator**>>**

advanceIter**(**Iterator**&** x**,** Distance n**) { if (**n **>** 0**) {**

**for ( ;** n **>** 0**; ++**x**, --**n**) {** //linear time

**}**

**} else {**

**for ( ;** n **<** 0**; --**x**, ++**n**) {** //linear time

**}**

**}**

**}**

// implementation for all other iterators: template**<**typename Iterator**,** typename Distance**>**

EnableIf**<!**IsBidirectionalIterator**<**Iterator**>>** advanceIter**(**Iterator**&** x**,** Distance n**) {**

**if (**n **<** 0**) {**

**throw** "advanceIter(): invalid iterator category for negative n"**;**

**}**

**while (**n **>** 0**) {** //linear time

**++**x**;**

**--**n**;**

**}**

**}**

通过让每一个函数模板的 EnableIf 条件与其它所有函数模板的条件互相排斥，可以保证对于一组参数，最多只有一个函数模板可以在模板参数推断中胜出。

上述例子已体现出通过 EnableIf 实现算法特化的一个缺点：每当一个新的算法变体被加入进

。作为对比，当通过标记派发（tag dispatching）引入一个双向迭代器的算法变体时，则只需要使用标记 std::bidirectional\_iterator\_tag 重载一个 advanceIterImpl()即可。

来，就需要调整所有算法变体的EnableIf 条件，以使得它们之间彼此互斥

标记派发（tag dispatching）和 EnableIf 两种技术所适用的场景有所不同：一般而言，标记派发可以基于分层的 tags 支持简单的派发，而 EnableIf 则可以基于通过使用类型萃取（type trait）获得的任意一组属性来支持更为复杂的派发。

## EnableIf 所之何处（where does the EnableIf Go）?

EnableIf 通常被用于函数模板的返回类型。但是，该方法不适用于构造函数模板以及类型转换模板，因为它们都没有被指定返回类型。而且，使用 EnableIf 也会使得返回类型很难被读懂。对于这一问题，我们可以通过将 EnableIf 嵌入一个默认的模板参数来解决，比如：

#include <iterator> #include "enableif.hpp"

#include "isconvertible.hpp" template**<**typename Iterator**>**

constexpr bool IsInputIterator **=** IsConvertible**<** typename std**::**iterator\_traits**<**Iterator**>::**iterator\_category**,** std**::**input\_iterator\_tag**>;**

template**<**typename T**>** class Container **{**

public**:**

// construct from an input iterator sequence: template**<**typename Iterator**,** typename **=**

EnableIf**<**IsInputIterator**<**Iterator**>>>** Container**(**Iterator first**,** Iterator last**);**

// convert to a container so long as the value types are convertible: template**<**typename U**,** typename **=** EnableIf**<**IsConvertible**<**T**,** U**>>> operator** Container**<**U**>()** const**;**

**};**

但是，这样做也有一个问题。如果我们尝试再添加一个版本的重载的话，会导致错误：

// construct from an input iterator sequence: template**<**typename Iterator**,**

typename **=** EnableIf**<**IsInputIterator**<**Iterator**> && !**IsRandomAccessIterator**<**Iterator**>>>** Container**(**Iterator first**,** Iterator last**);**

template**<**typename Iterator**,** typename **=**

EnableIf**<**IsRandomAccessIterator**<**Iterator**>>>**

Container**(**Iterator first**,** Iterator last**);** // ERROR: redeclaration // of constructor template

问题在于这两个模板唯一的区别是默认模板参数，但是在判断两个模板是否相同的时候却又不会考虑默认模板参数。

该问题可以通过引入另外一个模板参数来解决，这样两个构造函数模板就有数量不同的模板参数了：

// construct from an input iterator sequence: template**<**typename Iterator**,** typename **=** EnableIf**<**IsInputIterator**<**Iterator**>**

**&& !**IsRandomAccessIterator**<**Iterator**>>>**

Container**(**Iterator first**,** Iterator last**);** template**<**typename Iterator**,** typename **=**

EnableIf**<**IsRandomAccessIterator**<**Iterator**>>,** typename **=** int**>** // extra dummy parameter to enable both constructors

Container**(**Iterator first**,** Iterator last**);** //OK now

* + 1. 编译期 **if**

值得注意的是，C++17 的 constexpr if 特性（参见第 8.5 节）使得某些情况下可以不再使用

EnableIf。比如在 C++17 中可以像下面这样重写 advanceIter():

template<typename Iterator, typename Distance> void advanceIter(Iterator& x, Distance n) {

if constexpr(IsRandomAccessIterator<Iterator>) {

// implementation for random access iterators: x += n; // constant time

}else if constexpr(IsBidirectionalIterator<Iterator>) {

// implementation for bidirectional iterators: if (n > 0)

{for ( ; n > 0; ++x, --n) { //linear time for positive n

}

} else {

for ( ; n < 0; --x, ++n) { //linear time for negative n

}

}

}else {

// implementation for all other iterators that are at least input iterators: if (n < 0) {

throw "advanceIter(): invalid iterator category for negative n";

}

while (n > 0) { //linear time for positive n only

++x;

--n;

}

}

}

这样会更好一些。更为特化的代码分支只会被那些支持它们的类型实例化。因此，对于使用了不被所有的迭代器都支持的代码的情况，只要它们被放在合适的 constexpr if 分支中，就是安全的。

但是，该方法也有其缺点。只有在泛型代码组件可以被在一个函数模板中完整的表述时，这一使用 constexpr if 的方法才是可能的。在下面这些情况下，我们依然需要 EnableIf：

* 需要满足不同的“接口”需求
* 需要不同的 class 定义
* 对于某些模板参数列表，不应该存在有效的实例化。

对于最后一种情况，下面这种做法看上去很有吸引力：

template<typename T> void f(T p) {

if constexpr (condition<T>::value) {

// do something here…

}

else {

// not a T for which f() makes sense: static\_assert(condition<T>::value, "can’t call f() for such a T");

}

}

但是我们并不建议这样做，因为它对 SFINAE 不太友好：函数 f<T>()并不会被从待选项列表中移除，因此它有可能会屏蔽掉另一种重载解析结果。作为对比，使用 EnableIf f<T>()则会在 EnableIf<...>替换失败的时候将该函数从待选项列表中移除。

## Concepts

上述技术到目前为止都还不错，但是有时候却稍显笨拙，它们可能会占用很多的编译器资源，以及在某些情况下，可能会产生难以理解的错误信息。因此某些泛型库的作者一直都在盼望着一种能够更简单、直接地实现相同效果的语言特性。为了满足这一需求，一个被称为 conceptes 的特性很可能会被加入到 C++语言中；具体请参见第 6.5 节，第 18.4 节以及附录 E。

比如，我们可能希望被重载的 container 的构造函数可以像下面这样：

template<typename T> class Container {

public:

//construct from an input iterator sequence: template<typename Iterator>

requires IsInputIterator<Iterator> Container(Iterator first, Iterator last);

// construct from a random access iterator sequence: template<typename Iterator>

requires IsRandomAccessIterator<Iterator> Container(Iterator first, Iterator last);

// convert to a container so long as the value types are convertible:

template<typename U> requires IsConvertible<T, U>

operator Container<U>() const;

};

其中 requires 条款（参见第 E.1 节）描述了使用当前模板的要求。如果某个要求不被满足，那么相应的模板就不会被当作备选项考虑。因此它可以被当作 EnableIf 这一想法的更为直接的表达方式，而且是被语言自身支持的。

Requires 条款还有另外一些优于 EnableIf 的地方。约束包容（constraint subsumption，参见第 E.3.1 节）为只有 requires 不同的模板进行了排序，这样就不再需要标记派发了（tag dispatching）。而且，requires 条款也可以被用于非模板。比如只有在 T 的对象可以被<运算符比较的时候，才为容器提供 sort()成员函数：

template<typename T> class Container {

public:

…

requires HasLess<T> void sort() {

…

}

};

## 类的特化（Class Specialization）

类模板的偏特化可以被用来提供一个可选的、为特定模板参数进行了特化的实现，这一点和 函数模板的重载很相像。而且，和函数模板的重载类似，如果能够基于模板参数的属性对各种偏特化版本进行区分，也会很有意义。考虑一个以 key 和 value 的类型为模板参数的泛型 Dictionary 类模板。只要 key 的类型提供了 operator==()运算符，就可以实现一个简单（但是低效）的 Dictionary：

template<typename Key, typename Value> class Dictionary

{

private:

vector<pair<Key const, Value>> data; public:

//subscripted access to the data: value& operator[](Key const& key)

{

// search for the element with this key: for (auto& element : data) {

if (element.first == key){ return element.second;

}

}

// there is no element with this key; add one data.push\_back(pair<Key const, Value>(key, Value()));return data.back().second;

}

…

};

如果 key 的类型提供了 operator <()运算符的话，则可以基于标准库的 map 容器提供一种相对高效的实现方式。类似的，如果 key 的类型提供了哈希操作的话，则可以基于标准库的 unordered\_map 提供一种更为高效的实现方式。

### 启用**/**禁用类模板

启用/禁用类模板的不同实现方式的方法是使用类模板的偏特化。为了将 EnableIf 用于类模板的偏特化，需要先为 Dictionary 引入一个未命名的、默认的模板参数：

template<typename Key, typename Value, typename = void> class Dictionary

{

… //vector implementation as above

};

这个新的模板参数将是我们使用 EnableIf 的入口，现在它可以被嵌入到基于 map 的偏特化

Dictionary 的模板参数例表中：

template<typename Key, typename Value>

class Dictionary<Key, Value, EnableIf<HasLess<Key>>>

{

private:

map<Key, Value> data;

public:value& operator[](Key const& key) { return data[key];

}

…

};

和函数模板的重载不同，我们不需要对主模板的任意条件进行禁用，因为对于类模板，任意偏特化版本的优先级都比主模板高。但是，当我们针对支持哈希操作的另一组 keys 进行特化时，则需要保证不同偏特化版本间的条件是互斥的：

template<typename Key, typename Value, typename = void> class Dictionary

{

… // vector implementation as above

};

template<typename Key, typename Value>

class Dictionary<Key, Value, EnableIf<HasLess<Key> && !HasHash<Key>>> {{

… // map implementation as above

};

template typename Key, typename Value>

class Dictionary Key, Value, EnableIf HasHash Key>>>

{

private:

unordered\_map Key, Value> data; public:

value& operator[](Key const& key) { return data[key];

}

…

};

### 类模板的标记派发

同样地，标记派发也可以被用于在不同的模板特化版本之间做选择。为了展示这一技术，我们定义一个类似于之前章节中介绍的 advanceIter()算法的函数对象类型 Advance<Iterator>，它同样会以一定的步数移动迭代器。会同时提供基本实现（用于 input iterators）和适用于双向迭代器和随机访问迭代器的特化版本，并基于辅助萃取 BestMatchInSet（下面会讲到）为相应的迭代器种类选择最合适的实现版本：

// primary template (intentionally undefined): template<typename Iterator,

typename Tag = BestMatchInSet< typename std::iterator\_traits<Iterator> ::iterator\_category,

std::input\_iterator\_tag, std::bidirectional\_iterator\_tag, std::random\_access\_iterator\_tag>>

class Advance;

// general, linear-time implementation for input iterators: template<typename Iterator>

class Advance<Iterator, std::input\_iterator\_tag>

{

public:

using DifferenceType = typename std::iterator\_traits<Iterator>::difference\_type;

void operator() (Iterator& x, DifferenceType n) const

{

while (n > 0) {

++x;

--n;

}

}

};

// bidirectional, linear-time algorithm for bidirectional iterators: template<typename Iterator>

class Advance<Iterator, std::bidirectional\_iterator\_tag>

{

public:

using DifferenceType =typename std::iterator\_traits<Iterator>::difference\_type;

void operator() (Iterator& x, DifferenceType n) const

{

if (n > 0) {

while (n > 0) {

++x;

--n;

}

} else {

while (n < 0) {

--x;

++n;

}

}

}

};

// bidirectional, constant-time algorithm for random access iterators: template<typename Iterator>

class Advance<Iterator, std::random\_access\_iterator\_tag>

{

public:

using DifferenceType =

typename std::iterator\_traits<Iterator>::difference\_type; void operator() (Iterator& x, DifferenceType n) const

{

x += n;

}

}

这一实现形式和函数模板中的标记派发很相像。但是，比较困难的是 BestMatchInSet 的实现，它主要被用来为一个给定的迭代器选择选择最匹配 tag。本质上，这个类型萃取所做的是，当给定一个迭代器种类标记的值之后，要判断出该从以下重载函数中选择哪一个，并返回其

参数类型：

void f(std::input\_iterator\_tag);

void f(std::bidirectional\_iterator\_tag); void f(std::random\_access\_iterator\_tag);

模拟重载解析最简单的方式就是使用重载解析，就像下面这样：

// construct a set of match() overloads for the types in Types…: template<typename… Types>

struct MatchOverloads;

// basis case: nothing matched: template<>

struct MatchOverloads<> { static void match(…);

};

// recursive case: introduce a new match() overload: template<typename T1, typename… Rest>

struct MatchOverloads<T1, Rest…> : public MatchOverloads<Rest…>

{

static T1 match(T1); // introduce overload for T1

using MatchOverloads<Rest…>::match;// collect overloads from bases

};

// find the best match for T in Types… template<typename T, typename… Types> struct BestMatchInSetT {

using Type = decltype(MatchOverloads<Types…>::match(declval<T> ()));

};

template<typename T, typename… Types>

using BestMatchInSet = typename BestMatchInSetT<T, Types…>::Type;

MatchOverloads 模板通过递归继承为输入的一组Types 中的每一个类型都声明了一个match()函数。每一次递归模板 MatchOverloads 偏特化的实例化都为列表中的下一个类型引入了一个新的 match()函数。然后通过使用 using 声明将基类中的 match()函数引入当前作用域。当递归地使用该模板的时候，我们就有了一组和给定类型完全对应的 match()函数的重载，每一个重载函数返回的都是其参数的类型。然后 BestMatchInSetT 模板会将 T 类型的对象传递给一组 match()的重载函数，并返回最匹配的 match()函数的返回类型。如果没有任何一个 match()函数被匹配上，那么返回基本情况对应的 void（使用省略号来捕获任意参数）将代表出现了匹配错误。总结来讲，BestMatchInSetT 将函数重载的结果转化成了类型萃取，这样可以让通过标记派发，在不同的模板偏特化之间做选择的情况变得相对容易一些。

## 实例化安全的模板（Instantiation-Safe Templates）

EnableIf 技术的本质是：只有在模板参数满足某些条件的情况下才允许使用某个模板或者某个偏特化模板。比如，最为高效的 advanceIter()算法会检查迭代器的参数种类是否可以被转化成 std::random\_access\_iterator\_tag，也就意味着各种各样的随机访问迭代器都适用于该算法。

如果我们将这一概念发挥到极致，将所有模板用到的模板参数的操作都编码进 EnableIf 的条件，会怎样呢？这样一个模板的实例化永远都不会失败，因为那些没有提供 EnableIf 所需操作的模板参数会导致一个推断错误，而不是任由可能会出错的实例化继续进行。我们称这一类模板为“实例化安全（instantiation-safe ）”的模板，接下来会对其进行简单介绍。

先从一个计算两个数之间的最小值的简单模板 min()开始。我们可能会将其实现成下面这样：

template<typename T>

T const& min(T const& x, T const& y)

{

if (y < x) {

return y;

}

return x;

}

这个模板要求类型为 T 的两个值可以通过<运算符进行比较，并将比较结果转换成 bool 类型给 if 语句使用。可以检查类型是否支持<操作符，并计算其返回值类型的类型萃取，在形式上和我们第 19.4.4 节介绍的 SFINAE 友好的 PlusResultT 萃取类似。为了方便，我们此处依然列出 LessResultT 的实现：

#include <utility> // for declval()

#include <type\_traits> // for true\_type and false\_type template<typename T1, typename T2>

class HasLess {

template<typename T> struct Identity;

template<typename U1, typename U2> static std::true\_type

test(Identity<decltype(std::declval<U1>() < std::declval<U2>())>\*);

template<typename U1, typename U2> static std::false\_type

test(…);

public:

static constexpr bool value = decltype(test<T1, T2> (nullptr))::value;

};

template<typename T1, typename T2, bool HasLess> class LessResultImpl {

public:

using Type = decltype(std::declval<T1>() < std::declval<T2>());

};

template<typename T1, typename T2> class LessResultImpl<T1, T2, false> {

};

template<typename T1, typename T2> class LessResultT

: public LessResultImpl<T1, T2, HasLess<T1, T2>::value> {

};

template<typename T1, typename T2>

using LessResult = typename LessResultT<T1, T2>::Type;

现在就可以通过将该萃取和 IsConvertible 一起使用，使 min()变成实例化安全的：

#include "isconvertible.hpp" #include "lessresult.hpp" template<typename T>

EnableIf<IsConvertible<LessResult<T const&, T const&>, bool>, T const&> min(T const& x, T const& y)

{

if (y < x) {

return y;

}

return x;

}

通过各种实现了不同<运算符的类型来调用 min()，要更能说明问题一些，就像下面这样：

#include"min.hpp" struct X1 { };

bool operator< (X1 const&, X1 const&) { return true; }

struct X2 { };

bool operator<(X2, X2) { return true; }

struct X3 { };

bool operator<(X3&, X3&) { return true; } struct X4 { };

struct BoolConvertible {

operator bool() const { return true; } // implicit conversion to bool

};

struct X5 { };

BoolConvertible operator< (X5 const&, X5 const&)

{

return BoolConvertible();

}

struct NotBoolConvertible { // no conversion to bool

};

struct X6 { };

NotBoolConvertible operator< (X6 const&, X6 const&)

{

return NotBoolConvertible();

}

struct BoolLike {

explicit operator bool() const { return true; } // explicit conversion to bool

};

struct X7 { };

BoolLike operator< (X7 const&, X7 const&) { return BoolLike(); } int main()

{

min(X1(), X1()); // X1 can be passed to min() min(X2(), X2()); // X2 can be passed to min()

min(X3(), X3()); // ERROR: X3 cannot be passed to min()

min(X4(), X4()); // ERROR: X4 cannot be passed to min() min(X5(), X5()); // X5 can be passed to min()

min(X6(), X6()); // ERROR: X6 cannot be passed to min()

min(X7(), X7()); // UNEXPECTED ERROR: X7 cannot be passed to min()

}

在编译上述程序的时候，要注意虽然针对 min()函数会报出 4 个错误（X3，X4，X6，以及 X7），但它们都不是从 min()的函数体中报出来的（如果不是实例化安全的话，则会从函数体中报出错误）。相反，编译器只会抱怨说没有合适的 min()函数，因为唯一的选择已经被 SFINAE

排除了。Clang 会报出如下错误：

min.cpp:41:3: error: no matching function for call to ’min’ min(X3(), X3()); // ERROR: X3 cannot be passed to min

^~~

./min.hpp:8:1: note: candidate template ignored: substitution failure

[with T = X3]: no type named ’Type’ in ’LessResultT<const X3 &, const X3 &>’ min(T const& x, T const& y)

g++报出的部分错误信息如下：

min.cpp: In function 'int main()':

min.cpp:83:19: error: no matching function for call to 'min(X3, X3)' min(X3(), X3()); // ERROR: X3 cannot be passed to min()

^

min.cpp:72:1: note: candidate: template<class T> std::enable\_if\_t<std::is\_convertible<typename LessResultT<const T&, const T&>::Type, bool>::value, const T&> min(const T&, const T&)

min(T const& x, T const& y)

^

min.cpp:72:1: note: template argument deduction/substitution failed: min.cpp: In substitution of 'template<class T> std::enable\_if\_t<std::is\_convertible<typename LessResultT<const T&, const T&>::Type, bool>::value, const T&> min(const T&, const T&) [with T = X3]': min.cpp:83:19: required from here

min.cpp:72:1: error: no type named 'Type' in 'class LessResultT<const X3&, const X3&>'

因此可以看出，EnableIf 只允许针对那些满足了模板要求的类型（X1，X2，和 X5）进行实例化，也就永远不会从 min()的函数体中报出错误。

例子中的最后一个类型（X7），体现了实现实例化安全模板过程中的一些很微妙的地方。如果X7 是被传递给非实例化安全的min()，那么可以成功实例化。但是对于实例化安全的 min()，实例化却会失败，因为 BoolLike 不可以被隐式的转换成 bool 类型。这里的区别很微妙：在某些情况下，显式的向 bool 的转换可以被隐式的使用，比如控制语句（if，while，for 以及 do）的布尔型条件，内置的！，&&以及||运算符，还有三元运算符?:。在这些情况下，该值被认为是“语境上可以转换成 bool”

但是，我们对一般的、可以隐式地向 bool 转换这一条件的坚持，导致实例化安全的模板被过分限制了；也就是说，在 EnableIf 中指定的条件要比我们实际需要的条件更为严格（正确实例化模板所需要的条件）。另一方面，如果我们完全忘记了可以向 bool 转换这一要求，那么对于 min()模板的要求就过于宽松了，这样的话对于某些类型可能会遇到实例化错误（比如 X6）。

为了解决 min()中这一由实例化安全带来的问题，我们需要一个可以判断某个类型是否是“语

境上可以转换成 bool”的萃取技术。控制流程语句对该萃取技术的实现没有帮助，因为语句不可以出现在 SFINAE 上下文中，同样的，可以被任意类型重载的逻辑操作也不可以。

是否是“语境上可以转换成 bool”的

运的是，三元运算符?:是一个表达式，而且不可以被重载，因此它可以被用来测试一个类型

幸

：

#include <utility> // for declval()

#include <type\_traits> // for true\_type and false\_type template<typename T>

class IsContextualBoolT { private:

template<typename T> struct Identity;

template<typename U>

static std::true\_type test(Identity<decltype(declval<U>()? 0 : 1)>\*);

template<typename U>

static std::false\_type test(…); public:

static constexpr bool value = decltype(test<T> (nullptr))::value;

};

template<typename T>

constexpr bool IsContextualBool = IsContextualBoolT<T>::value;

有了这一萃取，我们就可以实现一个使用了正确的 EnableIf 条件且实例化安全的 min()了:

#include "iscontextualbool.hpp" #include "lessresult.hpp" template<typename T>

EnableIf<IsContextualBool<LessResult<T const&, T const&>>, T const&> min(T const& x, T const& y)

{

if (y < x) {

return y;

}

return x;

}

将各种各样的条件检查，组合进描述了类型种类（比如前向迭代器）的萃取技术，并将这些萃取技术一起放在 EnableIf 的条件检查中，这一使 min()变得实例化安全的技术可以被推广

到用于描述其它重要模板的条件。这样做一方面可以获得更好的重载行为，另一方面也可以避免在实例化深层次嵌套的模板时，编译器遇到错误后会产生过于冗长的错误信息的问题。但是此时的类错误信息通常不会指出具体是哪一个操作出了错误。而且，正如我们在 min()中展现的那样，准确的判断并编码相关的条件可能是让人抓狂的。我们在第 28.2 节探讨了使用了这些萃取的 debug 技术。

## 在标准库中的情况

C++标准库为输入，输出，前向，双向以及随机访问迭代器提供了迭代器标记，我们对这些都已经做了展示。这些迭代器标记是标准迭代器萃取（std::iterator

\_traits）技术以及施加于迭代器的需求的一部分，因此它们可以被安全得用于标记派发。

C++11 标准库中的 std::enable\_if 模板提供了和我们所展示的 EnableIf 相同的行为。唯一的不同是标准库用了一个小写的成员类型 type，而我们使用的是 Type。

算法的偏特化在 C++标准库中被用在了很多地方。比如，std::advance()以及 std::distance()基于其迭代器参数的种类的不同，都有很多变体。虽然很多标准库的实现都倾向于使用标记派发（tag dispatch），但是最近其中一些实现也已经使用 std::enable\_if 来进行算法特化了。而且，很多的 C++标准库的实现，在内部也都用这些技术去实现各种标准库算法的偏特化。比如，当迭代器指向连续内存且它们所指向的值有拷贝赋值运算符的时候，std::copy()可以通过调用 std::memory()和 std::memmove()来进行偏特化。同样的，std::fill()也可以通过调用 std::memset 进行优化，而且在知晓一个类型有一个普通的析构函数（trivial destructor）的情况下，很多算法都可以避免去调用析构函数。C++标准并没有对这些算法特化的实现方式进行统一（比如统一采用 std::advance()和 std::distance()的方式），但是实现者还是为了性能而选择类似的方式。

正如第 8.4 节介绍的那样，C++标准库强烈的建议在其所需要施加的条件中使用 std::enable\_if

<>或者其它类似 SFINAE 的技术。比如，std::vector 就有一个允许其从迭代器序列进行构造的构造函数模板：

template**<**typename InputIterator**>** vector**(**InputIterator first**,** InputIterator second**,** allocator\_type const**&** alloc **=** allocator\_type**());**

它要求“当通过类型 InputIterator 调用构造函数的时候，如果该类型不属于输入迭代器（input iterator），那么该构造函数就不能参与到重载解析中”（参见第 23.2.3 节）。这一措辞并没有精确到足以使当前最高效的技术被应用到实现当中，但是在其被引入到标准中的时候， std::enable\_if<>确实被寄予了这一期望。

## 后记

标记派发（tag dispatch）在 C++中已经存在很久了。它被用于最初版本的 STL 中，而且通常被和萃取（traits）一起使用。SFINAE 和 std::enable\_if 的使用则要晚上很多：本书的第一版中介绍了 SFINAE 的概念，并展示了其在判断某个成员类型是否存在中的使用。

“ enable if” 这一技术最早是由 Jaakko J¨arvi, Jeremiah Will-cock, Howard Hinnant, 以及 Andrew Lumsdaine 在[OverloadingProperties]中发布的，在其中他们介绍了 EnableIf 模板，如何通过 EnableIf（和 DisableIf）实现函数重载，以及如何通过使用 EnableIf 实现类模板的偏特化。从那时起，EnableIf 以及类似的技术在高端模板库（包含 C++标准库）的实现中就已

经变得无处不在了。而且这些技术的流行也促使 C++11 对 SFINAE 进行了扩展（参见第 15.7节）。Peter Dimov 是第一个注意到在不引入新的模板参数的情况下，函数模板的默认模板参数（C++11 新特性）可以让 EnableIf 在构造函数模板中的使用变成可能。

Concepts 这一语言特性预期会在 C++17 之后的标准中被引入。它很可能会使一些技术（包含 EnableIf）被废弃掉。与此同时，C++17 的 constexpr if 语句（参见第 8.5 节和第 20.3.3 节）也正在慢慢渗透进现代模板库中。

# 第 **21** 章 模板和继承

直觉上，模板和继承之间似乎并不应该存在什么有意思的交互。如果有的话，那么也应该是在第 13 章中介绍的，当从一个和模板参数有关的基类做继承的时候，必须仔细地对待那些不受限制的变量名。但是事实证明，一些有意思的技术恰恰结合了这两种技术，比如 Curiously Recurring Template Pattern（CRTP）和 MIXINS。本章将介绍其中的一些相关技术。

## 空基类优化（ The Empty Class Optimization ，

**EBCO）**

C++中的类经常是“空”的，也就是说它们的内部表征在运行期间不占用内存。典型的情况是那写只包含类型成员，非虚成员函数，以及静态数据成员的类。而非静态数据成员，虚函数，以及虚基类，在运行期间则是需要占用内存的。

然而即使是空的类，其所占用的内存大小也不是零。如果愿意的话，运行下面的程序可以证明这一点：

#include <iostream> class EmptyClass **{**

**};**

int main**()**

**{**

std**::**cout **<<** "sizeof(EmptyClass):" **<< sizeof(**EmptyClass**) <<** ’\n’**;**

**}**

在某些平台上，这个程序会打印出 1。在少数对 class 类型实施了严格内存对齐要求的平台上，则可能会打印出其它结果（典型的结果是 4）.

### 布局原则

C++的设计者有很多种理由不去使用内存占用为零的 class。比如，一个存储了内存占用为零的 class 的数组，其内存占用也将是零，这样的话常规的指针运算规则都将不在适用。假设 ZeroSizedT 是一个内存占用为零的类型：

ZeroSizedT z[10];

…

&z[i] - &z[j] //compute distance between pointers/addresses

正常情况下，上述例子中的结果可以用两个地址之间的差值，除以该数组中元素类型的大小得到，但是如果元素所占用内存为零的话，上述结论显然不再成立。

虽然在 C++中没有内存占用为零的类型，但是 C++标准却指出，在空 class 被用作基类的时候，

。下面通过一些例子来看看实际应用中空基类优化（empty class optimization，EBCO）的意义。考虑如下程序：

么就可以不给它分配内存

如果不给它分配内存并不会导致其被存储到与其它同类型对象或者子对象相同的地址上，那

#include <iostream> class Empty **{**

**using** Int **=** int**;**// type alias members don’t make a class nonempty

**};**

class EmptyToo **:** public Empty **{**

**};**

class EmptyThree **:** public EmptyToo **{**

**}**；

int main**()**

**{**

std**::**cout **<<** "sizeof(Empty): " **<< sizeof(**Empty**) <<** ’\n’**;** std**::**cout **<<** "sizeof(EmptyToo): " **<< sizeof(**EmptyToo**) <<** ’\n’**;** std**::**cout **<<** "sizeof(EmptyThree): " **<< sizeof(**EmptyThree**) <<** ’\n’**;**

**}**

如果你所使用的编译器实现了 EBCO 的话，它打印出来的三个 class 的大小将是相同的，但是它们的结果也都不会是零（参见图 21.1）。这意味着在 EmptyToo 中，Empty 没有被分配内存。注意一个继承自优化后的空基类（且只有这一个基类）的空类依然是空的。这就解释了为什么 EmptyThree 的大小和 Empty 相同。如果你所用的编译器没有实现 EBCO 的话，那么它打印出来的各个 class 的大小将是不同的（参见图 21.2）。
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*Figure 21.1. Layout of EmptyThree by a compiler that implements the EBCO*

![](data:image/jpeg;base64,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)

*Figure 21.2. Layout of EmptyThree by a compiler that does not implement the EBCO*

考虑一种 EBCO 不适用的情况： #include <iostream>! class Empty **{**

**using** Int **=** int**;** // type alias members don’t make a class nonempty

**};**

class EmptyToo **:** public Empty **{**

**};**

class NonEmpty **:** public Empty**,** public EmptyToo **{**

**};**

int main**(){**

std**::**cout **<<**"sizeof(Empty): " **<< sizeof(**Empty**) <<**’\n’**;** std**::**cout **<<**"sizeof(EmptyToo): " **<< sizeof(**EmptyToo**) <<**’\n’**;** std**::**cout **<<**"sizeof(NonEmpty): " **<< sizeof(**NonEmpty**) <<**’\n’**;**

**}**

可能有点意外的是，NonEmpty 不再是一个空的类。毕竟它以及它的基类都没有任何数据成员。

型相同的子对象会被分配到相同的地址上，而这在 C++布局规则中是不被允许的

或者说两个类

o

致 EmptyToo 的基类 Empty 和 NonEmpty 的基类 Empty 被分配到相同的地址

但是 NonEmpty 的基类 Empty 和 EmptyToo 不可以被分配到相同的地址上，因为这会导

。你可能会想到将其中一个 Empty 基类的子对象放在偏移量为“0 字节”的地方，将另一个放在偏移量为“1 字节”的地方，但是完整的 NonEmpty 对象的内存占用依然不能是 1 字节，因为在一个包含了两个 NonEmpty 对象的数组中，第一个元素的 Empty 子对象不能和第二个元素中的 Empty 子对象占用相同的地址（参见图 21.3）。
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*Figure 21.3. Layout of NonEmpty by a compiler that implements the EBCO*

EBCO 之所以会有这一限制，是因为我们希望能够通过比较两个指针来确定它们所指向的是不是同一个对象。由于指针在程序中几乎总是被表示为单纯的地址，因此就需要我们来确保两个不同的地址（比如指针的值）指向的总是两个不同的对象。

这一限制可能看上去并不是那么重要。但是，在实践中却经常遇到，因为有些类会倾向于从空的、定义了某些基本类型别名的类做继承。当两个这一类 class 的子对象被用于同一

个完整类型中的时候

一组

，这一优化方案会被禁止。

即使有这一限制，对于模板库而言 EBCO 也依然是一个重要的优化方案，因为有很多技术在引入基类的时候都只是为了引入一些新的类型别名或者额外的函数功能，而不会增加新的数据成员。在本章中会对其中些这一类的技术进行讨论。

### 将数据成员实现为基类

EBCO 和数据成员之间没有对等关系，因为（其中一个问题是）它会在用指针指向数据成员的表示上造成一些问题。结果就是，在有些情况下会期望将其实现为一个 private 的基类，这样粗看起来就可以将其视作成员变量。但是，这样做也并不是没有问题。

由于模板参数经常会被空 class 类型替换，因此在模板上下文中这一问题要更有意思一些，但是通常我们不能依赖这一规则。如果我们对类型参数一无所知，就不能很容易的使用 EBCO。考虑下面的例子：

template<typename T1, typename T2> class MyClass {

private:

T1 a; T2 b;

…

};

其中的一个或者两个模板参数完全有可能被空 class 类型替换。如果真是这样，那么 MyClass<T1, T2>这一表达方式可能不是最优的选择，它可能会为每一个 MyClass<T1,T2>的实例都浪费一个字的内存。

这一内存浪费可以通过把模板参数作为基类使用来避免：

template<typename T1, typename T2>

class MyClass : private T1, private T2 {

};

但是这一直接的替代方案也有其自身的缺点：

* 当 T1 或者 T2 被一个非 class 类型或者 union 类型替换的时候，该方法不再适用。
* 在两个模板参数被同一种类型替换的时候，该方法不再适用（虽然这一问题简单地通过增加一层额外的继承来解决，参见 513 页）。
* 用来替换 T1 或者 T2 的类型可能是 final 的，此时尝试从其派生出新的类会触发错误。

即使这些问题能够很好的解决，也还有一个严重的问题存在：给一个 class 添加一个基类，可能会从根本上改变该 class 的接口。对于我们的 MyClass 类，由于只有很少的接口会被影响到，这可能看上去不是一个重要的问题。但是正如在本章接下来的内容中将要看到的，从一个模板参数做继承，会影响到一个成员函数是否可以是 virtual 的。很显然，EBCO 的这一适用方式会带来各种各样的问题。

当已知模板参数只会被 class 类型替换，以及需要支持另一个模板参数的时候，可以使用另一种更实际的方法。其主要思想是通过使用EBCO 将可能为空的类型参数与别的参数“合并”。比如，相比于这样：

template<typename CustomClass> class Optimizable {

private:

CustomClass info; // might be empty void\* storage;

…

};

一个模板开发者会使用如下方式： template<typename CustomClass> class Optimizable {

private:

BaseMemberPair<CustomClass, void\*> info\_and\_storage;

…

};

虽然还没有看到 BaseMemberPari 的具体实现方式，但是可以肯定它的引入会使 Optimizable的实现变得更复杂。但是很多的模板开发者都反应，相比于复杂度的增加，它带来的性能提升是值得的。我们会在第 25.5.1 节对这一内容做进一步讨论。

BaseMemberPair 的实现可以非常简洁： #ifndef BASE\_MEMBER\_PAIR\_HPP #define BASE\_MEMBER\_PAIR\_HPP

template<typename Base, typename Member> class BaseMemberPair : private Base {

private:

Member mem; public:// constructor

BaseMemberPair (Base const & b, Member const & m)

: Base(b), mem(m) {

}

// access base class data via first() Base const& base() const {

return static\_cast<Base const&>(\*this);

}

Base& base() {

return static\_cast<Base&>(\*this);

}

// access member data via second() Member const& member() const { return this->mem;

}

Member& member() { return this->mem;

}

};

#endif // BASE\_MEMBER\_PAIR\_HPP

相应的实现需要使用 base()和 member()成员函数来获取被封装的（或者被执行了内存优化的）数据成员。

## The Curiously Recurring Template Pattern (CRTP)

另一种模式是 CRTP。这一个有着奇怪名称的模式指的是将派生类作为模板参数传递给其某个基类的一类技术。该模式的一种最简单的 C++实现方式如下：

template<typename Derived> class CuriousBase {

…

};

class

Curious

…

: public CuriousBase<Curious> {

};

上面的 CRTP 的例子使用了非依赖性基类（nondependent base class 参见 13.4 节）：Curious不是一个模板类，因此它对在依赖性基类中遇到的名称可见性问题是免疫的。但是这并不是 CRTP 的固有特征。事实上，我们同样可以使用下面的这一实现方式：

template<typename Derived> class CuriousBase {

…

};

template<typename T>

class CuriousTemplate : public CuriousBase<CuriousTemplate<T>> {

…

};

将派生类通过模板参数传递给其基类，基类可以在不使用虚函数的情况下定制派生类的行为。这使得 CRTP 对那些只能被实现为成员函数的情况（比如构造函数，析构函数，以及下表运算符）或者依赖于派生类的特性的情况很有帮助（This makes CRTP useful to factor out implementations that can only be member functions (e.g., constructor, destructors, and subscript operators) or are dependent on the derived class’s identity.）。

一个 CRTP 的简单应用是将其用于追踪从一个 class 类型实例化出了多少对象。这一功能也可以通过在构造函数中递增一个 static 数据成员、并在析构函数中递减该数据成员来实现。但是给不同的 class 都提供相同的代码是一件很无聊的事情，而通过一个基类（非 CRTP）实现这一功能又会将不同派生类实例的数目混杂在一起。事实上，可以实现下面这一模板：

#include <cstddef> template<typename CountedType> class ObjectCounter {

private:

inline static std::size\_t count = 0; // number of existing objects protected:

// default constructor ObjectCounter() {

++count;

}

// copy constructor

ObjectCounter (ObjectCounter<CountedType> const&) {

++count;

}

// move constructor

ObjectCounter (ObjectCounter<CountedType> &&) {

++count;

}

// destructor

~ObjectCounter() {

--count;

}

public:

// return number of existing objects: static std::size\_t live() {

return count;

}

};

注意这里为了能够在 class 内部初始化 count 成员，使用了 inline。在 C++17 之前，必须在 class

模板外面定义它： template<typename CountedType> class ObjectCounter {

private:

static std::size\_t count; // number of existing objects

…

};

// initialize counter with zero:

template<typename CountedType>

std::size\_t ObjectCounter<CountedType>::count = 0;

当我们想要统计某一个 class 的对象（未被销毁）数目时，只需要让其派生自 ObjectCounter

即可。比如，可以按照下面的方式统计 MyString 的对象数目：

#include "objectcounter.hpp" #include <iostream>

template<typename CharT>

class MyString : public ObjectCounter<MyString<CharT>> {

…

};

int main()

{

MyString<char> s1, s2; MyString<wchar\_t> ws;

std::cout << "num of MyString<char>: "

<< MyString<char>::live() << '\n'; std::cout << "num of MyString<wchar\_t>: "

<< ws.live() << '\n';

}

## The Barton-Nackman Trick

在 1994 年，John J.Barton 和 Lee R.Nackman 提出了一种被称为 restricted template expansion的技术。该技术产生的动力之一是：在当时，函数模板的重载是严重受限的，而且 namespace在当时也不为大多数编译器所支持。

为了说明这一技术，假设我们有一个需要为之定义 operator ==的类模板 Array。一个可能的方案是将该运算符定义为类模板的成员，但是由于其第一个参数（绑定到 this 指针上的参数）和第二个参数的类型转换规则不同（为什么？一个是指针？一个是 Arry 类型？）。由于我们希望 operator ==对其参数是对称的，因此更倾向与将其定义为某一个 namespace 中的函数。一种很直观的实现方式可能会像下面这样：

template**<**typename T**>** class Array **{**

public**:**

…

**};**

template**<**typename T**>**bool **operator== (**Array**<**T**>** const**&** a**,** Array**<**T**>** const**&** b**)**

**{**

…

**}**

不过如果函数模板不可以被重载的话，这会引入一个问题：在当前作用域内不可以再声明其它的 operator ==模板，而其它的类模板却又很可能需要这样一个类似的模板。Barton 和 Nackman 通过将 operator ==定义成 class 内部的一个常规友元函数解决了这一问题：

template**<**typename T**>** class Array **{**

static bool areEqual**(**Array**<**T**>** const**&** a**,** Array**<**T**>** const**&** b**);** public**:**

…

friend bool **operator== (**Array**<**T**>** const**&** a**,** Array**<**T**>** const**&** b**)**

**{**

**return** areEqual**(**a**,** b**);**

**}**

**};**

假设我们用 float 实例化了该 Array 类。作为实例化的结果，该友元运算符函数也会被连带声明，但是请注意该函数本身并不是一个函数模板的实例。作为实例化过程的一个副产品，它

是一个被注入到全局作用域的常规非模板函数。由于它是非模板函数，即使在重载函数模板的功能被引入之前，也可以用其它的 operator ==对其进行重载。由于这样做避免了去定义一个适用于所有类型T 的operator ==(T, T)模板，Barton 和Nackman 将其称为restricted template expansion。

由于

operator== (Array<T> const&, Array<T> const&)

被定义在一个 class 的定义中，它会被隐式地当作 inline 函数，因此我们决定将其实现委托给一个 static 成员函数（不需要是 inline 的）。

从 1994 年开始，friend 函数定义的查找方式就已经变了，因此在标准 C++中，Barton-Nackman

的方法就不再那么有用了。

如果参数的类型是无关的 class 类型，即使该类型可以被转成包含了 friend 函数的 class 类型，也无法找到该 friend 函数。比如：在其刚被发明出来的时候，如果要通过 friend name injection 实例化模板，就需要 friend 函数的声明在类模板的闭合作用域内是可见的。而标准 C++则通过参数依赖（argument-dependent lookup，参见第 13.2.2 节）来查找 friend 函数

这意味着在函数的调用参数中，至少要有一个参数需要有一个包含了 friend 函数的关联类

class S {

};

template<typename T> class Wrapper {

private:

T object; public:

Wrapper(T obj) : object(obj) { //implicit conversion from T to Wrapper<T>

}

friend void foo(Wrapper<T> const&) {

}

};

int main()

{

S s;

Wrapper<S> w(s);

foo(w); // OK: Wrapper<S> is a class associated withw foo(s); // ERROR: Wrapper<S> is not associated with s

}

此处的 foo(w)调用是有效的，因为 foo()是被定义于 Wrapper<S>中的友元，而 Wrapper<s>又是与参数 w 有关的类。但是在 foo(s)的调用中，friend foo(Wrapper<S> const &)的声明并不可见，这是因为定义了 foo(Wrapper<S> const &)的类 Wrapper<S>并没有和 S 类型的参数 s 关联起来。因此，虽然在类型 S 和 Wrapper<S>之间有一个隐式的类型转换（通过 Wrapper<S>的构造函数），但是由于一开始就没有找到这个 foo()函数，所以这个转换函数永远都不会被考虑。而在Barton 和Nackman 发明它们这个方法的时候，friend 名称注射机制会让freind foo()可见，因此也就可以成功调用 foo(s)。

在 modern C++中，相比于直接定义一个函数模板，在类模板中定义一个 friend 函数的好处是：友元函数可以访问该类模板的 private 成员以及 protected 成员，并且无需再次申明该类

模板的所有模板参数。但是，在与 Curiously Recurring Template Pattern(CRTP)结合之后，friend

函数定义可以变的更有用一些，就如在下面一节中节介绍的那样。

* + 1. 运算符的实现（**Operator Implementations**）

在给一个类重载运算符的时候，通常也需要重载一些其它的（当然也是相关的）运算符。比如，一个实现了 operator ==的类，通常也会实现 operator !=，一个实现了 operator <的类，通常也会实现其它的关系运算符（>，<=，>=）。在很多情况下，这些运算符中只有一个运算符的定义比较有意思，其余的运算符都可以通过它来定义。例如，类 X 的 operator !=可以通过使用 operator ==来定义：

bool **operator!= (**X const**&** x1**,** X const**&** x2**) { return !(**x1 **==** x2**);**

**}**

对于那些 operator !=的定义类似的类型，可以通过模板将其泛型化：

template**<**typename T**>**

bool **operator!= (**T const**&** x1**,** T const**&** x2**) { return !(**x1 **==** x2**);**

**}**

事实上，在 C++标准库的<utility>头文件中已经包含了类似的定义。但是，一些别的定义（比如！=， >，<=和>=）在标准化过程中则被放到了 namespace std::rel\_ops 中，因为当时可以确定如果让它们在 std 中可见的话，会导致一些问题。实际上，如果让这些定义可见的话，会使得任意类型都有一个!= operator (虽然实例化有可能失败)，而且对于其两个参数而言该 operator 也总会是最匹配的。

虽然上述第一个问题可以通过 SFINAE 技术解决（参见 19.4 节），这样的话这个!= operator的定义只会在某种类型有合适的== operator 时才会被进行相应的实例化。但是第二个问题依然存在：相比于用户定义的需要进行从派生类到基类的转化的!= operator，上述通用的!= operator 定义总是会被优先选择，这有时会导致意料之外的结果。

另一种基于 CRTP 的运算符模板形式，则允许程序去选择泛型的运算符定义（假设为了增加对代码的重用不会引入过度泛型化的问题）：

template<typename Derived> class EqualityComparable

{

public:

friend bool operator!= (Derived const& x1, Derived const& x2)

{

return !(x1 == x2);

}

};

class X : public EqualityComparable<X>

{

public:

friend bool operator== (X const& x1, X const& x2) {

// implement logic for comparing two objects of type X

}

};

int main()

{

X x1, x2;

if (x1 != x2) { }

}

此处我们结合使用了 CRTP 和 Barton-Nackman 技术。EqualityComparable<>为了基于派生类中定义的operator==给其派生类提供operator !=，使用了 CRTP。事实上这一定义是通过 friend函数定义的形式提供的（Barton-Nackman 技术），这使得两个参数在类型转换时的 operator !=行为一致。

当需要将一部分行为分解放置到基类中，同时需要保存派生类的标识时，CRTP 会很有用。结合 Barton-Nackman，CRTP 可以基于一些简单的运算符为大量的运算符提供统一的定义。这些特性使得 CRTP 和 Barton-Nackman 技术被 C++模板库的开发者所钟爱。

## Facades

将 CRTP 和 Barton-Nackman 技术用于定义某些运算符是一种很简便的方式。我们可以更近一步，这样 CRTP 基类就可以通过由 CRTP 派生类暴露出来的相对较少（但是会更容易实现）的接口，来定义大部分甚至是全部 public 接口。这一被称为 facade 模式的技术，在定义需要支持一些已有接口的新类型（数值类型，迭代器，容器等）时非常有用。

为了展示 facade 模式，我们为迭代器实现了一个 facade，这样可以大大简化一个符合标准库要求的迭代器的编写。一个迭代器类型（尤其是 random access iterator）所需要支持的接口是非常多的。下面的一个基础版的 IteratorFacade 模板展示了对迭代器接口的要求：

template<typename Derived, typename Value, typename Category, typename Reference = Value&, typename Distance = std::ptrdiff\_t> class IteratorFacade

{

public:

using value\_type = typename std::remove\_const<Value>::type; using reference = Reference;

using pointer = Value\*;

using difference\_type = Distance; using iterator\_category = Category;

// input iterator interface:

reference operator \*() const { … } pointer operator ->() const { … } Derived& operator ++() { … } Derived operator ++(int) { … }

friend bool operator== (IteratorFacade const& lhs, IteratorFacade const& rhs) { … }

…

// bidirectional iterator interface:

Derived& operator --() { … } Derived operator --(int) { … }

// random access iterator interface:

reference operator [](difference\_type n) const { … } Derived& operator +=(difference\_type n) { … }

…

friend difference\_type operator -(IteratorFacade const& lhs, IteratorFacade const& rhs) {

…

}

friend bool operator <(IteratorFacade const& lhs, IteratorFacade const& rhs) { … }

…

};

为了简洁，上面代码中已经省略了一部分声明，但是即使只是给每一个新的迭代器实现上述代码中列出的接口，也是一件很繁杂的事情。幸运的是，可以从这些接口中提炼出一些核心的运算符：

* 对于所有的迭代器，都有如下运算符：
  + 解引用（dereference）：访问由迭代器指向的值（通常是通过 operator \*和->）。
  + 递增（increment）：移动迭代器以让其指向序列中的下一个元素。
  + 相等（equals）：判断两个迭代器指向的是不是序列中的同一个元素。
* 对于双向迭代器，还有：
  + 递减（decrement）：移动迭代器以让其指向列表中的前一个元素。
* 对于随机访问迭代器，还有：
  + 前进（advance）：将迭代器向前或者向后移动 n 步。
  + 测距（measureDistance）：测量一个序列中两个迭代器之间的距离。

Facade 的作用是给一个只实现了核心运算符（core operations）的类型提供完整的迭代器接口。IteratorFacade 的实现就涉及到到将迭代器语法映射到最少量的接口上。在下面的例子中，我们通过成员函数 asDerived()访问 CRTP 派生类：

Derived& asDerived() {

return \*static\_cast<Derived\*>(this);

}

Derived const& asDerived() const {

return \*static\_cast<Derived const\*>(this);

}

有了以上定义，facade 中大部分功能的实现就变得很直接了。下面只展示一部分的迭代器接口，其余的实现都很类似：

reference operator\*() const { return asDerived().dereference();

}

Derived& operator++() { asDerived().increment(); return asDerived();

}

Derived operator++(int) { Derived result(asDerived()); asDerived().increment(); return result;

}

friend bool operator== (IteratorFacade const& lhs, IteratorFacade const& rhs) { return lhs.asDerived().equals(rhs.asDerived());

}

#### 定义一个链表的迭代器

结合以上 IteratorFacade 的定义，可以容易地定义一个指向简单链表的迭代器。比如，链表中节点的定义如下：

template<typename T> class ListNode

{

public:

T value;

ListNode<T>\* next = nullptr;

~ListNode() { delete next; }

};

通过使用 IteratorFacade，可以以一种很直接的方式定义指向这样一个链表的迭代器：

template<typename T> class ListNodeIterator

: public IteratorFacade<ListNodeIterator<T>, T, std::forward\_iterator\_tag>

{

ListNode<T>\* current = nullptr; public:

T& dereference() const { return current->value;

}

void increment() {

current = current->next;

}

bool equals(ListNodeIterator const& other) const { return current == other.current;

}

ListNodeIterator(ListNode<T>\* current = nullptr) : current(current) { }

};

ListNodeIterator 在使用很少量代码的情况下，提供了一个前向迭代器（forward iterator）所需要的所有运算符和嵌套类型。接下来会看到，即使是实现一个比较复杂的迭代器（比如，随机访问迭代器），也只需要再额外执行少量的工作。

#### 隐藏接口

上述 ListNodeIterator 实现的一个缺点是，需要将 dereference()，advance()和 equals()运算符暴露成 public 接口。为了避免这一缺点，可以重写 IteratorFacade：通过一个单独的访问类

（access class），来执行其所有作用于 CRTP 派生类的运算符操作。我们称这个访问类为

IteratorFacadeAccess：

// ‘friend’ this class to allow IteratorFacade access to core iterator operations: class IteratorFacadeAccess

{

// only IteratorFacade can use these definitions template<typename Derived, typename Value, typename Category, typename Reference, typename Distance>

friend class IteratorFacade;

// required of all iterators:

template<typename Reference, typename Iterator> static Reference dereference(Iterator const& i) {

return i.dereference();

}

…

// required of bidirectional iterators: template<typename Iterator>

static void decrement(Iterator& i) { return i.decrement();

}

// required of random-access iterators: template<typename Iterator, typename Distance> static void advance(Iterator& i, Distance n) {

return i.advance(n);

}

…

};

该 class 为每一个核心迭代器操作都提供了对应的 static 成员函数，它们会调用迭代器中相应的（nonstatic）成员函数。所有的 static 成员函数都是 private 的，只有 IteratorFacade 才可以访问它们。因此，我们的 ListNodeIterator 可以将 IteratorFacadeAccess 当作 friend，并把 facade 所需要的接口继续保持为 private 的：

friend class IteratorFacadeAccess;

#### 迭代器的适配器（Iterator Adapters）

使用我们的 IteratorFacade 可以很容易的创建一个迭代器的适配器，这样就可以基于已有的迭代器生成一个提供了对底层序列进行了视角转换的新的迭代器。比如，可能有一个存储了 Person 类型数值的容器：

struct Person { std::string firstName; std::string lastName;

friend std::ostream& operator<<(std::ostream& strm, Person const& p) { return strm << p.lastName << ", " << p.firstName;

}

};

但是，相对于编译容器中所有 Person 元素的值，我们可能只是想得到其 first name。在本节中我们会开发一款迭代器的适配器（称之为 ProjectionIterator），通过它可以将底层迭代器

（ base）“ 投射” 到一些指向数据成员的指针（ pointer-to-data member） 上， 比如： Person::firstName。

ProjectionIterator 是依据基类迭代器以及将要被迭代器暴露的数值类型定义的一种迭代器：

template<typename Iterator, typename T> class ProjectionIterator

: public IteratorFacade<ProjectionIterator<Iterator, T>, T, typename std::iterator\_traits<Iterator>::iterator\_category, T&, typename std::iterator\_traits<Iterator>::difference\_type>

{

using Base = typename std::iterator\_traits<Iterator>::value\_type;

using Distance = typename std::iterator\_traits<Iterator>::difference\_type; Iterator iter;

T Base::\* member;

friend class IteratorFacadeAccess

…

//implement core iterator operations for IteratorFacade public:

ProjectionIterator(Iterator iter, T Base::\* member)

: iter(iter), member(member) { }

};

template<typename Iterator, typename Base, typename T> auto project(Iterator iter, T Base::\* member) {

return ProjectionIterator<Iterator, T>(iter, member);

}

每一个 projection iterator 都定存储了两个值：iter（指向底层序列的迭代器），以及 member

（一个指向数据成员的指针，表示将要投射到的成员）。有了这一认知，我们来考虑传递给基类 IteratorFacade 的模板参数。第一个是 ProjectionIterator 本身（为了使用 CRTP）。第二个参数（T）和第四个参数（T&）是我们的 projection iterator 的数值和引用类型，将其定义成 T 类型数值的序列。第三和第五个参数仅仅只是传递了底层迭代器的种类的不同类型。因此，如果 Iterator 是 input iterator 的话，我们的 projection iterator 也将是 input iterator，如果 Iterator 是双向迭代器的话，我们的 projection iterator 也将是双向迭代器，以此类推。 Project()函数则使得 projection iterator 的构建变得很简单。

唯一缺少的是对 IteratorFacade 核心需求的实现。最有意思的是 dereference()，它会解引用底层迭代器并投射到指向数据成员的指针：

T& dereference() const { return (\*iter).\*member;

}

其余操作是依照底层迭代器实现的：

void increment() {

++iter;

}

bool equals(ProjectionIterator const& other) const { return iter == other.iter;

}

void decrement() {

--iter;

}

为了简单起见，我们忽略了对随机访问迭代器的定义，但是其实现是类似的。

就这些！通过使用 projection iterator，我们可以打印出存储在 vector 中的 Person 数值的 first name：

#include <vector> #include <algorithm> #include <iterator> int main()

{

std::vector<Person> authors = { {"David", "Vandevoorde"},

{"Nicolai", "Josuttis"},

{"Douglas", "Gregor"} };

std::copy(project(authors.begin(), &Person::firstName), project(authors.end(), &Person::firstName), std::ostream\_iterator<std::string>(std::cout, "\n"));

}

Facade 模式在创建需要符合特定接口的新类型时异常有用。新的类型只需要向 facade 暴露出少量和核心操作，后续 facade 会通过结合使用 CRTP 和 Barton-Nackman 技术提供完整且正确的 public 接口。

## Mixins（混合？）

考虑一个包含了一组点的简单 Polygon 类：

class Point

{

public:

double x, y;

Point() : x(0.0), y(0.0) { }

Point(double x, double y) : x(x), y(y) { }

};

class Polygon

{

private:

std::vector<Point> points; public:

… //public operations

};

如果可以扩展与每个 Point 相关联的一组信息的话（比如包含特定应用中每个点的颜色，或者给每个点加个标签），那么 Polygon 类将变得更为实用。实现该扩展的一种方式是用点的类型对 Polygon 进行参数化：

template<typename P> class Polygon

{

private:

std::vector<P> points; public:

… //public operations

};

用户可以通过继承创建与 Point 类似，但是包含了特定应用所需数据，并且提供了与 Point

相同的接口的类型：

class LabeledPoint : public Point

{

public:

std::string label;

LabeledPoint() : Point(), label("") { }

LabeledPoint(double x, double y) : Point(x, y), label("") {

}

};

这一实现方式有其自身的缺点。比如，首先需要将 Point 类型暴露给用户，这样用户才能从它派生出自己的类型。而且 LablePoint 的作者也需要格外小心地提供与 Point 完全一样的接口（比如，继承或者提供所有与 Point 相同的构造函数），否则在 Polygon 中使用 LabledPoint的时候会遇到问题。这一问题在 Point 随 Polygon 模板版本发生变化时将会变得更加严重：如果给 Point 新增一个构造函数，就需要去更新所有的派生类。

Mixins 是另一种可以客制化一个类型的行为但是不需要从其进行继承的方法。事实上，Mixins反转了常规的继承方向，因为新的类型被作为类模板的基类“混合进”了继承层级中，而不是被创建为一个新的派生类。这一方式允许在引入新的数据成员以及某些操作的时候，不需

要去复制相关接口。

一个支持了 mixins 的类模板通常会接受一组任意数量的 class，并从之进行派生：

template<typename… Mixins> class Point : public Mixins…

{

public:

double x, y;

Point() : Mixins()…, x(0.0), y(0.0) { }

Point(double x, double y) : Mixins()…, x(x), y(y) { }

};

现在，我们就可以通过将一个包含了 label 的基类“ 混合进来（mix in）”来生成一个 LabledPoint：

class Label

{

public:

std::string label; Label() : label("") { }

};

using LabeledPoint = Point<Label>;

甚至是“mix in”几个基类：

class Color

{

public:

unsigned char red = 0, green = 0, blue = 0;

};

using MyPoint = Point<Label, Color>;

有了这个基于 mixin 的 Point，就可以在不改变其接口的情况下很容易的为 Point 引入额外的信息，因此 Polygon 的使用和维护也将变得相对简单一些。为了访问相关数据和接口，用户只需进行从 Point 到它们的 mixin 类型（Label 或者 Color）之间的隐式转化即可。而且，通过提供给 Polygon 类模板的 mixins，Point 类甚至可以被完全隐藏：

template<typename… Mixins> class Polygon

{

private:

std::vector<Point<Mixins…>> points; public:

… //public operations

};

当需要对模板进行少量客制化的时候，Mixins 会很有用，比如在需要用用户指定的数据去装饰内部存储的对象时，使用 mixins 就不需要将内部数据类型和接口暴露出来并写进文档。

## Curious Mixins

在和第 21.2 节介绍的 CRTP 一起使用的时候，Mixins 会变得更强大。此时每一个 mixins 都是一个以派生类为模板参数的类模板，这样就允许对派生类做额外的客制化。一个 CRTP-mixin版本的 Point 可以被下称下面这样：

template<template<typename>… Mixins> class Point : public Mixins<Point>…

{

public:

double x, y;

Point() : Mixins<Point>()…, x(0.0), y(0.0) { }

Point(double x, double y) : Mixins<Point>()…, x(x), y(y) { }

};

这一实现方式需要对那些将要被混合进来（mix in）的类做一些额外的工作，因此诸如 Label和 Color 一类的 class 需要被调整成类模板。但是，现在这些被混合进来的 class 的行为可以基于其降要被混合进的派生类进行调整。比如，我们可以将前述的 ObjectCounter 模板混合进 Point，这样就可以统计在 Polygon 中创建的点的数目。

* + 1. **Parameterized Virtuality**（虚拟性的参数化）

Minxins 还允许我们去间接的参数化派生类的其它特性，比如成员函数的虚拟性。下面的简单例子展示了这一令人称奇的技术：

#include <iostream> class NotVirtual {

};

class Virtual { public:

virtual void foo() {

}

};

template<typename… Mixins> class Base : public Mixins…

{

public:

// the virtuality of foo() depends on its declaration

// (if any) in the base classes Mixins… void foo() {

std::cout << "Base::foo()" << ’\n’;

}

};

template<typename… Mixins>

class Derived : public Base<Mixins…> { public:

void foo() {

std::cout << "Derived::foo()" << ’\n’;

}

};

int main()

{

Base<NotVirtual>\* p1 = new Derived<NotVirtual>; p1->foo(); // calls Base::foo()

Base<Virtual>\* p2 = new Derived<Virtual>; p2->foo(); // calls Derived::foo()

}

该技术提供了这样一种工具，使用它可以设计出一个既可以用来实例化具体的类，也可以通过继承对其进行扩展的类模板。但是，要获得一个可以为某些更为特化的功能产生一个更好的基类的类，仅仅是针对某些成员函数进行虚拟化还是不够的。这一类开发方法需要更为基础的设计决策。更为实际的做法是设计两个不同的工具（类或者类模板层级），而不是将它们集成进一个模板层级。

## Named Template Arguments（命名的模板参数）

不少模板技术有时会导致类模板包含很多不同的模板类型参数。但是，其中一些模板参数通常都会有合理的默认值。其中一种这一类模板的定义方式可能会向下面这样：

template<typename Policy1 = DefaultPolicy1, typename Policy2 = DefaultPolicy2, typename Policy3 = DefaultPolicy3, typename Policy4 = DefaultPolicy4>

class BreadSlicer {

…

};

可以想象，在使用这样一个模板时通常都可以使用模板参数的默认值。但是，如果需要指定某一个非默认参数的值的话，那么也需要指定该参数前面的所有参数的值（虽然使用的可能

是它们的默认值）。

很 显 然 ， 我 们 更 倾 向 于 使 用 BreadSlicer<Policy3 = Custom> 的 形 式 ， 而 不 是 BreadSlicer<DefaultPolicy1, DefaultPolicy2, Custom>。在下面的内容在，我们开发了一种几乎可以完全实现以上功能的技术。

我们的技术方案是将默认类型放在一个基类中，然后通过派生将其重载。相比与直接指定类型参数，我们会通过辅助类（helper classes）来提供相关信息。比如我们可以将其写成这样 BreadSlicer<Policy3\_is<Custom>>。由于每一个模板参数都可以表述任一条款，默认值就不能不同。或者说，在更高的层面上，每一个模板参数都是等效的：

template<typename PolicySetter1 = DefaultPolicyArgs, typename PolicySetter2 = DefaultPolicyArgs, typename PolicySetter3 = DefaultPolicyArgs, typename PolicySetter4 = DefaultPolicyArgs>

class BreadSlicer {

using Policies = PolicySelector<PolicySetter1, PolicySetter2,

PolicySetter3, PolicySetter4>;

// use Policies::P1, Policies::P2, … to refer to the various policies

…

};

剩余的挑战就是该如何设计 PolicySelector 模板了。必须将不同的模板参数融合进一个单独的类型，而且这个类型需要用那个没有指定默认值的类型去重载默认的类型别名成员。可以通过继承实现这一融合：

// PolicySelector<A,B,C,D> creates A,B,C,D as base classes

// Discriminator<> allows having even the same base class more than once template<typename Base, int D>

class Discriminator : public Base {

};

template<typename Setter1, typename Setter2, typename Setter3, typename Setter4>

class PolicySelector : public Discriminator<Setter1,1>,

public Discriminator<Setter2,2>, public Discriminator<Setter3,3>, public Discriminator<Setter4,4>

{

};

注意此处对中间的 Discriminator 模板的使用。其要求不同的 Setter 类型是类似的（不能使用多个类型相同的直接基类。而非直接基类，则可以使用和其它基类类似的类型）。

正如之前提到的，我们将全部的默认值收集到基类中：

// name default policies as P1, P2, P3, P4 class DefaultPolicies {

public:

using P1 = DefaultPolicy1; using P2 = DefaultPolicy2; using P3 = DefaultPolicy3; using P4 = DefaultPolicy4;

};

但是，如果我们最终会从该基类继承很多次的话，需要额外小心的避免歧义。因此，此处需要确保对基类使用虚继承：

// class to define a use of the default policy values

// avoids ambiguities if we derive from DefaultPolicies more than once class DefaultPolicyArgs : virtual public DefaultPolicies {

};

最后，我们也需要一些模板来重载掉那些默认的策略值：

template<typename Policy>

class Policy1\_is : virtual public DefaultPolicies { public:

using P1 = Policy; // overriding type alias

};

template<typename Policy>

class Policy2\_is : virtual public DefaultPolicies { public:

using P2 = Policy; // overriding type alias

};

template<typename Policy>

class Policy3\_is : virtual public DefaultPolicies { public:

using P3 = Policy; // overriding type alias

};

template<typename Policy>

class Policy4\_is : virtual public DefaultPolicies { public:

using P4 = Policy; // overriding type alias};

}

有了 Discriminator<>类模板的帮助，这就会产生一种层级关系，在其中所有的模板参数都是基类（参见图 21.4）。重要的一点是，所有的这些基类都有一个共同的虚基类 DefaultPolicies，
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*Figure 21.4. Resulting type hierarchy of BreadSlicer<>::Policies*

在模板 BreadSlicer 中，可以使用 Policies::P3 的形式引用以上 4 中策略。比如:

template<…>

class BreadSlicer {

… public:

void print () { Policies::P3::doPrint();

}

…

};

在 inherit/namedtmpl.cpp 中，可以找到完整的例子。

虽然在上面开发的例子中只用到了四个模板类型参数，但是很显然该技术适用于任意数量的模板参数。注意，我们实际上永远不会对包含虚基类的辅助类进行实例化。因此，虽然它们是虚基类，但是并不会导致性能或者内存消耗的问题。

## 后记

Bill Gibbons 是将 EBCO 引入 C++背后的主要推手。Nathan Myers 则使其变得更加流行，并且提出了一个能够很好的利用 EBCO 特性的、类似于我们的 BaseMemberPair 的模板。在 Boost

库中有一个更为高端的模板（被称为 compressed\_pair），其解决了我们在本章中提到的 MyClass 模板的一些问题。Boost::compressed\_pair 也可以作为 BaseMemberPair 的替代品使用。

至少从 1991 年开始，CRTP 就已经被使用了。但是 Coplien 是第一个将其正式表述成一种设计模式的人。然后很多 CRTP 的应用就被发布了出来。短语参数化继承（parameterized inheritance ）有时候被错误的等同于 CRTP。如我们所展现的那样，CRTP 并不要求对派生进行参数化， 而且某些形式的参数化继承也不符合 CRTP 规则。有时候 CRTP 也会和 Barton-Nackman 技术混淆，这是因为 Barton 和Nackman 总是将CRTP 和友元名称注入（friend name injection）一起使用（而后者才是 Barton-Nackman 技术的主要组成部分）。我们使用 CRTP 和 Barton-Nackman 技术实现运算符的方式，遵照了 Boost.Operators 库中用到的基本方法，该库提供了大量的运算符定义。类似的，我们实现迭代器的方法也遵照了 Boost.Iterator库中用到的基本方法，该库为提供了一些核心迭代器运算符（相等，解引用，移动）的派生类提供了丰富的、符合标准库规范的迭代器接口。我们的 ObjectCounter 例子几乎和 Scott Meyers 在[MeyersCounting]中开发的技术相同。

在面向对象编程中，Mixins 的概念至少在 1986 年就已经存在，它被用作一种想 OO 类中引入一小部分功能的方式。在 C++中将模板用于 mixins 这一方式在第一版 C++标准发布之后开始变得流行。从那时开始，在 C++库的设计中，它就变成了一种流行的技术。

命名模板参数（named template arguments）被用来简化 Boost 库中的某些类模板。Boost 使用元编程技术创建了一种类似于 PolicySelector 的类型（但是没有使用虚继承）。这里介绍的一种更为简单的替代品是由我们中的一员开发的（Vandevoorde）。

# 第 22 章 桥接 static 和 dynamic 多态

在第 18 章中介绍了 C++中 static 多态（通过模板实现）和 dynamic 多态（通过继承和 virtual函数实现）的本质。两种多态都给程序编写提供了功能强大的抽象，但是也都各有其不足： static 多态提供了和非多态代码一样的性能，但是其在运行期间所使用的类型在编译期就已经决定。而通过继承实现的 dynamic 多态，则允许单一版本的多态函数适用于在编译期未知的类型，但是该方式有点不太灵活，因为相关类型必须从统一的基类做继承。

本章将介绍在 C++中把 static 多态和 dynamic 多态桥接起来的方式，该方式具备了在第 18.3节中介绍的各种模型的部分优点：比较小的可执行代码量，几乎全部的动态多态的编译期特性，以及（允许内置类型无缝工作的）静态多态的灵活接口。作为例子，我们将创建一个简化版的 std::function<>模板。

## 函数对象，指针，以及 std:function<>

在给模板提供定制化行为的时候，函数对象会比较有用。比如，下面的函数模板列举了从 0

到某个值之间的所有整数，并将每一个值都提供给了一个已有的函数对象 f：

#include <vector> #include <iostream> template**<**typename F**>**

void forUpTo**(**int n**,** F f**){**

**for (**int i **=** 0**;** i **!=** n**; ++**i**)**

**{**

f**(**i**);** // call passed function f for i

**}**

**}**

void printInt**(**int i**)**

**{**

std**::**cout **<<** i **<<** ’ ’**;**

**}**

int main**()**

**{**

std**::**vector**<**int**>** values**;**

// insert values from 0 to 4: forUpTo**(**5**,**

**[&**values**](**int i**) {**

values**.**push\_back**(**i**);**

**});**

// print elements:

forUpTo**(**5**,** printInt**);** // prints 0 1 2 3 4 std**::**cout **<<** ’\n’**;**

**}**

其中 forUpTo()函数模板适用于所有的函数对象，包括 lambda，函数指针，以及任意实现了合适的 operator()运算符或者可以转换为一个函数指针或引用的类，而且每一次对 forUpTo()的使用都很可能产生一个不同的函数模板实例。上述例子中的函数模板非常小，但是如果该 模板非常大的话，这些不同应用导致的实例化很可能会导致代码量的增加。

一个缓解代码量增加的方式是将函数模板转变为非模板的形式，这样就不再需要实例化。比如，我们可能会使用函数指针：

void forUpTo**(**int n**,** void **(\***f**)(**int**))**

**{**

**for (**int i **=** 0**;** i **!=** n**; ++**i**)**

**{**

f**(**i**);** // call passed function f for i

**}**

**}**

但是，虽然在给其传递 printInt()的时候该方式可以正常工作，给其传递 lambda 却会导致错误：

forUpTo**(**5**,**

printInt**);** //OK: prints 0 1 2 3 4

forUpTo**(**5**,**

**[&**values**](**int i**) {** //ERROR: lambda not convertible to a function pointer

values**.**push\_back**(**i**);**

**});**

标准库中的类模板 std::functional<>则可以用来实现另一种类型的 forUpTo():

#include <functional>

void forUpTo**(**int n**,** std**::**function**<**void**(**int**)>** f**)**

**{**

**for (**int i **=** 0**;** i **!=** n**; ++**i**)**

**{**

f**(**i**)** // call passed function f for i

**}**

**}**

Std::functional<>的模板参数是一个函数类型，该类型体现了函数对象所接受的参数类型以及其所需要产生的返回类型，非常类似于表征了参数和返回类型的函数指针。

这一形式的 forUpTo()提供了 static 多态的一部分特性：

术，该技术将 static 和 dynamic 多态桥接了起来

数指针，lambda，以及任意实现了适当 operator()运算符的类），同时又是一个只有一种实现的非模板函数。为了实现上述功能，它使用了一种称之为类型消除（type erasure）的技

适用于一组任意数量的类型（包含函

o

## 广义函数指针

Std::functional<>类型是一种高效的、广义形式的 C++函数指针，提供了与函数指针相同的基本操作：

* + - 在调用者对函数本身一无所知的情况下，可以被用来调用该函数。
    - 可以被拷贝，move 以及赋值。
    - 可以被另一个（函数签名一致的）函数初始化或者赋值。
    - 如果没有函数与之绑定，其状态是“null”。

但是，与 C++函数指针不同的是，std::functional<>还可以被用来存储 lambda，以及其它任意实现了合适的 operator()的函数对象，所有这些情况对应的类型都可能不同。

在本章接下来的内容中，我们会实现一版自己的广义函数指针类模板（FunctionPtr），会给其提供相同的关键操作以及能力，并用之替换 std::functional:

#include "functionptr.hpp" #include <vector>

#include <iostream>

void forUpTo**(**int n**,** FunctionPtr**<**void**(**int**)>** f**)**

**{**

**for (**int i **=** 0**;** i **!=** n**; ++**i**)**

**{**

f**(**i**);** // call passed function f for i

**}**

**}**

void printInt**(**int i**)**

**{**

std**::**cout **<<** i **<<** ’ ’**;**

**}**

int main**()**

**{**

std**::**vector**<**int**>** values**;**

// insert values from 0 to 4: forUpTo**(**5**,[&**values**](**int i**) {**

values**.**push\_back**(**i**);**

**});**

// print elements:

forUpTo**(**5**,** printInt**);** // prints 0 1 2 3 4 std**::**cout **<<** ’\n’**;**

**}**

FunctionPtr 的接口非常直观的提供了构造，拷贝，move，析构，初始化，以及从任意函数对象进行赋值，还有就是要能够调用其底层的函数对象。接口中最有意思的一部分是如何在

：

成部分（返回类型以及参数类型）

一个类模板的偏特化中对其进行完整的描述，该偏特化将模板参数（函数类型）分解为其组

// primary template:

template**<**typename Signature**>** class FunctionPtr**;**

// partial specialization: template**<**typename R**,** typename… Args**>** class FunctionPtr**<**R**(**Args…**)>**

**{**

private**:**

FunctorBridge**<**R**,** Args…**>\*** bridge**;** public**:**

// constructors:

FunctionPtr**() :** bridge**(nullptr) {**

**}**

FunctionPtr**(**FunctionPtr const**&** other**);** // see functionptrcpinv.hpp

FunctionPtr**(**FunctionPtr**&** other**)**

**:** FunctionPtr**(static\_cast<**FunctionPtr const**&>(**other**)) {**

**}**

FunctionPtr**(**FunctionPtr**&&** other**) :** bridge**(**other**.**bridge**) {**

other**.**bridge **= nullptr;**

**}**

//construction from arbitrary function objects: template**<**typename F**>** FunctionPtr**(**F**&&** f**);** // see

functionptrinit.hpp// assignment operators: FunctionPtr**& operator=(**FunctionPtr const**&** other**) {**

FunctionPtr tmp**(**other**);** swap**(\*this,** tmp**); return \*this;**

**}**

FunctionPtr**& operator=(**FunctionPtr**&&** other**) {**

**delete** bridge**;**

bridge **=** other**.**bridge**;** other**.**bridge **= nullptr; return \*this;**

**}**

//construction and assignment from arbitrary function objects: template**<**typename F**>** FunctionPtr**& operator=(**F**&&** f**) {**

FunctionPtr tmp**(**std**::**forward**<**F**>(**f**));** swap**(\*this,** tmp**);**

**return \*this;**

**}**

// destructor:

**~**FunctionPtr**() { delete** bridge**;**

**}**

friend void swap**(**FunctionPtr**&** fp1**,** FunctionPtr**&** fp2**) {**

std**::**swap**(**fp1**.**bridge**,** fp2**.**bridge**);**

**}**

explicit **operator** bool**()** const **{ return** bridge **== nullptr;**

**}**

// invocation:

R **operator()(**Args… args**)** const**;** // see functionptr-cpinv.hpp

**};**

该实现包含了唯一一个非 static 的成员变量，bridge，它将负责被存储函数对象的储存和维护。该指针的所有权被绑定到了一个 FunctionPtr 的对象上，因此相关的大部分实现都只需要去操纵这个指针即可。代码中未被实现的、也是比较有意思的一部分，将在接下来的章节中进行介绍。

## 桥接接口（Bridge Interface）

FunctorBridge 类模板负责持有以及维护底层的函数对象，它被实现为一个抽象基类，为

FunctionPtr 的动态多态打下基础： template**<**typename R**,** typename… Args**>** class FunctorBridge

**{**

public**:**

virtual **~**FunctorBridge**() {**

**}**

virtual FunctorBridge**\*** clone**()** const **=** 0**;** virtual R invoke**(**Args… args**)** const **=** 0**;**

**};**

FunctorBridge 通过虚函数提供了用来操作被存储函数对象的必要操作：一个析构函数，一个用来执行 copy 的 clone()操作，以及一个用来调用底层函数对象的 invoke()操作。不要忘记将 clone()和 invoke()声明为 const 的成员函数。

有了这些虚函数，就可以继续实现 FunctionPtr 的拷贝构造函数和函数调用运算符了： template**<**typename R**,** typename… Args**>** FunctionPtr**<**R**(**Args…**)>::**FunctionPtr**(**FunctionPtr const**&** other**)**

**:** bridge**(nullptr)**

**{**

**if (**other**.**bridge**) {**

bridge **=** other**.**bridge**->**clone**();**

**}**

**}**

template**<**typename R**,** typename… Args**>**

R FunctionPtr**<**R**(**Args…**)>::operator()(**Args&&… args**)** const

**{**

**return** bridge**->**invoke**(**std**::**forward**<**Args**>(**args**)**…**);**

**}**

## 类型擦除（Type Erasure）

FunctorBridge 的每一个实例都是一个抽象类，因此其虚函数功能的具体实现是由派生类负责的。为了支持所有可能的函数对象（一个无界集合），我们可能会需要无限多个派生类。幸运的是，我们可以通过用其所存储的函数对象的类型对派生类进行参数化：

template**<**typename Functor**,** typename R**,** typename… Args**>**

class SpecificFunctorBridge **:** public FunctorBridge**<**R**,** Args…**> {**

Functor functor**;** public**:**

template**<**typename FunctorFwd**>** SpecificFunctorBridge**(**FunctorFwd**&&** functor**)**

**:** functor**(**std**::**forward**<**FunctorFwd**>(**functor**)) {**

**}**

virtual SpecificFunctorBridge**\*** clone**()** const override **{ return new** SpecificFunctorBridge**(**functor**);**

**}**

virtual R invoke**(**Args&&… args**)** const override **{ return** functor**(**std**::**forward**<**Args**>(**args**)**…**);**

**}**

**};**

每一个 SpecificFunctorBridge 的实例都存储了函数对象的一份拷贝（类型为 Functor），它可以被调用，拷贝（通过 clone()），以及销毁（通过隐式调用析构函数）。SpecificFunctorBridge实例会在 FunctionPtr 被实例化的时候顺带产生，FunctionPtr 的剩余实现如下：

template**<**typename R**,** typename… Args**>** template**<**typename F**>** FunctionPtr**<**R**(**Args…**)>::**FunctionPtr**(**F**&&** f**)**

**:** bridge**(nullptr)**

**{**

**using** Functor **=** std**::**decay\_t**<**F**>;**

**using** Bridge **=** SpecificFunctorBridge**<**Functor**,** R**,** Args…**>;** bridge **= new** Bridge**(**std**::**forward**<**F**>(**f**));**

**}**

注意，此处由于 FunctionPtr 的构造函数本身也被函数对象类型模板化了，该类型只为

SpecificFunctorBridge 的特定偏特化版本（以 Bridge 类型别名表述）所知。一旦新开辟的 Bridge

桥接 static 和 dynamic 多态

Args...>\*），特定类型 F 的额外信息将会丢失

实例被赋值给数据成员 bridge，由于从派生类到基类的转换（Bridge\* --> FunctorBridge<R,

擦除”经常被用于描述用来

。类型信息的丢失，解释了为什么名称“类型的技术。

该实现的一个特点是在生成 Functor 的类型的时候使用了 std::decay，这使得被推断出来的类型 F 可以被存储，比如它会将指向函数类型的引用 decay 成函数指针类型，并移除了顶层 const，volatile 和引用。

## 可选桥接（Optional Bridging）

上述 FunctionPtr 实现几乎可以被当作一个函数指针的非正式替代品适用。但是它并没有提供对下面这一函数指针操作的支持：检测两个 FunctionPtr 的对象是否会调用相同的函数。为了实现这一功能，需要在 FunctorBridge 中加入 equals 操作：

virtual bool equals**(**FunctorBridge const**\*** fb**)** const **=** 0**;**

在 SpecificFunctorBridge 中的具体实现如下：

virtual bool equals**(**FunctorBridge**<**R**,** Args…**>** const**\*** fb**)** const override

**{**

**if (**auto specFb **= dynamic\_cast<**SpecificFunctorBridge const**\*> (**fb**))**

**{**

**return** functor **==** specFb**->**functor**;**

**}**

//functors with different types are never equal:

**return false;**

**}**

最后可以为 FunctionPtr 实现 operator==，它会先检查对应内容是否是 null，然后将比较委托给 FunctorBridge:

friend bool

**operator==(**FunctionPtr const**&** f1**,** FunctionPtr const**&** f2**) { if (!**f1 **|| !**f2**) {**

**return !**f1 **&& !**f2**;**

**}**

**return** f1**.**bridge**->**equals**(**f2**.**bridge**);**

**}**

friend bool

**operator!=(**FunctionPtr const**&** f1**,** FunctionPtr const**&** f2**) { return !(**f1 **==** f2**);**

**}**

该实现是正确的，但是不幸的是，它也有一个缺点：如果 FunctionPtr 被一个没有实现合适的 operator==的函数对象（比如 lambdas）赋值，或者是被这一类对象初始化，那么这个程序会遇到编译错误。

使用，它们就可以被没有相应 operator==的类型实例化

被使用，却遇到了编译错误。而诸如 std::vector 之类的模板，只要它们的 operator==没有被

这可能会很让人意外，因为 FunctionPtrs 的 operator==可能根本就没有

o

这一 operator==相关的问题是由类型擦除导致的：因为在给 FunctionPtr 赋值或者初始化的时

。该信息就包含调用函数对象的 operator==所需要的信息，因为我们并不知道它在什么时候会被用到。

所需要知道的该类型的信息

候，我们会丢失函数对象的类型信息，因此在赋值或者初始化完成之前，就需要捕捉到所有

幸运的是，我们可以使用基于 SFINAE 的萃取技术（见 19.4 节），在调用 operator==之前，确认它是否可用，如下：

#include <utility> // for declval()

#include <type\_traits> // for true\_type and false\_type template**<**typename T**>**

class IsEqualityComparable

**{**

private**:**

// test convertibility of == and ! == to bool:

static void**\*** conv**(**bool**);** // to check convertibility to bool

template**<**typename U**>**

static std**::**true\_type test**(**decltype**(**conv**(**std**::**declval**<**U const**&>() ==** std**::**declval**<**U const**&>())),**

decltype**(**conv**(!(**std**::**declval**<**U const**&>() ==** std**::**declval**<**U const**&>()))));**

// fallback:

template**<**typename U**>**

static std**::**false\_type test**(**…**);** public**:**

static constexpr bool value **=** decltype**(**test**<**T**>(nullptr, nullptr))::**value**;**

**};**

上述 IsEqualityComparable 技术使用了在 19.4.1 节介绍的表达式测试萃取的典型形式：两个 test()重载，其中一个包含了被封装在 decltype 中的用来测试的表达式，另一个通过省略号接受任意数量的参数。第一个 test()试图通过==去比较两个 T const 类型的对象，然后确保两个结果都可以被隐式的转换成 bool，并将可以转换为 bool 的结果传递给 operator!=()。如果两个运算符都正常的话，参数类型都将是 void \*。

使用 IsEqualityComparable，可以构建一个 TryEquals 类模板，它要么会调用==运算符（如果可用的话），要么就在没有可用的 operator==的时候抛出一个异常：

#include <exception>

#include "isequalitycomparable.hpp" template**<**typename T**,** bool EqComparable **=** IsEqualityComparable**<**T**>::**value**>**

struct TryEquals

**{**

static bool equals**(**T const**&** x1**,** T const**&** x2**) { return** x1 **==** x2**;**

**}**

**};**

class NotEqualityComparable **:** public std**::**exception

**{ };**

template**<**typename T**>** struct TryEquals**<**T**, false>**

**{**

static bool equals**(**T const**&** x1**,** T const**&** x2**) { throw** NotEqualityComparable**();**

**}**

**}**

最后，通过在 SpecificFunctorBridge 中使用 TryEquals，当被存储的函数对象类型一致，而且支持 operator==的时候，就可以在 FunctionPtr 中提供对 operator==的支持：

virtual bool equals**(**FunctorBridge**<**R**,** Args…**>** const**\*** fb**)** const override

**{**

**if (**auto specFb **= dynamic\_cast<**SpecificFunctorBridge const**\*>(**fb**)) { return** TryEquals**<**Functor**>::**equals**(**functor**,** specFb**->**functor**);**

**}**

//functors with different types are never equal:

**return false;**

**}**

## 性能考量

类型擦除技术提供了 static 和 dynamic 多态的一部分优点，但是并不是全部。尤其是，使用类型擦除技术产生的代码的性能更接近于动态多态，因为它们都是用虚函数实现了动态分配。因此某些 static 多态的传统优点（比如编译期将函数调用进行 inline 的能力）可能就被丢掉了。这一性能损失是否能够被察觉到，取决于具体的应用，但是通过比较被调用函数的运算量以及相关虚函数的运算量，有时候也很容易就能判断出来：如果二者比较接近，（比如 FunctionPtr 所作的只是对两个整数进行求和），类型擦除可能会比 static 多态要满很多。而如果函数调用执行的任务量比较大的话（比如访问数据库，对容器进行排列），那么 type erasure 带来的性能损失就很难被察觉到。

## 后记

通过引入 any 类型，Kevlin Henney 使得类型擦除在 C++中变得流行起来，随后演变成 Boost中一个流行的库，以及 C++17 标准库的一部分。该技术在 Boost.Function 库中得到优化（主要是进行了性能和代码量的优化），并最终变成了 std::function<>。但是之前所有的库都只解决了一组操作相关的问题：任何只有 copy 和 case 操作的简单类型，函数都可以对其进行调用。

随后的一些工作，比如 Boost.TypeErasue 库以及 Adobe 的 Poly 库，通过使用模板元编程技术，让用户可以生成一个支持某些特定操作的、被擦除了类型的值。比如下面的类型（通过 Boost.TypeErase 库构建）就支持拷贝构造，类似 typeid 的操作，以及输出用来打印的输出 stream：

**using** AnyPrintable **=** any**<**mpl**::**vector**<**copy\_constructible**<>,** typeid\_**<>,** ostreamable**<> >>;**

# 第 **23** 章 元编程

元编程的意思是“编写一个程序”。也就是说，

的代码，而且新产生的代码实现了我们真正想要的功能。

我们构建了可以被编程系统用来产生新代码

通常名词“元编程”暗示了一种自

反的属性：元编程组件是其将要为之产生一部分代码的程序的一部分（比如，程序中一些附加的或者不同的部分）。

为什么需要元编程？和其它编程技术一样，目的是用尽可能少的“付出”，换取尽可能多的功能，其中“付出”可以用代码长度、维护成本之类的事情来衡量。

编译期间（at translation time，翻译是否准确？）就可以进行一部分用户定义的计算

元编程的特性之一是在

。其动机通常是性能（在 translation time 执行的计算通常可以被优化掉）或者简化接口（元-程序通常要比其展开后的结果短小一些），或者两者兼而有之。

元编程通常依赖于萃取和类型函数等概念，详见第 19 章。我们建议在继续接下来的内容之

前，最好先熟悉下第 19 章的内容。

## 现代 C++元编程的现状

C++元编程是随着时间发展逐渐成形的。我们先来分类讨论多种在现代 C++中经常使用的元编程方法。

* + - 1. 值元编程（**Value Metaprogramming**）

在本书第一版中，我们局限于原始 C++标准的特性（发布于 1988 年，在 2003 年做了修订）。在当时，构建简单的编译期（“meta-”）计算程序也会是一个小的挑战。因此我们曾在本章中花了很大篇幅来做这些事情；一个非常复杂的例子是在编译期间用递归的模板实例化来计算一个整数的平方根。不过正如 8.2 节介绍的那样，在 C++11，尤其是 C++14 中通过使用 constexpr 函数，可以大大降低这一挑战的难度。比如在 C++14 中，一个在编译期计算平方根的函数可以被简单的写成这样：

template**<**typename T**>** constexpr T sqrt**(**T x**)**

**{**

// handle cases where x and its square root are equal as a special case to simplify

// the iteration criterion for larger x:

**if (**x **<=** 1**) { return** x**;**

**}**

// repeatedly determine in which half of a [lo, hi] interval the square root of x is located,

// until the interval is reduced to just one value: T lo **=** 0**,** hi **=** x**;**

**for (;;) {**

auto mid **= (**hi**+**lo**)/**2**,** midSquared **=** mid**\***mid**; if (**lo**+**1 **>=** hi **||** midSquared **==** x**) {**

// mid must be the square root:

**return** mid**;**

**}**

//continue with the higher/lower half-interval:

**if (**midSquared **<** x**) {**

lo **=** mid**;**

**} else {**

hi **=** mid**;**

**}**

**}**

**}**

该算法通过反复地选取一个包含 x 的平方根的中间值来计算结果（为了让收敛标准比较简单，对 0 和 1 的平方根做了特殊处理）。该 sqrt()函数可以被在编译期或者运行期间计算： **static\_assert(**sqrt**(**25**) ==** 5**,** ""**);** //OK (evaluated at compile time)

**static\_assert(**sqrt**(**40**) ==** 6**,** ""**);** //OK (evaluated at compile time) std**::**array**<**int**,** sqrt**(**40**)+**1**>** arr**;** //declares array of 7 elements (compile time)

long long l **=** 53478**;**

std**::**cout **<<** sqrt**(**l**) <<** ’\n’**;** //prints 231 (evaluated at run time)

在运行期间这一实现方式可能不是最高效的（在这里去开发机器的各种特性通常是值得的），但是由于该函数意在被用于编译期计算，绝对的效率并没有可移植性重要。注意在这个例子 中并没有什么“模板魔法”，只是用到了常规的模板参数推断。相关代码是“纯 C++”的，并没有特别难以理解的地方。

上面介绍的值元编程（比如在编译期间计算某些数值）偶尔会非常有用，但是在现代 C++中还有另外两种可用的元编程方式（在 C++14 和 C++17 中）：类型元编程和混合元编程。

### 类型元编程

在第 19 章中讨论某些萃取模板的时候已经遇到过一种类型元编程，它接受一个类型作为输入并输出一个新的类型。比如 RemoveReferenceT 类模板会计算引用类型所引用对象的真正类型。但是在第 19 章中实现的例子只会计算很初级的类型操作。通过递归的模板实例化--这也是主要的基于模板的元编程手段--我们可以实现更复杂的类型计算。

考虑如下例子：

// primary template: in general we yield the given type: template**<**typename T**>**

struct RemoveAllExtentsT **{ using** Type **=** T**;**

**};**

// partial specializations for array types (with and without bounds): template**<**typename T**,** std**::**size\_t SZ**>**

struct RemoveAllExtentsT**<**T**[**SZ**]> {**

**using** Type **=** typename RemoveAllExtentsT**<**T**>::**Type**;**

**};**

template**<**typename T**>**

struct RemoveAllExtentsT**<**T**[]> {**

**using** Type **=** typename RemoveAllExtentsT**<**T**>::**Type**;**

**};**

template**<**typename T**>**

**using** RemoveAllExtents **=** typename RemoveAllExtentsT**<**T**>::**Type**;**

这里 RemoveAllExtents 就是一种类型元函数（比如一个返回类型的计算设备），它会从一个类型中移除掉任意数量的顶层“数组层”。就像下面这样：

RemoveAllExtents**<**int**[]>** // yields int RemoveAllExtents**<**int**[**5**][**10**]>** // yields int RemoveAllExtents**<**int**[][**10**]>** // yields int RemoveAllExtents**<**int**(\*)[**5**]>** // yields int(\*)[5]

元函数通过偏特化来匹配高层次的数组，递归地调用自己并最终完成任务。

如果数值计算的功能只适用于标量，那么其应用会很受限制。幸运的是，几乎有所得语言都至少有一种数值容器，这可以大大的提高该语言的能力（而且很多语言都有各种各样的容器，比如 array/vector，hash table 等）。对于元编程也是这样：增加一个“类型容器”会大大的提高其自身的适用范围。幸运的是，现代 C++提供了可以用来开发类似容器的机制。第 24章开发的 Typelist<...>类模板，就是这一类型的类型容器。

### 混合元编程

通过使用数值元编程和类型元编程，可以在编译期间计算数值和类型。但是最终我们关心的还是在运行期间的效果，因此在运行期间的代码中，我们将元程序用在那些需要类型和常量的地方。不过元编程能做的不仅仅是这些：我们可以在编译期间，以编程的方式组合一些有

运行期效果的代码。我们称之为混合元编程

o

下面通过一个简单的例子来说明这一原理：计算两个 std::array 的点乘结果。回忆一下，sta：：

array 是具有固定长度的容器模板，其声明如下：

**namespace** std **{**

template**<**typename T**,** size\_t N**>** struct array**;**

**}**

其中 N 是 std::array 的长度。假设有两个类型相同的 sta::array 对象，其点乘结果可以通过如下方式计算：

template**<**typename T**,** std**::**size\_t N**>**

auto dotProduct**(**std**::**array**<**T**,** N**>** const**&** x**,** std**::**array**<**T**,** N**>** const**&** y**)**

**{**

T result**{};**

**for (**std**::**size\_t k **=** 0**;** k**<**N**; ++**k**) {**

result **+=** x**[**k**]\***y**[**k**];**

**}**

**return** result**;**

**}**

如果对 for 循环进行直接编译的话，那么就会生成分支指令，相比于直接运行如下命令，这在一些机器上可能会增加运行成本：

result **+=** x**[**0**]\***y**[**0**];** result **+=** x**[**1**]\***y**[**1**];** result **+=** x**[**2**]\***y**[**2**];** result **+=** x**[**3**]\***y**[**3**];**

…

幸运的是，现代编译器会针对不同的平台做出相应的最为高效的优化。但是为了便于讨论，下面重新实现一版不需要 loop 的 dotProduct():

template**<**typename T**,** std**::**size\_t N**>** struct DotProductT **{**

static ***inline*** T result**(**T**\*** a**,** T**\*** b**)**

**{**

**return \***a **\* \***b **+** DotProduct**<**T**,** N**-**1**>::**result**(**a**+**1**,**b**+**1**);**

**}**

**};**

// partial specialization as end criteria template**<**typename T**>**

struct DotProductT**<**T**,** 0**> {**

static inline T result**(**T**\*,** T**\*) { return** T**{};**

**}**

**};**

template**<**typename T**,** std**::**size\_t N**>**

auto dotProduct**(**std**::**array**<**T**,** N**>** const**&** x**,** std**::**array**<**T**,** N**>** const**&** y**)**

**{**

**return** DotProductT**<**T**,** N**>::**result**(**x**.**begin**(),** y**.**begin**());**

**}**

新的实现将计算放在了类模板 DotProductT 中。这样做的目的是为了使用类模板的递归实例化来计算结果，并能够通过部分特例化来终止递归。注意例子中 DotProductT 的每一次实例化是如何计算点乘中的一项结果、以及所有剩余结果的。对于 std::arrat<T,N>，会对主模板进行 N 次实例化，对部分特例化的模板进行一次实例化。为了保证效率，编译期需要将每一次对静态成员函数 result()的调用内联（inline）。幸运的是，即使使用的时中等优化选项，编译器也会这样做。

o

码的整体结构）和运行时计算（通过调用 result()，决定了具体的运行期间的效果）

这段代码的主要特点是它融合了编译期计算（这里通过递归的模板实例化实现，这决定了代

我们之前提到过，“类型容器”可以大大提高元编程的能力。我们同样看到固定长度的 array在混合元编程中也非常有用。但是混合元编程中真正的“英雄容器”是 tuple（元组）。Tuple是一串数值，且其中每个值的类型可以分别指定。C++标准库中包含了支持这一概念的类模板 std::tuple。比如：

std**::**tuple**<**int**,** std**::**string**,** bool**>** tVal**{**42**,** "Answer"**, true};**

定义的变量 tVal 包含了三个类型分别为 int, std::string 和 bool 的值。因为 tuple 这一类容器在现代 C++编程中非常重要，我们将在第 25 章对其进行更深入的讨论。tVal 的类型和下面这个简单的 struct 类型非常类似：

struct MyTriple **{** int v1**;** std**::**string v2**;** bool v3**;**

**};**

既然对于 array 类型和（简单）的 struct 类型，我们有比较灵活的 std::array 和 std::tuple 与之对应，那么你可能会问，与简单的 union 对应的类似类型是否对混合元编程也很有益。答案是“yes”。C++标准库在 C++17 中为了这一目的引入了 std::variant 模板，在第 26 章中我们会介绍一个类似的组件。

由于 std::tuple 和 std::variant 都是异质类型（与 struct 类似），使用这些类型的混合元编程有时也被称为“异质元编程”。

* + 1. 将混合元编程用于“单位类型”（**Units Types**，可能翻译的不恰当）

另一个可以展现混合元编程威力的例子是那些实现了不同单位类型的数值之间计算的库。相应的数值计算发生在程序运行期间，而单位计算则发生在编译期间。

下面会以一个极度精简的例子来做讲解。我们将用一个基于主单位的分数来记录相关单位。比如如果时间的主单位是秒，那么就用 1/1000 表示 1 微秒，用 60/1 表示一分钟。因此关键点就是要定义一个比例类型，使得每一个数值都有其自己的类型：

template**<**unsigned N**,** unsigned D **=** 1**>** struct Ratio **{**

static constexpr unsigned num **=** N**;** // numerator static constexpr unsigned den **=** D**;** // denominator **using** Type **=** Ratio**<**num**,** den**>;**

**};**

现在就可以定义在编译期对两个单位进行求和之类的计算：

// implementation of adding two ratios: template**<**typename R1**,** typename R2**>** struct RatioAddImpl

**{**

private**:**

static constexpr unsigned den **=** R1**::**den **\*** R2**::**den**;**

static constexpr unsigned num **=** R1**::**num **\*** R2**::**den **+** R2**::**num **\***

R1**::**den**;**

public**:**

**typedef** Ratio**<**num**,** den**>** Type**;**

**};**

// using declaration for convenient usage: template**<**typename R1**,** typename R2**>**

**using** RatioAdd **=** typename RatioAddImpl**<**R1**,** R2**>::**Type**;**

这样就可以在编译期计算两个比率之和了：

**using** R1 **=** Ratio**<**1**,**1000**>; using** R2 **=** Ratio**<**2**,**3**>;**

**using** RS **=** RatioAdd**<**R1**,**R2**>;** //RS has type Ratio<2003,2000> std**::**cout **<<** RS**::**num **<<** ’**/**’ **<<** RS**::**den **<<** ’\n’**;** //prints 2003/3000 **using** RA **=** RatioAdd**<**Ratio**<**2**,**3**>,**Ratio**<**5**,**7**>>;** //RA has type Ratio**<**29**,**21**>**

std**::**cout **<<** RA**::**num **<<** ’**/**’ **<<** RA**::**den **<<** ’\n’**;** //prints 29/21

然后就可以为时间段定义一个类模板，用一个任意数值类型和一个 Ratio<>实例化之后的类型作为其模板参数：

// duration type for values of type T with unit type U: template**<**typename T**,** typename U **=** Ratio**<**1**>>**

class Duration **{**public**: using** ValueType **=** T**;**

**using** UnitType **=** typename U**::**Type**;** private**:**

ValueType val**;**

public**:**

constexpr Duration**(**ValueType v **=** 0**)**

**:** val**(**v**) {**

**}**

constexpr ValueType value**()** const **{ return** val**;**

**}**

**};**

比较有意思的地方是对两个 Durations 求和的 operator+运算符的定义：

// adding two durations where unit type might differ: template**<**typename T1**,** typename U1**,** typename T2**,** typename U2**>** auto constexpr **operator+(**Duration**<**T1**,** U1**>** const**&** lhs**,** Duration**<**T2**,** U2**>** const**&** rhs**)**

**{**

// resulting type is a unit with 1 a nominator and

// the resulting denominator of adding both unit type fractions

**using** VT **=** Ratio**<**1**,**RatioAdd**<**U1**,**U2**>::**den**>;**

// resulting value is the sum of both values

// converted to the resulting unit type:

auto val **=** lhs**.**value**() \*** VT**::**den **/** U1**::**den **\*** U1**::**num **+**

rhs**.**value**() \*** VT**::**den **/** U2**::**den **\*** U2**::**num**; return** Duration**<**decltype**(**val**),** VT**>(**val**);**

**}**

这里参数所属的单位类型可以不同，比如分别为 U1 和 U2。然后可以基于 U1 和 U2 计算最终的时间段，其类型为一个新的分子为 1 的单位类型。基于此，可以编译如下代码：

int x **=** 42**;** int y **=** 77**;**

auto a **=** Duration**<**int**,** Ratio**<**1**,**1000**>>(**x**);** // x milliseconds auto b **=** Duration**<**int**,** Ratio**<**2**,**3**>>(**y**);** // y 2/3 seconds

auto c **=** a **+** b**;** //computes resulting unit type 1/3000 seconds//and generates run-time code for c = a\*3 + b\*2000

此处“混合”的效果体现在，在计算 c 的时候，编译器会在编译期决定结果的单位类型

Ratio<1,3000>，并产生出可以在程序运行期间计算最终结果的代码（结果会被根据单位类型进行调整）。

由于数值类型是由模板参数决定的，因此可以将 int 甚至是异质类型用于 Duration 类： auto d **=** Duration**<**double**,** Ratio**<**1**,**3**>>(**7.5**);** // 7.5 1/3 seconds auto e **=** Duration**<**int**,** Ratio**<**1**>>(**4**);** // 4 seconds

auto f **=** d **+** e**;** //computes resulting unit type 1/3 seconds

// and generates code for f = d + e\*3

而且如果相应的数值在编译期是已知的话，编译器甚至可以在编译期进行以上计算（因为上文中的 operator+是 constexpr）。

C++中的 std::chrono 类模板使用了类似于上文中的内容，但是做了一些优化，比如使用已定义的单位（比如 std::chrono::miliseconds），支持时间段常量（比如 10ms），以及能够处理溢出。

## 反射元编程的维度

上文中介绍了基于 constexpr 的“值元编程”和基于递归实例化的“类型元编程”。这两种在现代 C++中可用的选项采用了明显不同的方式来驱动计算。事实证明“值元编程”也可以通过模板的递归实例化来实现，在引入 C++11 的 constexpr 函数之前，这也正是其实现方式。比如下面的代码使用递归实例化来计算一个整数的平方根：

// primary template to compute sqrt(N) template**<**int N**,** int LO**=**1**,** int HI**=**N**>** struct Sqrt **{**

// compute the midpoint, rounded up static constexpr auto mid **= (**LO**+**HI**+**1**)/**2**;**

// search a not too large value in a halved interval static constexpr auto value **= (**N**<**mid**\***mid**) ?**

Sqrt**<**N**,**LO**,**mid**-**1**>::**value **:** Sqrt**<**N**,**mid**,**HI**>::**value**;**

**};**

// partial specialization for the case when LO equals HI template**<**int N**,** int M**>**

struct Sqrt**<**N**,**M**,**M**> {**

static constexpr auto value **=** M**;**

**};**

这个源程序使用了几乎和 23.1.1 节中的 constexpr 函数完全一样的算法，不断的二分查找包含平方根的中间值。但是，这里元函数的输入是一个非类型模板参数，而不是一个函数参数，用来追踪中间值边界的“局部变量”也是非类型模板参数。显然这个方法远不如 constexpr函数友好，但是我接下来依然会探讨这段代码是如何消耗编译器资源的。

无论如何，我们已经看到元编程的计算引擎可以有多种潜在的选择。但是计算不是唯一的一个我们应该在其中考虑相关选项的维度。一个综合的元编程解决方案应该在如下 3 个维度中间做选择：

* 计算维度（Compution）
* 反射维度（Reflection）
* 生成维度（Generation）

反射维度指的是以编程的方式检测程序特性的能力。生成维度指的是为程序生成额外代码的能力。

我们已经见过计算维度中的两个选项：递归实例化和 constexpr 计算。对于反射维度，在类型萃取（参见第 19.6.1 节）相关章节中也介绍了其部分解决方案。虽然一些可用的类型萃取使得某些高端的模板技术变得可能，但是这远没有包含所有的、我们所期望能够从反射机制中获得的特性。比如给定一个类，一些应用总是倾向于在程序中访问其某些成员。目前已有的类型萃取是基于模板实例化的，而且 C++总是会提供额外的语言特性或者是“固有的”库元素来在编译期生成包含反射信息的类模板实例。这一方法和基于模板递归实例化进行的计算比较相似。但是不幸的是，类模板实例会占用比较多的编译器内存，而且这部分内存要直到编译结束才会被释放（否则的话编译时间会大大延长）。另一个被期望可以在“计算维度”和 constexpr 运算选项组合的很好的选项是，引入一个新的标准类型来代表“反射信息”。在第 17.9 节中对这一选项进行了讨论（目前 C++标准委员会正在对相关内容进行探讨）。

第 17.9 节中还讨论了另一种有潜力的、可以提供强大的代码生成能力的方法。在已有的 C++语言中创建一个灵活的、通用的、用户友好的代码生成机制依然是一个被很多组织研究的、颇有挑战的事情。但是模板实例化又总是各种代码生成机制中的一种。另外，编译器在将函数调用扩展成小函数的 inline 方面已经足够可靠，该机制可以被用作产生代码的一种手段。这些内容是上文中 DotProductT 的基础，并且结合强大的反射工具，现阶段已有的技术已经可以获得优异的元编程效果了。

## 递归实例化的代价

现在来分析第 23.2 节中介绍的 Sqrt<>模板。主模板是由模板参数 N（被计算平方根的值）和其它两个可选参数触发的、常规的递归计算。两个可选的参数分别是结果的上限和下限。如果只用一个参数调用该模板，那么其平方根最小是 1，最大是其自身。

递归会按照二分查找的方式进行下去。在模板内部会计算 value 是在从 LO 到 HI 这个区间的上半部还是下半部。这一分支判断是通过运算符?:实现的。如果 mid2 比 N 大，那么就继续在上半部分查找，否在就在下半部分查找。

偏特例化被用来在 LO 和 HI 的值都为 M 的时候结束递归，这个值也就是我们最终所要计算的结果。

实例化模板的成本并不低廉：即使是比较适中的类模板，其实例依然有可能占用数 KB 的内存，而且这部分被占用的内存在编译完成之前不可以被回收利用。我们先来分析一个使用了 Sqrt 模板的简单程序：

#include <iostream> #include "sqrt1.hpp" int main**()**

**{**

std**::**cout **<<** "Sqrt<16>::value = " **<<** Sqrt**<**16**>::**value **<<** ’\n’**;** std**::**cout **<<** "Sqrt<25>::value = " **<<** Sqrt**<**25**>::**value **<<** ’\n’**;** std**::**cout **<<** "Sqrt<42>::value = " **<<** Sqrt**<**42**>::**value **<<** ’\n’**;** std**::**cout **<<** "Sqrt<1>::value = " **<<** Sqrt**<**1**>::**value **<<** ’\n’**;**

**}**

表达式

Sqrt**<**16**>::**value

被扩展成

Sqrt**<**16**,**1**,**16**>::**value

在模板内部，元程序按照如下方式计算 Sqrt**<**16**,**1**,**16**>::**value

的值：

mid **= (**1**+**16**+**1**)/**2

**=** 9

value **= (**16**<**9**\***9**) ?** Sqrt**<**16**,**1**,**8**>::**value

**:** Sqrt**<**16**,**9**,**16**>::**value

**= (**16**<**81**) ?** Sqrt**<**16**,**1**,**8**>::**value

**:** Sqrt**<**16**,**9**,**16**>::**value

**=** Sqrt**<**16**,**1**,**8**>::**value

接着这个值会被以 Sqrt**<**16**,**1**,**8**>::**value 的形式计算，其会被接着展开为：

mid **= (**1**+**8**+**1**)/**2

**=** 5

value **= (**16**<**5**\***5**) ?** Sqrt**<**16**,**1**,**4**>::**value

**:** Sqrt**<**16**,**5**,**8**>::**value

**= (**16**<**25**) ?** Sqrt**<**16**,**1**,**4**>::**value

**:** Sqrt**<**16**,**5**,**8**>::**value

**=** Sqrt**<**16**,**1**,**4**>::**value

类似的，Sqrt**<**16**,**1**,**4**>::**value 被分解为如下形式：

mid **= (**1**+**4**+**1**)/**2

**=** 3

value **= (**16**<**3**\***3**) ?** Sqrt**<**16**,**1**,**2**>::**value

**:** Sqrt**<**16**,**3**,**4**>::**value

**= (**16**<**9**) ?** Sqrt**<**16**,**1**,**2**>::**value

**:** Sqrt**<**16**,**3**,**4**>::**value

**=** Sqrt**<**16**,**3**,**4**>::**value

最终，Sqrt**<**16**,**3**,**4**>::**value 产生出如下结果：

mid **= (**3**+**4**+**1**)/**2

**=** 4

value **= (**16**<**4**\***4**) ?** Sqrt**<**16**,**3**,**3**>::**value

**:** Sqrt**<**16**,**4**,**4**>::**value

**= (**16**<**16**) ?** Sqrt**<**16**,**3**,**3**>::**value

**:** Sqrt**<**16**,**4**,**4**>::**value

**=** Sqrt**<**16**,**4**,**4**>::**value

然后这一递归过程会被 Sqrt**<**16**,**4**,**4**>::**value 终结，因为对它的调用会匹配到模板的特化版本上（上限和下限相同）。因此最终的结果是：

value **=** 4

### 追踪所有的实例化过程

上文中主要分析了被用来计算 16 的平方根的实例化过程。但是当编译期计算：

**(**16**<=**8**\***8**) ?** Sqrt**<**16**,**1**,**8**>::**value

**:** Sqrt**<**16**,**9**,**16**>::**value

的时候， 它并不是只计算真正用到了的分支， 同样也会计算没有用到的分支

（Sqrt**<**16**,**9**,**16**>**）。而且，由于代码试图通过运算符::访问最终实例化出来的类的成员，

该类中所有的成员都会被实例化

o 也就是说 Sqrt**<**16**,**9**,**16**>** 的完全实例化会导致 Sqrt**<**16**,**9**,**12**>**和 Sqrt**<**16**,**13**,**16**>**都会被完全实例化。仔细分析以上过程，会发现最终会实例化出很多的实例，数量上几乎是 N 的两倍。

幸运的是，有一些技术可以被用来降低实例化的数目。为了展示其中一个重要的技术，我们按照如下方式重写了 Sqrt 元程序：

#include "ifthenelse.hpp"

// primary template for main recursive step template**<**int N**,** int LO**=**1**,** int HI**=**N**>**

struct Sqrt **{**

// compute the midpoint, rounded up static constexpr auto mid **= (**LO**+**HI**+**1**)/**2**;**

// search a not too large value in a halved interval

**using** SubT **=** IfThenElse**<(**N**<**mid**\***mid**),** Sqrt**<**N**,**LO**,**mid**-**1**>,** Sqrt**<**N**,**mid**,**HI**>>;**

static constexpr auto value **=** SubT**::**value**;**

**};**

// partial specialization for end of recursion criterion template**<**int N**,** int S**>**

struct Sqrt**<**N**,** S**,** S**> {**

static constexpr auto value **=** S**;**

**};**

代码中主要的变化是使用了 IfThenElse 模板，在第 19.7.1 节有对它的介绍。回忆一下， IfThenElse 模板被用来基于一个布尔常量在两个类型之间做选择。如果布尔型常量是 true，那么会选择第一个类型，否则就选择第二个类型。

个类模板的实例定义类型别名，不会导致 C++编译器去实例化该实例

一个比较重要的、需要记住的点是：为一

。因此使用如下代码时：

**using** SubT **=** IfThenElse**<(**N**<**mid**\***mid**),** Sqrt**<**N**,**LO**,**mid**-**1**>,**

Sqrt**<**N**,**mid**,**HI**>>;**

既不会完全实例化 Sqrt**<**N**,**LO**,**mid**-**1**>**也不会完全实例化 Sqrt**<**N**,**mid**,**HI**>**。

在调用 SubT**::**value 的时候，只有真正被赋值给 SubT 的那一个实例才会被完全实例化。和之前的方法相比，这会让实例化的数量和 log2N 成正比：当 N 比较大的时候，这会大大降低元程序实例化的成本。

## 计算完整性

从以上的 Sqrt<>的例子可以看出，一个模板元程序可能会包含以下内容：

* 状态变量：模板参数
* 循环结构：通过递归实现
* 执行路径选择：通过条件表达式或者偏特例化实现
* 整数运算

如果对递归实例化的数量和使用的状态变量的数量不做限制，那么就可以用之来计算任何可以计算的事情。尽管这样做可能不是很方便。而且，由于模板实例化需要大量的编译器资源，大量的递归实例化会很快地降低编译器地编译速度，甚至是耗尽可用地硬件资源。C++标准建议最少应该支持 1024 层的递归实例化，但是并没有强制如此，但是这应该足够大部分（当然不是全部）模板元编程任务使用了。

因此在实际中，不应该滥用模板元编程。但是在少数情况下，在实现便捷模板方面它又不可替代。在一些特殊情况下，它们可能被隐藏在常规模板的深处，以尽可能地提高关键算法地计算性能。

## 递归实例化和递归模板参数

考虑如下递归模板：

template**<**typename T**,** typename U**>** struct Doublify **{**

**};**

template**<**int N**>** struct Trouble **{**

**using** LongType **=** Doublify**<**typename Trouble**<**N**-**1**>::**LongType**,**

typename Trouble**<**N**-**1**>::**LongType**>;**

**};**

template**<>**

struct Trouble**<**0**> {**

**using** LongType **=** double**;**

**};**

Trouble**<**10**>::**LongType ouch**;**

Trouble**<**10**>::**LongType 的使用并不是简单地触发形如Trouble**<**9**>,** Trouble**<**8**>,** …**,** Trouble**<**0**>**地递归实例化，还会用越来越复杂地类型实例化 Doublify。表 23.1 展示了其快速地增长方式：

|  |  |
| --- | --- |
| 类型别名 | 底层类型 |
| Trouble**<**0**>::**LongType | double |
| Trouble**<**1**>::**LongType | Doublify**<**double**,**double**>** |
| Trouble**<**2**>::**LongType | Doublify**<**Doublify**<**double**,**double**>,**  Doublify**<**double**,**double**>>** |
| Trouble**<**3**>::**LongType | Doublify**<**Doublify**<**Doublify**<**double**,**double**>,** Doublify**<**double**,**double**>>,**  **<**Doublify**<**double**,**double**>,**  Doublify**<**double**,**double**>>>** |

表*23.1 Trouble****<****3****>::****LongType* 的变化趋势

就如从表 23.1 中看到的那样，Trouble**<**N**>::**LongType 类型的复杂度与 N 成指数关系。通常这种情况给 C++编译器带来的压力要远比有递归实例化但是没有递归模板参数的情况要大。这里的问题之一是，编译器会用一些支离破碎的名字来表达这些类型。这些支离破碎的名字会用相同的方式去编码模板的特例化，在早期 C++中，这一编码方式的实现和模板签名

（ template-id ） 的 长 度 成 正 比 。 这 些 编 译 器 会 使 用 大 于 10,000 个 字 符 来 表 达

Trouble**<**N**>::**LongType。

基于嵌套模板在现在 C++中非常常见的事实，新的 C++实现使用了一种聪明的压缩技术来大大降低名称编码（比如对于 Trouble**<**N**>::**LongType，只需要用数百个字符）的增长速度。如果没有为某些模板实例生成低层级的代码，那么相关类型的名字就是不需要的，新的编译

器就不会为这些类型产生名字。除此之外，其它情况都没有改善，因此在组织递归实例化代码的时候，最好不要让模板参数也嵌套递归。

## 枚举值还是静态常量

在早期 C++中，枚举值是唯一可以用来在类的声明中、创建可用于类成员的“真正的常量”

（也称常量表达式）的方式。比如通过它们可以定义 Pow3 元程序来计算 3 的指数：

// primary template to compute 3 to the Nth template**<**int N**>**

struct Pow3 **{**

enum **{** value **=** 3 **\*** Pow3**<**N**-**1**>::**value **};**

**};**

// full specialization to end the recursion template**<>**

struct Pow3**<**0**> {**

enum **{** value **=** 1 **};**

**};**

在 C++98 标准中引入了类内静态常量初始化的概念，因此 Pow3 元程序可以被写成这样：

// primary template to compute 3 to the Nth template**<**int N

struct Pow3 **{**

static int const value **=** 3 **\*** Pow3**<**N**-**1**>::**value**;**

**};**

// full specialization to end the recursion template**<>**

struct Pow3**<**0**> {**

static int const value **=** 1**;**

**};**

但是上面代码中有一个问题：静态常量成员是左值（参见附录 B）。因此如果我们有如下函数：

void foo**(**int const**&);**

然后我们将元程序的结果传递给它：

foo**(**Pow3**<**7**>::**value**);**

编译器需要传递 Pow3**<**7**>::**value 的地址，因此必须实例化静态成员并为之开辟内存。这样该计算就不是一个纯正的“编译期”程序了。

枚举值不是左值（也就是说它们没有地址）。因此当将其按引用传递时，不会用到静态内存。几乎等效于将被计算值按照字面值传递。因此本书第一版建议在这一类应用中使用枚举值，而不是静态常量。

不过在 C++中，引入了 constexpr 静态数据成员，并且其使用不限于整型类型。这并没有解决上文中关于地址的问题，但是即使如此，它也是用来产生元程序结果的常规方法。其优点是，它可以有正确的类型（相对于人工的枚举类型而言），而且当用 auto 声明静态成员的类型时，可以对其类型进行推断。C++17 则引入了 inline 的静态数据成员，这解决了上面提到的地址问题，而且可以和 constexpr 一起使用。

## 后记

最早的文档可查的元编程的例子是由 Erwin Unruh 实现的，并代表西门子在 C++标准委员会上做了展示。他注意到了模板实例化过程的计算完整性，并开发了第一个元程序来证明了自己的观点。他使用的是 Metaware 编译器，让编译器在错误信息中输出了连续的素数。在 1994年 C++委员会上流传的代码如下（做了些修改，以使其能够在标准编译器上编译）：

// prime number computation // (modified from original from 1994 by Erwin Unruh)

template**<**int p**,** int i**>** struct is\_prime **{**

enum **{** pri **= (**p**==**2**) || ((**p**%**i**) &&** is\_prime**<(**i**>**2**?** p**:**0**),**i**-**1**>::**pri**) };**

**};**

template**<>**

struct is\_prime**<**0**,**0**> {**

enum **{**pri**=**1**};**

**};**

template**<>**

struct is\_prime**<**0**,**1**> {**

enum **{**pri**=**1**};**

**};**

template**<**int i**>** struct D **{**

D**(**void**\*);**

**};**

template**<**int i**>** struct CondNull **{**

static int const value **=** i**;**

**};**

template**<>**

struct CondNull**<**0**> {**

static void**\*** value**;**

**};**

void**\*** CondNull**<**0**>::**value **=** 0**;** template**<**int i**>**

struct Prime\_print **{** // primary template for loop to print prime numbers Prime\_print**<**i**-**1**>** a**;**

enum **{** pri **=** is\_prime**<**i**,**i**-**1**>::**pri **};**

void f**() {**

D**<**i**>** d **=** CondNull**<**pri **?** 1 **:** 0**>::**value**;** // 1 is an error, 0 is

ne

a**.**f**();**

**}**

**};**

template**<>**

struct Prime\_print**<**1**> {** // full specialization to end the loop enum **{**pri**=**0**};**

void f**() {**

D**<**1**>** d **=** 0**;**

**};**

**};**

#ifndef LAST #define LAST 18 #endif

int main**()**

**{**

Prime\_print**<**LAST**>** a**;** a**.**f**();**

**}**

如果你试着编译以上程序，编译器会打印错误说在 Prime\_print**::**f**()**中，初始化 d 时遇到错误。错误发生在初始值时 1 的时候，因为只有一个参数为 void**\***的构造函数，而又只 有 0 可以被转换成 void**\***。下面是一个编译器报的错误的（包含在其它一些信息中）：

unruh**.**cpp**:**39**:**14**:** error**:** no viable conversion from ’const int’ to

’D**<**17**>**’

unruh**.**cpp**:**39**:**14**:** error**:** no viable conversion from ’const int’ to

’D**<**13**>**’

unruh**.**cpp**:**39**:**14**:** error**:** no viable conversion from ’const int’ to

’D**<**11**>**’

unruh**.**cpp**:**39**:**14**:** error**:** no viable conversion from ’const int’ to

’D**<**7**>**’

unruh**.**cpp**:**39**:**14**:** error**:** no viable conversion from ’const int’ to

’D**<**5**>**’

unruh**.**cpp**:**39**:**14**:** error**:** no viable conversion from ’const int’ to

’D**<**3**>**’

unruh**.**cpp**:**39**:**14**:** error**:** no viable conversion from ’const int’ to

’D**<**2**>**’

C++模板元编程的概念，作为一个严肃的编程工具最早是由 Todd Veldhuizen 在其文章 Using C++ Template Metaprograms (see [VeldhuizenMeta95]) 中推广开来的（并做了一些规范化）。 Todd 在其关于 Blitz++的工作（一个 C++数值数组库，参见 Blitz++）中也对元编程（和表达式模板技术）做了一些优化和扩展。

本书第一版和 Andrei Alexandrescu 的 Modern C++ Design 都为 C++库的爆发做出了贡献，书中通过总结一些至今还在使用的基础技术探索了基于模板的元编程。Boost 项目则为这一爆发带了了秩序。在早期，它引入了 MPL（元编程库，meta-programming library），这为类型元编程（同样由 Abrahams 和 Gurtovoy 的书 “C++Template Metaprogramming” 带火）。 Template Metaprogramming” ）定义了一致的框架。

另一个重要的进步是由 Louis Dionne 贡献的，在他的 Boost.Hana 库中，使得元编程语法变得更容易被接受。在标准委员会中，Louis 正在和 Andrew Sutton，Herb Sutter，David Vandevoorde以及其他一些人一起，努力使元编程在语言中得到更好的支持。该工作中一个主要的部分是什么样的程序特性应该在反射中得到支持。Matúš Chochlík, Axel Naumann 以及 David Sankel是相关领域的主要贡献者。

在 BartonNackman 中，John J. Barton 和 Lee R. Nackman 展示了在执行计算时该如何追踪维度成员。SIunits 库是由 Walter Brown 开发的一个用来处理物理单元的、更全面的库。而我们在第 23.1.4 节中作为灵感来源使用的 std::chrono，则是由 Howard Hinnant 开发，专门用来处理时间和日期的库。

# 第 **24** 章 类型列表（**Typelists**）

高效的编程通常需要用到各种各样的数据结构，元编程也不例外。对于类型元编程，核心的数据结构是 typelist，和其名字的意思一样，它指的是一个包含了类型的列表。模板元编程可以操作 typelist 并最终生成可执行程序的一部分。接下来会在本章中讨论使用 typelist 的技术。由于大多数 typelist 相关的操作都用到了模板元编程，这里假设你已经对模板元编程比较熟悉（参见第 23 章）。

## 类型列表剖析（Anatomy of a Typelist）

类型列表指的是一种代表了一组类型，并且可以被模板元编程操作的类型。它提供了典型的列表操作方法：遍历列表中的元素，添加元素或者删除元素。但是类型列表和大多数运行期间的数据结构都不同（比如 std::list），它的值不允许被修改。向类型列表中添加一个元素并不会修改原始的类型列表，只是会创建一个新的、包含了原始类型列表和新添加元素的类型列表。对函数式编程语言（比如 Scheme，ML 以及 Haskell）比较熟悉的读者应该会意识到 C++中的类型列表和这些函数式编程语言中的列表之间的相似性。

类型列表通常是按照类模板特例的形式实现的，它将自身的内容（包含在模板参数中的类型以及类型之间的顺序）编码到了参数包中。一种将其内容编码到参数包中的类型列表的直接实现方式如下：

template**<**typename… Elements**>** class Typelist

**{};**

Typelist 中的元素被直接写成其模板参数。一个空的类型列表被写为 Typelist**<>**，一个只包含 int 的类型列表被写为 Typelist**<**int**>**。下面是一个包含了所有有符号整型的类型列表：

**using** SignedIntegralTypes **=**

Typelist**<**signed char**,** short**,** int**,** long**,** long long**>;**

操作这个类型列表需要将其拆分，通常的做法是将第一个元素（the head）从剩余的元素中分离（the tail）。比如 Front 元函数会从类型列表中提取第一个元素：

template**<**typename List**>** class FrontT**;**

template**<**typename Head**,** typename… Tail**>** class FrontT**<**Typelist**<**Head**,** Tail…**>>**

**{**

public**:**

**using** Type **=** Head**;**

**};**

template**<**typename List**>**

**using** Front **=** typename FrontT**<**List**>::**Type**;**

这 样 FrontT**<**SignedIntegralTypes**>::**Type （ 或 者 更 简 洁 的 记 作 FrontT**<**SignedIntegralTypes**>**）返回的就是 signed char。同样 PopFront 元函数会删除类型列表中的第一个元素。在实现上它会将类型列表中的元素分为头（head）和尾（tail）两部分，然后用尾部的元素创建一个新的 Typelist 特例。

template**<**typename List**>** class PopFrontT**;**

template**<**typename Head**,** typename… Tail**>** class PopFrontT**<**Typelist**<**Head**,** Tail…**>> {**

public**:**

**using** Type **=** Typelist**<**Tail…**>;**

**};**

template**<**typename List**>**

**using** PopFront **=** typename PopFrontT**<**List**>::**Type**;**

PopFront**<**SignedIntegralTypes**>**会产生如下类型列表： Typelist**<**short**,** int**,** long**,** long long**>**

同样也可以向类型列表中添加元素，只需要将所有已经存在的元素捕获到一个参数包中，然后在创建一个包含了所有元素的 TypeList 特例就行：

template**<**typename List**,** typename NewElement**>** class PushFrontT**;**

template**<**typename… Elements**,** typename NewElement**>** class PushFrontT**<**Typelist**<**Elements…**>,** NewElement**> {**

public**:**

**using** Type **=** Typelist**<**NewElement**,** Elements…**>;**

**};**

template**<**typename List**,** typename NewElement**>**

**using** PushFront **=** typename PushFrontT**<**List**,** NewElement**>::**Type**;**

和预期的一样，

PushFront**<**SignedIntegralTypes**,** bool**>**

会生成：

Typelist**<**bool**,** signed char**,** short**,** int**,** long**,** long long**>**

## 类型列表的算法

基础的类型列表操作Front，PopFront 和PushFront 可以被组合起来实现更有意思的列表操作。比如通过将 PushFront 作用于 PopFront 可以实现对第一个元素的替换：

**using** Type **=** PushFront**<**PopFront**<**SignedIntegralTypes**>,** bool**>;**

// equivalent to Typelist<bool, short, int, long, long long>

更近一步，我们可以按照模板原函数的实现方式，实现作用于类型列表的诸如搜索、转换和反转等操作。

* + 1. 索引（**Indexing**）

类型列表的一个非常基础的操作是从列表中提取某个特定的类型。第 24.1 节展示了提取第一个元素的实现方式。接下来我们将这一操作推广到可以提取第 Nth 个元素。比如，为了提取给定类型列表中的第 2 个元素，可以这样：

**using** TL **=** NthElement**<**Typelist**<**short**,** int**,** long**>,** 2**>;**

这相当于将 TL 作为 long 的别名使用。NthElement 操作的实现方式是使用一个递归的元程序遍历 typelist 中的元素，直到找到所需元素为止：

// recursive case:

template**<**typename List**,** unsigned N**>**

class NthElementT **:** public NthElementT**<**PopFront**<**List**>,** N**-**1**>**

**{};**

// basis case:

template**<**typename List**>**

class NthElementT**<**List**,** 0**> :** public FrontT**<**List**>**

**{ };**

template**<**typename List**,** unsigned N**>**

**using** NthElement **=** typename NthElementT**<**List**,** N**>::**Type**;**

首先来看由 N = 0 部分特例化出来的基本情况。这一特例化会通过返回类型列表中的第一个元素来终止递归。其方法是对 FrontT<List>进行 public 继承，这样 FrontT<List>作为类型列表中第一个元素的 Type 类型别名，就可以被作为 NthElement 的结果使用了（这里用到了元函数转发，参见 19.3.2 节，但是译者没找到具体内容）。

作为模板主要部分的递归代码，会遍历类型列表。由于偏特化部分保证了 N > 0，递归部分的代码会不断地从剩余列表中删除第一个元素并请求第 N-1 个元素。在我们的例子中：

NthElementT**<**Typelist**<**short**,** int**,** long**>,** 2**>**

继承自：

NthElementT**<**Typelist**<**int**,** long**>,** 1**>**

而它又继承自：

NthElementT**<**Typelist**<**long**>,** 0**>**

这 里 遇 到 了 最 基 本 的 N = 0 的 情 况 ， 它 继 承 自 提 供 了 最 终 结 果 Type 的

FrontT**<**Typelist**<**long**>>**。

### 寻找最佳匹配

有些类型列表算法会去查找类型列表中的数据。例如可能想要找出类型列表中最大的类型

（比如为了开辟一段可以存储类型列表中任意类型的内存）。这同样可以通过递归模板元程序实现：

template**<**typename List**>** class LargestTypeT**;**

// recursive case: template**<**typename List**>** class LargestTypeT

**{**

private**:**

**using** First **=** Front**<**List**>;**

**using** Rest **=** typename LargestTypeT**<**PopFront**<**List**>>::**Type**;** public**:**

**using** Type **=** IfThenElse**<(sizeof(**First**) >= sizeof(**Rest**)),** First**,**

Rest**>;**

**};**

// basis case: template**<>**

class LargestTypeT**<**Typelist**<>>**

**{**

public**:**

**using** Type **=** char**;**

**};**

template**<**typename List**>**

**using** LargestType **=** typename LargestTypeT**<**List**>::**Type**;**

LargestType 算法会返回类型列表中第一个最大的类型。比如对于 Typelist**<**bool**,** int**,** long**,** short**>**，该算法会返回第一个大小和 long 相同的类型，可能是 int 也可能是 long，取决于你的平台。

由于递归算法的使用，对 LargestTypeT 的调用次数会翻倍。它使用了 first/rest 的概念，分三步完成任务。在第一步中，它先只基于第一个元素计算出部分结果，在本例中是将第一个元素放置到 First 中。接下来递归地计算类型列表中剩余部分的结果，并将结果放置在 Rest中。比如对于类型列表 Typelist**<**bool**,** int**,** long**,** short**>**，在递归的第一步中 First是 bool，而 Rest 是该算法作用于 Typelist**<**int**,** long**,** short**>**得到的结果。最后在第三步中综合 First 和 Rest 得到最终结果。此处，IfThenElse 会选出列表中第一个元素（First）和到目前为止的最优解（Rest）中类型最大的那一个。>=的使用会倾向于选择第一个出现的最大的类型。

递归会在类型列表为空时终结。默认情况下我们将 char 用作哨兵类型来初始化该算法，因为任何类型都不会比 char 小。

注意上文中的基本情况显式的用到了空的类型列表 Typelist**<>**。这样有点不太好，因为它可能会妨碍到其它类型的类型列表（我们会在第 24.3 节和第 24.5 节中讲到这一类类型列表）的使用。为了解决这一问题，引入了 IsEmpty 元函数，它可以被用来判断一个类型列表是否为空：

template**<**typename List**>** class IsEmpty

**{**

public**:**

static constexpr bool value **= false;**

**};**

template**<>**

class IsEmpty**<**Typelist**<>> {**

public**:**

static constexpr bool value **= true;**

**};**

结合 IsEmpty，可以像下面这样将 LargestType 实现成适用于任意支持了 Front，PopFront 和

IsEmpty 的类型：

template**<**typename List**,** bool Empty **=** IsEmpty**<**List**>::**value**>** class LargestTypeT**;**

// recursive case: template**<**typename List**>**

class LargestTypeT**<**List**, false>**

**{**

private**:**

**using** Contender **=** Front**<**List**>;**

**using** Best **=** typename LargestTypeT**<**PopFront**<**List**>>::**Type**;** public**:**

**using** Type **=** IfThenElse**<(sizeof(**Contender**) >= sizeof(**Best**)),**Contender**,** Best**>;**

**};**

// basis case: template**<**typename List**>**

class LargestTypeT**<**List**, true>**

**{**

public**:**

**using** Type **=** char**;**

**};**

template**<**typename List**>**

**using** LargestType **=** typename LargestTypeT**<**List**>::**Type**;**

默认的 LargestTypeT 的第二个模板参数 Empty 会检查一个类型列表是否为空。如果不为空，就递归地继续在剩余的列表中查找。如果为空，就会终止递归并返回作为初始结果的 char。

### 向类型类表中追加元素

通过 PushFront 可以向类型列表的头部添加一个元素，并产生一个新的类型列表。除此之外我们还希望能够像在程序运行期间操作 std::list 和 std::vector 那样，向列表的末尾追加一个元素。对于我们的 Typelist 模板，为实现支持这一功能的 PushBack，只需要对 24.1 节中的 PushFront 做一点小的修改：

template**<**typename List**,** typename NewElement**>** class PushBackT**;**

template**<**typename… Elements**,** typename NewElement**>** class PushBackT**<**Typelist**<**Elements…**>,** NewElement**>**

**{**

public**:**

**using** Type **=** Typelist**<**Elements…**,** NewElement**>;**

**};**

template**<**typename List**,** typename NewElement**>**

**using** PushBack **=** typename PushBackT**<**List**,** NewElement**>::**Type**;**

不过和实现 LargestType 的算法一样，可以只用 Front，PushFront，PopFront 和 IsEmpty 等基础操作实现一个更通用的 PushBack 算法：

template**<**typename List**,** typename NewElement**,** bool **=**

IsEmpty**<**List**>::**value**>** class PushBackRecT**;**

// recursive case:

template**<**typename List**,** typename NewElement**>** class PushBackRecT**<**List**,** NewElement**, false>**

**{**

**using** Head **=** Front**<**List**>; using** Tail **=** PopFront**<**List**>;**

**using** NewTail **=** typename PushBackRecT**<**Tail**,** NewElement**>::**Type**;** public**:**

**using** Type **=** PushFront**<**Head**,** NewTail**>;**

**};**

// basis case:

template**<**typename List**,** typename NewElement**>** class PushBackRecT**<**List**,** NewElement**, true>**

**{**

public**:**

**using** Type **=** PushFront**<**List**,** NewElement**>;**

**};**

// generic push-back operation:

template**<**typename List**,** typename NewElement**>**

class PushBackT **:** public PushBackRecT**<**List**,** NewElement**> { };**

template**<**typename List**,** typename NewElement**>**

**using** PushBack **=** typename PushBackT**<**List**,** NewElement**>::**Type**;**

PushBackRecT 会自行管理递归。对于最基本的情况，用 PushFront 将 NewElement 添加到空的类型列表中。递归部分的代码则要有意思的多：它首先将类型列表分成首元素（Head）和一个包含了剩余元素的新的类型列表（Tail）。新元素则被追加到 Tail 的后面，这样递归的进行下去，就会生成一个 NewTail。然后再次使用 PushFront 将 Head 添加到 NewTail 的头部，生成最终的类型列表。

接下来以下面这个简单的例子为例展开递归的调用过程：

PushBackRecT**<**Typelist**<**short**,** int**>,** long**>**

在最外层的递归代码中，Head 会被解析成 short，Tail 则被解析生 Typelist<int>。然后递归到：

PushBackRecT**<**Typelist**<**int**>,** long**>**

其中 Head 会被解析成 int，Tail 则被解析成 Typelist<>。然后继续递归计算：

PushBackRecT**<**Typelist**<>,** long**>**

这 会 触 发 最 基 本 的 情 况 并 返 回 PushFront**<**Typelist**<>,** long**>** ， 其 结 果 是

Typelist**<**long**>**。然后返回上一层递归，将之前的 Head 添加到返回结果的头部：

PushFront**<**int**,** Typelist**<**long**>>**

它会返回 Typelist**<**int**,** long**>**。然后继续返回上一层递归，将最外层的 Head（short）添加到返回结果的头部：

PushFront**<**short**,** Typelist**<**int**,** long**>>**

然后就得到了最终的结果：

Typelist**<**short**,** int**,** long**>**

通用版的 PushBackRecT 适用于任何类型的类型列表。和本节中之前实现的算法一样，计算过程中它需要的模板实例的数量和类型列表的长度 N 成正比（如果类型列表的长度为 N，那么 PushBackRecT 实例和 PushFrontT 实例的数目都是 N+1，FrontT 和 PopFront 实例的数量为 N）。由于模板实例化对于编译器而言是一个很复杂的过程，因此通过计算模板实例的数目，可以大致估算出编译器编译某个元程序所需要的时间。

对于比较大的模板元程序，编译时间可能会是一个问题，因此有必要设法去降低算法所需要的模板实例的数目。事实上，第一版 PushBack 的实现（用 Typelist 进行了部分特例化）只需要固定数量的模板实例化，这使得它要比通用版本的实现（在编译期）更高效。而且，由于它被描述成 PushBackT 的一种偏特化，在对一个 Typelist 执行 PushBack 的时候这一高效的实现会被自动选择，从而为模板元程序引入了“算法特化”的概念（参见 20.1 节）。该章节中介绍的很多技术都可以被模板元程序用来降低算法所需模板实例的数量。

### 类型列表的反转

当类型列表的元素之间有某种顺序的时候，对于某些算法而言，如果能够反转该顺序的话，事情将会变得很方便。比如在 24.1 节介绍的 SignedIntegralTypes 中元素是按整型大小的等级递增的。但是对其元素反转之后得到的 Typelist**<**long**,** long**,** long**,** int**,** short**,** signed char**>**可能会更有用。下面的 Reverse 算法实现了相应的元函数：

template**<**typename List**,** bool Empty **=** IsEmpty**<**List**>::**value**>** class ReverseT**;**

template**<**typename List**>**

**using** Reverse **=** typename ReverseT**<**List**>::**Type**;**

// recursive case:

template**<**typename List**>**

class ReverseT**<**List**, false>:**public PushBackT**<**Reverse**<**PopFront**<**List**>>,** Front**<**List**>> { };**

// basis case: template**<**typename List**>** class ReverseT**<**List**, true>{**

public**:**

**using** Type **=** List**;**

**};**

该元函数的基本情况是一个作用于空的类型列表的函数。递归的情况则将类型列表分割成第一个元素和剩余元素两部分。比如对于 Typelist**<**short**,** int**,** long**>**，递归过程会先将第一个元素（short）从剩余元素（Typelist**<**int**,** long**>**）中分离开。然后递归得反转列表中剩余的元素（生成 Typelist**<**long**,** int**>**），最后通过调用 PushBackT 将首元素追加到被反转的列表的后面（生成 Typelist**<**long**,** int, short**>**）.

结合 Reverse，可以实现移除列表中最后一个元素的 PopBackT 操作：

template**<**typename List**>** class PopBackT **{**

public**:**

u sing Type **=** Reverse**<**PopFront**<**Reverse**<**List**>>>;**

**};**

template**<**typename List**>**

**using** PopBack **=** typename PopBackT**<**List**>::**Type**;**

该算法先反转整个列表，然后删除首元素并将剩余列表再次反转，从而实现删除末尾元素的目的。

### 类型列表的转换

之前介绍的类型列表的相关算法允许我们从类型列表中提取任意元素，在类型列表中做查找，构建新的列表以及反转列表。但是我们还需要对类型列表中的元素执行一些其它的操作。比如可能希望对类型列表中的所有元素做某种转换，例如通过 AddConst 给列表中的元素加上 const 修饰符：

template**<**typename T**>** struct AddConstT

**{**

**using** Type **=** T const**;**

**};**

template**<**typename T**>**

**using** AddConst **=** typename AddConstT**<**T**>::**Type**;**

为了实现这一目的，相应的算法应该接受一个类型列表和一个元函数作为参数，并返回一个将该元函数作用于类型列表中每个元素之后，得到的新的类型列表。比如：

Transform**<**SignedIntegralTypes**,** AddConstT**>**

返回的是一个包含了 signed char const**,** short const**,** int const**,** long const和 long long const 的类型列表。元函数被以模板参数模板（参见 5.7 节）的形式提供，它负责将一种类型转换为另一种类型。Transform 算法本身和预期的一样是一个递归算法：

template**<**typename List**,** template**<**typename T**>** class MetaFun**,** bool Empty

**=** IsEmpty**<**List**>::**value**>** class TransformT**;**

// recursive case:

template**<**typename List**,** template**<**typename T**>** class MetaFun**>** class TransformT**<**List**,** MetaFun**, false>**

**:** public PushFrontT**<**typename TransformT**<**PopFront**<**List**>,** MetaFun**>::**Type**,** typename MetaFun**<**Front**<**List**>>::**Type**>**

**{};**

// basis case:

template**<**typename List**,** template**<**typename T**>** class MetaFun**>** class TransformT**<**List**,** MetaFun**, true>**

**{**

public**:**

**using** Type **=** List**;**

**};**

template**<**typename List**,** template**<**typename T**>** class MetaFun**> using** Transform **=** typename TransformT**<**List**,** MetaFun**>::**Type**;**

此处的递归情况虽然句法比较繁琐，但是依然很直观。最终转换的结果是第一个元素的转换结果，加上对剩余元素执行执行递归转换后的结果。

在第 24.4 节介绍了一种更为高效的 Transform 的实现方法。

* + 1. 类型列表的累加（**Accumulating Typelists**）

转换（Transform）算法在需要对类型列表中的元素做转换时很有帮助。通常将它和累加

（Accumulate）算法一起使用，它会将类型列表中的所有元素组合成一个值。Accumulate 算法以一个包含元素 T1，T2，...，TN 的类型列表 T，一个初始类型 I，和一个接受两个类型作为参数的元函数 F 为参数，并最终返回一个类型。它的返回值是 F **(**F **(**F **(**…F**(**I**,** T1**),**

T2**),** …**,** TN−1**),** TN **)**，其中在第 ith 步，F 将作用于前 i-1 步的结果以及 Ti。

取决于具体的类型列表，F 的选择以及初始值 I 的选择，可以通过 Accumulate 产生各种不同的输出。比如如果 F 可以被用来在两种类型中选择较大的那一个，Accumulate 的行为就和 LargestType 差不多。而如果 F 接受一个类型列表和一个类型作为参数，并且将类型追加到类型列表的后面，其行为又和 Reverse 算法差不多。

Accumulate 的实现方式遵循了标准的递归元编程模式：

template**<**typename List**,**

template**<**typename X**,** typename Y**>** class F**,** typename I**,**

bool **=** IsEmpty**<**List**>::**value**>** class AccumulateT**;**

// recursive case: template**<**typename List**,**

template**<**typename X**,** typename Y**>** class F**,** typename I**>**

class AccumulateT**<**List**,** F**,** I**, false>**

**:** public AccumulateT**<**PopFront**<**List**>,** F**,**

typename F**<**I**,** Front**<**List**>>::**Type**>**

**{};**

// basis case: template**<**typename List**,**

template**<**typename X**,** typename Y**>** class F**,** typename I**>**

class AccumulateT**<**List**,** F**,** I**, true>**

**{**

public**:**

**using** Type **=** I**;**

**};**

template**<**typename List**,**

template**<**typename X**,** typename Y**>** class F**,** typename I**>**

**using** Accumulate **=** typename AccumulateT**<**List**,** F**,** I**>::**Type**;**

这里初始类型 I 也被当作累加器使用，被用来捕捉当前的结果。因此当递归到类型列表末尾的时候，递归循环的基本情况会返回这个结果。在递归情况下，算法将 F 作用于之前的结果（I）以及当前类型列表的首元素，并将 F 的结果作为初始类型继续传递，用于下一级对剩余列表的求和（Accumulating）。

有了 Accumulate，就可以通过将 PushFrontT 作为元函数 F，将空的类型列表（TypeList**<**T**>**）作为初始类型 I，反转一个类型列表：

**using** Result **=** Accumulate**<**SignedIntegralTypes**,** PushFrontT**,** Typelist**<>>;**

// produces TypeList<long long, long, int, short, signed char>

如果要实现基于 Accumulate 的 LargestType（称之为 LargestTypeAcc），还需要做一些额外的工作，因为首先要实现一个返回两种类型中类型较大的那一个的元函数：

template**<**typename T**,** typename U**>** class LargerTypeT

**:** public IfThenElseT**<sizeof(**T**) >= sizeof(**U**),** T**,** U**>**

**{ };**

template**<**typename Typelist**>** class LargestTypeAccT

**:** public AccumulateT**<**PopFront**<**Typelist**>,** LargerTypeT**,** Front**<**Typelist**>>**

**{ };**

template**<**typename Typelist**>**

**using** LargestTypeAcc **=** typename LargestTypeAccT**<**Typelist**>::**Type**;**

值得注意的是，由于这一版的 LargestType 将类型列表的第一个元素当作初始类型，因此其输入不能为空。我们可以显式地处理空列表的情况，要么是返回一个哨兵类型（char 或者 void），要么让该算法很好的支持 SFINASE，就如同 19.4.4 节讨论的那样：

template**<**typename T**,** typename U**>** class LargerTypeT

**:** public IfThenElseT**<sizeof(**T**) >= sizeof(**U**),** T**,** U**>**

**{ };**

template**<**typename Typelist**,** bool **=** IsEmpty**<**Typelist**>::**value**>** class LargestTypeAccT**;**

template**<**typename Typelist**>**

class LargestTypeAccT**<**Typelist**, false>**

**:** public AccumulateT**<**PopFront**<**Typelist**>,** LargerTypeT**,** Front**<**Typelist**>>**

**{ };**

template**<**typename Typelist**>**

class LargestTypeAccT**<**Typelist**, true>**

**{ };**

template**<**typename Typelist**>**

**using** LargestTypeAcc **=** typename LargestTypeAccT**<**Typelist**>::**Type**;**

Accumulate 是一个非常强大的类型列表算法，利用它可以实现很多种操作，因此可以将其看作类型列表操作相关的基础算法。

### 插入排序

作为最后一个类型列表相关的算法，我们来介绍插入排序。和其它算法类似，其递归过程会将类型列表分成第一个元素（Head）和剩余的元素（Tail）。然后对 Tail 进行递归排序，并将 Head 插入到排序后的类型列表中的合适的位置。该算法的实现如下：

template**<**typename List**,** template**<**typename T**,** typename U**>** class Compare**,**

bool **=** IsEmpty**<**List**>::**value**>** class InsertionSortT**;**

template**<**typename List**,** template**<**typename T**,** typename U**>** class Compare**> using** InsertionSort **=** typename InsertionSortT**<**List**,** Compare**>::**Type**;**

// recursive case (insert first element into sorted list): template**<**typename List**,** template**<**typename T**,** typename U**>** class Compare**>** class InsertionSortT**<**List**,** Compare**, false>**

**:** public InsertSortedT**<**InsertionSort**<**PopFront**<**List**>,** Compare**>,**

Front**<**List**>,** Compare**>**

**{};**

// basis case (an empty list is sorted):

template**<**typename List**,** template**<**typename T**,** typename U**>** class Compare**>** class InsertionSortT**<**List**,** Compare**, true>**

**{**

public**:**

**using** Type **=** List**;**

**};**

在对类型列表进行排序时，参数 Compare 被用来作比较。它接受两个参数并通过其 value 成员返回一个布尔值。将其用来处理空列表的情况会稍嫌繁琐。

插入排序算法的核心时元函数 InsertSortedT，它将一个值插入到一个已经排序的列表中（插入到第一个可能的位置）并保持列表依然有序：

#include "identity.hpp"

template**<**typename List**,** typename Element**,** template**<**typename T**,** typename U**>** class Compare**,** bool **=** IsEmpty**<**List**>::**value**>**

class InsertSortedT**;**

// recursive case:

template**<**typename List**,** typename Element**,** template**<**typename T**,** typename U**>** class Compare**>**

class InsertSortedT**<**List**,** Element**,** Compare**, false>**

**{**

// compute the tail of the resulting list:

**using** NewTail **=** typename IfThenElse**<**Compare**<**Element**,** Front**<**List**>>::**value**,** IdentityT**<**List**>,**

InsertSortedT**<**PopFront**<**List**>,**

Element**,** Compare**>>::**Type**;**

// compute the head of the resulting list:

**using** NewHead **=** IfThenElse**<**Compare**<**Element**,** Front**<**List**>>::**value**,**

Element**,** Front**<**List**>>;** public**:**

**using** Type **=** PushFront**<**NewTail**,** NewHead**>;**

**};**

// basis case:

template**<**typename List**,** typename Element**,** template**<**typename T**,** typename U**>** class Compare**>**

class InsertSortedT**<**List**,** Element**,** Compare**, true>**

**:** public PushFrontT**<**List**,** Element**>**

**{};**

template**<**typename List**,** typename Element**,**template**<**typename T**,** typename U**>** class Compare**>**

**using** InsertSorted **=** typename InsertSortedT**<**List**,** Element**,** Compare**>::**Type**;**

由于只有一个元素的列表是已经排好序的，因此相关代码不是很复杂。对于递归情况，基于元素应该被插入到列表头部还是剩余部分，其实现也有所不同。如果元素应该被插入到（已经排序的）列表第一个元素的前面，那么就用 PushFront 直接插入。否则，就将列表分成 head和 tail 两部分，这样递归的尝试将元素插入到 tail 中，成功之后再用 PushFront 将 head 插入到 tail 的前面。

上述实现中包含了一个避免去实例化不会用到的类型的编译期优化，在第 19.7.1 节对该技术

（去看看）进行了讨论。下面这个实现在技术上也是正确的： template**<**typename List**,** typename Element**,** template**<**typename T**,** typename U**>** class Compare**>**

class InsertSortedT**<**List**,** Element**,** Compare**, false>**

**:** public IfThenElseT**<**Compare**<**Element**,** Front**<**List**>>::**value**,** PushFront**<**List**,** Element**>,**

PushFront**<**InsertSorted**<**PopFront**<**List**>,** Element**,** Compare**>,** Front**<**List**>>>**

**{};**

但是由于这种递归情况的实现方式会计算 IfThenElseT 的两个分支（虽然只会用到一个），其效率会受到影响。在这个实现中，在 IfThenElseT 的 then 分支中使用 PushFront 的成本非常低，但是在 else 分支中递归地使用 InsertSorted 的成本则很高。

在我们的优化实现中，第一个 IfThenElse 会计算出列表的 tail（NewTail）。其第二和第三个参数是用来计算特定结果的元函数。Then 分支中的参数使用 IdentityT（参见 19.7.1 节）来计算未被修改的 List。Else 分支中的参数用 InsertSortedT 来计算将元素插入到已排序列表之后的结果。在较高层面上，Identity 和 InsertSortedT 两者中只有一个会被实例化，因此不会有太多的额外工作。

第二个 IfThenElse 会计算上面获得的 list 的 head，其两个分支的计算代价都很低，因此都会被立即计算。最终的结果由 NewHead 和 NewTail 计算得到。

这一实现方案所需要的实例化数目，与被插入元素在一个已排序列表中的插入位置成正比。这表现为更高级别的插入排序属性：排序一个已经有序的列表，所需要实例化的数目和列表的长度成正比（如果已排序列表的排列顺序和预期顺序相反的话，所需要的实例化数目和列表长度的平方成正比）。

下面的程序会基于列表中元素的大小，用插入排序对其排序。比较函数使用了 sizeof 运算符并比较其结果：

template**<**typename T**,** typename U**>** struct SmallerThanT **{**

static constexpr bool value **= sizeof(**T**) < sizeof(**U**);**

**};**

void testInsertionSort**()**

**{**

**using** Types **=** Typelist**<**int**,** char**,** short**,** double**>; using** ST **=** InsertionSort**<**Types**,** SmallerThanT**>;**

std**::**cout **<<** std**::**is\_same**<**ST**,**Typelist**<**char**,** short**,** int**,** double**>>::**value **<<** ’\n’**;**

**}**

## 非类型类型列表（Nontype Typelists）

通过类型列表，有非常多的算法和操作可以用来描述并操作一串类型。某些情况下，还会希望能够操作一串编译期数值，比如多维数组的边界，或者指向另一个类型列表中的索引。

有很多种方法可以用来生成一个包含编译期数值的类型列表。一个简单的办法是定义一个类模板 CTValue（compile time value），然后用它表示类型列表中某种类型的值：

template**<**typename T**,** T Value**>** struct CTValue

**{**

static constexpr T value **=** Value**;**

**};**

用它就可以生成一个包含了最前面几个素数的类型列表：

**using** Primes **=** Typelist**<**CTValue**<**int**,** 2**>,** CTValue**<**int**,** 3**>,** CTValue**<**int**,** 5**>,** CTValue**<**int**,** 7**>,**

CTValue**<**int**,** 11**>>;**

这样就可以对类型列表中的数值进行数值计算，比如计算这些素数的乘积。

首先 MultiPlyT 模板接受两个类型相同的编译期数值作为参数，并生成一个新的、类型相同的编译期数值：

template**<**typename T**,** typename U**>** struct MultiplyT**;**

template**<**typename T**,** T Value1**,** T Value2**>**

struct MultiplyT**<**CTValue**<**T**,** Value1**>,** CTValue**<**T**,** Value2**>> {**

public**:**

**using** Type **=** CTValue**<**T**,** Value1 **\*** Value2**>;**

**};**

template**<**typename T**,** typename U**>**

**using** Multiply **=** typename MultiplyT**<**T**,** U**>::**Type**;**

然后结合 MultiplyT，下面的表达式就会返回所有 Primes 中素数的乘积：

Accumulate**<**Primes**,** MultiplyT**,** CTValue**<**int**,** 1**>>::**value

不过这一使用 Typelist 和 CTValue 的方式过于复杂，尤其是当所有数值的类型相同的时候。可以通过引入 CTTypelist 模板别名来进行优化，它提供了一组包含在 Typelist 中、类型相同的数值：

template**<**typename T**,** T… Values**>**

**using** CTTypelist **=** Typelist**<**CTValue**<**T**,** Values**>**…**>;**

这样就可以使用 CTTypelist 来定义一版更为简单的 Primes（素数）：

**using** Primes **=** CTTypelist**<**int**,** 2**,** 3**,** 5**,** 7**,** 11**>;**

这一方式的唯一缺点是，别名终归只是别名，当遇到错误的时候，错误信息可能会一直打印到 CTValueTypes 中的底层 Typelist，导致错误信息过于冗长。为了解决这一问题，可以定义一个能够直接存储数值的、全新的类型列表类 Valuelist：

template**<**typename T**,** T… Values**>** struct Valuelist **{**

**};**

template**<**typename T**,** T… Values**>**

struct IsEmpty**<**Valuelist**<**T**,** Values…**>> {**

static constexpr bool value **=** sizeof…**(**Values**) ==** 0**;**

**};**

template**<**typename T**,** T Head**,** T… Tail**>** struct FrontT**<**Valuelist**<**T**,** Head**,** Tail…**>> {**

**using** Type **=** CTValue**<**T**,** Head**>;** static constexpr T value **=** Head**;**

**};**

template**<**typename T**,** T Head**,** T… Tail**>**

struct PopFrontT**<**Valuelist**<**T**,** Head**,** Tail…**>> { using** Type **=** Valuelist**<**T**,** Tail…**>;**

**};**

template**<**typename T**,** T… Values**,** T New**>**

struct PushFrontT**<**Valuelist**<**T**,** Values…**>,** CTValue**<**T**,** New**>> { using** Type **=** Valuelist**<**T**,** New**,** Values…**>;**

**};**

template**<**typename T**,** T… Values**,** T New**>**

struct PushBackT**<**Valuelist**<**T**,** Values…**>,** CTValue**<**T**,** New**>> { using** Type **=** Valuelist**<**T**,** Values…**,** New**>;**

**};**

通过代码中提供的 IsEmpty，FrontT，PopFrontT 和 PushFrontT，Valuelist 就可以被用于本章中介绍的各种算法了。PushBackT 被实现为一种算法的特例化，这样做可以降低编译期间该操作的计算成本。比如 Valuelist 可以被用于前面定义的算法 InsertionSort：

template**<**typename T**,** typename U**>** struct GreaterThanT**;**

template**<**typename T**,** T First**,** T Second**>**

struct GreaterThanT**<**CTValue**<**T**,** First**>,** CTValue**<**T**,** Second**>> {**

static constexpr bool value **=** First **>** Second**;**

**};**

void valuelisttest**()**

**{**

**using** Integers **=** Valuelist**<**int**,** 6**,** 2**,** 4**,** 9**,** 5**,** 2**,** 1**,** 7**>; using** SortedIntegers **=** InsertionSort**<**Integers**,** GreaterThanT**>;**

**static\_assert(**std**::**is\_same\_v**<**SortedIntegers**,** Valuelist**<**int**,** 9**,** 7**,**

6**,** 5**,** 4**,** 2**,** 2**,** 1**>>,** "insertion sort failed"**);**

**}**

注意在这里可以提供一种用字面值常量来初始化 CTValue 的功能，比如：

auto a **=** 42\_c**;** // initializes a as CTValue<int,42>

相关细节请参见 25.6 节。

### 可推断的非类型参数

在 C++17 中，可以通过使用一个可推断的非类型参数（结合 auto）来进一步优化 CTValue 的实现：

template**<**auto Value**>** struct CTValue

**{**

static constexpr auto value **=** Value**;**

**};**

这样在使用 CTValue 的时候就可以不用每次都去指定一个类型了，从而简化了使用方式： **using** Primes **=** Typelist**<**CTValue**<**2**>,** CTValue**<**3**>,** CTValue**<**5**>,** CTValue**<**7**>,** CTValue**<**11**>>;**

在 C++17 中也可以对 Valuelist 执行同样的操作，但是结果可能不一定会变得更好。正如在第

15.10.1 节提到的那样，对一个非类型参数包进行类型推断时，各个参数可以不同：

template**<**auto… Values**>** class Valuelist **{ };** int x**;**

**using** MyValueList **=** Valuelist**<**1**,**’a’**, true, &**x**>;**

虽然这样一个列表可能也很有用，但是它和之前要求元素类型必须相同的 Valuelist 已经不一样了。虽然我们也可以要求其所有元素的类型必须相同（参见 15.10.1 节的讨论），但是对于一个空的 Valuelist<>而言，其元素类型却是未知的。

## 对包扩展相关算法的优化（Optimizing Algorithms with Pack Expansions ）

通过使用包展开（参见 12.4.1 节），可以将类型列表迭代的任务转移给编译器。在第 24.2.5节开发的 Transform 就是一个天生的、适用于包展开的算法，因为它会对所有列表中的元素执行相同的操作。这样就能够用一种偏特例化的算法对一个类型列表进行转换：

template**<**typename… Elements**,** template**<**typename T**>** class MetaFun**>** class TransformT**<**Typelist**<**Elements…**>,** MetaFun**, false>**

**{**

public**:**

**using** Type **=** Typelist**<**typename MetaFun**<**Elements**>::**Type…**>;**

**};**

这一实现方式用以一个参数包 Elements 捕获了类型列表中的所有元素。接着它通过将 typename MetaFun**<**Elements**>::**Type 用于包展开，将元函数作用于 Elements 中的各个元素，并生成一个新的类型列表。可以认为这一实现方式更简单一些，因为它不需要递归，而是非常直观地使用了一些语言特性。除此之外，由于只需要实例化一个 Transform 模板的实例，它需要的模板实例的数目也更少。不过这个算法需要的 MetaFun 实例的数量依然是和列表长度成正比的，因为这些实例是该算法的基础，不可能被省略。

其它算法也可以从包展开中获益。比如在第 24.2.4 节介绍的Reverse 算法，其需要对 PushBack

实例化的次数和列表的长度成正比。如果使用了在第 24.2.3 节介绍的、用到了包展开的 PushBack 的话（只需要一个 PushBack 实例），那么 Reverse 的复杂度和最终的列表长度也成正比。而如果是使用同样在这一节介绍的使用了常规递归方法的 PushBack，由于 PushBack本身的复杂度和列表的长度也是正比关系，这样就会导致最终的 Reverse 和列表的长度成平方关系。

也可以基于索引值从一个已有列表中选择一些元素，并生成新的列表。Select 元函数接受一个类型列表和一个存储索引值的 Valuelist 作为参数，并最终生成一个包含了被索引元素的新的类型列表：

template**<**typename Types**,** typename Indices**>** class SelectT**;**

template**<**typename Types**,** unsigned… Indices**>**

class SelectT**<**Types**,** Valuelist**<**unsigned**,** Indices…**>>**

**{**

public**:**

**using** Type **=** Typelist**<**NthElement**<**Types**,** Indices**>**…**>;**

**};**

template**<**typename Types**,** typename Indices**>**

**using** Select **=** typename SelectT**<**Types**,** Indices**>::**Type**;**

索引值被捕获进参数包 Indices 中，它被扩展成一串指向已有类型列表的 NthElement 类型，并生成一个新的类型列表。下面的代码展示了一种通过 Select 反转类型列表的方法：

**using** SignedIntegralTypes **=** Typelist**<**signed char**,** short**,** int**,** long**,** long long**>;**

**using** ReversedSignedIntegralTypes **=** Select**<**SignedIntegralTypes**,** Valuelist**<**unsigned**,** 4**,** 3**,** 2**,** 1**,** 0**>>;**

// produces Typelist<long long, long, int, short, signed char>

一个包含了指向另一个列表的索引的非类型类型列表，通常被称为索引列表（index list，或者索引序列，index sequence），可以通过它来简化甚至省略掉递归计算。在第 25.3.4 节会对索引列表进行详细介绍。

## Cons-style Typelists（不完美的类型列表？）

在引入变参模板之前，类型列表通常参照 LISP 的 cons 单元的实现方式，用递归数据结构实现。每一个 cons 单元包含一个值（列表的 head）和一个嵌套列表，这个嵌套列表可以是另一个 cons 单元或者一个空的列表 nil。这一思路可以直接在 C++中按照如下方式实现：

class Nil **{ };**

template**<**typename HeadT**,** typename TailT **=** Nil**>**

class Cons **{**

public**:**

**using** Head **=** HeadT**; using** Tail **=** TailT**;**

**};**

一个空的类型列表被记作 Nil，一个包含唯一元素 int 的类型列表则被记作 Cons<int, Nil>，也可以更简洁的记作 Cons<int>。比较长的列表则需要用到嵌套：

**using** TwoShort **=** Cons**<**short**,** Cons**<**unsigned short**>>;**

任意长度的类型列表则需要用比较深的递归嵌套来实现，虽然手写这么长的一个列表显得很不明智：

**using** SignedIntegralTypes **=** Cons**<**signed char**,** Cons**<**short**,** Cons**<**int**,** Cons**<**long**,** Cons**<**long long**,** Nil**>>>>>;**

要从这样一个 cons-style 的列表中提取第一个元素，只需直接访问其头部元素：

template**<**typename List**>** class FrontT **{**

public**:**

**using** Type **=** typename List**::**Head**;**

**};**

template**<**typename List**>**

**using** Front **=** typename FrontT**<**List**>::**Type**;**

向其头部追加以一个元素只需在当前类型列表外面包上一层 Cons 即可：

template**<**typename List**,** typename Element**>** class PushFrontT **{**

public**:**

**using** Type **=** Cons**<**Element**,** List**>;**

**};**

template**<**typename List**,** typename Element**>**

**using** PushFront **=** typename PushFrontT**<**List**,** Element**>::**Type**;**

而如果要删除首元素的话，只需要提取出当前列表的 Tail 即可：

template**<**typename List**>** class PopFrontT **{**

public**:**

**using** Type **=** typename List**::**Tail**;**

**};**

template**<**typename List**>**

**using** PopFront **=** typename PopFrontT**<**List**>::**Type**;**

至于 IsEmpty 的实现，只需要对 Nil 进行下特例化：

template**<**typename List**>** struct IsEmpty **{**

static constexpr bool value **= false;**

**};**

template**<>**

struct IsEmpty**<**Nil**> {**

static constexpr bool value **= true;**

**};**

有了这些操作，就可以使用在第 24.2.7 节中介绍的 InsertionSort 算法了，只是这次是将它用于 cons-style list（不完美列表）：

template**<**typename T**,** typename U**>** struct SmallerThanT **{**

static constexpr bool value **= sizeof(**T**) < sizeof(**U**);**

**};**

void conslisttest**()**

**{**

**using** ConsList **=** Cons**<**int**,** Cons**<**char**,** Cons**<**short**,** Cons**<**double**>>>>; using** SortedTypes **=** InsertionSort**<**ConsList**,** SmallerThanT**>;using**

Expected **=** Cons**<**char**,** Cons**<**short**,** Cons**<**int**,** Cons**<**double**>>>>;** std**::**cout **<<** std**::**is\_same**<**SortedTypes**,** Expected**>::**value **<<**’\n’**;**

**}**

正如在 InsertionSort 算法中所见的那样，用 Cons-style 类型列表，可以实现本章中介绍的所有适用于变参类型列表的算法。事实上，其中一些算法的实现方式和我们操作 cons-style 类型列表的风格完全一样。但是 cons-style 类型列表的一些缺点还是促使我们更倾向于变参的版本：首先，嵌套的使用使得长的 cons-style 类型列表在源代码和编译器诊断信息方面即难以编写又难以阅读。其次，对于变参类型列表，一些算法（包含 PushBack 和 Transform）可以通过偏特化变的更高效（按照实例的数目计算）。最后，使用变参模板的类型列表能够很好的适应使用了变参模板的异质容器（比如第 25 章介绍的 tuple 和第 26 章介绍的可识别联合）。

## 后记

类型列表是在 1998 年 C++标准发布之后很快就出现的概念。在[CzarneckiEiseneckerGenProg]中 Krysztof Czarnecki 和 Ulrich Eisenecker 介绍了受 LISP 启发的、cons-style 的整型常数列表，虽然没能在此基础上实现向常规类型列表的跨越。

Alexandrescu 在其颇具影响力的图书 Modern C++ Design 中使得类型列表变得流行起来。除

此之外，Alexandrescu 还展示了使用类型列表和模板元编程解决一些很有意思的设计问题的可能，从而让 C++程序员能够比较容易的使用这一技能。

在[AbrahamsGurtovoyMeta]中，Abrahams 和 Gurtovoy 则提供了为元编程所急需的结构，介绍了类型列表的抽象，类型列表算法，和一些与 C++标准库中名称相似的相关元素：序列，迭代，算法，和元函数。相关的 Boost.MPL 库，被广泛用来操作类型列表。

# 第 **25** 章 元组（**Tuples**）

在本书中，我们经常使用“同质容器”（元素类型相同的），或者类似于数组的类型来说明模板的功能。这些同质的结构扩展了 C/C++中数组的概念，并且常见于大多数应用之中。C++

（以及 C）也有“异质”的组件：class 或者 struct。本章将会讨论 tuples，它采用了类似于 class 和 struct 的方式来组织数据。

个包含 int，double 以及 std::string 类型的成员的 struct 类似

比如，一个包含 int，double 和 std::string 的 tuple，和一

，只不过 tuple 中的元素是用位置信息（比如 0，1，2）索引的，而不是通过名字。元组的位置接口，以及能够容易地从 typelist构建 tuple 的特性，使得其相比于 struct 更适用于模板元编程技术。

另一种观点是将元组看作在可执行程序中，类型列表的一种表现。比如，类型列表Typelist<int, double, std::string>，描述了一串包含了 int，double 和 std::string 的、可以在编译期间操作的类型，而 Tuple<int,double, std::string>则描述了可以在运行期间操作的、对 int，double 和 std::string 的存储。比如下面的程序就创建了这样一个 tuple 的实例：

template**<**typename… Types**>** class Tuple **{**

… // implementation discussed below

**};**

Tuple**<**int**,** double**,** std**::**string**>** t**(**17**,** 3.14**,** "Hello, World!"**);**

通常会使用模板元编程和 typelist 来创建用于存储数据的 tuple。比如，虽然在上面的程序中随意地选择了 int，double 和 std::string 作为元素类型，我们也可以用元程序创建一组可被 tuple 存储的类型。

在本章剩余的部分，我们会探讨 Tuple 类模板的相关实现和操作，可以将其看作是 std::tuple

的简化版本。

## 基本的元组设计

* + 1. 存储（**Storage**）

元组包含了对模板参数列表中每一个类型的存储。这部分存储可以通过函数模板 get 进行访问，对于元组 t，其用法为 get<I>(t)。比如，对于之前例子中的 t，get<0>(t)会返回指向 int 17的引用，而 get<1>(t)返回的则是指向 double 3.14 的引用。

元组存储的递归实现是基于这样一个思路：一个包含了 N > 0 个元素的元组可以被存储为一个单独的元素（元组的第一个元素，Head）和一个包含了剩余 N-1 个元素（Tail）的元组，对于元素为空的元组，只需当作特例处理即可。因此一个包含了三个元素的元组 Tuple**<**int**,**

double**,** std**::**string**>** 可以被存储为一个 int 和一个 Tuple**<**double**,** std**::**string**>**。这个包含两个元素的元组又可以被存储为一个 double 和一个 Tuple**<**std**::**string**>**，这个只包含一个元素的元组又可以被存储为一个 std::string 和一个空的元组 Tuple<>。事实上，在类型列表算法的泛型版本中也使用了相同的递归分解过程，而且实际递归元组的存储实现也以类似的方式展开：

template**<**typename… Types**>** class Tuple**;**

// recursive case:

template**<**typename Head**,** typename… Tail**>** class Tuple**<**Head**,** Tail…**>**

**{**

private**:**

Head head**;** Tuple**<**Tail…**>** tail**;**

public**:**

// constructors:

Tuple**() {**

**}**

Tuple**(**Head const**&** head**,** Tuple**<**Tail…**>** const**&** tail**):** head**(**head**),** tail**(**tail**) {**

**}**

…

Head**&** getHead**() { return** head**; }**

Head const**&** getHead**()** const **{ return** head**; }** Tuple**<**Tail…**>&** getTail**() { return** tail**; }** Tuple**<**Tail…**>** const**&** getTail**()** const **{ return** tail**; }**

**};**

// basis case: template**<>** class Tuple**<> {**

// no storage required

**};**

在递归情况下，Tuple 的实例包含一个存储了列表首元素的 head，以及一个存储了列表剩余元素的 tail。基本情况则是一个没有存储内容的简单的空元组。

而函数模板 get 则会通过遍历这个递归的结构来提取所需要的元素：

// recursive case: template<unsigned N> struct TupleGet {

template<typename Head, typename… Tail>

static auto apply(Tuple<Head, Tail…> const& t) { return TupleGet<N-1>::apply(t.getTail());

}

};

// basis case:

template<>

struct TupleGet<0> {

template<typename Head, typename… Tail>

static Head const& apply(Tuple<Head, Tail…> const& t) { return t.getHead();

}

};

template<unsigned N, typename… Types> auto get(Tuple<Types…> const& t) {

return TupleGet<N>::apply(t);

}

注意，这里的函数模板 get 只是封装了一个简单的对 TupleGet 的静态成员函数调用。在不能

在这里针对非类型模板参数 N 进行了特例化。在 N > 0 的递归情况下，静态成员函数 apply()会提取出当前 tuple 的 tail，递减 N，然后继续递归地在 tail 中查找所需元素。对于 N=0 的基本情况， apply()会返回当前 tuple 的 head，并结束递归。

对函数模板进行部分特例化的情况下（参见 17.3 节），这是一个有效的变通方法，

### 构造

除了前面已经定义的构造函数：

Tuple() {

}

Tuple(Head const& head, Tuple<Tail…> const& tail)

: head(head), tail(tail)

{

}

为了让元组的使用更方便，还应该允许用一组相互独立的值（每一个值对应元组中的一个元素）或者另一个元组来构造一个新的元组。从一组独立的值去拷贝构造一个元组，会用第一个数值去初始化元组的 head，而将剩余的值传递给 tail：

Tuple(Head const& head, Tail const&… tail)

: head(head), tail(tail…)

{

}

这样就可以像下面这样初始化一个元组了：

Tuple<int, double, std::string> t(17, 3.14, "Hello, World!");

不过这并不是最通用的接口：用户可能会希望用移动构造（move-construct）来初始化元组的一些（可能不是全部）元素，或者用一个类型不相同的数值来初始化元组的某个元素。因此我们需要用完美转发（参见 15.6.3 节）来初始化元组：

template<typename VHead, typename… VTail> Tuple(VHead&& vhead, VTail&&… vtail)

: head(std::forward<VHead>(vhead)), tail(std::forward<VTail>(vtail)…)

{

}

下面的这个实现则允许用一个元组去构建另一个元组： template<typename VHead, typename… VTail> Tuple(Tuple<VHead, VTail…> const& other)

: head(other.getHead()), tail(other.getTail())

{ }

但是这个构造函数不适用于类型转换：给定上文中的 t，试图用它去创建一个元素之间类型 兼容的元组会遇到错误：

// ERROR: no conversion from Tuple<int, double, string> to long Tuple<long int, long double, std::string> t2(t);

这是因为上面这个调用，会更匹配用一组数值去初始化一个元组的构造函数模板，而不是用

。为了解决这一问题，就需要用到 6.3 节介绍的 std::enable\_if<>，在 tail 的长度与预期不同的时候就禁用相关模板：

一个元组去初始化另一个元组的构造函数模板

template<typename VHead, typename… VTail, typename = std::enable\_if\_t<sizeof… (VTail)==sizeof… (Tail)>>

Tuple(VHead&& vhead, VTail&&… vtail)

: head(std::forward<VHead>(vhead)), tail(std::forward<VTail>(vtail)…)

{ }

template<typename VHead, typename… VTail, typename = std::enable\_if\_t<sizeof… (VTail)==sizeof… (Tail)>>

Tuple(Tuple<VHead, VTail…> const& other)

: head(other.getHead()), tail(other.getTail()) { }

你可以在 tuples/tuple.h 中找到所有的构造函数声明。

函数模板 makeTuple()会通过类型推断来决定所生成元组中元素的类型，这使得用一组数值创建一个元组变得更加简单：

template<typename… Types>

auto makeTuple(Types&&… elems)

{

return Tuple<std::decay\_t<Types>…>(std::forward<Types> (elems)…);

}

这里再一次将 std::decay<>和完美转发一起使用，这会将字符串常量和裸数组转换成指针，并去除元素的 const 和引用属性。比如：

makeTuple(17, 3.14, "Hello, World!")

生成的元组的类型是：

Tuple<int, double, char const\*>

## 基础元组操作

### 比较

元组是包含了其它数值的结构化类型。为了比较两个元组，就需要比较它们的元素。因此可以像下面这样，定义一种能够逐个比较两个元组中元素的 operator==：

// basis case:

bool operator==(Tuple<> const&, Tuple<> const&)

{

// empty tuples are always equivalentreturn true;

}

// recursive case:

template<typename Head1, typename… Tail1, typename Head2, typename… Tail2,

typename = std::enable\_if\_t<sizeof…(Tail1)==sizeof…(Tail2)>>

bool operator==(Tuple<Head1, Tail1…> const& lhs, Tuple<Head2, Tail2…> const& rhs)

{

return lhs.getHead() == rhs.getHead() && lhs.getTail() == rhs.getTail();

}

（应该还需要定义一版 sizeof…(Tail1) != sizeof…(Tail2)的 operator==）

和其它适用于类型列表和元组的算法类似，逐元素的比较两个元组，会先比较首元素，然后递归地比较剩余的元素，最终会调用 operator 的基本情况结束递归。运算符!=，<，>，以及>=的实现方式都与之类似。

### 输出

贯穿本章始终，我们一直都在创建新的元组类型，因此最好能够在执行程序的时候看到这些元组。下面的 operator<<运算符会打印那些元素类型可以被打印的元组：

#include <iostream>

void printTuple(std::ostream& strm, Tuple<> const&, bool isFirst = true)

{

strm << ( isFirst ? ’(’ : ’)’ );

}

template<typename Head, typename… Tail>

void printTuple(std::ostream& strm, Tuple<Head, Tail…> const& t, bool isFirst = true)

{

strm << ( isFirst ? "(" : ", " ); strm << t.getHead();

printTuple(strm, t.getTail(), false);

}

template<typename … Types>

std::ostream& operator<<(std::ostream& strm, Tuple<Types…> const& t)

{

printTuple(strm, t); return strm;

}

这样就可以很容易地创建并打印元组了。比如：

std::cout << makeTuple(1, 2.5, std::string("hello")) << ’\n’;

会打印出：

(1, 2.5, hello)

## 元组的算法

元组是一种提供了以下各种功能的容器：可以访问并修改其元素的能力（通过 get<>），创建新元组的能力（直接创建或者通过使用 makeTuple<>创建），以及将元组分割成 head 和 tail 的能力（通过使用 getHead()和 getTail()）。使用这些功能足以创建各种各样的元组算法，比如添加或者删除元组中的元素，重新排序元组中的元素，或者选取元组中元素的某些子集。

元组很有意思的一点是它既需要用到编译期计算也需要用到运行期计算。和第 24 章介绍的类型列表算法类似，将某种算法作用与元组之后可能会得到一个类型迥异的元组，这就需要用到编译期计算。比如反转元组 Tuple<int, double, string>会得到 Tuple<string, double, int>。

但是和同质容器的算法类似（比如作用域 std::vector 的 std::reverse()），元组算法是需要在运行期间执行代码的，因此我们需要留意被产生出来的代码的效率问题。

### 将元组用作类型列表

如果我们忽略掉 Tuple 模板在运行期间的相关部分，可以发现它在结构上和第 24 章介绍的 Typelist 完全一样：都接受任意数量的模板类型参数。事实上，通过使用一些部分特例化，可以将 Tuple 变成一个功能完整的 Typelist：

// determine whether the tuple is empty: template<>

struct IsEmpty<Tuple<>> {

static constexpr bool value = true;

};

// extract front element: template<typename Head, typename… Tail> class FrontT<Tuple<Head, Tail…>> {

public:

using Type = Head;

};

// remove front element: template<typename Head, typename… Tail> class PopFrontT<Tuple<Head, Tail…>> {

public:

using Type = Tuple<Tail…>;

};

// add element to the front: template<typename… Types, typename Element> class PushFrontT<Tuple<Types…>, Element> {

public:

using Type = Tuple<Element, Types…>;

};

// add element to the back: template<typename… Types, typename Element> class PushBackT<Tuple<Types…>, Element> {

public:

using Type = Tuple<Types…, Element>;

};

现在，所有在第 24 章开发的 typlist 算法都既适用于 Tuple 也适用于 Typelist，这样就可以很

方便的处理元组的类型了。比如：

Tuple<int, double, std::string> t1(17, 3.14, "Hello, World!"); using T2 = PopFront<PushBack<decltype(t1), bool>>;

T2 t2(get<1>(t1), get<2>(t1), true); std::cout << t2;

会打印出：

(3.14, Hello, World!, 1)

很快就会看到，将 typelist 算法用于 tuple，通常是为了确定 tuple 算法返回值的类型。

### 添加以及删除元素

对于 Tuple，能否向其头部或者尾部添加元素，对开发相关的高阶算法而言是很重要的。和 typelist 的情况一样，向头部插入一个元素要远比向尾部插入一个元素要简单，因此我们从 pushFront 开始：

template<typename… Types, typename V> PushFront<Tuple<Types…>, V>

pushFront(Tuple<Types…> const& tuple, V const& value)

{

return PushFront<Tuple<Types…>, V>(value, tuple);

}

将一个新元素（称之为 value）添加到一个已有元组的头部，需要生成一个新的、以 value为 head、以已有 tuple 为 tail 的元组。返回结过的类型是 Tuple<V, Types…>。不过这里我们选择使用 typelist 的算法 PushFront 来获得返回类型，这样做可以体现出 tuple 算法中编译期部分和运行期部分之间的紧密耦合关系：编译期的 PushFront 计算出了我们应该生成的运行期结果的类型。

将一个新元素添加到一个已有元组的末尾则会复杂得多，因为这需要遍历一个元组。注意下面的代码中 pushBack()的实现方式，是如何参考了第 24.2.3 节中类型列表的 PushBack()的递 归实现方式的：

// basis case template<typename V>

Tuple<V> pushBack(Tuple<> const&, V const& value)

{

return Tuple<V>(value);

}

// recursive case

template<typename Head, typename… Tail, typename V> Tuple<Head, Tail…, V>

pushBack(Tuple<Head, Tail…> const& tuple, V const& value)

{

return Tuple<Head, Tail…, V>(tuple.getHead(),

pushBack(tuple.getTail(), value));

}

对于基本情况，和预期的一样，会将值追加到一个长度为零的元组的后面。对于递归情况，则将元组分为 head 和 tail 两部分，然后将首元素以及将新元素追加到 tail 的后面得到结果组装成最终的结果。虽然这里我们使用的返回值类型是 Tuple<Head, Tail…, V> ，但是它和编译期的 PushBack<Tuple<Hrad, Tail...>, V>是一样的。

同样地，popFront()也很容易实现：

template**<**typename… Types**>**

PopFront**<**Tuple**<**Types…**>>** popFront**(**Tuple**<**Types…**>** const**&** tuple**)**

**{**

**return** tuple**.**getTail**();**

**}**

现在我们可以像下面这样编写第 25.3.1 节的例子：

Tuple**<**int**,** double**,** std**::**string**>** t1**(**17**,** 3.14**,** "Hello, World!"**);** auto t2 **=** popFront**(**pushBack**(**t1**, true));**

std**::**cout **<<** std**::**boolalpha **<<** t2 **<<** ’\n’**;**

打印结果为：

**(**3.14**,** Hello**,** World**!, true)**

### 元组的反转

元组的反转可以采用另一种递归的、类似在第 24.2.4 节介绍的、类型列表的反转方式实现：

// basis case

Tuple**<>** reverse**(**Tuple**<>** const**&** t**)**

**{**

**return** t**;**

**}**

// recursive case

template**<**typename Head**,** typename… Tail**>**

Reverse**<**Tuple**<**Head**,** Tail…**>>** reverse**(**Tuple**<**Head**,** Tail…**>** const**&** t**)**

**{**

**return** pushBack**(**reverse**(**t**.**getTail**()),** t**.**getHead**());**

**}**

基本情况比较简单，而递归情况则是递归地将 head 追加到反转之后的 tail 的后面。也就是说：

reverse**(**makeTuple**(**1**,** 2.5**,** std**::**string**(**"hello"**)))**

会生成一个包含了 string(“hello”)，2.5，和 1 的类型为 Tuple<string, double, int>的元组。

和类型列表类似，现在就可以简单地通过先反转元组，然后调用 popFront()，然后再次反转元组实现 popBack():

template**<**typename… Types**>**

PopBack**<**Tuple**<**Types…**>>** popBack**(**Tuple**<**Types…**>** const**&** tuple**){ return** reverse**(**popFront**(**reverse**(**tuple**)));**

**}**

### 索引列表

虽然上文中反转元组用到的递归方式是正确的，但是它在运行期间的效率却非常低。为了展现这一问题，引入下面这个可以计算其实例被 copy 次数的类：

template<int N> struct CopyCounter

{

inline static unsigned numCopies = 0; CopyCounter()

{

}

CopyCounter(CopyCounter const&) {

++numCopies;

}

};

然后创建并反转一个包含了 CopyCounter 实例的元组：

void copycountertest()

{

Tuple<CopyCounter<0>, CopyCounter<1>, CopyCounter<2>, CopyCounter<3>, CopyCounter<4>> copies;

auto reversed = reverse(copies);

std::cout << "0: " << CopyCounter<0>::numCopies << " copies\n"; std::cout << "1: " << CopyCounter<1>::numCopies << " copies\n"; std::cout << "2: " << CopyCounter<2>::numCopies << " copies\n"; std::cout << "3: " << CopyCounter<3>::numCopies << " copies\n"; std::cout << "4: " << CopyCounter<4>::numCopies << " copies\n";

}

这个程序会打印出：

0: 5 copies

1: 8 copies

2: 9 copies

3: 8 copies

4: 5 copies

这确实进行了很多次 copy！在理想的实现中，反转一个元组时，每一个元素只应该被 copy一次：从其初始位置直接被 copy 到目的位置。我们可以通过使用引用来达到这一目的，包括对中间变量的类型使用引用，但是这样做会使实现变得很复杂。

在反转元组时，为了避免不必要的 copy，考虑一下我们该如何实现一个一次性的算法，来反转一个简单的、长度已知的元组（比如包含 5 个元素）。可以像下面这样只是简单地使用 makeTuple()和 get():

auto reversed = makeTuple(get<4>(copies), get<3>(copies), get<2>(copies),

get<1>(copies), get<0>(copies));

这个程序会按照我们预期的那样进行，对每个元素只进行一次 copy：

0: 1 copies

1: 1 copies

2: 1 copies

3: 1 copies

4: 1 copies

索引列表（亦称索引序列，参见第 24.4 节）通过将一组元组的索引捕获进一个参数包，推广了上述概念，本例中的索引列表是 4，3，2，1，0，这样就可以通过包展开进行一组 get函数的调用。采用这种方法可以将索引列表的计算（可以采用任意复杂度的模板源程序）和使用（更关注运行期的性能）分离开。在 C++14 中引入的标准类型 std::integer\_sequence，通常被用来表示索引列表。

### 通过索引列表进行反转

为了将索引列表用于元组反转，我们首先要找到一种能够表达索引列表的方式。索引列表是一种包含了数值的类型列表，这些数值被用作指向另一个类型列表或者异质容器（参见 25.4节）的索引。此处我们将第 24.3 节介绍的 Valuelist 用作类型列表。上文例子中反转元组时用到的索引列表可以被写成：

Valuelist<unsigned, 4, 3, 2, 1, 0>

那么该如何生成一个索引列表呢？ 一种方式是使用下面的这个简单的模板元函数

MakeIndexList，它从 0 到 N-1（N 是元组长度）逐步生成索引列表：

// recursive case

template<unsigned N, typename Result = Valuelist<unsigned>> struct MakeIndexListT

: MakeIndexListT<N-1, PushFront<Result, CTValue<unsigned, N-1>>>

{};

// basis case template<typename Result>

struct MakeIndexListT<0, Result>

{

using Type = Result;

};

template<unsigned N>

using MakeIndexList = typename MakeIndexListT<N>::Type;

现在就可以结合 MakeIndexList 和在第 24.2.4 节介绍的类型列表的 Reverse 算法，生成所需的索引列表：

using MyIndexList = Reverse<MakeIndexList<5>>;

// equivalent to Valuelist<unsigned, 4, 3, 2,1, 0>

为了真正实现反转，需要将索引列表中的索引捕获进一个非类型参数包。这可以通过将

reverse()分成两部分来实现：

template<typename… Elements, unsigned… Indices>

auto reverseImpl(Tuple<Elements…> const& t, Valuelist<unsigned, Indices…>)

{

return makeTuple(get<Indices>(t)…);

}

template<typename… Elements>

auto reverse(Tuple<Elements…> const& t)

{

return reverseImpl(t, Reverse<MakeIndexList<sizeof…(Elements)>>());

}

在 C++11 中相应的返回类型要通过尾置返回类型声明：

-> decltype(makeTuple(get<Indices>(t)…))

和：

-> decltype(reverseImpl(t, Reverse<MakeIndexList<sizeof… (Elements)>>()))

其中函数模板 reverseImpl()从其参数 Valuelist 中捕获相应的索引信息，并将之存储进参数包

Indices 中。然后以 get<Indices>(t)…为参数调用 makeTuple()，并生成返回结果。

而 reverse()所做的只是生成合适的索引组，然后以之为参数调用 reverseImpl。这里用模板元程序操作索引列表，因此不会生成任何运行期间的代码。唯一的运行期代码是 reverseImpl，它通过调用 makeTuple()，只用一步就生成了最终的结果，而且只对元组中的元素进行了一次 copy。

* + 1. 洗牌和选择（**Shuffle and Select** ）

事实上，上一节中为了反转元组而用到的函数模板 reverseImpl()，并不是仅适用于 reverse()。它所做的只是从一个已有元组中选出一组特定的值，并用它们生成一个新的元组。虽然 reverse()提供的是一组反序的索引，但是其它一些算法可以通过提供一组自己的索引来使用下面的 select()算法：

template<typename… Elements, unsigned… Indices>

auto select(Tuple<Elements…> const& t, Valuelist<unsigned, Indices…>)

{

return makeTuple(get<Indices>(t)…);

}

一个使用了 select()的简单算法是“splat”，它从元组中选出一个元素，将之重复若干次之后组成一个新的元组。比如：

Tuple<int, double, std::string> t1(42, 7.7, "hello"}; auto a = splat<1, 4>(t);

std::cout << a << ’\n’;

它会生成一个Tuple<double, double, double, double>类型的元组，其每一个值都是get<1>(t)

的一份 copy，因此最终打印的结果是：

(7.7, 7.7, 7.7, 7.7)

在提供了一个能够生成一组重复索引（N 个I）的元程序后，就可以直接用 select()实现splat()：

template<unsigned I, unsigned N, typename IndexList = Valuelist<unsigned>> class ReplicatedIndexListT;

template<unsigned I, unsigned N, unsigned… Indices>

class ReplicatedIndexListT<I, N, Valuelist<unsigned, Indices…>>

: public ReplicatedIndexListT<I, N-1, Valuelist<unsigned, Indices…, I>>

{ };

template<unsigned I, unsigned… Indices>

class ReplicatedIndexListT<I, 0, Valuelist<unsigned, Indices…>> { public:

using Type = Valuelist<unsigned, Indices…>;

};

template<unsigned I, unsigned N>

using ReplicatedIndexList = typename ReplicatedIndexListT<I, N>::Type;

template<unsigned I, unsigned N, typename… Elements> auto splat(Tuple<Elements…> const& t)

{

return select(t, ReplicatedIndexList<I, N>());

}

即使是更复杂的元组算法，也可以通过使用 select()函数和一个操作索引列表的模板元函数实现。比如，可以用在第 24.2.7 节开发的插入排序算法，基于元素类型的大小对元组进行排序。假设有这样一个 sort()函数，它接受一个用来比较元组元素类型的模板元函数作为参数，就可以按照下面的方式对元组进行排序：

#include <complex> template**<**typename T**,** typename U**>** class SmallerThanT

**{**

public**:**

static constexpr bool value **= sizeof(**T**) < sizeof(**U**);**

**};**

void testTupleSort**()**

**{**

auto T1 **=** makeTuple**(**17LL**,** std**::**complex**<**double**>(**42**,**77**),** ’c’**,** 42**,** 7.7**);** std**::**cout **<<** t1 **<<** ’\n’**;**

auto T2 **=** sort**<**SmallerThanT**>(**t1**);** // t2 is Tuple<int, long, std::string>

std**::**cout **<<** "sorted by size: " **<<** t2 **<<** ’\n’**;**

**}**

输出结果如下：

**(**17**, (**42**,**77**),** c**,** 42**,** 7.7**)**

sorted by size**: (**c**,** 42**,** 7.7**,** 17**, (**42**,**77**))**

sort()的具体实现使用了 InsertionSort 和 select()：

// metafunction wrapper that compares the elements in a tuple: template**<**typename List**,** template**<**typename T**,** typename U**>** class F**>** class MetafunOfNthElementT **{**

public**:**

template**<**typename T**,** typename U**>** class Apply**;**

template**<**unsigned N**,** unsigned M**>**

class Apply**<**CTValue**<**unsigned**,** M**>,** CTValue**<**unsigned**,** N**>>**

**:** public F**<**NthElement**<**List**,** M**>,** NthElement**<**List**,** N**>>**

**{ };**

**};**

// sort a tuple based on comparing the element types: template**<**template**<**typename T**,** typename U**>** class Compare**,** typename…

Elements**>**

auto sort**(**Tuple**<**Elements…**>** const**&** t**)**

**{**

**return** select**(**t**,** InsertionSort**<**MakeIndexList**<**sizeof…**(**Elements**)>,**

MetafunOfNthElementT**<**Tuple**<**Elements…**>,**

Compare**>::**template Apply**>());**

**}**

注意 InsertionSort 的使用：真正被排序的类型列表是一组指向类型列表的索引，该索引通过 MakeIndexList<>构造。因此插入排序的结果是一组指向元组的索引，并被传递给 selete()使用。不过由于 InsertionSort 被用来操作索引，它所期望的比较操作自然也是比较两个索引。考虑一下对一个 std::vector 的索引进行排序的情况，就很容易理解背后的相关原理了，比如下面的这个（非元编程）例子：

#include <vector> #include <algorithm> #include <string> int main**()**

**{**

std**::**vector**<**std**::**string**>** strings **= {**"banana"**,** "apple"**,** "cherry"**};** std**::**vector**<**unsigned**>** indices **= {** 0**,** 1**,** 2 **};** std**::**sort**(**indices**.**begin**(),** indices**.**end**(),**

**[&**strings**](**unsigned i**,** unsigned j**) { return** strings**[**i**] <** strings**[**j**];**

**}**

**);**

**}**

这里变量 indices 包含的是指向变量 strings 的索引。sort()函数对索引进行排序，它用到了一个接受两个 unsigned 类型的数值作为参数的 lambda 比较函数。但是由于 lambda 函数的主体将 unsigned 的数值当作 strings 变量的索引处理，因此真正被排序的还是 strings 的内容。在排序的最后，变量 indices 包含的依然是指向 strings 的索引，只是这个索引是按照 strings的值进行排序之后的索引。

我们在代码中将 InsertionSort 用于元组的 sort()函数，情况和上面的例子是一样的。在适配模板 MetafuncOfNthElementT 中提供了一个接受两个索引作为参数的模板元函数（Apply()），而它又会使用 NthElement 从其 Typelist 参数中提取相应的元素。在某种意义上，成员模板 Apply 捕获了提供给其外层模板（MetafunOfNthElementT）的类型列表参数，这和 lambda函数捕获其外层作用域中的 strings vector 的情况类似。然后 Apply 将其提取的元素类型转发给底层的元函数 F，并结束适配。

注意上文中所有排序相关的计算都发生在编译期间，作为结果的元素也是直接生成的，不会用到运行期间的拷贝。

## 元组的展开

在需要将一组相关的数值存储到一个变量中时（不管这些相关数值的数量是多少、类型是什么），元组会很有用。在某些情况下，可能会需要展开一个元组（比如在需要将其元素作为独立参数传递给某个函数的时候）。作为一个简单的例子，可能需要将一个元组的元素传递给在第 12.4 节介绍的变参 print()：

Tuple<std::string, char const\*, int, char> t("Pi", "is roughly", 3, ’\n’); print(t…); //ERROR: cannot expand a tuple; it isn’t a parameter pack

正如例子中注释部分所讲的，这个“明显”需要展开一个元组的操作会失败，因为它不是一个参数包。不过我们可以使用索引列表实现这一功能。下面的函数模板 apply()接受一个函数和一个元组作为参数，然后以展开后的元组元素为参数，去调用这个函数：

template<typename F, typename… Elements, unsigned… Indices> auto applyImpl(F f, Tuple<Elements…> const& t, Valuelist<unsigned, Indices…>) ->decltype(f(get<Indices>(t)…))

{

return f(get<Indices>(t)…);

}

template<typename F, typename… Elements, unsigned N = sizeof…(Elements)> auto apply(F f, Tuple<Elements…> const& t) ->decltype(applyImpl(f, t, MakeIndexList<N>()))

{

return applyImpl(f, t, MakeIndexList<N>());

}

函数模板 applyImpl()会接受一个索引列表作为参数，并用其将元组中的元素展开成一个适用于函数对象 f 的参数列表。而供用户直接使用的 apply()则只是负责构建初始的索引列表。这样就可以将一个元组扩展成 print()的参数了：

Tuple<std::string, char const\*, int, char> t("Pi", "is roughly", 3, ’\n’);

apply(print, t); //OK: prints Pi is roughly 3

在 C++17 中，则提供了一个功能类似的、适用于任意和元组相近的类型的函数。

## 元组的优化

元组是一种基础的、潜在用途广泛的异质容器。因此有必要考虑下该怎么在运行期（存储和执行时间）和编译期（实例化的数量）对其进行优化。本节将介绍一些适用于上文中实现的元组的特定优化方案。

* + 1. 元组和 **EBCO**

***chengh [2]***

--------------------------------------------

此处做了一次类型转换

我们实现的元组，其存储方式所需要的存储空间，要比其严格意义上所需要的存储空间多。其中一个问题是，tail 成员最终会是一个空的数值（因为所有非空的元组都会以一个空的元组作为结束），而任意数据成员又总会至少占用一个字节的内存（参见 21.1 节）。

为了提高元组的存储效率，可以使用第 21.1 节介绍的空基类优化（EBCO，empty base class optimization），让元组继承自一个尾元组（tail tuple），而不是将尾元组作为一个成员。比如：

// recursive case:

template**<**typename Head**,** typename… Tail**>**

class Tuple**<**Head**,** Tail…**> :** private Tuple**<**Tail…**>**

**{**

private**:**

Head head**;** public**:**

Head**&** getHead**() { return** head**; }**

Head const**&** getHead**()** const **{ return** head**; }** Tuple**<**Tail…**>&** getTail**() { return \*this; }** Tuple**<**Tail…**>** const**&** getTail**()** const **{ return \*this; }**

**};**

这和第 21.1.2 节中的 BaseMemberPair 使用的优化方式一致。不幸的是，这种方式有其副作用，就是颠倒了元组元素在构造函数中被初始化的顺序。在之前的实现中，head 成员在 tail成员前面，因此 head 总是会先被初始化。在新的实现方式中，tail 则是以基类的形式存在，因此它会在 head 成员之前被初始化。

这一问题可以通过将 head 成员放入其自身的基类中，并让这个基类在基类列表中排在 tail的前面来解决。该方案的一个直接实现方式是，引入一个用来封装各种元素类型的 TupleElt模板，并让 Tuple 继承自它：

template**<**typename**...** Types**>** class Tuple**;**

template**<**typename T**>** class TupleElt

**{**

T value**;** public**:**

TupleElt**() = default;**

template**<**typename U**>**

TupleElt**(**U**&&** other**) :** value**(**std**::**forward**<**U**>(**other**) { }**

T**&** get**() { return** value**; }**

T const**&** get**()** const **{ return** value**; }**

**};**

***chengh [2]***

--------------------------------------------

Tuple<int, int>展开之后是Tuple<int,int>: private TupleElt<int>, private Tuple<int>，而Tuple<int>展开之后是Tuple<int>: private TupleElt<int>, private Tuple<>。此时如果执行Tuple向TupleElt的转换，编译器不知道该执行前面的TupleElt<int> 还是后面的TupleElt<int>.

***chengh [2]***

--------------------------------------------

只用于实例化，不需要具体的赋值

// recursive case:

template**<**typename Head**,** typename**...** Tail**>** class Tuple**<**Head**,** Tail**...>**

**:** private TupleElt**<**Head**>,** private Tuple**<**Tail**...>**

**{**

public**:**

Head**&** getHead**() {**

// potentially ambiguous

**return static\_cast<**TupleElt**<**Head**> \*>(this)->**get**();**

**}**

Head const**&** getHead**()** const **{**

// potentially ambiguous

**return static\_cast<**TupleElt**<**Head**>** const**\*>(this)->**get**();**

**}**

Tuple**<**Tail**...>&** getTail**() { return \*this; }**

Tuple**<**Tail**...>** const**&** getTail**()** const **{ return \*this; }**

**};**

// basis case: template**<>** class Tuple**<> {**

// no storage required

**};**

虽然这一方式解决了元素初始化顺序的问题，但是却引入了一个更糟糕的问题：如果一个元组包含两个类型相同的元素（比如 Tuple<int, int>），我们将不再能够从中提取元素，因为 此时从 Tuple<int, int>向 TupleElt<int>的转换（自派生类向基类的转换）不是唯一的（有歧义）。

为了打破歧义，需要保证在给定的 Tuple 中每一个 TupleElt 基类都是唯一的。一个方式是将这个值的“高度”信息（也就是 tail 元组的长度信息）编码进元组中。元组最后一个元素的高度会被存储生 0，倒数第一个元素的长度会被存储成 1，以此类推：

template**<**unsigned Height**,** typename T**>** class TupleElt **{**

T value**;** public**:**

TupleElt**() = default;**

template**<**typename U**>**

TupleElt**(**U**&&** other**) :** value**(**std**::**forward**<**U**>(**other**)) { }**

T**&** get**() { return** value**; }**

T const**&** get**()** const **{ return** value**; }**

**};**

通过这一方式，就能够实现一个即使用了 EBCO 优化，又能保持元素的初始化顺序，并支持

包含相同类型元素的元组： template**<**typename**...** Types**>** class Tuple**;**

// recursive case:

template**<**typename Head**,** typename**...** Tail**>** class Tuple**<**Head**,** Tail**...>**

**:** private TupleElt**<sizeof...(**Tail**),** Head**>,** private Tuple**<**Tail**...>**

**{**

**using** HeadElt **=** TupleElt**<sizeof...(**Tail**),** Head**>;** public**:**

Head**&** getHead**() {**

**return static\_cast<**HeadElt **\*>(this)->**get**();**

**}**

Head const**&** getHead**()** const **{**

**return static\_cast<**HeadElt const**\*>(this)->**get**();**

**}**

Tuple**<**Tail**...>&** getTail**() { return \*this; }**

Tuple**<**Tail**...>** const**&** getTail**()** const **{ return \*this; }**

**};**

// basis case: template**<>** class Tuple**<> {**

// no storage required

**};**

基于这一实现，下面的程序： #include <algorithm> #include "tupleelt1.hpp" #include "tuplestorage3.hpp"

#include <iostream>

struct A **{**

A**() {**

std**::**cout **<<** "A()" **<<** ’\n’**;**

**}**

**};**

struct B **{**

B**() {**

std**::**cout **<<** "B()" **<<** ’\n’**;**

**}**

**};**

int main**()**

**{**

Tuple**<**A**,** char**,** A**,** char**,** B**>** t1**;**

std**::**cout **<< sizeof(**t1**) <<** " bytes" **<<** ’\n’**;**

**}**

会打印出：

A**()**

A**()**

B**()**

5 bytes

从中可以看出，EBCO 使得内存占用减少了一个字节（减少的内容是空元组 Tuple<>）。但是请注意 A 和 B 都是空的类，这暗示了进一步用 EBCO 进行优化的可能。如果能够安全的从其元素类型继承的话，那么就让 TupleElt 继承自其元素类型（这一优化不需要更改 Tuple 的定义）：

#include <type\_traits> template<unsigned Height, typename T,

bool = std::is\_class<T>::value && !std::is\_final<T>::value> class TupleElt;

template<unsigned Height, typename T> class TupleElt<Height, T, false>

{

T value; public:

TupleElt() = default;

template<typename U>

TupleElt(U&& other) : value(std::forward<U>(other)) { } T& get() { return value; }

T const& get() const { return value; }

};

template<unsigned Height, typename T>

class TupleElt<Height, T, true> : private T

{

public:

TupleElt() = default;

template<typename U>

TupleElt(U&& other) : T(std::forward<U>(other)) { } T& get() { return \*this; }

T const& get() const { return \*this; }

};

当提供给 TupleElt 的模板参数是一个可以被继承的类的时候，它会从该模板参数做 private

继承，从而也可以将 EBCO 用于被存储的值。有了这些变化，之前的程序会打印出：

A()

A()

B()

2 bytes

* + 1. 常数时间的 **get()**

在使用元组的时候，get()操作的使用是非常常见的，但是其递归的实现方式需要用到线性次数的模板实例化，这会影响编译所需要的时间。幸运的是，基于在之前章节中介绍的 EBCO，可以实现一种更高效的 get，我们接下来会对其进行讨论。

主要的思路是，当用一个（基类类型的）参数去适配一个（派生类类型的）参数时，模板参数推导（参见第 15 章）会为基类推断出模板参数的类型。因此，如果我们能够计算出目标元素的高度 H，就可以不用遍历所有的索引，也能够基于从 Tuple 的特化结果向 TupleElt<H,T>

（T 的类型由推断得到）的转化提取出相应的元素：

template**<**unsigned H**,** typename T**>** T**&** getHeight**(**TupleElt**<**H**,**T**>&** te**)**

**{**

**return** te**.**get**();**

**}**

template**<**typename**...** Types**>** class Tuple**;**

template**<**unsigned I**,** typename**...** Elements**>** auto get**(**Tuple**<**Elements**...>&** t**) ->**

decltype**(**getHeight**<sizeof...(**Elements**)-**I**-**1**>(**t**))**

**{**

**return** getHeight**<sizeof...(**Elements**)-**I**-**1**>(**t**);**

**}**

由于 get<I>(t)接收目标元素（从元组头部开始计算）的索引 I 作为参数，而元组的实际存储是以高度 H 来衡量的（从元组的末尾开始计算），因此需要用 H 来计算 I。真正的查找工

作是由调用 getHeight()时的参数推导执行的：由于 H 是在函数调用时显示指定的，因此它的值是确定的，这样就只会有一个 TupleElt 会被匹配到，其模板参数 T 则是通过推断得到的。这里

转换

必须要将 getHeight()声明伟 Tuple 的 friend，否则将无法执行从派生类向 private 父类的

。比如：

// inside the recursive case for class template Tuple: template**<**unsigned I**,** typename… Elements**>**

friend auto get**(**Tuple**<**Elements…**>&** t**)**

**->** decltype**(**getHeight**<**sizeof…**(**Elements**)-**I**-**1**>(**t**));**

由于我们已经将繁杂的索引匹配工作转移到了编译器的模板推断那里，因此这一实现方式只需要常数数量的模板实例化。

## 元组下标

理论上也可以通过定义 operator[]来访问元组中的元素，这和在 std::vector 中定义 operator[]的情况类似。不过和 std::vector 不同的是，元组中元素的类型可以不同，因此元组的 operator[]必须是一个模板，其返回类型也需要随着索引的不同而不同。这反过来也就要求每一个索引都要有不同的类型，因为需要根据索引的类型来决定元素的类型。

使用在第 24.3 节介绍的类模板 CTValue，可以将数值索引编码进一个类型中。将其用于 Tuple

下标运算符定义的代码如下：

template<typename T, T Index>

auto& operator[](CTValue<T, Index>) { return get<Index>(\*this);

}

然后就可以基于被传递的CTValue 类型的参数，用其中的索引信息去执行相关的get<>()调用。上述代码的用法如下：

auto t = makeTuple(0, ’1’, 2.2f, std::string{"hello"}); auto a = t[CTValue<unsigned, 2>{}];

auto b = t[CTValue<unsigned, 3>{}];

变量 a 和 b 分别会被 Tuple t 中的第三个和第四个参数初始化成相应的类型和数值。

为了让常量索引的使用变得更方便，我们可以用 constexpr 实现一种字面常量运算符，专门用来直接从以\_c 结尾的常规字面常量，计算出所需的编译期数值字面常量：

#include "ctvalue.hpp" #include <cassert> #include <cstddef>

// convert single char to corresponding int value at compile time: constexpr int toInt(char c) {

// hexadecimal letters:

if (c >= ’A’ && c <= ’F’) {

return static\_cast<int>(c) - static\_cast<int>(’A’) + 10;

}

if (c >= ’a’ && c <= ’f’) {

return static\_cast<int>(c) - static\_cast<int>(’a’) + 10;

}

// other (disable ’.’ for floating-point literals): assert(c >= ’0’ && c <= ’9’);

return static\_cast<int>(c) - static\_cast<int>(’0’);

}

// parse array of chars to corresponding int value at compile time: template<std::size\_t N>

constexpr int parseInt(char const (&arr)[N]) {

int base = 10; // to handle base (default: decimal) int offset = 0; // to skip prefixes like 0x

if (N > 2 && arr[0] == ’0’) {

switch (arr[1]) {

case ’x’: //prefix 0x or 0X, so hexadecimal case ’X’:

base = 16;

offset = 2; break;

case ’b’: //prefix 0b or 0B (since C++14), so binary case ’B’:

base = 2;offset = 2; break;

default: //prefix 0, so octal base = 8;

offset = 1; break;

}

}

// iterate over all digits and compute resulting value:

int value = 0;

int multiplier = 1;

for (std::size\_t i = 0; i < N - offset; ++i) {

if (arr[N-1-i] != ’\’’) { //ignore separating single quotes (e.g. in 1’

000)

}

}

value += toInt(arr[N-1-i]) \* multiplier; multiplier \*= base;

return value;

}

// literal operator: parse integral literals with suffix \_c as sequence of chars: template<char… cs>

constexpr auto operator"" \_c() {

return CTValue<int, parseInt<sizeof…(cs)>({cs…})>{};

}

。然后将这些字符传递给一个 constexpr 类型的辅助函数 parseInt()（它可以计算出字符串序列的值，并将其按照 CTValue 类型返回）。比如：

量的每一个字符，并将其用作字面常量运算符模板的参数（参见第 15.5.1 节）

此处我们用到了这样一个事实，对于数值字面常量，可以用字面常量运算符推导出该字面常

* 42\_c 生成 CTValue<int,42>
* 0x815\_c 生成 CTValue<int,2069>
* 0b1111’1111\_c 生成 CTValue<int,255>

注意该程序不会处理浮点型字面值常量。对这种情况，相应的 assert 语句会触发编译期错误，因为这是一个运行期的特性，不能用在编译期上下文中。

基于以上内容，可以像下面这样使用元组：

auto t = makeTuple(0, ’1’, 2.2f, std::string{"hello"}); auto c = t[2\_c];

auto d = t[3\_c];

这一方式同样被 Boost.Hana 采用，它是一个适用于类型和数值计算的元编程库。

## 后记

元组的构造，是诸多由不同程序员独立尝试的模板应用中的一个。Boost.Tuple 库是 C++中最流行的一种元组的实现方式，并最终发展成 C++11 中的 std::tuple。

在 C++之前，很多元组的实现方式是基于递归的 pair 结构；在本书的第一版中通过其 “recursive duos”展示了这样一种实现方式。另一种有趣的实现方式是由 Andrei Alexandrescu在[AlexandrescuDesign]中开发的。他将元组中的类型列表和数据列表明确地分离开，并将 typelist（第 24 章）的概念用作元组的实现基础。

在 C++11 的实现中则使用了变参模板，这样可以通过参数包明确的为元组捕获类型列表，从而 不 需 要 使 用 递 归 的 pair 。 包 展 开 以 及 索 引 列 表 概 念 的 引 入 [GregorJarviPowellVariadicTemplates]，使得递归模板实例化变得简单且高效，从而也使元组变得更实用。 索引列表对元组和类型列表的算法是如此的关键，以至于编译器为之包含了一个内置的模板别名 make\_integer\_seq<S,T,N>，它会在不需要额外的模板实例化的情况下展开成 S<T,0,1,..., N>，从而促进了 std::make\_index\_sequence 和 make\_integer\_sequence 的应用。

元组是最广泛使用的异质容器，但是并不是唯一一个。Boost.Fusion 提供了其它一些与常规容器对应的异质容器，比如异质的 list，deque，set 和 map。最重要的是，它还提供了一个与 C++标准库使用了相同的抽象和术语（比如 iterators，sequences 和 containers）的框架，使用该框架可以为异质集合编写算法。

Boost.Hana 采用了一些 Boost.MPL 和 Boost.Fusion 中的理念，它们都在 C++11 迈向成熟之前就已被设计和实现，并在之后被用 C++11（以及 C++14）的新特性重新实现。最终就产生出了一个简洁的、提供了强大的异质计算能力的库。