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This guide provides the design specification for implementing SXP daemon in C. Daemon is responsible for keeping track and distribution of IP-SGT bindings. The implementation runs under Linux with easy portability to other operating systems. Due to this, code is separated into platform-dependent and platform-independent code with the goal of having as much functionality as possible in the platform independent code.

The block diagrams for the SXP daemon are below. Platform dependent modules are the event manager, memory management, configuration manager, timestamp generator, random number generator, syslog, DBUS interface, and SXPD main setup code. Platform-independent modules cover the core daemon functionality, SXP protocol parser and radix tree implementations.

![inline_umlgraph_18](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAx4AAAKCCAIAAADQi5jlAAAANXRFWHRjb3B5bGVmdABHZW5lcmF0ZWQgYnkgaHR0cDovL3BsYW50dW1sLnNvdXJjZWZvcmdlLm5ldDpnVRsAAAGVelRYdHBsYW50dW1sAAB4nHWSQU/jMBCF75H4D6Oe4FDUQKiAw4pdQCug1VYUEBKq0CQ2XqvJOBo7oWi1/33HCVRQ2INl+83z+OmzT3xADk1VbiVbCdRYLNFoGMzvZ6BQV44gL12xBGXRMFYD+CM2KFxVO9IU4KF0xlgyC0APsv5YHfhVraC0OSO/DKIlCrLv27zvE2+s2QVXuFJysNe8eD0QrX83Gus2ThWSxOWus24rw5/7ekmv35yVSItNR7CVZv9J9tYQlvAbSZWS5asQhaMnaxrGYAXU+zDFk5E00a4wYI5emOaWlJDya6lzqi9YMCq7gotZm0FgrTsOtm6zTv+vefzBPF6bY+o43tAPh996WKKpfvtaEqEPviH2aKNGOjw7Xop2okl13yaZlUjhdjqBVjBGEIejvf3tqSy+1wx7I0iPjvfT4yyD0/P5jQjpwU6y/XM2Ae8aLrT8LR/Y5k2kuJP8qjVdnl3BdUPxZeCcWsuO4tOta+Ns+MMGmGuWO+FumqS7h7ujx+xgmKdZMrHUrP4BfofrJwojbLIAAHkqSURBVHja7J0JXFTl/rjdQBTcwTDJ3DLzUuKOS4mlCEm5p3YpydS0LL2lN0xLMzP7iVtpmZriRqgghKSkJJo6JGqjgRpqd/QaGmIXEXeI+//Wezv/CZgRYVhm5nk+74fPmbO858y7Puecl3cq/RcAAAAALEQlkgAAAAAAtQIAAABArQAAAABQKwAAAABArQAAAABQKwAAAADUCgAAAAC1AgAAAADUCgAAAAC1AgAAAECtAAAAAAC1AgAAAECtAAAAAFArAAAAANQKAAAAAFArAAAAANQKAAAAALUCAAAAANQKAAAAALUCAAAAQK0AAAAAUCsAAAAAKDe1SkhImAlgUQwGAzUTAADsVK2kI6wEYFHmzp1LzQQAALtWKx8fH561QMkJDAyU4tS7d29qJgAA2LVayV+SEkpOZmZmtWrVnJycsrOzSQ0AAECtAEpK586dVYnas2ePXq83GAxZWVkkCwAAoFYAxS9Rffv2jYmJEbtKSUnJyMggWQAAALUCKA6JiYlSou65556wsDCxK51OZzAYbt68ScoAAABqVYpERUXJebt3717xk1gsQS41OTn5rjaVJNoiJlqXLl0aNGjw008/VbQUq1Onjlznhx9+GB4e/vXXX6ekpPBOEAAA7FetUlNTBwwY4Obm5uLi4uXl9c477+Tk5Eg3Kbt5enrKstpt9uzZsqZbt255eXlPPPGE+q97BweHli1bBgcHX716FbUqbbWS7JA8OnXqVEVLsWHDhsl1jhw5cv369TExMUlJSbwTBAAAO1Wr27dvN2/eXNY0adJEem5HR0dvb29ZL0bVrl07WT9//nz5eO7cuZo1a4pIpaSkyEelVm3atOnRo0eNGjVk+bnnnjN/XulxrUut1DctX7UqmGi5ubkVMMVCQ0PlOtu2bbtu3TrRQZ1Ol5aWRl0FAAB7VKsffvhBPrq7u6unU1lZWdpDkUOHDlWtWrVWrVrnz59XjyWmT5+uNim1Wr16tSzv379flmXPW7du5TtXampqt27dRNdE2kJCQowtYdu2bb169XJzcxNja9++vTiEWn/lypWxY8e6urq6uLiI5H3zzTeal3h5eUVGRrZo0aJ69epdu3Y9ceKEXI/sWbdu3cDAwOvXr2sxjB8/XvaX3eSQjRs3GsuNrPnyyy8ffPBBMcKOHTsmJSWZcqDly5e3atVKIvHz80tPTy+oR2ZOpDZJqsp3b9as2UcffZTvWPm+VapUqV+//smTJ4ueaMYxmEpA7fCHH374q6++yne4JKkcLl9crlnyy1QkRU9txYULF+RETk5OK1eu3LRpk+SafC+GWwEAgD2q1dmzZ5UYrVq16rfffsu38xtvvCFbO3XqJH8feOCBGzduFFQr6aHVy8GCv3YiXbga4Cy9u4ODg3E3L37TqFEj6aSDgoLk7NJ/qyFEQ4cOVVNQTpkypV69eqIIx48fV529uIh03nJq6eBlH3Ev6eZ9fX1VzGIhKmYVg0Qu0iCHy7J09poxSCRyLh8fn6ZNm8om8R5TauXs7CyRN2jQQJbFLAvKjZkTqU1ynfJFRLDE0owfhh0+fFgil0N2795d8OxmEs347KYSUB0uJ5Wj1FUZHy67NWnSRFZK2pqJpOiprdGmTRtZ/+abb4aFhYmx6fV6hlsBAIA9qpUwdepU5UatW7eOjo423vnatWv33Xef2rpr1y5tvbFaqZdW0ovne5Jx9OhRWS+99c8//ywf33vvvXzvtjST8/f3l00bNmw4ffq0sgr1CE2MRD7K5WlWoS5bPYwR9u3bJx9FwmR5xIgRsnzq1ClZrlGjxsWLF+XjsmXL5GO7du2M1eTtt9+W5fPnz6tICr66UrstXbpUlkWDlHoqUdDkxsyJ1LeQBPn3v/+tvubt27e1Y+WaxWZkITQ0tGDumE+0fK8UCyagdviFCxdMHd6zZ08VualIip7axgQHB8v6fv36MdwKAADsXa2ETZs2PfTQQ6oHNd508uRJJycntV57JPNfo7FWnTp1qlKliixPmDAh34m2bNki6zt37qw+6nQ6425+x44dfn5+Hh4e4gEq/k8//XTr1q0Ff59OPTFSnb16zCNXpUbQ5+XlaQYmnbp6DCPLHTt2VGdRAiRipARCRbJ37161tXbt2vLxxIkTharVoUOH1Ef1728//PCDsdyYOZFyzfbt2xcabYcOHeTv4MGDC80d84lmrFaFJqA6XE5h5vCEhATtdIVGUvTUNkailfWNGzdeu3ZtZGTknj17mIIBAADsV63U04uFCxfKpmrVql25ckXWSFfq4+Oj/vOrcuXKbm5u6gmNplZqeM3f/va3+fPna/9IqCH9q+zQtWtX9fHgwYNaN3/8+HHpquVEc+bMiY+PV2eRTj08PFy9pFthhOygdfZ6vV7zGDEeFbPso3X2ERERBY2nRo0aSgvyPfVRzmRKrQ4cOGBsYOooLQYzJ8rnN/miFf1ydHSUdFOuVvREMz67qQRUh4vvqv3VIzdTD71MRVL01Dbmxo0bzs7Osmnx4sVMwQAAAParVkePHt2/f79azs7OViNplEKp5xNiD2JdL7zwgiwPGTLEWK3UC0FTSMesRiz9+uuv8vHjjz/Wuvm1a9dq8iEu4unpqTr1Y8eOqWE9msPJVuO3aXfs7H/66SclfL/88ov2FTTLuSu1Uv8aqebDFB9SuqnFYOZE6j8DtJd6knpnz57Vjt2wYcOCBQvUM798r1DNJ5rx2U0loHZ4ZmambPrss8/MqJWpSIqnVoKslE2jR4/mnSAAANivWq1bt04NuO7SpYvqUH18fP77x1Ak6U1FKdR7Mekj1YBu9X9wRVEroW3btrLb/fff7+/vL8KkdfPqRZVELsYmp6tcubLWqT/99NPqkPHjxwcGBsqCen9X9M5e/TPjvffe26dPH/WeKyoqqhhqVa1atV69etWrV894aJFxDGZO1KNHD/nYsGFD2XTfffdNmzbN+CtojwPHjh1b9EQzPruZBHzkkUdkuXnz5pKSpg5XH81EUjy1UgPOpCAxBQMAANivWh0/frx///7u7u4iB9KdT5gw4dKlS7J+4MCBsturr76qHbhy5UolYenp6UVUq5SUlE6dOjk4OLRr10462po1a2rd/PTp0+vXr+/s7DxgwAD1ck116tevX58yZYroiJr3wdfX1/iRT1E6+5s3b0oMjRs3dnR0bNOmjfFo8aKrVYsWLbZt2yaHOzk5SczaUzTjGMycSPZ/7rnnZJP4WevWrbdv357vK5w5c0a9Z5TvXvREMz67qQRUh8sltW/ffs6cObL+scceK/Trm4mkeGql9pQLXrNmDVMwAACAnaoV2Bjq/ali/vz5ktdBQUFldvZmzZqp+c+YggEAAFArsAVatGjx5JNPvvzyy2PHjnV2dq5cubLxvwSWNhMmTJDSNWDAAIZbAQAAagW2wJgxY5o0aeLk5FSvXr1u3bppE6yXDbGxsVK6RO+YggEAAFArgJKSnZ1dvXr1qlWrfvLJJ0zBAAAAqBVASXn88celgI0fP553ggAAgFoBlJS5c+dKAevRowdTMAAAAGoFUFKSk5OlgNWvX58pGAAAwC7UKigoSM0LOgOgdKhVq5b6JcTBgwf//e9/Hzdu3NSpU2cCAICVUJb/Wm4LaqXmAQcAAAAoFHt7tWWxp1ZYOZQSY8eOlQImJY2kAACwLtTzF9SKsVYAAABgAZQkTJo0KS0tLSMjIysryx4Gy6JWAAAAUIpq9eKLL+r1+pMnT4pg2cPchKgVAAAAlKJajRgx4ptvvklKShK7soe5CVErAAAAKEW1Gjx4cFRUlNiVXq+3h7kJUSsAAAAoRbUaMGBAWFhYTEyMTqczGAyoFWoFAAAAJVIr42mfUSvUCgAAAFAr1AoAAABQK9QKAAAAUCvUCrUCAAAA1Aq1AgAAANQKtQIAAADUCrUCAAAA1Aq1Qq0AAAAAtUKtAAAAALVCrQAAAAC1Qq0AAAAAUCvUCgAAAFAr1AoAAABQK9QKAAAAUCvUCrUCAAAA1Aq1AgAAANQKtQIAAADUCrUCAAAAQK1QKwAAAECtUCsAAABArVArAAAQzp07ZzDB3r17E8wSHR0dWmJWrlwpbfiiRYtCLYRcVcKdMJiGIoFaoVaoFQBYMdnZ2Vqnrtfrtb4/Li7OWBdmz54904jRo0cHGREQEODzV1q2bNn0r7i7u1eC4lK3bt2mBejRo4dxmvfu3Tvor0yfPt0410QitQyNiIjQ8loUVisDFy5coFKgVqgVANjvw54TJ06o3jE8PDyfA2n2Iz2u6nq9vLxUl+zh4VEB7UGuqqkJ5Mp97sSQIUOCyg85+x2vUEv/QqnIPieiXDCdJ0+erErakiVLVNkTHTcWtczMTOopaoVaAUC5edKpU6ekW4qPj9deUU2fPl31YapL8/T0lE7O1dXVst2nu7u7KYMxVgcRtZl/xfgRiLB+/fqCr73kSxV84ZWTk0OOF51CXxoWTOqIiIh87yXzPWicNGmScYb6+flpGd2jRw9jyatWrZoFC5jEpqL19vaWc4lkyNnHjRsnlzR37ly5TrkrkOtPTEy0SRtDrVArALAwN27cUB2hGhWk9XDSx3Ts2FH6GxcXl+J1VJoGqb7K+ClCSEiI1r9qXa9er9c6ZrkqsgaK/nBUUOqfb4ibugfI95RUM7ZivwhWui8xiP9JhMHBwUrC4uLilIGhVqgVANg4cqst4hIbG7tkyRLxm8DAQDXYyLw2KUlSr1rUKBntyZB6ICQRanfz+BBYOxcuXDBWNPUKe9GiRVLgRZ6k/A8fPlzqgre3d1GETHbw9PRUFWf69OlSZeLj40+cOFHRqglqhVoBwB2QhvvgwYPr16+X1lx6go4dO9atW9dUuy/9hGjWpEmTpInQXnwkJyfzUgygKKj/sZC7C6k4UoOWLVsmVWncuHFqZJvclhRa+1xdXcXPRLnmzp0bEREhNa4cqxtqhVoBQH6kUZaWPSQkRFpzsaV8/iQtuAiW3HMvWbIkOjra6t5WANjA3Y565y63LlJP5U5GPMbLy8vYupycnGSNyJbUU71ej1qhVgBQDmRkZKxcubJ3797aSz25RRa7ksouLbi0zryeA6jgZGZmyt1OaGio3PyI3Gj/GCvWJXV5/fr12dnZqBVqBQClTk5OzvTp09U/SXl6ekqjHB8fz7+RA9gA586di46OHjdunJrtwsnJ6dVXX5X7KNQKtQKA0mLhwoWqzQ0KCkpOTiZBAGwVcSz1HKtOnTqhoaFZWVk3b95ErVArALAwPj4+UqNbtWpFUgDYPJmZmY0aNZIq//jjjxsMhoyMDIvbFWqFWgHYO6NHj1ajMcSxGJAOYMNIBZ8wYYKq70OHDk1KShLpsbhdoVaoFYC9o2q0Ng4jICBg2bJlp06dImUAbICcnBy9Xj937ly5d1LjKXv06CF/hw0b9vXXX4tdiW9lZWWhVqgVAFi4HZS/0v5Onz69ZcuW2r8U9e7de/LkyaGhoYmJiYxqB7AKLly4kJCQIDdIkyZNEouS+yVVozt27Dh79my5a1JVftCgQZGRkeI9KSkplh3VjlqhVgCoVf4aLU1zeHj4hAkTpC02nl3deFIrabhjY2PFxmRn0hCg7FEzi0ZERCxatKjQqa1k2cfHR+6OoqOjjW+NNPVZv359TExMUlJSWloaaoVaAUApqlU+Tpw4Ic233O8GBgaKWhX6Y8nql2gDAgLUT3BIW69+y09NKFoGU+kA2BLqF3KkBsXFxUlVmjt3rhiSVK7evXuLPxX6kziyUkRq3LhxISEhcttz7ty5O6rP2rVrIyMj9+zZY9lBlqgVagWAWt11jVY/ICi3wuoHBIcMGdKjRw+xKzWSwxQeHh4Ffz1QjE396m18fLz2kzg8CQNbIicnR/0mpvr5GvVLz+oXbAr+kmChty4aLi4uqhLJfY76GUFxL7n5uau7l9JWH9QKtQJArSxZozMyMqShVz9/pn6GVnoOaWSlM7hjt1Hojbj2c86CxBP0B+o3CgVxO2VmERERCX9i+BPGh4FFlEiQewlVuuQeIPRP5MZAlcOgP1EFVUmSoI1zKiJySOvWrSUGka1x48ZJzGJg6oc4Lfhr5agVagUA1qRWRdQv6Sf27t2reim585azyy249ExyL646J9UzGY/0KiHK0hTS8/n8iaZriplGaE/UNNSjNQ35CoYC8CvUpUTBpD548GDCX1m/fr1xfim51xBZ0TJaK2kK0XeteJh/+FqMUufl5SWn8PPzk/MqYZo7d6724+UibRbUJtQKtQIAe1SruyU7O1t1paIy2ugTNQBFdZmjR49W/WXv3r3z9ZTGo3rLEQ8Pj6aF0aNHDx8T5HO+Qpk8efLM8kON/jGPemBpiqYmqAhZJoKlXU/Hjh3VBQ8ZMiRfyi9btkyKoiidcjvlSWbGOVWcKo9aoVYAYL9qZRGMX+4kJydrzznUwBeFGv6ioRlbPm9TeHp65hMCCz7tgCJKqvayWCMwMNA416ZPn65laEhIiJbXmgxp/2xhPy+RUSvUCgBQK2vlxo0bhsJQj98KJd8rrYLke8lVEiZNmpTvHWixUf8Tap4E0xSaSgyVQ61QKwBArQAAtUKtaIgBaGep0QCoFWqFWgEAagUAqBVqBQColU1xzz33SAImJycX3NSlS5cGDRr89NNPRY8tKipKYuvevXuxYygJ+c5eqokDqBVqRUMMgFrB3dmDp6eni4vLqVOnii03xYihDNQqPT29SpUqn376KWqFWqFWqBUAUKNLRa1SUlIK3Zqbm3tXscXExOSTm7uNoSQUPHuhfP7557Jb0dXKVOIAaoVa0RADoFZQuD0sX768VatW1atX9/PzS09PN96kntnIspeX15dffvnggw/WqFGjY8eOSUlJarfU1NRu3bo5Ojp6enqGhIQYy83dxvDwww9/9dVXxjEsWbJEXZi7u/vAgQPPnDmT7/rNnH3btm29evVyc3OrWbNm+/btRbxkZVhYWJ06dbSJpt544w1Te5pPHFOHFHrBV65cGTt2rKurq4uLi7e3t/TWFDzUCrUCANTKltXK2dnZ19e3QYMGsjxs2LBCxahKlSpiDGoWclnfrFkztZtIknyUHcRpHBwczKiV+RjEReRAkSQthu+++06Wa9Wq9dJLLz311FONGze+fv16vus3c3bRuEaNGqlJOKtWrSqn/umnn1avXt28eXPZ7fHHH584caLsY2pP84lT6CGmLnjo0KGyvnfv3lOmTKlXr558x+PHj1P2UCvUCgBQK5tVq6VLl8ry4cOHZVlEISsrq6AYyfLbb78ty+fPn1ePfNLS0o4ePSoLIhY///yzbHrvvffMqJX5GC5cuJAvBtEXNYP5kSNH/lvYu0XzZxd+++03teDv7y+bNmzYIMv9+/cv+EKw0D3NJE6hhxR6wadPn1byp36fcfny5fJx6tSplD3UCrUCANTKZtXq0KFD6qN6WfbDDz8UKkZ79+5Vu9WuXVs+njhxYsuWLbLQuXNntV6n05lXK1MxdOjQoWAMIjEPPPCAkrDevXtrLxA1zJ99x44dfn5+IjriXioSpVMF1crUnmYSp9BDCr3grVu3FvzFG+3pF6BWqBUAoFY2qFYHDhwwNh5jGSq4rEmGiFFkZKQsdO3aVa0/ePCgebUyFUOnTp3UevVwSItBZGX27Nlubm7qxVy+eRzMnP348eMODg7VqlWbM2dOfHy8j4+PKbUys6epxDFzSMELDg8PV28/VxghR1H2UCvUCgBQK5tVq/nz58tyYmKieud15cqVIoqRXq9XDvHrr7/K+o8//vhu1UqLQf3o3meffabFoI2sunr1qriXrJfezvjizZx97dq12sOwvLw8T09PzX7UyKdFixapSMzsaSpxTB1S6AUfO3ZMFlxcXC5evKi2yiG3b9+m7KFWqBUAoFY2q1bVqlXr1atXvXr1ZHnEiBFFFyNZbtu2rSzff//9/v7+IhB3q1ay/Mgjj8hy8+bNn376aeMY1q1b16JFi+eff/61116rX79+5cqVtXdzGqbOrl4Oigm98MILPj4+cqwmTO+8844sy5eVQ9566y0ze5pKHFOHmLpg+V7qIsePHx8YGCgL2otRQK1QKwBArWxNrcQGtm3b1qZNGycnp379+mkPV4ooRikpKZ06dXJwcGjXrp04R82aNe9WrVQMjo6O7du3nzNnjqx/7LHH/vvHfwh6eXmJMNWoUcPT0zM0NLTg9Zs5+/Tp08VvnJ2dpZuMiIjQhCkjI6Nv376yp2z94IMPzOxpJnEKPcTUBV+/fn3KlCn33Xef2FitWrV8fX3Pnj1L2UOtUCsAQK2gVDB+OzZ//nzJ0KCgIJIFUCvUCgBQKygOLVq0ePLJJ19++eWxY8c6OztXrlw5ISGBZAHUCrUCANQKisOYMWOaNGni5ORUr169bt26aTObA6BWqBUAoFYAgFqhVgCAWgEAaoVa0RADADUaALVCrVArAECtAAC1Qq0AALUCANQKtaIhBkCtAAC1Qq1QKwCgRgMAaoVaAQBqBQCoFWoFAKgVAKBWqBUNMQDtLDUaALVCrVArAECtAAC1Qq0AALUCANQKtaIhBkCtAAC1Qq1QKwCgRgMAaoVaAQBqBQCoFWoFAKgVAKBWqBUNMQBqBQCoFWqFWgEANRoAUCvUCgBQKwBArVArGmIA1AoAUCvUCrUCAGo0AKBWNqJWtzOvpCccJhCMw+3L2aVd0G274FkwActdrWgiqHGEssxH1MoW1EpKQ3ilzgSCcbi4+3BpF3TbLngWTMByVyuaCGocoSzzEbWyHbX6cWFIekI4gfDjgpCybOhtr+BZPAEriFrRRFDjCGWTj6iV7aiVlIy8vO8JhF92hZdlQ297Bc/iCVhB1IomghpHKJt8RK1QK4JtNhBxC1bodDq9Xi9VLi0tLSsri4a+vBIQtaLGkY92lY+olVWqVb7BjKkLfy8QqQtDpGRo4VbmfqqKPTcQm2bOj4mJkSqXlJQktS4jI8Pio2htteBZPAHLXq1oIqhxhHLMR9TKKtWqKIMZubOx8wZi3dQ5YWFhUVFRUuvkDkxuv8pmFK0NFDyLJ2DZqxVNBDWOUI75iFpZsVqZGsyoxuJR3+y8gVgb/H5oaKi0EXIHptPpDAZDaY+itZmCZ/EELC+1oomgxhHKJR9RKytWK1M1SpUP6pudNxAbZ4RIA2HZimcnBc/iCVheakUTQY0jlEs+olaoFYEGgoYetSJQ48hH1Aq1qtT5xwV/GcyoBZ4S00CUakNv8wXPZtSKJoIaR0CtUCuGsROsoKG3k2HsNqBWNBHUOAJqhVoVtSG+fTn74u7DWkhd9MXv/5G7aJ7xCEf+I5cGwuINvZ0UPBtQK5oIahwBtUKtStQQM48coWwaejspeDagVjQR1DgCaoVaoVYEGnrUCrWiwJCPqBVqZZdqNWHCsPr169Su7bxnz+e9enVatWpmuVSDcjw1DX3RC17btq0++uhN6yoAqNXdBuNctsOKaTNqRT6iVqhV+ajVtm1LatVyPn58y9mz22/c+G7NmveOHYssm3K/YcOcadNe1D6W5alp6CugWpVeAUCtStIlFz1fwsM/rFu3lqRMkybu//pXrKz5+9+frPQHcufm5fXgkiXB5mOQEw0Z0tvVtW7VqlX++c+Rd2w0UKuKmY8qbNz4oRwiXYwN5CNqhVrdXQgJeb17d69yMYagoKfLoHahVtaiVrwQrJhd8l2FHTs+lZTRPkqXPHx434sXd508+eXSpVMdHKqtWPGOqWPlBq9OHZexYwclJ2/OytqbkZFQXo2GTapVmeWjCunp37Ro4dGwYf1C1crq8hG1she1unHju4kTn5WC6+Tk+MgjD1y4sFOtfO21EbKyenXHbt3aHjiwTqtgciMycGCvmjWd7r3XbebMcWr9G2885+xco0qVKvJ35Min8lXFy5f3SnWSQ+65p8F7773y/PMB2qbGjRuuXTtbuxiRszlzXtXO9fXXn4wZM0gOnDXrZVmTmLj28cc71a9fR+6Ennmmj0QrK6UBlRtTqaJyajlLvlPf7Rcp2KDIXVHfvl0lcZo1axwZOT8ubmmbNs1r1KjetesjJ05sUbsVemHmz2LqEDNpdfPmgVdfHS6HSBgxwk+aJ1MJZXVqZSqbzKSGmU3GMZvJAjMxoFYFM6solVHCr7/uHjKkt+wmufnuu+O7dPEsmC9bty6WGnTqVIxa37+/z4ABve7YJauGRYXAwCflqIcfbikZp61cvfpdN7d6t28flNgkN818nUIbjXxf0FR1M7XeKtTKuvJRfRw6tM8HH7wmlbegWlljPqJW9qJWkyY926rV/bt3rzx7dnts7EdqpciWp2fLQ4fCzp/fOWPGS1Lr1J2fFNwGDeps2vR/8nH79qVSpr/55jN1iChRz54dCu04X3xxgFSelJSIM2e2Sb2S7rOIaiUSM3XqqGPHIuXGRdakpkZHRS34z3/2yMcOHR56552xak9RH+MbF+NTF+OL5GuJpJJLsshucgoXl5qdO3vq9eESm59fN3//7mo3Uxdm5iymDjGTVpMnPy8pLOulFRBXkAswlVBWp1amsslMapjZlE+tTGWBmRhQq4KZVcTKKE4jqSp3HWlpO0aN6i8JXmi+PPdcvyee6CwLmzfPk75N3dEVvUseNsxXumTpceVuUFsp9XHChGHSZTo6Onz77Srz36hgo5HvC5qqbqbWW4taWUs+aq8C5apEs1xd6xb61Mrq8hG1sgu1unYtUZohufkouFL6IW2Nl9eD6q5CCq5UM239o4+2mzt3onm1ys7eL9VSk7YrV/bJ/UQR1apfv0dNXbk0AVInzatV8b5IvpZIboDUstRASfywsA/Uxy1b5ru7NzB/YUU8i3aImbS6fv07uUE8eHCD2vT991/Ixcid5R0TquKrlalsMpMa5gtVPrUqNAvMx4BaFcysolRGScZq1aoap6oU2kLzRYpuo0au8+e/ce+9buvWzS7iiyTpLI8f3zJv3j/kLFIBpV+sXLmyrJEdLl1KkAzV6dZInyoHrlw5o2XL+yRPpWPes+fzonTJxl/QVHUzUw2tRa2sJR/Vq0DpII4e3STLcoNURLWq4PmIWtmFWsktu0Qo9yXGK5OTN8vK8+f///2HdE4jRvipgvvhh/9fDqQQa8XalFr98MOmfKeQu4oiqpXUPeML0+vD5TIefLBps2aN69WrLZXKvFoV74vka4m03aQ2SmzauyppMpyda5i/MDNnKfQQM2mlOoyqVasYB9XoFEwo61IrU9lkJjXMF6p8alVoFpiPAbUqmFlFqYwFU7VVq/sLzRcJ0dELZeennnqsiGN01PBnN7d6vXp10nr9xx5rP2PGS7KwfPnbLVp4qDdcstvgwU9Ih33jxneS+3J50mHfsUs2/oKmqpuZamgtamUt+aheBb777ni1XHS1quD5iFrZhVqpKmTcq2kKb1yvgoKefvZZ/4KVqihqJeVVYjN+UNyuXWtTaiWbjNXK+FxykXXr1po16+Xs7N+nGH777TF3VKvifRFTL62UWkmc+dTKzIWZOoupQ8yklcqps2e3l2SEacVUK1PZZCY1zBeqfGpVaBaYjwG1Ml/Gil6APT1bmsqLxYv/6eBQTb3uKUqXbPwiSQvLlk1/6KFmstCnj7dchmbqxk8g5FKNn4necRSBmepmphpai1pZSz5u2vR/Xl4P3rqVdLdqVcHzEbWyC7WSGmX84FeFq1d1NWpUN14p5VV7j3a3apWVtVduCOLj/zfARapf/fp1tEhat266dOlUbSyz1HNTaiX3Rk5Ojr/9dlh7Sa8ZjFxGcPALBU9dvC9yt2pl5sJMncXUIWbSSs7u6OiwYcMc21MrU9lkJjXMF6qiqJX5GFAr82XMVAG+fHlvlSpVdu5cpo0Url3budC8OH16q4tLTcn0hx9uWej/XhSxSxaFknqxf3+o9O7q30rkpBKzVk8lZ6V0FRx6ZarR0Cp7odXNTDW0RrWqyPkYEPBopQJoTav15iNqZS/D2MeNGyK3Czrdmp9//lpqSGbmt2pse5s2zaV5unhx17vvjq9Tx0X9A0Ux1EpVJ2/vh//1r9hLlxLefDNIZE7bFBj4ZKdOfztzZpvcIU2YMKx6dUdTaqWebXzzzWfXriWuX/++tAhaNXv11eGdO3vKlauLNz6wGF/kbtXKzIWZOouZQ8yk1ZQpIz087omLWypfISUlQhvZYO1qZSabzKSGmU1FUSvzMaBW5rtkMwX4mWf6SI0+efLLX36J/8c//l7o8Gfpy318OqoxcN99t1bUp+C7mCJ2yeof07p08ezQ4SFtzT//OVKKU3LyZmlVXnttRPPmjaXy5jvKTKNhvrqZWm+NalWR8zEjI+Hf/96uhXr1aq9dO7vg//FZXT6iVvaiVtnZ+196abDcsovWtGvXWv1nltzqya2Au3sDWdm16yNqUGGx1Uq6rsGDn5CK5+pad8aMl6TGajPFSZ3x8+sm9z0NG9Z/552xQUFPm1IrCdLpSgwiNAMH9lq9+l2tFTh7drtcpFyqNAf5DizGF7lbtTJzYWbOYuoQM2l161aSGECjRq7SzDVu3PCNN56zGbUylU1mUsPMpiKqlZkYUKs7Phk1VYDT07+RPlJS1c2t3qxZLw8b5lswLz7+OFiK8X/+s0etl567ffvWxq+TNm78UFokSZlmzRprU02a6pLVfJLz57+hrZGopKbcc0+D2rWdfX27qvHR+YKZRsN8dTO13hrVqoLno3Ew9ULQ6vIRtbIXtSr7IPcK0dELmcCz7NPK2icwNJMaJU+oosTAlKEEfkOQfEStUKsKUd82b5737berLlzY+csv8dOmvSj3MQX/YYdQBmlldQ29mdQoeUIVIwbUioBakY+oFWpVIerb8uVvP/RQM2fnGnXquDz6aLv9+0Opq+WSVlbX0JtJjZInVDFiQK0IqBX5iFrZnVrdzrwidUwLqQt/LxCpC0OkZGjhVuZ+qgoNhGUrnp0UPBtQK5oIahwBtUKt7q4hVvcu5gN3NjQQFm/o7aTg2YBa0URQ4wioFWpVHLX6cWGIVKqC4ccFIdQ3GojSa+htvuDZjFrRRFDjCKgVanV3amWqRqnyQX2jgSilht7mC57NqBVNBDWOgFqhVqgVgYYetUKtqHHkI2qFWpXXC8EFfxnMqAWeEtNAlO7rCVsveLbzQpAmghpHQK1QK4axExhUi1qRU9Q48hG1Qq3KWq1uX86+uPuwFlIXffH7f+Qummc8wpH/yKWBsPy/gttHwbOFyRdoIqhxBNQKtSpJQ8w8cgQmMEStaCKocQTUCrVCrQg09KgVakWBIR9RK9SqoqqVqaGOhJKHCzvDrOhq1eDWMmvoba/gWTwBK4ha0URQ4whlk4+ole2oFYFgHMqsoScBrUWtCNQ4QtnkI2plC2plPNQxbsGKTTPnr5s6Z23w+1JECJYJL04Nd/cNbzVg48R3reaaV68t7Ybexgue5RKw3NWKJoIaRyjLfEStbEGtjNHpdDExMWFhYaFgWT5ftW7oa+G1eq579nVZtparlpIg5UFKhcFgKNVCb6sFzyIJWO5qRRNBjYOyzEfUytbUSq/XSypHRUVJyVgDlmbt/30U1npAWIun1r6/oOJfrZQBKQlSHqRUpKWllWqht8mCZ6kErFBqRRNBjYPSzkfUytbUStI3KSlJElqMexOUDhvHvR1eq+fGwRM3bfiiIl+nlAEpCVIepFRkZGSUaqG3yYJnqQSsUGpFE0GNg9LOR9TK1tRKFFuSWFxbp9N9A6XGzs3RUY+NimgSELdgZYW9SCkDUhKkPEipyMrKKtVCb5MFz1IJWKHUiiaCGgelnY+ola2plZQDsWwpEAaD4SSUMkmffLHF3S9+xNQTh/QV8PKkDEhJkPIgpeLmzZulWuhtsuBZKgErlFrRRFDjoLTzEbWyNbWCMuZ25pXDE+bFeASci9hFagA1GgBQK9QKLMClxORtrZ/ZO2DKtXPppAZQowGo8qgVagUlJS8nN2XmiihX39PLtpAaQI0GQK1QK9QKLEDWCcNO71HxPcbIAqkB1GgA1Aq1Qq3AApxcsjna3T9l5oq8nFxSA6jRAKgVaoVaQUm5di7924DXt7V+5lJiMqlBO0uNBkCtUCvUCizAuYhdMR4BhyfMy8m+TmqgViQFAGqFWqFWUFJuZ15JGv2+CFZa7D5Sw57b2aCgIJICwB7o16+fVPnhw4ejVqgVlCLpCYdjWw7aPyT4ZkYmqWFvJCYmOjk5SaX28fEp7V/tBYBy5PTp08OGDZPK3rp16wULFqBWqBWULrk3bh0NXhrl6msIjSU17NCuxKukXjs6Ovbu3Xvp0qWnTp0iWQBsgJycnIMHD06dOrV9+/ZVq1ZV0rNhw4bVq1evXbs2MjJyz549lr2nQq1QK/gLmfrUnd6jdvmMyz51jtSwN/R6/bPPPuvu7l7pD2rVqtW9e/cJEyZ8/vnn4l6ZmTzRBLACLly4sHPnzpCQkKCgIC8vL7lfUjW6efPmw4YNW7x4cXh4+Pr160Wt5G9MTExSUlJaWhpqhVpBKZKXk5u6KDzK1ff43DXMzmBv6HQ6aWo/+eST8ePHP/HEE82aNVPvChUNGjSQlrp///6TJk1aunRpbGys2Ji046QbQNljMBjknueLL76YM2fO6NGje/fu3apVKxcXF63COjs7t2nT5qmnnpoyZYrcIIWFhYlLrVu3LjQ0VLxKFiIjI8V7UlJSMjIyUCvUCkqdq4bze/wmxnkF/nrwOKlhP0gju2fPHrErdV8rLaM0wdJwv/LKK4MGDerWrVvLli1r1apVqQD33nuvWJc07sOHD3/zzTcXLFggzXdCQoI0/dIBZGdnk7YARUfuWKTiSA2SGxixolmzZr388stDhw6VOvjggw/KTU7BOli3bl0RqT59+jz33HNSB+UGSXMpVZE15KOsF6/6+uuvk5KS5ERZWVmoFWoFZcSZ9duj3f2PTF7M7Ax2QlpamtiVTqeTNlcES5pFrXVeu3atutkVli5d+u6777722mvSiPv7+3fu3Fmaezc3NzWSwxT33HPP/fff7+3t/dhjj4mBBQUFvfXWW++9917oH8THx0tHkpycLA09T8LAlsjJyTH8gdxpSCGPjo6WAi/qI+X/9ddfl7rQv39/qRdt27Zt3LixGJKZSuTk5OTu7i4K9eijj8rdzksvvSSRyJ3MqlWrNItSFcrYpeSj1F/ZKvtIjZZ6LbVbjEe8SqQnIyPj5s2bqBVqBWXHzYzMA0GztjbtfyEukdSw/ey+eVPaWekDRLCk2ZU2cdu2bdIKR0VFyT1ueHi4sWmt+YN8jfjHH3/8wQcfBAcHjx49+tlnn5XmVfqADh06PPTQQ+JehT7xMoOrq6uHh4cIWdeuXeV+XTRO4gwMDHzllVdmzJghrdCSJUtURxIREZHwJ4Y/YXwYWESJBL1er0pXXFxc6J/Mnj37nXfeEbmRMiklUyRJSqlIUrt27aTciidVr179rgq81BE5SsxJ4unTp8/QoUPHjBkzceLE6dOnL1y4UPxJMydj8lmUqpjGLiU1V+qv1GKpy1KjlVRJHZfvZXGvQq1QKygqv8QniV0lBs5gdgZ7sKusrCxpcNPS0qRBlB5FWmGdTrdnz56vv/7a2LQ2/UGhvmVMwaZf9CskJEQ6pH/+859iYKNGjZJW+OmnnxYJ6969u0iYdC1uf2A80quESGwefyKq1+1PAgICAv/kueeem2mEdJz5+jD1aE1j7969hgJIf0wpKg0KJvXBgwcT/oqUQ+P8WrRokXGGiqZoeT1s2DCtDIi4i76rsiFmY/7h611Rt25dKXhNmzaVIu3l5eXj46OESTxs/Pjxr7766rRp06SYzZ8/f8WKFaEmKNScjMlnUapiGruU1Fypv1KLpS5LjZZ6LbVb6rjUdIt7FWqFWsHd3MBlXz8yeXG0u/+Z9dtJDTshvFJnTbPUoyxj0/rmDwr1LWPu6F5mJEyxbNmykD8QGwsODn7jjTdG/4F0UQP+oGfPno/+gaenZ5s/cHd3V3Lm7OxcqQIg1+PxV+77gy5dunQrgPilfJennnoq0DTPP/98UFDQ5MmTZ5Yfcna5BvFRM9cp30IZc7fCkBTwKIyKkGUiWG5/0rx5c1WuvL29ff5AvpcUvyFDhrz44osvvfSSeNLUqVOlcM6aNUsKqhpraJ47CpN5czImn0WpimnsUuoBVanqFGqFWkHx+fXg8TivwD1+E68azpMa9qBWph5oSUt98g8K9S1j7uhexZCwomuZxueffx7yJ7Nnzw7+k9dee230n4wcOXKAEWJsPXr0UNL22GOPad6mEC1w+ysWfNoBpmjQoIFxmquBR8ZIZvkYMWjQIBGgwYMHy8KIESPGjBmj8lp8SCsDb7/9tlY2Pvnkk9AiU3Q9KoYwmTcnY/JZlKqYZelSqBVqBSUlLyf3x5D1Ua6+8pfZGexKrQqlUN8y5o7uVQwJs6yWlVDazLBixYqQwlCP3wpFuvzRZlEj2CyCr6+vuKNFopKrGn0ngk1TaCrdleWUkgBZSo+KIUzmzcmYcrQo1Aq1Akty1XB+l8+4HR1HZupTSQ17VquSu1cxJMyyWlZe0gZlQ0kEyFJ6VAxhqrDmhFqhVlC6GEJjo1x9jwYvzb1xi9RArcpMwiyrZeUlbVA2lESALKVHNiBMqBVqBWXYHWZk6oZPi205KD3hMKmBWpVbOSyBlpWXtEHZUBIBsls9Qq1QKyh/0mL3bW3a/0DQrNuZV0gN1Mqmbh5KTdqgbECAUCvUCqyVnOzrhyfMi3b3Pxexi9RArQAAtUKtUCuwAJcSk7d7jvg24PVr59JJDdQKAFAr1Aq1gpKSl5N7bPaqKFffk0s2MzsDagUAqBVqhVqBBcg6YdjlM26n96jLyadJDdQKAFAr1Aq1AgtwetmWKFfflJkrmJ0BtQIA1Aq1Qq3AAlw7l75/SPC21s9k7D1CaqBWAIBaoVaoFViAn6P3xHgEHBw3l9kZUCsAQK1QK9QKLIBI1eEJ80SwmJ0BtQIA1Aq1Qq3AMmTsPbKt9TP7hwQzOwNqBQCoFWqFWoEFyL1xK2XmiihX39PLtpAaqBUAoFaoFWoFFiDrhGGn96j4HmNkgdRArQAAtUKtUCuwACeXbFazMzC5KGoFAKgVagVgAa6dS/824PXtniMuJSaTGqgVAKBWqBWABTgXsSvGI+DwhHk52ddJDdQKAFAr1AqgpNzOvJI0+n0RrLTYfaQGagUAqBVqBWAB0hMOx7YctH9I8I0Ll0gN1AoAUCvUCqCk5N64dTR4aZSrryE0ltRArQAAtUKtACxApj51p/eoXT7jsk+dIzVQKwBArVArgJKSl5Obuig8ytX3+Nw1zM6AWgEAaoVaAViAq4bz3wa8HucVyOwMqBUAoFaoFYBlOLN+e7S7/5HJi5mdAbUCANQKtQKwADczMg8EzdratP+FuERSA7UCANQKtQKwAL/EJ4ldJQbOENMiNVArAECtUCuAkpJ749aRyYuj3f2ZncGyXDWcN6NW+bYCAKBWqBXYFL8ePB7nFZjQewJdvqU4NntV1glDoWqVsffI6WVbSCIAQK1QK7Bl8nJyfwxZH+XqK3+ZnaHkZJ86F93QT7MrTa0ubNdFu/vfzrxCEgEAaoVage1z1XA+ofeEHR1HZupTSY0Ssv3hZ6Ma9lV2pdTqzPq4TU7dv5+0gMQBANQKtQI7whAaq2ZnyL1xi9QofjKu+UqM6stGT4pdyYJ4VXgV743VujInPgCgVqgV2B03MzJ1w6dtbdo/PeEwqVFsImv32lLncbErUauNVby/emDw3gFTSBYAQK1QK7BT0mL3iV0dCJrF2KDicXTqUpGqmMYB4VW8f1+4/+mMvUdIFgBArVArsF9ysq9/P2lBtLv/2fAdpMbdkpeTu9Ghm0iVhJ1dRu3oOJI0AQDUCrUC+O+lxOQ4r8BvA15ndoa7Zf/QqUqt4rz+jp4CAGqFWgH8j7yc3GOzV0W5+qYuCmd2hqJz45dL4VW8Y1sMjPEIIN0AALVCrQD+QtYJwy6fcTu9R11OPk1q5CMhIWFGYaz28P2imvdHvs/PAChzdu/eTd1ErVArgIrOTyu/jHL1/WH6MmZnMEa6sUqF0aKSc2ilDs6VqlYCKHPoYlAr1ArAOrhx4dL+IcHbWj/D7Az51MrHx2dmAeYFvjIToGzp2bMnXQxqhVoBWBlpsftiPAKSRr/P7AyaWlGjgQIJqBVqBVB8RKoOT5gngnUuYhc9GTUaKlqBHDlypE6n0+v10iunpaVlZWWRMqgVagVgBVxKTN7W+pm9A6ZcO5eOWlEewFKY+t+IooxbVwVy6NChMTEx0isnJSVJx5yRkUGqolaoFYB1kJeTmzJzRbS7/8klm1ErAAsWquKNW1fHDhw4MCwsLCoqSjpmvV6flpZGqqJWqBWANZF1whDfY8xO71GygFoBFBv1vEoNRW/atKmPj09QUNBdjVtXBVI65tDQULGrmJgYnU5nMBhIW9QKtQKwPk4u2Rzl6psyc4VdTZKJWoHFi9NdTaOQrwRqLwRFreyqb0atUCsaYrBNrp1L3ztgyrbWz1xKTEatAFArQK1QKwALcC5iV4xHwOEJ8+xhdgbUClArQK1QK4BSR6Tq4Li5Ilg/R+9BrQCKyKJFi3x8fJo2baqNtVq8eDFqhVqhVqgVwP9ITzi8rfUz+4cE2/DsDKgVWLw48dQKtUKtUCsAk+TeuPXD9GVRrr4/rfwStQJArQC1Qq0ALMDl5NM7vUft8hlne7MzoFaAWgFqhVoBlAN5OblqdoZjs1fZ0uwMqBVYkN27d0tZ8vHxMZ7Xyvw87IXOa4VaoVaoFYC9cO1c+rcBr2/3HGEzszOgVlBKhaoks7GjVqgVagVgX5wN3xHt7v/9pAU52ddRK4B8qGdXd0XB3xBErVAr1ArAvrideeVA0KytTfunxe5DrcwTFRUlp+jevXvBTffcc49sSk7+/RFgly5dGjRo8NNPP+VbD3YFaoVaoVYAdk16wuHYloN0w6fdzMhErUqoVp6eni4uLqdOnUKtUCvUCrVCrQDsl9wbt45MXhzl6msIjUWtCiUmJqYoavV7YubmGq9PSUmhgKFWqBVqhVoB2COZ+tQdHUfu8hl31XDeqtVqyZIlrVq1ql69uru7+8CBA8+cOfPee+/JDm3atMnJyZEdevXqJR/Hjx+vBEjYuXOnOqRv376//PKLiic1NbVbt26Ojo6enp4hISFFUauCy8uXL1cx+/n5paena4d4e3vLbh07dpRNt27d2rZtm1yVm5tbzZo127dvLyZX6J7t2rWTOOVi1NbFixfLR9mB0otaAWqFWgFURPJycn8MWR/l6it/rWh2BmO1+u6772S5Vq1aL7300lNPPdW4cePr16+Luzz00EOyftGiRRs3bpSFe++9NysrSxMgFxcXX1/fhg0bqh5RRSs2Ix9lBzEqBweH4qmVs7OzxNygQQNZHjZsmHaIeFKTJk1kZb169WTNl19+2ahRo8DAwKCgoKpVq8pWbcCW8Z7Lli2Thc6dO6t4evToIR9lJUUXtQLUCrUCqLhcNZzf4zcxzivw14PHrU6txFFk2cPD48iRI/81ej337bffVq5cuW7durJJdoiMjDQWo6VLl8rysWPHZFnMRqzr6NGjsixa8/PPP8sm9dyrGGqlYj58+LAWs7apZ8+eKnLFb7/9phb8/f1l64YNGwrueeXKFbFAWWMwGNLS0uQbOTk5Xb58mUKLWgFqhVoBVHTOrN8e7e5/ZPLiij87g7Faibs88MADap6h3r17JyUlabu9+OKLav3TTz+dT4wOHTqkPtarV08+/vDDD1u2bDF+PqTT6YqnVlrMderUUTFrmxISErRIduzY4efnJ9onMqcu8tNPPy10zzFjxsiaDz/88KOPPpKF4cOHU1ZRK0CtUCsA6+BmRmZi4IytTfv/Ep9kLWql7Gr27Nlubm7qfZx6s/bfP58GqcFJ2iMi5S4HDhwwFqDvv/8+MjJSFrp27arWHzx4sHhqpcVcu3btQncTjh8/7uDgUK1atTlz5sTHx6t5wI3VyvjfDMXVZE2PHj369OkjC3FxcRRU1ApQK9QKwJq4EJcodnUgaFaFnZ3BWK2uX//fM7arV6926tRJ1kvjKB/DwsLU75Z4eXnJwuLFi43FaP78+bJ85MgR9dru8uXLer1emdmvv/4qmz7++OPiqZWKOTExUcV85cqVgsK0du1a+dihQwdZzsvL8/T0NKNWQvv27V1cXGrVquXh4aE5IqBWgFqhVgBWQ0729SOTF0e7+59Zv72Cq9W6detatGjx/PPPv/baa/Xr169cufKhQ4dEj9QQ9S1btuzbt0+NWz979qzmLtWqVevVq5erq6ssDx48WEXbtm1b+Xj//ff7+/urEU7FUCsVs3rPOGLEiIKH/PfPt40iXi+88IKPj49cs3m1UoPZhalTp1I4UStArVArAGvl14PH47wC9/hNrGizM+T7D0EvLy8xoRo1anh6ekrfJiuDgoLU0Cu1f2BgoHx88sknNXcRj3nooYdq1qzZv39/9ZhKSElJ6dSpk4ODQ7t27cR+ZOvdqpVI3rZt29q0aePk5NSvX7+LFy8WqlbC9OnTRQSdnZ2lNY+IiDCvVv/5z3+UWqWmplIsUStArVArACsmLyf3+Nw1FW12hpJMGWqNE3t+/vnnargVBRK1AtQKtQKwBbJPndvlM26n96hMfYV4alJytbKWn6NZuXLlE088UbVq1SpVqsTHx1MUUStArVArANvBEBob5ep7NHhp7o1bqFXZMGfOnOrVq//tb3+LiIigBKJWgFqhVgC2xs2MTN3wabEtB6UnHLZStQJArQC1Qq0AKhZpsftiPAIOBM26nXkFtQJArVAr1AoASkpO9vXDE+aJYJ2L2IVaAWqFWqFWqBUAWIBLicnbPUd8G/D6tXPpqBWgVqgVaoVaAUBJycvJPTZ7VZSr78klm8tsdgbUClArQK1QKwBbJuuEIb7HmJ3eo2QBtQLUCrVCrVArALAAp5dtiXL1TZm5orRnZ0CtALUC1Aq1ArALrp1L3z8keFvrZzL2HkGtALUC1Aq1AgAL8HP0nhiPgIPj5pbS7AyoFaBWgFqhVgD2hUiVqJUIlmgWagWoFaBWqBUAWICMvUe2tX5m/5Bgy87OgFoBagWoFWoFYKfk3riVMnNFlKvv6WVbUCtArQC1Qq0AwAJknTDs9B4V32OMRWZnQK0AtQLUCrUCsHfycnJPLtkc5ep7bPaqEk4uiloBagWoFWoFAL9z7Vz6twGvb/cccSkx2XrV6nbmlfSEwwQbCLcvZ6NWgFqhVgBWz7mIXTEeAYcnzMvJvm6NaiVdcnilzgQbCBd3H0atALVCrQBsgduZVw4EzRLBSovdZ6Vq9ePCkPSEcIKVhh8XhKBWgFqhVgC2hjhKbMtBuuHTbmZkWp1aSfecl/c9wUrDL7vCUStArVArABsk98ato8FLo1x9DaGxpp5voVaEUlKruAUrdDqdXq+XrjQtLS0rKwu1Qq1QK9QKwBbI1Kfu6Dhyl8+4q4bz+TZdiEv8JT6pfNUq37j11IW/98qpC0Oke9bCrcz9+IrVqdWmmfNjYmKkK01KSpLeNCMjA7VCrVAr1ArARsjLyf0xZH2Uq6/8NZ6d4WZGZlTDvsbzuZe9WhVl3DoPsaxRrdZNnRMWFhYVFSW9qV6vT0tLQ61QK9QKtQKwKa4azu/xmxjnFfjrwePayi8bPbm1xUDNt8pLrUyNW1cDolEra1SrtcHviw+JXcXExOh0OoPBgFqhVqgVagVgg5xZvz3a3f/I5MW5N27Jx70Dpmys0uXQ+A/LV61MyZPqpFEra1SrjTNCSu5DqBVqhVoBgBVwMyMzMXDG1qb9f4lPOjZ7lSxsrt79QlwiakVArQC1Qq0AoJiIS4lUJfSeENtikHSEkbV7XTuXXm4vBBf8Zdy6FnghiFqhVqgVagUAVsDl5NNn1m8/9Mr/fdnoyfAq3r//P5dj9687jpz59jsMYyegVoBaoVYAUFSP0Q2fFuHSUylLlKtvlFtfzWCi3fou7TGirCdfuJx9cfdhLaQu+uL3yRcWzTMezM7kC6gVaoVaoVYAUHG5knrmx5ANewf+M7bloM01Hg2v2jW8chdlV19U7dK2Uh2mDCWgVoBaoVYAUExuZmSmxe77fuL8nd6jwmp0X1Gp/ezJU1ErAmoFqBVqBQAlRXqyWpWqzX49GLWqOKFt21YfffQmaoVaoVaoFQBYpVpZxW8IHj++JSDg0fr167i41Hz44ZaffjpNVi5dOrVhw/q//rpb2+2JJzq/8sozsvD3vz9Z6Q9q13b28npwyZLgUrKKDRvmTJv2ImqFWgFqhVoBgNWo1W+/HW7a9N4RI/yOHt2UnLx53brZMTGL1frHHms/ZswgtVto6KwmTdyvXNmn1Gr48L4XL+46efJLMTAHh2orVrxTGlYRFPQ0aoVaAWqFWgGANanVv/+9XS4yJSWi4KbU1OiaNZ327VudkZHg6lp327Ylar2o1ciRT2m7BQY+2b+/T0GDWbPmPX//7k5Ojo0bN1y8+J/Gm77++hORNol81qyXZc2NG9+99tqIhg3rV6/u2K1b2wMH1snKsWMHVa1aRbzN2bmGmJyp3dT6iROflfVyrkceeeDChZ1mdjalVmYuODFx7eOPd6pfv07durWeeabP5ct7TX2R5cvfbtnyPjnjvfe6TZ78vNrt5s0Dr746XA6XIAorSmrqcNQKUCvUCgCsXq1u3z7o5lbvH//4e27uoYJb586d6OnZUlzquef6aSvzqdWwYb6FqlWDBnWioxeKSaxe/a5IUkLCCm1TmzbNp04ddexYZHr6N7JGxEjOcuhQ2PnzO2fMeEkMRmRO1vft29X4qZWp3SZNerZVq/t371559uz22NiPzO9sRq1MXbAoZlTUgv/8Z49cbYcOD73zzthCv8iJE1tEqsThxOqSkzfv2rVc7SaO1bNnhzNntknMAwf28vPrZiodUCtArVArALB6tZIQH/9Zw4b1W7a8T0RK+YcWcnIOiaDUquV86VKCsVoNH95XbOD48S3z5v2jWrWqW7bML2gq2stECYMGPf7ss/7apn79HtU2XbuW6OjosH37Um2Nl9eD7733Sj61MrWbWr9162Ljs5uJ04xambpg4yBepXlkvi9y9OgmB4dqBw9uMN7/+vXvatSorq38/vsvpEioEWz5DketALVCrQDARtRKuciyZdMfeeSB2rWdv/rqY239v/4VK2vq1HEx1hRtGLubW71evTppD4rymYpYl/bx3XfHd+niWeim5OTNEtX58zu1NaNG9R8xwi+fWpnaLSUlQtanpe0wPruZOM2olakL1uvD5dgHH2zarFnjevVqy1UVeoiEt956UZQuIODRnTuXqTXHjkXKlVStWsU4iIQVejhqBagVagUANqJW2pD2l19+pnHjhtoaP79u//jH35cundq06b3Z2fsLfSFoarT4Bx+8pn2cOXOct/fDhY52Ug9yjN0oKOhp9cTIWK1M7fbDD5vyWZT5OM2oVaEXLDHXrVtr1qyX1dd/++0xxmpVMCqD4avJk5+vUaO6+m9KdXlnz24v9oB61ApQK9QKAKxVrSRs3bpYtEAcS5bXr3/fw+OeK1f25eYe6tixjTjWXamV2Iz2sX9/n8DAJwtViqtXdXJG40dfsoN6edev36PBwS+Y302Mp1q1qvmenJmJ04xaFXrB0dELnZwcVYKogWXm1Up7x+rgUO3mzQPXr3/n6OiwYcMc1ApQK9QKAOxCrY4e3bRw4eSkpPVnzmz79ttV3t4Piz3I+kuXEtzc6kVG/m8QlewgrqD+z66IalW7tvOWLfN//XX3mjXvVa1aZc+ez00pxaRJz7Zp0/z777+4eHHXu++Or1PHRf0b3auvDu/c2TMz81sJZnYbN27IQw810+nW/Pzz16JT5nc2o1aFXrB6APbNN59du5YorimaZUqtUlOj1dnFqEJCXr/vvnvU+ilTRoqhxsUtlQtISYlYt242agWoFWoFADarVseORfbo4VWvXm1HR4emTe99/fXArKy96g1aQMBfBlmPHz/0kUceuH37YBHV6p13xvr6dq1e/fe5DD7+ONjM0xqJMzj4BXf3BrJz166PiCSp9WfPbpePsvKZZ/qY2S07e/9LLw2uX7+OrG/XrrUaiW9qZzNqZeqCxcxcXes6O9cYOLDX6tXvmlIrSclOnf7m4lKzVi3nxx5rrw1dv3Ur6c03gxo1chU3lZjfeOM51ApQK9QKAGxWrUrv92SM7cQqfgCnYl4wagWoFWoFAKiV9U16XmEvGLUC1Aq1AgDUCrVCrQC1Qq0AwPrV6nbmFdEpLaQu/L1XTl0YIt2zFm5l7rci4yGgVoBaoVYAUG5qpR5TmQ/l8hCLgFoBaoVaAYC1qtWPC0PEnwqGHxeEoFaoFWqFWqFWAIBa3Z1amZIn1UmjVqgVaoVaoVYAgFqhVqgVaoVaoVaoFQBqVS4vBBf8Zdy6FnghiFqhVqgVagUAqNVdqxXD2FEr1Aq1Qq1QKwDUygLcvpx9cfdhLaQu+uL3yRcWzTMezM7kC6gVaoVaoVYAgFoV/yEWj6lQK9QKtUKtUCsA1Aq1IqBWgFqhVgBQ8dTK1Kh2glUE9c8HqBWgVqgVAFQUtSLYQECtALVCrQCg/NXKeFR73IIVm2bOXzd1ztrg96WfJlhZWL0WtQLUCrUCQK1mVJwardPpYmJiwsLCQsFqkeyTTJSsNBgMqBVqhVqhVgCoVXmi1+ulIY6KipLueQ1YIZJxkn2SiZKVaWlpqBVqhVqhVgCoVXkiTXBSUpK0xTExMZvACpGMk+yTTJSszMjIQK1QK9QKtQJArcqTtLQ0aYX1er1Op/sGrBDJOMk+yUTJyqysLNQKtUKtUCsA1Ko8kc44IyNDemWDwXASrBDJOMk+yUTJyps3b6JWqBVqhVoBoFYA5V8gUSvUCrUCANQKALUC1Aq1AqAnQ60AtQLUCrUCANQKUCtArVArAECtAFAr1Aq1Qq0AUCsA1ApQK9QKAFArQK0AtUKtAAC1AtQKtUKtUCsAQK0AUCvUCrVCrQDoyajRgFoBaoVaAQBqBagVoFaoFQCgVgCoFWqFWqFWAKgVAGoFqBVqBQCoFaBWgFqhVgCAWgFqhVqhVqgVANiwWuXl5JJigFoBaoVaAcAderKePXvOuBOz3nxrbX2fmdPengFQakhRRK1QK9QKAKxerYrIG5Ue8K/kXgmglEGtUCvUCgCsld27d8/8k5EjR0qXNnDgQGkWhxbGmD79Q526Dhs0ZChAaSLGj1qhVqgVAFg9Op0uJiYmLCws1DRhnUasH/xqKEDpI0VRCqQUS4PBQPVErVArALA+9Hq9tINRUVHSpa0xwdr/+yi8Vs+1H326BqA0kUIoRVEKpBTLtLQ0qidqhVoBgPUhLWBSUpI0hTExMZtMs/Gplzf6jNoEUJpIIZSiKAVSimVGRgbVE7VCrQDA+khLS5NGUK/X63S6b0wTH7t9s3vfuAUrvwEoNaQQSlGUAinFMisri+qJWqFWAGB9SAeWkZEhPZnBYDhploPLN21p/OSPR5JPApQOUgilKEqBlGJ58+ZNqidqhVoBgI2TNPp9CaQDAKBWqBUAWICc7OuxLQedDd9BUgAAaoVaAYAFyNSnRrv7X04+TVIAAGqFWgGABTizfntsy0E3MzJJCgBArVArALAAR4OXxvcYk5N9naQAANQKtQIAC3AgaNa3Aa/n5eSSFACoFWqFWgFASRGp2j8kWAJ2BYBaoVaoFQBYzK52+YzjzSAAaoVaoVYAYBm7Ojhu7nbPEVcN50kNANQKtUKtAMACnFyyOdrd//SyLbwcBECtUCvUCgAswOXk0wm9J2z3HHEhLtE+UyD3xq2rhvMS0hMOSzgbvsMQGqsFsc+UmSuMw/G5a9SmX+KTZP9fDx6XY29cuERZAtQKtQIA+B9psftiWw7a4zfRluYUFd3JOmFQtvTTyi/Fig5PmHcgaNYun3FxXoFbm/aPrPtEeKXOG6t1lWUJ8T3GyKb9Q4JlHy0cHDc3n1odDV6qNklyyf47vUfJsdHu/hEuPSVa3fBpP0xfdmb9dlGu25lXKFqAWqFWAGCn5OXknlyyOcYjQBzryOTFGXuPVPC3hDczMpU5icf8GLJeGU9C7wniN/ItxJlEd7a1fkbZUtLo98WKUheFq6dN6lGTZdUnJ/t6pj5VNO7Y7FWJgTN2dBwp6rbdc4SYliQmBQxQK9QKAOwU8QORg53eo6JcfUURRFxkTdn/L6Goz+Xk08qcRIlEUNSDIlGWrU37iznJ5Slzkov8ftICuWbRpgtxiaJN186lV5DEvJSYLFcutidXK3r3c/Se3Bu3KGOAWqFWAGCP3Lhw6aeVX+qGTxObiXDpGe3uH99jzMFxc38MWS+KINKTsfeIGqVUFPHKy8lVO8tRcuy5iF3aSCb1wOnbgNclfu09XYxHgDInuYDDE+bJbrJ/Wuw+9cDJ6hJTbO/0si0JvSfI95IvQukC1Aq1AgBM65JYkfjBkcmL9w6YItIjQY1SyjdoKcrVVz4WDGrrTu9RcqDEoI1kUg+clK6JNtn2rxxeSkwWgxRb5S0hoFaoFQCAObTnUvy73B05G75DLFM3fFrFeXcJqBVqhVoBAFgxuTduHZu9KsYj4FJiMqkBqBVqBQAAFiAtdl+0u/8v8UkkBaBWqBUAAFiAjL1HIus+cS5iF0kBqBVqBQAAlrGraHd/BrYDaoVaAQCAxewqsu4TWScM+dYzpTugVqgVAAAUB0NobGzLQflc6ofpy0gZQK1QKwAAKA7fT1qwd8AU7eONC5e21O9DsgBqhVoBAEBxyMvJ3dFx5Mklm9XHo1OXhlfqzG/jAGqFWgEAwF1wIS7xbPgOpVBZJwzR7v7qx3yiGvQJr+JtjT/sA6gVagUAAOXJ6WVbxKiOTF4savVjyPpdPuPEtyLrPB7T5Kn0hMOkD6BWqBUAANwdP62I3uTYLbxS528eHRv7wOA4r8BNDt1imw04G76DxAHUCrUCAIC7Ju2rfaJTG6t6//4qsPLvv2n91QODUxeFkzKAWqFWAABQHLJPn9tSr7dIlQpbmw04GryUZAHUCrUCAIBicjvzyleth26q1lXUKsYj4EDQLNIEUCvUCgAAik9eTu4e/4mbazwa5ea7y2ccCQKoFWoF1kdCQsIMAKhIfNJ12BdVuqx1ffyujtq9ezcNGqBWqBWUP9IiVwKACkbvSg1XVGp/V4fQ5gNqhVpBBVIrHx+fmQBQkZj37MtF3LNnz560+YBaoVZQsdSK0gJALQbUCrVCrYBGGQD+V4tHjhyp0+n0er10k2lpaVlZWaQMoFaoFaBWAHZKMf6hRBu3rmrx0KFDY2JipJtMSkqSnjIjI4NUBdQKtQLUCsCua2Lxxq2rYwcOHBgWFhYVFSU9pV6vT0tLI1UBtUKtALUCsDvU8yo1FL1p06Y+Pj5BQUF3NW5d1WLpKUNDQ8WuYmJidDqdwWAgbQG1Qq0AtQKw0zp4V9Mo5Ku22gtBUSu76iwBtUKtALUCANQKUCvUClArAECtALVCregsAbUCqPgsWrTIx8enadOm2lirxYsXo1aAWqFWgFoBQPHrIE+tALVCrQC1AgDUClAr1AoAtQJArQC1Qq1QK0CtAGyS3bt3SwX08fExntfK/Dzshc5rhVoBaoVaAWoFAH+piSWZjR21AtQKtQLUCgD+h3p2dVcU/A1B1ApQK9QKUCsAsEwtRq0AtUKtwE7VKj09vUqVKp9++imJD4BaAWqFWgFqVVI+//xzOSNqBYBaAWqFWoHtq9WVK1fGjh3r6urq4uLi7e0tVU5WPvLII7JPWFiY2mfVqlXysXPnzqb2F+655x4vL68vv/zywQcfrFGjRseOHZOSkmS9RFKnTh1tHO4bb7yR73rUgZGRkS1atKhevXrXrl1PnDgxffp0OUXdunUDAwOvX7+u9ty2bVuvXr3c3Nxq1qzZvn37mJgY86c2c0hqamq3bt0cHR0ffvjhr776Si6se/fuZhJEnUU+JicnS/xynbdu3aIsAWoFqBVqBZBfraR1lo+9e/eeMmVKvXr1xDaOHz8+b948WTlkyBC1T79+/eTjxx9/bGp/ZR5VqlQR59B+waNZs2ayfvXq1c2bN5ePjz/++MSJE0WACqqVHOjk5PTEE0+I0Mie4jQiVb6+vg4ODvIxJCRE7SnHNmrUSGQrKCioatWqcq6ffvrJzKnNHCJ6JLu5u7uLUclXMFYrM19QDm/SpIlslfUUJECtALVCrQDyq9Xp06dlWaQhJydHPi5fvlw+Tp06NS0tTWTF2dn5+vXrV65cEaUQy8nIyDC1vzIPWX777bdl+fz58+oZlcQjH/v372/mhaA6UF2PeoAk7Nu3Tz6K3MjyiBEjtJ1/++03teDv7y+bNmzYYP7UhR5y9OhRWZAvdeHCBVn/3nvvaWp1xy/Ys2fPn3/+mVIEqBWgVqgVQCFqtXXr1oJz5wwbNkw29enTR5ajoqLCwsJk4amnnjK/vzKPvXv3qrPUrl1bPp44caKIaqX+q1xquyyLxuXl5Wlm069fP7Xnjh07/Pz8PDw8xIrUqVWcZk5d6CFbtmyRhQ4dOqj9dTqdplZ3/IIJCQkUIUCtALVCrQAKV6vw8HD1+myFEfHx8bJp7dq1sikoKGj48OGyILXR/P7KPJKTk9VZ1PiqoquVXq+X5VOnTsmyHKs2SeSaWh0/flyUq1q1anPmzJEzqpmsjdWq4KlNHRIZGSkLnTp1UvsfPnxYU6uif0EA1ApQK9QKIL9aHTt2TI1tunjxotqal5d3+/ZtWbh69aqzs7Onp2eLFi1EVm7cuGF+fzNqpUYvLVq0qCRqpVRPPWqSk8qF3VGtTB0i55IF+XaZmZmy6bPPPtPUquhfEAC1AtQKtQLIr1bC008/LR/vv//+8ePHBwYGyoL2Zk0+Vq1atXLlyqNHj9YON7W/GbV655131NBvf3//t956q3hqpV7byfW88MILPj4+clV3VCszh6h/gWzevLl8HREp42HsRfyCAKgVoFaoFUAhanX9+vUpU6bcd999oiC1atXy9fU9e/as2vT111+rwUZ79uzRDje1vxm1ysjI6Nu3b82aNevXr//BBx8UT62E6dOnSwzOzs7SQERERNxRrcwckpKS0qlTJ0dHx/bt28+ZM0fWP/bYY3f1BQFQK0CtUCuAQtTKPlHv+BTz589Xo8ooG4BaAWqFWqFWgFoVhxYtWjz55JMvv/zy2LFjnZ2dK1euzL/+AWoFqBVqhVoBalVMxowZ06RJEycnp3r16nXr1k2bpR0AtQLUCrVCrQC1AkCtUCtArVArQK0AALUC1Aq1AtQKAFArQK1QKwDUCgC1AtQKtUKtALUCANQKUCvUClArAECtALVCrQC1AgDUClAr1Aq1AtQKALUCQK1QK0CtAAC1AtQKtQLUCgBQK0CtUCsA1AoAtQLUCrVCrQC1AgDUClAr1ApQKwBArQC1Qq0AtQIA1ApQK9SKzhLKUq1uZ15JTzhMsL1w+3J2aRdCGyg8ZZBKqBWgVqgV2JdaSe8SXqkzwfbCxd2HS7sQ2kDhKYNUQq0AtUKtwB7V6seFIekJ4QTbCD8uCClLtbLSwlNmqYRaAWqFWoE9qpX0NHl53xNsI/yyK7ws1cpKC0+ZpRJqBagVagWoFcEW1CpuwQqdTqfX66XxTUtLy8rKQq3KJZVQK0CtUCuwcbXKN/Q4deHvHUzqwhDpabRwK3M/gmLtarVp5vyYmBhpfJOSkqT9zcjIKHmps6XCU3qphFoBaoVagX2pVVGGHvMQywbUat3UOWFhYVFRUdL+6vX6tLQ0Sz2mso3CU3qphFoBaoVagT2qlamhx2psL2plA2q1Nvh96bDFG2JiYnQ6ncFgsJRa2UbhKb1UQq0AtUKtwB7VylT/p/ob1MoG1GrjjBCLd9i2VHhKL5VQK0CtUCtArVAr1Aq1Qq0AtUKtALUqyQvBBX8ZeqwFXgiiVnZSeFArQK1QKwBLqhXD2FGrYquVLQ1jR60AtUKtAEqqVrcvZ1/cfVgLqYu++P3/5xfNMx6PzOQLqJXNFx7UClAr1ArAMmpV6HMIHlOhVvZWeFArQK1QKwDUioBaoVaAWqFWqBWgVnnft23b6pNP3kJ6UCsJvXp1WrVqJmqFWgFqhVoBalVGarVhw5xp017EkIqdMhVNrfJd9po17x07FolaoVaAWqFWgFqVkVoFBT2NWpUkZSqaWlXMDEWtALVCrQDKTa2WL3+7Zcv7qld3vPdet8mTn1crb9z47rXXRjRsWF/Wd+vW9sCBddr6/9fevcdFWecLHO+lXMRLIFpqYpsdT5nZlmWm7ZK6WuJmGemiVCdM13IzVytdMTMRs7yQmpvrpT15QwIEQSJBUBDNISGcFFDwtDuZOyIMiojKxcs5X/3teZq4KwPMDJ/P6/mDGeaZeXjmubwZHn9On/6S3N+mjdOvf/2feXmJ5rSqqEj38nryueeeunLlu7Kyg9OmjXd3d5XJ19eroCBJHvD66y+2bt3K0dGhXTuX8eNHVCXa1q0fjRgxSJ68Z8/ukZGfxMev7tPnXhcX50GDfn3s2Hb1sNTUzb/73ePytG5uHXx8nj53br82e2joEm/voW3btpGfJSBgivbMNc0iX8hiyOO7dOm0cOHUV18dtWrVbPWtape//gtZy+zVLmTta8ZqaVV1seUH1NZhw9fVrl1/mzz5RVlXgYFv1rStQiuCVtAKWpEV0UpOb3KiEjmJmTIztyUlrVf3i5/69u313Xchp04lzp//hojEZEqW+2fMeOm++361d+/fT5yIi41dVelTKzkLPvpo75KS6/8+X858gwc/9uOPO+VMKZIQcqkHy4m2pg855HnuuKOjPK28ljymffu2Awb01etDZRlk9pEjf6MelpsbHRW1/OzZlPz8PY899sAHH7yuzd6pk2t4+FKZPS5utZzv9+xZV/sskya98NBDvbKyImQ5/fyek1WhsaCm5a/nQtYye00LWcuaseZPrSotdiVaNXBdicPmzJmYnR0pb1xN2yq0ImgFraAVWRGtDh8Ol7N7evpW8zsvXkx1cnKUE792zyOP3L9w4VR1/1dffVqVRGvWzP3oo2k9enQxGhPknkuXvnVxcdae9tChL+XHOXNmb520Epypr+UsK7OEhHysbm7f/knXrp2qziJIGj16iDb7xImjtW95evZbvHh6LbMIAeVn14B4/vw3bdu2USyoZfnrs5C1z17TQtolrRq4rp591rP2bRVaEbSCVtCKrItWMr333iQB06hRnomJa9U9mZnb5NVPnUrUHiMa8PX1ysqKkPsVniqR6KWXRrZq1So6eoW6Jzs7Uh7ZunUr80lOjXXSasmSfztDzrjyDNofIhMS1rRr56K+1utDZWHuv/+enj27d+x4uzxh1dllkrOy9kLVznLkSHilH6dPn3sVC2pZ/vosZD1nr7SQdkmrBq6rZcvern1bhVYEraAVtCKro5VMBsPXM2e+6uLiPHWqj/bJgbk5Jkx4XvCkLGJOLu0MevfdXb29h/bv36e8PE1Ty4kTcXWeiSs9j3ZWVmdiWZJKZ2J5dTe3DoGBb6o/O86bN9mcVtrs5mqpaRY5f8tLqMvF1NSvX2/1DLUsf30Wsp6ztwRaWXBdVbutQiuCVtAKWpE10kpNu3evc3R0KCs7eOGCTk5d2l/K1Elu4cKpQhMHh9bm95tfayXf7dWrx6xZfuo86uTkuHXrR1VfRTDh7//aLdMqOnpFmzZOV69mqPvHjXumTlrVNEtx8f7WrVvJT63ur6hId3d31f4gWNPy12ch6zl7JVrVsmasmVaVFvtmaVX/dVXttmrNtAqY9wG0ImgFrajF0So3N1qoVFS0T85SQUHv9OjRRd0/Y8ZLffrcKyfCgoKkBQv+5OraXv27rSlTxj7wQE+dbtO//rVLzWh+GXtq6mY5TcpZU74WY3l4dImPXy0zZmVFbNnyoXrmadPGDxjQV2ZU896sWtQnanv2rLt4MTU4eJGYqU5a1TLLyy//fuDAh/75z9jCwuTZsycIHLVnqGn567OQ9Zy9Eq1qWTPWTKtKi32ztKr/uqppW7VOWlUUnQ9u7/nKbT1eG+kNrQhaQStqQbTKzo58/PEH27dv26FDu6eeelS7RriiIt3f/7WuXTs5OzsNGvRrsZS6v6TkwBtvjHF3d5X7+/Xrrf7ZoPm4VgEBU7p16yznyPLyNMGKfO3o6NC9+53vvvtf6gEnTsTJE8rsPj5P3wKtZBLqde7sJje9vYdu2LCgTlrVMouIasyYYS4uzvLd+fPfkFXx2Wf+6ls1LX89F7I+s1dayFrWjDXTqtJi3wKt6rmuatpWrfZTqw+n/8X3th6bnQeFPDQ2eNr88C9DoRVBK2hF9k8rJvPJw6OLdiU+/9EN/4egRfbicS+O3fynuSH3jQ7rNOwrv/ey9n3L8Y2gFbQiaGW307Zty/bt+yIvL/H06d1z505yd3ctLEwGDdDKgnvxz9daffK3HS9Mj+g4bP8Ls/LiUznKEbSCVgSt7HBav37eAw/0bNfOxdW1vadnvwMHNoIGaNVYtLqxDDmZ2T+s3Z7Q3++re0bnBAWXmYo43BG0glZk1bSqKDovZ0Rtyl1x/QSTuyJIzjTaVF50AFTZ7tR4aLCnjcf6B184k3704ITASLdhuvFzC1MzOegRtIJWZKW0Up801D7xIRa0svuNx1bGtRLO5q4M3dnbJ66v7/HPtl0uucTRD1pBK2hF1kirnBVBcgqsOuUsD4JW0KolbDw2N2SorPwDY/0j3YalT1lcpM/lGAitoBW0IuuiVU3nP3W+gVbQyu43Hhsdjb00r/Do4k0xHqMSB040bIy9UlrOwRBaQStoRdCKCVpBq1uklera5SvG2G/2jXonqvMz38/8tPiYgUMitIJW0IqamVY5y39x6bE28QdBaNVCNh77+D8ELxhOHfZfHd11ZIrX9JMRSUIujo3QClpBK2oeWnEZO7S6ZVpxGbv10Ep1pbT8RGhC0pApYqysgM8vnsznCAmtoBW0oqajVcW5koK9GdqUu/LL6/9+fuUy8+uRGXwBWtn9xmNPtNI6l/lDxlvLojo/w6Cj0ApaQStqOlpV+zkEH1NBq5a28dglrbQPsRh0FFpBK2hF0IoJWkErCy8Dg45CK2gFrajZaFXThclMtjipy8mbjFY2uvE02VpqRlqpGHQUWkEraEXNQCsm+5uajFasJSunlfn7xaCj0ApaETU6rcwvTI5f/nl4wCdb5ny02X+RnHKYbHvasLmxT9j2sPE0/lqyHlqpzAcd/TE4jkFHoRW0IrIwrczT6XQxMTEhISEbyV6Sd1PeU3lnDQZDo26QNr3xNNlasgZaqdSgoyle09WgoyX/c5KDKrSCVgStLE8rvV4v+2pUVJScaTaR7Sfvo7yb8p7KO2s0Ght1g7Tdjacp15L10EpLDToqwGLQUWgFrQhaWZ5WspempaXJ7iq/wYeT7Sfvo7yb8p7KO2symRp1g7Tdjacp15IV0kqlBh3d/dvJMR6jGHQUWkErglYWS35llx1VfnfX6XR7yPaT91HeTXlP5Z0tLi5u1A3SdjeeplxLVksrLW3Q0QNj/Rl0FFpBK4JWDU3OK/Jbu5xgDAbDcbL95H2Ud1PeU3lny8rKGnWDtN2NpynXkvXTSnW55JIadDS214sMOgqtoBVBKyKypb3YCmmlVZiaqQYdTX1lPoOOQitoRdCKiKCVBSozFeUEBe/s7RP/yCs/rN3OoKPQCloRtCIiaGWB8uJT1aCjGW8tO5f5A+8gtIJWBK2ICFo1tNK8wqyAz9WgoydCExh0FFpBK4JWRAStGtq1y1f+FZ2iDTp6wXCKNxRaQSuCVkQErRqaoEpopQYdFWwx6Ci0glYErYgIWjW0K6XlPwbHJQ6cGOMxKvvDL0rzCnl/oRW0ImhFRNCqoZ3L/CF9yuJIt2EHxvqf3p3GuwytoBVBKyKCVg1NDToa19d3Z2+fnKDgiqLzvN3QCloRtCIiaNXQClMzU1+ZH+k27OCEQAYdhVbQiqAVEUErC6QGHY3t9WJCfz8GHYVW0IqgFRFBK8uUF5+6/4VZUZ2fYdBRaAWtCFoREbSyTBdP5mcFfB7ddWTSkCkMOgqtoBVBKyKCVhbo2uUrJyOSUrymi7EO+69m0FFoBa0IWhERtLJAxccMatDRfaPeMcZ+w6Cj0ApaEbQiImjV0K6Ulhs2xqpBR48u3sSgo9AKWhG0IiJoZYGK9LnaoKP5yRlsJ9AKWhG0IiJo1dAqis4f/2ybGnRUvmDQUWgFrQhaERG0skCm/d/rxs+NdBuW9sdFZ9KPQitoBa0IWhERtGpoZaaio4s3fXXP6IT+fv/4+46WOV4DtIJWBK2ICFpZuLz41H2j3lGDjhYfM0AraAWtCFoREbRqaBdP5h95f6026GgLGa8BWkErglZEBK0aMTXoaPLwt1rIoKPQCloRtCIiaNUUFR8zHJqxXBt0FFpBK2hF0IoIWkGrhqYGHU3o7/fVPaPtctBRaAWtCFoREbRqhs6kH1WDjurGz7WnQUehFbQiaEVE0KrZ0gYdlck+Bh2FVtCKoBURQavmLz85Qw06mj5lsU0POgqtoBVBKyKCVtZSaV6hNuioYWOsLQ46Cq2gFUErIoJWVpcx9hs16OihGctta9BRaAWtCFoREbSy0i6ezD/sv1oNOnoyIskmBh2FVtCKoBURQSurTg06KrpSg46Kt6AVtCJoxdZCBK2ooRUfM2S8tczKBx2FVtCKoBURQStb6kpp+T/+vkMbdLTMVAStoBVBKyKCVtTQzqQfTfvjIjXoqGn/99AKWhG0IiJoRQ1NDTq6s7ePlQw6Cq2gFUErIoJW9pCVDDoKraAVQSsiglb2kzboaOLAic0y6Ci0glYErYgIWtlb1y5f0QYd/X7mp0056Ci0glYErYgIWtltFwyn1KCjycPfappBR6EVtCJoRUTQys4TUZ0ITVCDjh55f22jDjoKraAVQSsiglYtpSYYdBRaQSuCVkQErVpWlQYdLc0rhFbQiqAVEUEramhn0o+mT1msBh3NT86AVtCKoBURQStqaGrQ0bi+vhYZdBRaQSuCVkQEreh6Fhl0FFpBK4JWRASt6Oe0QUcT+vvdwqCj0ApaEbQiImhF1aQNOnpoxvL6DzoKraAVQSsiglZUYxdP5qtBR5OGTDkRmlDnoKPQCloRtCIiaEV1JKI6GZGUPPwtMZZI64LhFLSCVgStiAhaUUMrPmb4fuan2qCjVT/EglbQiqAVEUErurmulJYbNsYmDpxYddDRmmjVwDEdoBWRtdBKdub85Aymxp4qzpWwtUMraoFpg44eGOuvBh2tiVa5K0Prfy08tCKyXlrJrh562wCmxp4K9mawtUMrarFdLrmkBh3d2dvnU68J7W5rXZVWFwynort4FezXQytoRfZAq5wVQfnJoUyNMeUsD4JW0IpIVZiaub7v6P++7bGP7x6y5YOllbaWFK/p21yeMumONOqnaCdCEwwbY09GJJ3L/AFaEbRqLFqJAK5dO8TUGNPppFBoBa2IzJHQ4TYH/77Dv+zydNh/PP/12x/nfJ+pviXcCXd8cpvzb85mHLP4x2ZZAWtiPEZW+kA9tpd37srQOgeMgFYEraCV1dEqfvnnOp1Or9fLGddoNBYXF7PxQytqsbT6+VqruUujnpq47fahGW8tO5f5gxAnuuvIiPZDLKurIn2OhqrYXs/qxr95cMKMA2OnxHiMUHfG9fWtZbQIaEXQqo4qXbeeu+L6iT93RZAIQJvKiw5AIsvSKjzgk5iYGDnjpqWlyUnXZDKx8UMrglZqa8na921WwOcxHqMSB07cP3rW7if/KAcNS+nqTHp2RHtPecLEgePkcFTpAHUyasPO3s/Ld4V0jaoraEX2TKv6XLfOh1gWp9WWOR+FhIRERUXJYVSv1xuNRjZ+aEXQynxruXb5Sk7Q1h3dRoa2ekIdiiNcPM9lNehyKPldOrrrM/JUqa9Mu1rxXbXHqIrzqcnD/eQxX/X+Q0He6eLi4rKyMmhF0OqmaVXTdevqmmtoZXFabfZfJOdd0VVMTIxOpzMYDGz80Iqgldpacr7P/GHt9l39XtnuPjyy4zDzX3QbqKtDM5bKkyQNeaUmV2m6Up9dJc36RLtowbLAglZk/7SqCU/KAdDK4rQKmx/EeRdaEVWiVdjHq6Kfmxbe1rOWPyNE3fHMrY13daW0PKL9U/IMZw/tqPNIdTJqw/VLF+7ySklJ0ev18uufyWSyoK6gFUEraAWtCFpRE31q1UhbizH2Gzn47P6tbz0PVlHdnpbHb/90vbpuQXRlwX9wA63I/mmVs/wX161rE38QhFYErcg+aJUTFCwHn+9nzq3nwSrlhdfl8Vv/HBAZGaldFWqpD66gFdk/rbiMHVoRtCL7plVWwOdy8MmcH1jPg5VuwozrF4a+9pctW7ZERUWlpKTIglnqgytoRfZMq4pzJQV7M7Qpd+WX1wdfWLnM/GJ2Bl+AVgStyNZpdXTxJjn4HPb/oJ4Hq2TvN+TxwVPnbdiwISQkZOfOnXq93lIjxUArsmdaVfshFh9TQSuCVmRntDoZkSQHn+ThfvU8WG2/+/qwoiEfrhBaqQ+udDqdpUaKgVYErZigFUErsm1aXS65tK3Nb8McBp4/vqu+R6pOw0JDQ4VWmzdvjoyMTElJsdRIMdCKoFXd09Chj3/xRUBjWOThh+9btWp2/e+3+Ita9oWgFbQiahZaSQcnBMrx58DYKbUfpq5WfPfVI2OvH6n+MCMsLKwxtmRoRdCq7mnTpoXZ2ZHQCloRtCKrpdXFk/kR7QfXfsWVuCp57JvqI6uwTcHQiqBVs9Gq8SZoRdCKoJWlyotPDXMYpD67qvqXwbOHdnz9xPjr/za8zW/ClvxVXMUfBAlaNQWt1q+f16tXD2dnp7vuumPmzFer+uPcuf3jx49o27ZNly6dFi6c+uqro8yZEhq6xNt7qHxXZg8I+Plz6dTUzb/73ePu7q5ubh18fJ6WJ6mTVoGBb44ePcTFxbl79zsXLPhTfZ6qplc/c2bv2LHD5f4773SXp3riib7V0qqs7OC0aePlmWXy9fUqKEjSHrNr198mT35RnkGWClqxF0Mrsk5aKV2pAd/DHAbuHvrqYf8PMucHpk/3j+3v8+8xd9yGhn28KuxGISEhXMZO0KpxaXXs2HZB1cGDW0pLv83M3JaUtL6qPyZNeuGhh3plZUX8+ONOP7/n5PHmTOnUyTU8fKnJlBwXt9rR0WHPnnXqW7m50VFRy8+eTcnP3/PYYw988MHrddJKfBMREVRUtE9YI0+1e3fdT1XTq4v/ZJnlpzMaEyZOHC3fqpZWQsnBgx+Tn0tQJUTz8npSe0yfPvfOmTMxOztSXhRasRdDK7JaWkknDx+Le35GmNOTlQcybPOb0N9PCftik3JVaGiooIrBFwhaNS6tDh8OF3akp2+t6S9oJSUH5AGxsavU/efPf9O2bRtzpghctLk8PfstXjy96qsIhkaPHlInrV577fmbfapqX10W0sGhtfkyu7g4V6XVpUvfyv3az37o0JfyZp05s1c95tlnPfmDIEErsglaFRcXy6vsjU+M/MvireNmBL8wdavv2yGzFoVu2aqhSjilXMWQoQStGpdWMr333iQnJ8dRozwTE9dWpdWRI+HyIxiNCdq3+vS515wpS5b8DCDhyNy5k9TXen2or6/X/fff07Nn944dbx8xYlCdtDK3VD2fqtpXr7rM9933q6q0ys6OlIe1bt3KfBJrqscsW/Y2tCJoRTZBq7KyMqPRqNfr5eUiIyMVoVQbb6TdlG/xH90QtGp0WslkMHw9c+arLi7OU6f6VPKHUEN+hLy8RO3B/fr1rumScA03p04lurl1CAx8s6Tk+sjv8+ZNrg+tGvhU2ixVl7lv315Vl1kJ7MSJuIZcUw+toBVRs9NKfXBlMBiUrqKiotRnVJs3b950I/lCbsqd8i3+e2aCVk1BKzXt3r3O0dGhrOyguS2Ki/e3bt1Ku+ypoiLd3d21TlpFR69o08bp6tUMdf+4cc/cMq3q/1TaLOfO7W/VqpX2IZz8RLff3q7aPwg6OTlu3foRtCJoRbZOq7KyMpPJpHSVkpKyc+dOUVRkZGT4jeQLuSl3yreUq+TBlvrICloRtPrFlJsbHRu7qqhon/gjKOidHj26VLXFyy//fuDAh/75z9jCwuTZsyc4OLSuk1bquqU9e9ZdvJgaHLxIbHTLtKr/U5n/DdHH5+nHH3/w+PEdp0/vfvvtl2u6jH3WLD8Pjy7x8asLCpKysiK2bPkQWhG0IlukldJVcXGx0WiUVxQ/6XQ6gdSeG8kXclPulG/JA+Rhtbjq4YcfXrNmDbQiaHWLtMrOjhSCtG/ftkOHdk899ah2Tbe5LURUY8YMc3Fx7tzZbf78N+Txn33mXyduFiz4kzy+XTsXb++hGzYsuGVa1f+pzGfJz9+jxnG4446OgYFvjhv3TLW0Ki9PEyx269ZZ7NW9+53vvvtf0IqgFdkErUJCQubOnVsTsEwmkxDKYDAcv5F8ITflztpRBa0IWlmAVrcweXh0iY5ewf8eCK2gFVEz0mrChAnV0qrhQSuCVo1Oq23blu3b90VeXuLp07vnzp3k7u5aWJgMqqAVtCKyFK1EM2FhYd7e3m3btr3rrrsWLFigfau8vHzatGnuN/L19VUjUb3++uutW7d2dHRs167d+PHjvby8Zs2apR6/Y8cOWYBt27apm7Nnzx45cqT6NOvPf/7znXfe6ezs/OSTT6alpWkvnZCQMHnyZHnphQsXmtPq8uXL8szPPffc1atXoRVBK0vSav36eQ880LNdOxdX1/aenv0OHNiIqKAVtGLNkGVp1alTJ/FQYWFhfHy8mCkpKUl9a+bMmYMHDz5x4oSgSuwl1lH3jxgxQvvUaunSpU888YT6WtR1zz33TJo0Sd2U+5ctWyZfTJ8+vW/fvhkZGXl5ebKQbm5u8lrqpfv06TNnzpyjR48WFBSY00q89eijj164cIFPrahF06qi6LxwSptyV1w/8eeuCBIBaFN50QFIBK0IWpFV0WrixInaTU9PzyVLlsgXpaWlLi4u3333nbpfr9fLk589e7YSreQBDg4OykAeHh4rV67s3r27fF1SUiL3Hzp06NKlS05OToI27SUeeeSRDz/8UL30s88+W2lh1q5d+/HHH/fo0ePUqVP1+amhFdkzrdTHVLVPVvW/NUMrglYErUQzS5cu1W6KdRSbjh49emNk41905MiRSrS6evVqx44dExISxF5ubm4Csg4dOhw+fDguLs7d3f3atWtZWVk3RvvL015CJOfr66teOigoqNLCvPTSS61atdqxY0c9f2poRfZPq5wVQeKnqlPO8iBoBa0IWpEV0uqvf/1rVVplZmbKs/30009VZzGnlSSv+P777y9atGjcuHHq5uLFi+fMmTNmzBjt4y7zj6AmTJggfqr60uqeu+++29vbu3///hUVFdCKoFVtF1cpB0AraEXQimyCVqWlpU5OTiEhIVVnkcf4+/trN1etWjV06NAhQ4YEBwfLzXXr1g0fPnzw4MGrV6+WmxcvXnRxcfn666/NX1H7g2BVWq1Zs+bChQu9evXSro6HVgStoBW0ImhFNk8rSXDj4eGxa9cuk8mUnZ2t5CRNmzZtwIAB524kN7Oysjp27Ojq6nrmzBm5+dNPP91+++0dOnTIyclRj58xY0afPn30er08T2BgoDxS/WPDmmglX3z77bcCu8TERGhF0GpAzvJfXLeuTfxBEFoRtCLbolVFRcXs2bO7devm6OjYvXv3d999V90veBo0aJCzs7OPj4+6p0uXLp6entqTPPjgg+pidtXly5f9/f27du0qs8iMqamp1b70//5yXKsFCxbISyuEQStq0bTiMnZoRdCKbIhWth60InumVcW5koK9GdqUu/LL64MvrFxmfjE7gy9AK4JWBK2gFUGrW/8Qi4+poBVBK4JW0IqgFbSCVgStCFpBKyLro1VNV7UzNXxS/zIAWkErImgFragF0YqpsSdoBa2IoBW0ohZBK/Or2uOXfx4e8MmWOR9t9l8kFGCy5LRhM+ddaEUEraAV2T+tzNPpdDExMSEhIRupcZJ1K2tY1rPBYGDjh1YEraAVtCI7p5Ver5edPCoqSgSwiSydrFVZt7KGZT0bjUY2fmhF0ApaQSuyc1rJ7p2Wlib7eUxMTDhZOlmrsm5lDct6rnPkYoJWBK2gFbQim6eV0WiUPVyv1+t0uj1k6WStyrqVNSzrubi4mI0fWhG0glbQiuycVnK+N5lMcuI3GAzHydLJWpV1K2tY1nNZWRkbP7QiaAWtoBXZOa2ICFoRtIJWBK2ICFoRtIJWRNCKCFoRtIJW0IqgFRFBK4JW0IqgFRFBK4JW0IqgFRFBK4JW0IqTJUErImhFBK2gFUErIoJWBK2gFUErIoJWBK2gFRG0IoJWBK2gFbQiaEVE0IqgFbQiaEVE0IqgFbQiaEVE0IqgFbTiZEnQighaEUEraEXQioigFUEraEXQioigFUEraEUclG8bPHjwfCKyzWT/hVYEraAVWRetiMjWg1YEraAVWUV79+4N+P/8/Pzk6Ozt7S273B+IyKaSX5OgFUEraEXWlU6ni4mJCQkJ2UhEtpnsv7IXy75sMBg4phG0glbUzOn1etnHoqKi5Oi8iYhsLdlzZf+VvVj2ZaPRyDGNoBW0omZO9q60tDTZzeS33nAisrVkz5X9V/Zi2ZdNJhPHNIJW0IqaOfk1V3Yw+X1Xp9PtISJbS/Zc2X9lL5Z9ubi4mGMaQStoRc2cHIvlN105KBsMhuNEZGvJniv7r+zFsi+XlZVxTCNoBa2IiIgIWkErIiIiglbQioiIiKAVtIJWREREBK2gFREREUEraEVERETQClpBKyIiIoJW0IqIiIigFbQiIiIiaAWtiIiICFpBK2hFRERE0ApaEREREbSCVkRERAStoBURERERtIJWREREBK2gFREREUEraEVERETQClpBKyIiIoJW0IqIiIigFbQiIiIiaAWtiIiIiKAVtCIiIiJoBa2IiIgIWkErIiIiglbQqsa1NmTIkAAiIiIis4QH0OoWaUVERERUbdDq5kpOTtZw6uvrO2bMmBeIiIiI/j9/f/+QkJCYmBidTmcwGKDVTSQajYqKktW3iYiIiOhGAgPhgSBBr9cbjUZodROlpaXJihOWhhMRERHdSGAgPBAkHD9+3GQyQaubSFaZgFSn0+0hIiIiupHAQHggSDAajcXFxdDqJhKKylozGAzHiYiIiG4kMBAeCBLEVWVlZdCKiIiIiKAVEREREbQiIiIiglZEREREBK2IiIiILNf/AeOoXtYTdPDFAAAAAElFTkSuQmCC)

![inline_umlgraph_19](data:image/png;base64,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)

**Event Manager**

This module provides APIs for handling the following platform-dependent objects:

* Sockets (create, destroy, connect, bind to address, listen, set tcp-md5 signing, etc.)
* Timers (create, destroy, arm, disarm)
* Signals (set callback when signal is caught)

On Linux, the event manager is basically a wrapper around libevent, which is a common and tried solution for high performance handling of asynchronous events.

Event manger API is:

/\*\*

\* @brief implementation-specific event manager settings structure

\* @ingroup evmgr

\*/

struct evmgr\_settings**;**

/\*\*

\* @brief implementation-specific event manager context

\* @ingroup evmgr

\*/

struct evmgr**;**

/\*\*

\* @brief implementation-specific event manager socket

\* @ingroup evmgr

\*/

struct evmgr\_socket**;**

/\*\*

\* @brief implementation-specific event manager timer

\* @ingroup evmgr

\*/

struct evmgr\_timer**;**

/\*\*

\* @brief implementation-specific event manager listener

\* @ingroup evmgr

\*/

struct evmgr\_listener**;**

/\*\*

\* @brief implementation-specific event manager signal handler

\* @ingroup evmgr

\*/

struct evmgr\_sig\_handler**;**

/\*\*

\* @brief the maximum length of password used for TCP MD5 signing

\* @ingroup evmgr

\*/

#define EVMGR\_TCP\_MD5\_MAX\_PWD\_LEN (80)

/\*\*

\* @brief mapping of address and password used for TCP MD5 signing,

\* if password\_len == 0, it means there is no password for this address

\* @ingroup evmgr

\*/

struct address\_md5\_pwd\_pair **{**

struct sockaddr\_in sin**;**

char password**[**EVMGR\_TCP\_MD5\_MAX\_PWD\_LEN **+** 1**];**

uint16\_t password\_len**;**

**};**

/\*\*

\* @brief test if TCP md5 signing is available

\* @ingroup evmgr

\*

\* @return 0 on success, -1 on error

\*/

int evmgr\_md5sig\_test**(**void**);**

/\*\*

\* @brief create new event manager context

\* @ingroup evmgr

\* @param settings implementation-specific settings affecting timer creation

\*

\* @return event manager context or NULL if no memory

\*/

struct evmgr **\***evmgr\_create**(**struct evmgr\_settings **\***settings**);**

/\*\*

\* @brief free event manager context

\* @ingroup evmgr

\*

\* @param evmgr event manager context to free

\*/

void evmgr\_destroy**(**struct evmgr **\***evmgr**);**

/\*\*

\* @brief enter dispatch loop - process events until evmgr\_dispatch\_break is

\* not called

\* @ingroup evmgr

\*

\* @param evmgr event manager context

\*

\* @return returns 0 if dispatch finished due to evmgr\_dispatch\_break or -1 if

\* error occurs

\*/

int evmgr\_dispatch**(**struct evmgr **\***evmgr**);**

/\*\*

\* @brief break dispatch loop of event manager

\* @ingroup evmgr

\* @param evmgr event manager context

\*

\* @return 0 if success, -1 on error

\*/

int evmgr\_dispatch\_break**(**struct evmgr **\***evmgr**);**

/\*\*

\* @brief callback called when timer fires

\*/

**typedef** void **(\***evmgr\_timer\_callback**)(**struct evmgr\_timer **\***timer**,**

void **\***callback\_ctx**);**

/\*\*

\* @brief create a new timer and associate it with evmgr context

\* @ingroup evmgr

\*

\* @param evmgr event manager context to associate the event with

\* @param settings platform-sepcific settings affecting timer creation

\* @param timeout pointer to timeval structure

\* @param persist if false, then the timer will fire only once (but can be

\* re-armed), otherwise it persists

\* @param callback callback called when event triggers

\* @param callback\_ctx context passed to callback

\*

\* @return pointer to event context or NULL if error (memory, unsupported, etc.)

\*/

struct evmgr\_timer **\***evmgr\_timer\_create**(**struct evmgr **\***evmgr**,**

struct evmgr\_settings **\***settings**,**

struct timeval **\***timeout**,** bool persist**,**

evmgr\_timer\_callback callback**,**

void **\***callback\_ctx**);**

/\*\*

\* @brief arm timer - start countdown

\* @ingroup evmgr

\*

\* @param timer timer to arm

\*

\* @return 0 if success, -1 on error

\*/

int evmgr\_timer\_arm**(**struct evmgr\_timer **\***timer**);**

/\*\*

\* @brief disarm timer - stop countdown

\* @ingroup evmgr

\*

\* @param timer timer to disarm

\*

\* @return 0 if success, -1 on error

\*/

int evmgr\_timer\_disarm**(**struct evmgr\_timer **\***timer**);**

/\*\*

\* @brief disassociate timer from event manager and free memory

\* @ingroup evmgr

\*

\* @param timer timer to destroy

\*/

void evmgr\_timer\_destroy**(**struct evmgr\_timer **\***timer**);**

/\*\*

\* @brief callback called when signal is caught

\* @ingroup evmgr

\*/

**typedef** void **(\***evmgr\_signal\_callback**)(**struct evmgr\_sig\_handler **\***sig\_handler**,**

int signum**,** void **\***callback\_ctx**);**

/\*\*

\* @brief create a signal handler

\* @ingroup evmgr

\*

\* @param evmgr event manager context

\* @param settings platform-sepcific settings affecting handler creation

\* @param signum signal to handle

\* @param callback function to call when signal is caught

\* @param callback\_ctx context passed to callback function

\*

\* @return signal handler context or NULL if error occurred

\*/

struct evmgr\_sig\_handler **\***

evmgr\_sig\_handler\_create**(**struct evmgr **\***evmgr**,** struct evmgr\_settings **\***settings**,**

int signum**,** evmgr\_signal\_callback callback**,**

void **\***callback\_ctx**);**

/\*\*

\* @brief stop handling signal and free memory

\* @ingroup evmgr

\*

\* @param sig\_handler signal handler context

\*/

void evmgr\_sig\_handler\_destroy**(**struct evmgr\_sig\_handler **\***sig\_handler**);**

/\*\*

\* @brief callback called when a new connection on listener has been accepted

\* @ingroup evmgr

\*/

**typedef** void **(\***evmgr\_accept\_callback**)(**struct evmgr\_listener **\***listener**,**

struct evmgr\_socket **\***socket**,**

struct sockaddr\_in **\***address**,**

void **\***callback\_ctx**);**

/\*\*

\* @brief callback called when error occurs on listener

\* @ingroup evmgr

\*/

**typedef** void **(\***evmgr\_error\_callback**)(**struct evmgr\_listener **\***listener**,**

void **\***callback\_ctx**);**

/\*\*

\* @brief create socket and listen for incoming TCP connections, calling

\* specified callback once a connection is accepted

\* @ingroup evmgr

\*

\* @param evmgr event manager context to associate listener with

\* @param settings platform-sepcific settings affecting listener creation

\* @param address address to listen on

\* @param accept\_callback function invoked when connection is accepted

\* @param error\_callback function invoked when error occurs

\* @param callback\_ctx context pointer passed to the callback function

\*

\* @return listener object or NULL if error

\*/

struct evmgr\_listener **\***

evmgr\_listener\_create**(**struct evmgr **\***evmgr**,** struct evmgr\_settings **\***settings**,**

const struct sockaddr\_in **\***address**,**

evmgr\_accept\_callback accept\_callback**,**

evmgr\_error\_callback error\_callback**,** void **\***callback\_ctx**);**

/\*\*

\* @brief set TCP md5 signature for specific client

\* @ingroup evmgr

\*

\* @param listener listener socket

\* @param default\_pwd default connection password

\* @param pwd\_pair password and client socket pair. if password length is 0

\* default password connection password will be used

\*

\* @return 0 on success, -1 on error

\*/

int evmgr\_listener\_md5\_sig\_add**(**struct evmgr\_listener **\***listener**,**

const char **\***default\_pwd**,**

struct address\_md5\_pwd\_pair **\***pwd\_pair**);**

/\*\*

\* @brief remove TCP md5 signature for specific client

\* @ingroup evmgr

\*

\* @param listener listener socket

\* @param pwd\_pair password and client socket pair

\*

\* @return 0 on success, -1 on error

\*/

int evmgr\_listener\_md5\_sig\_del**(**struct evmgr\_listener **\***listener**,**

struct address\_md5\_pwd\_pair **\***pwd\_pair**);**

/\*\* event while reading \*/

#define EVMGR\_SOCK\_EVENT\_READING 0x01

/\*\* event while writing \*/

#define EVMGR\_SOCK\_EVENT\_WRITING 0x02

/\*\* end of file event \*/

#define EVMGR\_SOCK\_EVENT\_EOF 0x10

/\*\* error event \*/

#define EVMGR\_SOCK\_EVENT\_ERROR 0x20

/\*\* connection timeout event \*/

#define EVMGR\_SOCK\_EVENT\_TIMEOUT 0x40

/\*\* connection established event \*/

#define EVMGR\_SOCK\_EVENT\_CONNECTED 0x80

/\*\*

\* @brief destroy listener

\* @ingroup evmgr

\*

\* @param listener listener to destroy

\*/

void evmgr\_listener\_destroy**(**struct evmgr\_listener **\***listener**);**

/\*\*

\* @brief callback called when event occurs on a socket

\* @ingroup evmgr

\*/

**typedef** void **(\***socket\_event\_callback**)(**struct evmgr\_socket **\***socket**,**

int16\_t event\_bits**,** void **\***callback\_ctx**);**

/\*\*

\* @brief callback called when socket contains some data to be read

\* @ingroup evmgr

\*/

**typedef** void **(\***socket\_readable\_callback**)(**struct evmgr\_socket **\***socket**,**

void **\***callback\_ctx**);**

/\*\*

\* @brief callback called when socket is able to accept more data

\* @ingroup evmgr

\*/

**typedef** void **(\***socket\_writeable\_callback**)(**struct evmgr\_socket **\***socket**,**

void **\***callback\_ctx**);**

/\*\*

\* @brief create new socket (for connecting to address)

\* @ingroup evmgr

\*

\* @param evmgr event manager context

\* @param settings platform-sepcific settings affecting socket creation

\*

\* @return socket pointer or NULL if error

\*/

struct evmgr\_socket **\***evmgr\_socket\_create**(**struct evmgr **\***evmgr**,**

struct evmgr\_settings **\***settings**);**

/\*\*

\* @brief start connecting socket to given address

\* @ingroup evmgr

\*

\* @param socket socket to connect

\* @param src\_address address to connect from (may be NULL)

\* @param dst\_address address to connect to (optionally containing MD5 key)

\* @param read\_callback callback invoked when data are ready to be read

\* @param write\_callback callback invoked when socket writable

\* @param event\_callback callback invoked if some event occurs (e.g. EOF)

\* @param callback\_ctx context passed to callback functions

\*

\* @return 0 on success, -1 otherwise

\*/

int evmgr\_socket\_connect**(**struct evmgr\_socket **\***socket**,**

struct sockaddr\_in **\***src\_address**,**

struct address\_md5\_pwd\_pair **\***dst\_address**,**

socket\_readable\_callback read\_callback**,**

socket\_writeable\_callback write\_callback**,**

socket\_event\_callback event\_callback**,**

void **\***callback\_ctx**);**

/\*\*

\* @brief register socket for reading/writing or clear registration (if all

\* callbacks NULL)

\* @ingroup evmgr

\*

\* @param socket socket to register

\* @param read\_callback callback called once data are ready to be read

\* @param write\_callback callback called if data can be written

\* @param event\_callback callback called if an event occurs (such as EOF)

\* @param callback\_ctx context passed to callback functions

\*

\* @return 0 on success, -1 otherwise

\*/

int evmgr\_socket\_cb\_register**(**struct evmgr\_socket **\***socket**,**

socket\_readable\_callback read\_callback**,**

socket\_writeable\_callback write\_callback**,**

socket\_event\_callback event\_callback**,**

void **\***callback\_ctx**);**

/\*\*

\* @brief write data to socket

\* @ingroup evmgr

\*

\* @param socket target socket

\* @param data data to be written

\* @param data\_size size of the data

\*

\* @return 0 on success, -1 otherwise

\*/

int evmgr\_socket\_write**(**struct evmgr\_socket **\***socket**,** const void **\***data**,**

size\_t data\_size**);**

/\*\*

\* @brief read data from socket

\* @ingroup evmgr

\*

\* @param socket source socket

\* @param buffer buffer for storing the data

\* @param buffer\_size size of the buffer

\*

\* @return actual size read from socket

\*/

size\_t evmgr\_socket\_read**(**struct evmgr\_socket **\***socket**,** void **\***buffer**,**

size\_t buffer\_size**);**

/\*\*

\* @brief destroy a socket

\* @ingroup evmgr

\*

\* @param socket socket to destroy

\*/

void evmgr\_socket\_destroy**(**struct evmgr\_socket **\***socket**);**

**Memory Management**

Memory management API abstracts calls to allocate and free memory. On Linux, it’s a simple malloc/calloc/free wrapper.

The API is:

/\* allocate memory the same way as POSIX malloc does \*/

void **\***mem\_malloc**(**size\_t size**);**

/\* free memory the same way as POSIX free does \*/

void mem\_free**(**void **\***ptr**);**

/\* allocate memory the same way as POSIX calloc does \*/

void **\***mem\_calloc**(**size\_t nmemb**,** size\_t size**);**

/\* reallocate memory the same way as POSIX realloc does \*/

void **\***mem\_realloc**(**void **\***ptr**,** size\_t size**);**

**Configuration Management**

Configuration manager is platform dependent module which handles configuration changes. The goal is to have an API, which would allow easy integration with CLI. This is achieved by making the API asynchronous. SXP daemon provides callbacks to the configuration manager at initialization phase and then just listens for callbacks with new/changed/deleted configuration. Configuration manager watches for configuration changes (platform dependend - it might be a configuration file, the configuration could come from a CLI, from network, etc..) and notifies SXPD via callbacks.

The API is:

/\*\*

\* @brief maximum tcp-md5 signing password length

\* @ingroup config

\*/

#define CFG\_PASSWORD\_MAX\_SIZE 81

/\*\*

\* @brief implementation-specific configuration context

\* @ingroup config

\*/

struct cfg\_ctx**;**

struct sxpd\_ctx**;**

/\*\*

\* @brief peer type

\* @ingroup config

\*/

enum peer\_type **{**

PEER\_SPEAKER**,** /\*!< peer which acts like speaker \*/

PEER\_LISTENER**,** /\*!< peer which acts like listener \*/

PEER\_BOTH**,** /\*!< peer which acts like speaker as well as listener \*/

**};**

/\*\*

\* @brief peer configuration info

\* @ingroup config

\*/

struct peer **{**

in\_addr\_t ip\_address**;** /\*!< peer's ip address in network byte order \*/

bool port\_is\_set**;** /\*!< whether the port is set to meaningful value \*/

uint16\_t port**;** /\*!< peer's port in network byte order \*/

char **\***connection\_password**;** /\*!< connection password \*/

enum peer\_type peer\_type**;** /\*!< the type of the peer \*/

**};**

/\*\*

\* @brief type of ip prefix

\* @ingroup config

\*/

enum prefix\_type\_e **{**

PREFIX\_IPV4**,** /\*!< IPV4 \*/

PREFIX\_IPV6**,** /\*!< IPV6 \*/

**};**

/\*\*

\* @brief configured binding

\* @ingroup config

\*/

struct binding **{**

enum prefix\_type\_e type**;**

union **{**

uint32\_t prefix\_v4**;**

uint32\_t prefix\_v6**[**4**];**

**}** prefix**;**

uint8\_t prefix\_length**;**

uint16\_t source\_group\_tag**;**

**};**

#define TUPLE\_STR\_CFG\_DEF(SELECT\_FUNC) \

SELECT\_FUNC(STR\_SETTING\_PASSWORD, "default password")

#define TUPLE\_CFG\_SELECT\_ENUM(enumerator, string) enumerator,

**typedef** enum str\_seting\_type\_e **{**

TUPLE\_STR\_CFG\_DEF**(**TUPLE\_CFG\_SELECT\_ENUM**)**

STR\_SETTING\_LAST**,** /\* place holder \*/

**}** str\_setting\_type\_t**;**

/\*\*

\* @brief callback called when string configuration is added

\* @ingroup config

\*

\* @param ctx sxpd context

\* @param type setting type

\* @param value setting value

\*/

**typedef** int **(\***cfg\_add\_str\_setting\_callback**)(**struct sxpd\_ctx **\***ctx**,**

str\_setting\_type\_t type**,**

const char **\***value**);**

/\*\*

\* @brief callback called when string configuration is deleted

\* @ingroup config

\*

\* @param ctx sxpd context

\* @param type setting type

\*/

**typedef** int **(\***cfg\_del\_str\_setting\_callback**)(**struct sxpd\_ctx **\***ctx**,**

str\_setting\_type\_t type**);**

#define TUPLE\_UINT32\_CFG\_DEF(SELECT\_FUNC) \

SELECT\_FUNC(UINT32\_SETTING\_LOG\_LEVEL, "log\_level") \

SELECT\_FUNC(UINT32\_SETTING\_RETRY\_TIMER, "retry timer") \

SELECT\_FUNC(UINT32\_SETTING\_RECONCILIATION\_TIMER, "reconciliation timer") \

SELECT\_FUNC(UINT32\_SETTING\_LISTENER\_MIN\_HOLD\_TIME, \

"listener min hold time") \

SELECT\_FUNC(UINT32\_SETTING\_LISTENER\_MAX\_HOLD\_TIME, \

"listener max hold time") \

SELECT\_FUNC(UINT32\_SETTING\_SPEAKER\_MIN\_HOLD\_TIME, "speaker min hold time") \

SELECT\_FUNC(UINT32\_SETTING\_KEEPALIVE\_TIMER, "keep alive timer") \

SELECT\_FUNC(UINT32\_SETTING\_SUBNET\_EXPANSION\_LIMIT, \

"subnet expansion limit") \

SELECT\_FUNC(UINT32\_SETTING\_BIND\_ADDRESS, "bind address") \

SELECT\_FUNC(UINT32\_SETTING\_PORT, "port") \

SELECT\_FUNC(UINT32\_SETTING\_NODE\_ID, "node id") \

SELECT\_FUNC(UINT32\_SETTING\_ENABLED, "enabled")

**typedef** enum uin32\_setting\_type\_e **{**

TUPLE\_UINT32\_CFG\_DEF**(**TUPLE\_CFG\_SELECT\_ENUM**)** UINT32\_SETTING\_LAST

**}** uint32\_setting\_type\_t**;**

/\*\*

\* @brief return pretty print of setting name

\* @ingroup config

\*

\* @param type type to print

\*

\* @return string suitable for printing

\*/

const char **\***cfg\_get\_uint32\_setting\_str**(**uint32\_setting\_type\_t type**);**

/\*\*

\* @brief return pretty print of setting name

\* @ingroup config

\*

\* @param type type to print

\*

\* @return string suitable for printing

\*/

const char **\***cfg\_get\_str\_setting\_str**(**str\_setting\_type\_t type**);**

/\*\*

\* @brief callback called when uint32\_t configuration is added

\* @ingroup config

\*

\* @param ctx sxpd context

\* @param type setting type

\* @param value setting value

\*/

**typedef** int **(\***cfg\_add\_uint32\_setting\_callback**)(**struct sxpd\_ctx **\***ctx**,**

uint32\_setting\_type\_t type**,**

uint32\_t value**);**

/\*\*

\* @brief callback called when uint32\_t configuration is deleted

\* @ingroup config

\*

\* @param ctx sxpd context

\* @param type string setting type

\*/

**typedef** int **(\***cfg\_del\_uint32\_setting\_callback**)(**struct sxpd\_ctx **\***ctx**,**

uint32\_setting\_type\_t type**);**

/\*\*

\* @brief callback called when peer configuration is added

\* @ingroup config

\*

\* @param ctx sxpd context

\* @param peer added peer setting

\*/

**typedef** int **(\***cfg\_add\_peer\_callback**)(**struct sxpd\_ctx **\***ctx**,**

const struct peer **\***peer**);**

/\*\*

\* @brief callback called when peer configuration is deleted

\* @ingroup config

\*

\* @param ctx sxpd context

\* @param peer deleted peer setting

\*/

**typedef** int **(\***cfg\_del\_peer\_callback**)(**struct sxpd\_ctx **\***ctx**,**

const struct peer **\***peer**);**

/\*\*

\* @brief callback called when binding configuration is added

\* @ingroup config

\*

\* @param ctx sxpd context

\* @param binding added binding setting

\*/

**typedef** int **(\***cfg\_add\_binding\_callback**)(**struct sxpd\_ctx **\***ctx**,**

const struct binding **\***binding**);**

/\*\*

\* @brief callback called when binding configuration is deleted

\* @ingroup config

\*

\* @param ctx sxpd context

\* @param binding deleted binding setting

\*/

**typedef** int **(\***cfg\_del\_binding\_callback**)(**struct sxpd\_ctx **\***ctx**,**

const struct binding **\***binding**);**

/\*\*

\* @brief create configuration context

\* @ingroup config

\*

\* @param[out] ctx configuration context

\* @param cfg\_string configuration string i.e. file path

\* @param[out] evmgr\_settings event manager settings

\* @return returns 0 on success, -1 on error

\*/

int cfg\_ctx\_create**(**struct cfg\_ctx **\*\***ctx**,** const char **\***cfg\_string**,**

struct evmgr\_settings **\*\***evmgr\_settings**);**

/\*\*

\* @brief register configuration callbacks

\* @ingroup config

\*

\* @param ctx configuration context

\* @param evmgr event manager

\* @param sxpd\_ctx callback context

\* @param add\_uint\_cb callback called when uint32\_t configuration is added

\* @param del\_uint\_cb callback called when uint32\_t configuration is deleted

\* @param add\_str\_cb callback called when string configuration is added

\* @param del\_str\_cb callback called when string configuration is deleted

\* @param add\_peer\_cb callback called when peer configuration is added

\* @param del\_peer\_cb callback called when peer configuration is deleted

\* @param add\_binding\_cb callback called when binding configuration is added

\* @param del\_binding\_cb callback called when binding configuration is deleted

\* @return returns 0 on success, -1 on error

\*/

int cfg\_register\_callbacks**(**struct cfg\_ctx **\***ctx**,** struct evmgr **\***evmgr**,**

struct sxpd\_ctx **\***sxpd\_ctx**,**

cfg\_add\_uint32\_setting\_callback add\_uint\_cb**,**

cfg\_del\_uint32\_setting\_callback del\_uint\_cb**,**

cfg\_add\_str\_setting\_callback add\_str\_cb**,**

cfg\_del\_str\_setting\_callback del\_str\_cb**,**

cfg\_add\_peer\_callback add\_peer\_cb**,**

cfg\_del\_peer\_callback del\_peer\_cb**,**

cfg\_add\_binding\_callback add\_binding\_cb**,**

cfg\_del\_binding\_callback del\_binding\_cb**);**

/\*\*

\* @brief destroy configuration context

\* @ingroup config

\*

\* @param ctx sxpd context

\*/

void cfg\_ctx\_destroy**(**struct cfg\_ctx **\***ctx**);**

**Random numbers generator**

Random number generator uses the random generator provided by the platform to supply random numbers to SXPD. SXPD does not use the provided numbers for cryptography purposes, only for adding random jitter to keep-alive timer.

The API is:

/\*\*

\* @brief implementation-specific maximum random number returned

\* @ingroup rnd

\*/

extern const uint32\_t random\_max**;**

/\*\*

\* @brief initialize the random generator

\* @ingroup rnd

\*/

void random\_init**(**void**);**

/\*\*

\* @brief get a random number in the range [0 .. random\_max]

\* @ingroup rnd

\*

\* @return random number

\*/

uint32\_t random\_get**(**void**);**

**Syslog**

Syslog module provides an abstraction layer for logging messages to syslog and managing the log level.

The API is:

/\*\*

\* @brief log levels

\* @ingroup logging

\*/

enum log\_level **{**

LOG\_LEVEL\_ALERT **=** 1**,** /\*!< immediate user action is required \*/

LOG\_LEVEL\_ERROR**,** /\*!< error occured \*/

LOG\_LEVEL\_TRACE**,** /\*!< informational \*/

LOG\_LEVEL\_DEBUG**,** /\*!< debugging \*/

**};**

/\*\*

\* @brief set the log level to log only messages with level higher or equal to

\*the level set

\* @ingroup logging

\*

\* @param loglevel level to set

\*/

void log\_setloglevel**(**enum log\_level loglevel**);**

/\*\*

\* @brief get log level string by log level enum

\* @ingroup logging

\*

\* @param l log level

\* @return log level string

\*/

const char **\***log\_level\_to\_string**(**enum log\_level l**);**

/\*\*

\* @brief get log level enum by log level string

\* @ingroup logging

\*

\* @param loglevel log level

\* @param parse\_from string to be parsed

\* @return returns 0 on success, -1 on error

\*/

int parse\_log\_level**(**enum log\_level **\***loglevel**,** const char **\***parse\_from**);**

/\*\*

\* @brief write message to system log

\* @ingroup logging

\*

\* @param loglevel importance of the message

\* @param function\_name function where the log message originates from

\* @param file\_name file where the function is located

\* @param file\_line line in the file on which the message is generated

\* @param format printf-like format string

\* @param ... printf-like arguments to formatted

\*/

void log\_syslog**(**enum log\_level loglevel**,** const char **\***function\_name**,**

const char **\***file\_name**,** size\_t file\_line**,** const char **\***format**,**

**...)** \_\_attribute\_\_**((**format**(**printf**,** 5**,** 6**)));**

**DBUS interface**

DBUS interface allows the user to fetch information about the SXPD state such as global settings, peer database and bindings database.

**SXPD main code setup**

This is the module responsible for starting the daemon. It parses command line parameters, creates event manager instance and config manager instance and passes these to the sxpd setup call. Once SXPD instance is created, it enters the event manager loop to run the instance. This separation allows one to implement more than one SXPD instance in one daemon, should it be necessary (for example to support multiple VRFs).

**SXPD daemon core logic**

SXP daemon core logic contains all the processing logic including:

1. Handling peers
   1. Connection management
   2. Peer bindings database
   3. All the necessary timers
2. Handling bindings database
3. Expanding subnets to host entries when configured
4. Inspecting the state of SXPD – peers, bindings and global config

For this the SXP daemon uses the mentioned abstraction layers (event manager, logging, mem, etc), plus SXP protocol parser and radix tree implementation.

The API provided is:

/\*\*

\* @brief create sxpd context

\*

\* @param evmgr event manager context to use

\* @param evmgr\_settings event manager settings passed to event manager when

\* invoking event manager API calls

\* @param default\_loglevel default log level

\*

\* @return context pointer on success, NULL on error

\*/

struct sxpd\_ctx **\***sxpd\_create**(**struct evmgr **\***evmgr**,**

struct evmgr\_settings **\***evmgr\_settings**,**

enum log\_level default\_loglevel**);**

/\*\*

\* @brief return event manager context

\*

\* @param ctx sxpd context

\*

\* @return event manager context stored in sxpd\_context

\*/

struct evmgr **\***sxpd\_get\_evmgr**(**struct sxpd\_ctx **\***ctx**);**

/\*\*

\* @brief return event manager settings

\*

\* @param ctx sxpd context

\*

\* @return event manager settings stored in sxpd\_context

\*/

struct evmgr\_settings **\***sxpd\_get\_evmgr\_settings**(**struct sxpd\_ctx **\***ctx**);**

/\*\*

\* @brief register configuration callbacks

\*

\* @param ctx sxpd context

\* @param cfg\_ctx configuration context

\*

\* @return 0 on success, -1 on error

\*/

int sxpd\_register\_config**(**struct sxpd\_ctx **\***ctx**,** struct cfg\_ctx **\***cfg\_ctx**);**

/\*\*

\* @brief destroy sxpd context and free resources

\*

\* @param ctx context to destroy

\*/

void sxpd\_destroy**(**struct sxpd\_ctx **\***ctx**);**

enum ip\_type **{** V4**,** V6 **};**

/\*\*

\* @brief search the master bindings database for best match for given prefix

\*and return the corresponding tag

\*

\* @param[in] ctx sxpd context

\* @param[in] ip\_type type - V4 or V6

\* @param[in] prefix prefix bits

\* @param[in] length length of the prefix

\* @param[out] tag set to corresponding tag, if found

\* @param[out] found set to true if found, otherwise false

\*

\* @return 0 on success, -1 on error

\*/

int sxpd\_search\_best**(**struct sxpd\_ctx **\***ctx**,** enum ip\_type ip\_type**,**

uint8\_t **\***prefix**,** uint8\_t length**,** uint16\_t **\***tag**,**

bool **\***found**);**

/\*\*

\* @brief opaque sxpd bindings iterator

\*/

struct sxpd\_bindings\_iterator**;**

/\*\*

\* @brief start or continue iterating the bindings database

\*

\* this function iterates the master bindings database

\* start the iteration by providing pointer to context set to NULL

\* when sxpd\_iterate\_bindings finishes, if \*context is NULL, then there are

\* no more bindings available, if \*context is non-NULL, then a binding was

\* was stored in buffer, length, tag

\*

\* there is NO guarantee on the consistency of the results if there are changes

\* in the bindings set while iterating, some bindings which are present COULD be

\* skipped if the bindings set is changed during the iteration

\*

\* @param ctx sxpd context

\* @param ip\_type V4 for IPv4 bindings, V6 for IPv6

\* @param context pointer to iterator, allocated by sxpd\_iterate\_bindings

\* @param buffer buffer to store the prefix bits

\* @param buffer\_size size of the buffer

\* @param length the number of prefix bits the prefix has

\* @param tag the associated source group tag

\*

\* @return 0 on success, -1 on error

\*/

int sxpd\_iterate\_bindings**(**struct sxpd\_ctx **\***ctx**,** enum ip\_type ip\_type**,**

struct sxpd\_bindings\_iterator **\*\***context**,**

uint8\_t **\***buffer**,** size\_t buffer\_size**,** uint8\_t **\***length**,**

uint16\_t **\***tag**);**

/\*\*

\* @brief stop iterating bindings and free iterator

\*

\* @param ctx sxpd context

\* @param iterator iterator returned by sxpd\_iterate\_bindings

\*/

void sxpd\_iterate\_bindings\_finish**(**struct sxpd\_ctx **\***ctx**,**

struct sxpd\_bindings\_iterator **\***iterator**);**

/\*\*

\* @brief opaque sxpd peers iterator

\*/

struct sxpd\_peer\_iterator**;**

/\*\*

\* @brief sxpd peer outgoing connection state

\*/

enum sxpd\_peer\_out\_conn\_state **{**

NONE**,** /\*!< no connection \*/

WAITING\_CONNECT**,** /\*!< waiting for TCP connect to finish \*/

WILL\_SEND\_OPEN**,** /\*!< need to send OPEN message \*/

WAITING\_OPEN**,** /\*!< waiting for OPEN message \*/

WILL\_SEND\_OPEN\_RESP**,** /\*!< need to send OPEN\_RESP message \*/

WAITING\_OPEN\_RESP**,** /\*!< waiting for OPEN\_RESP message \*/

CONNECTED**,** /\*!< connected \*/

ERROR\_CONNECT**,** /\*!< error while connecting \*/

CONNECT\_RETRY\_TIMER**,** /\*!< outgoing connection retry timer running \*/

**};**

#define SXPD\_PEER\_STATE\_ENUMERATOR(F) \

F(NONE) F(WAITING\_CONNECT) F(WILL\_SEND\_OPEN) F(WAITING\_OPEN) \

F(WILL\_SEND\_OPEN\_RESP) F(WAITING\_OPEN\_RESP) F(CONNECTED) \

F(ERROR\_CONNECT) F(CONNECT\_RETRY\_TIMER)

#ifdef SXPD\_PEER\_STATE\_ENUMERATOR

/\* prevent unused macro warning \*/

#endif

/\*\*

\* @brief structure describing peer

\*/

struct sxpd\_peer\_info **{**

uint32\_t nbo\_ip**;** /\*!< IP address \*/

uint16\_t nbo\_port**;** /\*!< port \*/

size\_t connections\_count**;** /\*!< how many connections are active with this

peer \*/

enum sxpd\_peer\_out\_conn\_state

outgoing\_connection\_state**;** /\*!< outgoing connection state \*/

bool retry\_timer\_active**;** /\*!< retry timer armed ? \*/

bool delete\_hold\_down\_timer\_active**;** /\*!< delete hold down timer armed ? \*/

bool reconciliation\_timer\_active**;** /\*!< reconciliation timer armed ? \*/

bool keepalive\_timer\_active**;** /\*!< keepalive timer armed ? \*/

bool hold\_timer\_active**;** /\*!< hold timer armed ? \*/

bool is\_speaker**;** /\*!< does this peer have speaker role ? \*/

bool is\_listener**;** /\*!< does this peer have listener role ? \*/

**};**

/\*\*

\* @brief start or continue iterating the peers

\*

\* this function iterates the peers

\* start the iteration by providing pointer to context set to NULL

\* when sxpd\_iterate\_peers finishes, if \*context is NULL, then there are no more

\* peers available, otherwise peer info is filled in peer

\*

\* there is NO guarantee on the consistency of the results if there are changes

\* in the peer set while iterating peers, some peers MIGHT be skipped and a peer

\* COULD be returned twice if the peer set is reconfigured during iteration,

\* client should use the peer->nbo\_ip/peer->port as the unique identifier

\* of the peer

\*

\* @param ctx sxpd context

\* @param context pointer to iterator, allocated by sxpd\_iterate\_peers

\* @param peer peer info

\*

\* @return 0 on success, -1 on error

\*/

int sxpd\_iterate\_peers**(**struct sxpd\_ctx **\***ctx**,**

struct sxpd\_peer\_iterator **\*\***context**,**

struct sxpd\_peer\_info **\***peer**);**

/\*\*

\* @brief stop iterating peers and free iterator

\*

\* @param ctx sxpd context

\* @param iterator iterator returned by sxpd\_iterate\_peers

\*/

void sxpd\_iterate\_peers\_finish**(**struct sxpd\_ctx **\***ctx**,**

struct sxpd\_peer\_iterator **\***iterator**);**

/\*\*

\* @brief sxpd status

\*/

struct sxpd\_info **{**

uint32\_t nbo\_bind\_ip**;** /\*!< IP to which sxpd is bound to \*/

uint16\_t nbo\_port**;** /\*!< port used by sxpd \*/

const char **\***default\_connection\_password**;** /\*!< default connection password \*/

size\_t peer\_count**;** /\*!< number of peers configured \*/

size\_t expanded\_entry\_count**;** /\*!< number of expanded host entries \*/

bool enabled**;** /\*!< daemon enabled ? \*/

**};**

/\*\*

\* @brief get sxpd runtime information

\*

\* @param ctx sxpd context

\* @param info sxpd info

\*

\* @return 0 on success, -1 on error

\*/

int sxpd\_get\_info**(**struct sxpd\_ctx **\***ctx**,** struct sxpd\_info **\***info**);**

/\*\*

\* @brief add string type configuration option to sxpd

\*

\* @param ctx sxpd context

\* @param type type of setting

\* @param value value of setting

\*

\* @return 0 on success, -1 on error

\*/

int sxpd\_cfg\_add\_str\_setting**(**struct sxpd\_ctx **\***ctx**,** str\_setting\_type\_t type**,**

const char **\***value**);**

/\*\*

\* @brief withdraw string setting from sxpd

\*

\* @param ctx sxpd context

\* @param type type of setting

\*

\* @return 0 on success, -1 on error

\*/

int sxpd\_cfg\_del\_str\_setting**(**struct sxpd\_ctx **\***ctx**,** str\_setting\_type\_t type**);**

/\*\*

\* @brief add uint32 type configuration option to sxpd

\*

\* @param ctx sxpd context

\* @param type type of setting

\* @param value value of setting

\*

\* @return 0 on success, -1 on error

\*/

int sxpd\_cfg\_add\_uint32\_setting**(**struct sxpd\_ctx **\***ctx**,**

uint32\_setting\_type\_t type**,** uint32\_t value**);**

/\*\*

\* @brief withdraw uint32 setting from sxpd

\*

\* @param ctx sxpd context

\* @param type type of setting

\*

\* @return 0 on success, -1 on error

\*/

int sxpd\_cfg\_del\_uint32\_setting**(**struct sxpd\_ctx **\***ctx**,**

uint32\_setting\_type\_t type**);**

/\*\*

\* @brief add new peer to sxpd

\*

\* @param ctx sxpd context

\* @param peer peer info

\*

\* @return 0 on success, -1 on error

\*/

int sxpd\_cfg\_add\_peer**(**struct sxpd\_ctx **\***ctx**,** const struct peer **\***peer**);**

/\*\*

\* @brief remove peer from sxpd

\*

\* @param ctx sxpd context

\* @param peer peer info

\*

\* @return 0 on success, -1 on error

\*/

int sxpd\_cfg\_del\_peer**(**struct sxpd\_ctx **\***ctx**,** const struct peer **\***peer**);**

/\*\*

\* @brief add binding to sxpd

\*

\* @param ctx sxpd context

\* @param binding binding info

\*

\* @return 0 on success, -1 on error

\*/

int sxpd\_cfg\_add\_binding**(**struct sxpd\_ctx **\***ctx**,** const struct binding **\***binding**);**

/\*\*

\* @brief remove binding from sxpd

\*

\* @param ctx sxpd context

\* @param binding binding info

\*

\* @return 0 on success, -1 on error

\*/

int sxpd\_cfg\_del\_binding**(**struct sxpd\_ctx **\***ctx**,** const struct binding **\***binding**);**

**SXP protocol parser**

This module contains functions for creating and parsing SXP messages and attributes contained in the messages in a pre-allocated buffer. It also contains functions for pretty-printing the messages. This module is used by the core daemon logic to create and parse SXP messages.

The API which this module provides is:

/\*\*

\* @brief maximum length of sxp message

\*/

#define SXP\_MAX\_MSG\_LENGTH (4096)

/\*\*

\* @brief sxp message type

\*/

enum sxp\_msg\_type **{**

SXP\_MSG\_OPEN **=** 1**,** /\*!< OPEN message \*/

SXP\_MSG\_OPEN\_RESP **=** 2**,** /\*!< OPEN\_RESP message \*/

SXP\_MSG\_UPDATE **=** 3**,** /\*!< UPDATE message \*/

SXP\_MSG\_ERROR **=** 4**,** /\*!< ERROR message \*/

SXP\_MSG\_PURGE\_ALL **=** 5**,** /\*!< PURGE\_ALL message \*/

SXP\_MSG\_KEEPALIVE **=** 6**,** /\*!< KEEPALIVE message \*/

**};**

#define SXP\_MSG\_TYPE\_ENUMERATOR(F) \

F(SXP\_MSG\_OPEN) F(SXP\_MSG\_OPEN\_RESP) F(SXP\_MSG\_UPDATE) F(SXP\_MSG\_ERROR) \

F(SXP\_MSG\_PURGE\_ALL) F(SXP\_MSG\_KEEPALIVE)

/\*\*

\* @brief return string describing sxp message type

\*

\* @param t message type

\*

\* @return string describing the sxp message type

\*/

const char **\***sxp\_msg\_type\_string**(**enum sxp\_msg\_type t**);**

/\*\*

\* @brief sxp extended error code

\*/

enum sxp\_error\_code **{**

SXP\_ERR\_CODE\_NONE **=** 0**,**

SXP\_ERR\_CODE\_MSG\_HEAD **=** 1**,**

SXP\_ERR\_CODE\_OPEN **=** 2**,**

SXP\_ERR\_CODE\_UPDATE **=** 3**,**

**};**

/\*\*

\* @brief sxp extended error sub-code

\*/

enum sxp\_error\_sub\_code **{**

SXP\_SUB\_ERR\_CODE\_NONE **=** 0**,**

SXP\_SUB\_ERR\_CODE\_MALFORMED\_ATTRIBUTE\_LIST **=** 1**,**

SXP\_SUB\_ERR\_CODE\_UNEXPECTED\_ATTRIBUTE **=** 2**,**

SXP\_SUB\_ERR\_CODE\_MISSING\_WELL\_KNOWN\_ATTRIBUTE **=** 3**,**

SXP\_SUB\_ERR\_CODE\_ATTRIBUTE\_FLAGS\_ERROR **=** 4**,**

SXP\_SUB\_ERR\_CODE\_ATTRIBUTE\_LENGTH\_ERROR **=** 5**,**

SXP\_SUB\_ERR\_CODE\_MALFORMED\_ATTRIBUTE **=** 6**,**

SXP\_SUB\_ERR\_CODE\_OPTIONAL\_ATTRIBUTE\_ERROR **=** 7**,**

SXP\_SUB\_ERR\_CODE\_UNSUPPORTED\_VERSION\_NUMBER **=** 8**,**

SXP\_SUB\_ERR\_CODE\_UNSUPPORTED\_OPTIONAL\_ATTRIBUTE **=** 9**,**

SXP\_SUB\_ERR\_CODE\_UNACCEPTABLE\_HOLD\_TIME **=** 10**,**

**};**

/\*\*

\* @brief sxp non-extended error code

\*/

enum sxp\_error\_non\_extended\_code **{**

SXP\_NON\_EXT\_ERR\_CODE\_NONE **=** 0**,**

SXP\_NON\_EXT\_ERR\_CODE\_VERSION\_MISMATCH **=** 1**,**

SXP\_NON\_EXT\_ERR\_CODE\_MESSAGE\_PARSE\_ERROR **=** 2**,**

**};**

/\*\*

\* @brief return the string representation of error code

\*

\* @param code code to represent

\*

\* @return string representing the code

\*/

const char **\***sxp\_error\_code\_string**(**uint8\_t code**);**

/\*\*

\* @brief return the string representation of error subcode

\*

\* @param subcode subcode to represent

\*

\* @return string representing the subcode

\*/

const char **\***sxp\_error\_subcode\_string**(**uint8\_t subcode**);**

/\*\*

\* @brief return the string representation of non-extended error code

\*

\* @param code code to represent

\*

\* @return string representing the code

\*/

const char **\***sxp\_error\_non\_extended\_code\_string**(**uint32\_t code**);**

/\*\*

\* @brief minimum value for hold-time minimum

\*/

#define HOLD\_TIME\_MINIMUM\_MINIMUM (3)

/\*\*

\* @brief value which indicates that keepalive mechanism is unused

\*/

#define KEEPALIVE\_UNUSED (0xffff)

static inline int sxp\_isok**(**int rc**,** enum sxp\_error\_code code**,**

enum sxp\_error\_sub\_code subcode**)**

**{**

**return** **(**RC\_ISOK**(**rc**)** **&&** code **==** SXP\_ERR\_CODE\_NONE **&&**

subcode **==** SXP\_SUB\_ERR\_CODE\_NONE**);**

**}**

static inline int sxp\_isnotok**(**int rc**,** enum sxp\_error\_code code**,**

enum sxp\_error\_sub\_code subcode**)**

**{**

**return** **!**sxp\_isok**(**rc**,** code**,** subcode**);**

**}**

/\*\*

\* @brief sxp message header

\*/

struct sxp\_msg **{**

uint32\_t length**;**

uint32\_t type**;**

**};**

/\*\*

\* @brief opaque sxp attribute structure

\*/

struct sxp\_attribute**;**

/\*\*

\* @brief create sxp error message in buffer of given size

\*

\* @param buffer buffer to hold the error message, must be large enough

\* @param buffer\_size size of the buffer allocated

\* @param code error code

\* @param sub\_code error sub-code

\* @param err\_attr attribute causing the error - included in error message, may

\*be NULL

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_create\_error\_extended**(**void **\***buffer**,** size\_t buffer\_size**,**

enum sxp\_error\_code code**,**

enum sxp\_error\_sub\_code sub\_code**,**

struct sxp\_attribute **\***err\_attr**);**

/\*\*

\* @brief create sxp error message in buffer of given size

\*

\* @param buffer buffer to hold the error message, must be large enough

\* @param buffer\_size size of the buffer allocated

\* @param code error code

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_create\_error\_basic**(**void **\***buffer**,** size\_t buffer\_size**,**

enum sxp\_error\_non\_extended\_code code**);**

/\*\*

\* @brief parse sxp error message

\*

\* @param msg message to parse

\* @param extended if set to 0, then non\_extended\_code is set, otherwise

\*code/sub\_code are set

\* @param code code stored in error message

\* @param sub\_code sub-code stored in error message

\* @param non\_extended\_code non-extended-code stored in error message

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_parse\_error**(**struct sxp\_msg **\***msg**,** int **\***extended**,**

enum sxp\_error\_code **\***code**,**

enum sxp\_error\_sub\_code **\***sub\_code**,**

enum sxp\_error\_non\_extended\_code **\***non\_extended\_code**);**

/\*\*

\* @brief sxp mode

\*/

enum sxp\_mode **{**

SXP\_MODE\_SPEAKER **=** 1**,** /\*!< SPEAKER mode \*/

SXP\_MODE\_LISTENER **=** 2**,** /\*!< LISTENER mode \*/

**};**

/\*\*

\* @brief return string describing sxp mode

\*

\* @param m mode

\*

\* @return string describing sxp mode

\*/

const char **\***sxp\_mode\_string**(**enum sxp\_mode m**);**

/\*\*

\* @brief create open v4 message in buffer of given size

\*

\* @param buffer buffer to hold the message, must be large enough

\* @param size buffer size

\* @param mode sxp mode to set in the message

\* @param node\_id node-id to set in the message

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_create\_open\_v4**(**void **\***buffer**,** size\_t size**,** enum sxp\_mode mode**,**

uint32\_t node\_id**);**

/\*\*

\* @brief create open resp message in buffer of given size

\*

\* @param buffer buffer to hold the message, must be large enough

\* @param version sxp version to declare inside open resp

\* @param size buffer size

\* @param mode sxp mode to set in the message

\* @param node\_id node-id to set in the message(if non-zero), if zero, node-id

\*attribute is not added to the message

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_create\_open\_resp**(**void **\***buffer**,** size\_t size**,** uint32\_t version**,**

enum sxp\_mode mode**,** uint32\_t node\_id**);**

/\*\*

\* @brief create keep-alive message in buffer of given size

\*

\* @param buffer buffer to hold the message, must be large enough

\* @param size buffer size

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_create\_keepalive**(**void **\***buffer**,** size\_t size**);**

/\*\*

\* @brief create purge-all message in buffer of given size

\*

\* @param buffer buffer to hold the message, must be large enough

\* @param size buffer size

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_create\_purge\_all**(**void **\***buffer**,** size\_t size**);**

/\*\*

\* @brief create update message in buffer of given size

\*

\* @param buffer buffer to hold the message, must be large enough

\* @param size buffer size

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_create\_update**(**void **\***buffer**,** size\_t size**);**

/\*\*

\* @brief sxp attribute type

\*/

enum sxp\_attr\_type **{**

SXP\_ATTR\_TYPE\_ADD\_IPV4 **=** 1**,** /\*!< ADD-IPV4 \*/

SXP\_ATTR\_TYPE\_ADD\_IPV6 **=** 2**,** /\*!< ADD-IPV6 \*/

SXP\_ATTR\_TYPE\_DEL\_IPV4 **=** 3**,** /\*!< DEL-IPV4 \*/

SXP\_ATTR\_TYPE\_DEL\_IPV6 **=** 4**,** /\*!< DEL-IPV6 \*/

SXP\_ATTR\_TYPE\_NODE\_ID **=** 5**,** /\*!< NODE-ID \*/

SXP\_ATTR\_TYPE\_CAPABILITIES **=** 6**,** /\*!< CAPABILITIES \*/

SXP\_ATTR\_TYPE\_HOLD\_TIME **=** 7**,** /\*!< HOLD-TIME \*/

SXP\_ATTR\_TYPE\_IPV4\_ADD\_PREFIX **=** 11**,** /\*!< IPV4-ADD-PREFIX \*/

SXP\_ATTR\_TYPE\_IPV6\_ADD\_PREFIX **=** 12**,** /\*!< IPV6-ADD-PREFIX \*/

SXP\_ATTR\_TYPE\_IPV4\_DEL\_PREFIX **=** 13**,** /\*!< IPV4-DEL-PREFIX \*/

SXP\_ATTR\_TYPE\_IPV6\_DEL\_PREFIX **=** 14**,** /\*!< IPV6-DEL\_PREFIX \*/

SXP\_ATTR\_TYPE\_PEER\_SEQUENCE **=** 16**,** /\*!< PEER-SEQUENCE \*/

SXP\_ATTR\_TYPE\_SGT **=** 17**,** /\*!< SOURCE-GROUP-TAG \*/

**};**

/\*\*

\* @brief return string representation of sxp attribute type

\*

\* @param e type to return string for

\*

\* @return string representing the type

\*/

const char **\***sxp\_attr\_type\_string**(**enum sxp\_attr\_type e**);**

/\*\*

\* @brief get the type of sxp attribute

\*

\* @param attr head to get type from

\* @param type pointer to storage for type

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_attr\_get\_type**(**const struct sxp\_attribute **\***attr**,**

enum sxp\_attr\_type **\***type**);**

/\*\*

\* @brief get node id from node id attribute

\*

\* @param attr node id attribute

\* @param node\_id pointer to storage for node id

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_attr\_node\_id\_get\_node\_id**(**const struct sxp\_attribute **\***attr**,**

uint32\_t **\***node\_id**);**

/\*\*

\* @brief get source group tag from source group tag attribute

\*

\* @param attr node id attribute

\* @param sgt pointer to storage for source group tag

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_attr\_sgt\_get\_sgt**(**const struct sxp\_attribute **\***attr**,** uint16\_t **\***sgt**);**

/\*\*

\* @brief returns true if hold time attribute contains maximum hold time value

\*

\* @param attr attribute to inspect

\*

\* @return true if present/false otherwise

\*/

bool sxp\_attr\_hold\_time\_has\_max\_val**(**const struct sxp\_attribute **\***attr**);**

/\*\*

\* @brief get the minimum hold time value from hold time attribute

\*

\* @param attr attribute to parse

\* @param min\_val pointer to storage for minimum hold time

\* @param[out] code error code found while processing attribute

\* @param[out] subcode error sub-code found while processing attribute

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_attr\_hold\_time\_get\_min\_val**(**const struct sxp\_attribute **\***attr**,**

uint16\_t **\***min\_val**,** enum sxp\_error\_code **\***code**,**

enum sxp\_error\_sub\_code **\***subcode**);**

/\*\*

\* @brief get the maximum hold time value from hold time attribute

\*

\* @param attr attribute to parse

\* @param max\_val pointer to storage for maximum hold time

\* @param[out] code error code found while processing attribute

\* @param[out] subcode error sub-code found while processing attribute

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_attr\_hold\_time\_get\_max\_val**(**const struct sxp\_attribute **\***attr**,**

uint16\_t **\***max\_val**,** enum sxp\_error\_code **\***code**,**

enum sxp\_error\_sub\_code **\***subcode**);**

/\*\*

\* @brief get version from SXP OPEN message

\*

\* @param msg message to process

\* @param version pointer to storage for version

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_open\_get\_version**(**const struct sxp\_msg **\***msg**,** uint32\_t **\***version**);**

/\*\*

\* @brief get mode from SXP OPEN message

\*

\* @param msg message to process

\* @param mode pointer to storage for mode

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_open\_get\_mode**(**const struct sxp\_msg **\***msg**,** enum sxp\_mode **\***mode**);**

/\*\*

\* @brief sxp capabilities

\*/

enum sxp\_capability\_code **{**

SXP\_CAPABILITY\_IPV4\_UNICAST **=** 1**,** /\*!< IPV4-UNICAST capability \*/

SXP\_CAPABILITY\_IPV6\_UNICAST **=** 2**,** /\*!< IPV6-UNICAST capability \*/

SXP\_CAPABILITY\_SUBNET\_BINDINGS **=** 3**,** /\*!< SUBNET-BINDINGS capability \*/

**};**

/\*\*

\* @brief opaque sxp capability structure

\*/

struct sxp\_capability**;**

/\*\*

\* @brief return the capability code of capability

\*

\* @param c capability

\* @param code capability code

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_capability\_get\_code**(**const struct sxp\_capability **\***c**,**

enum sxp\_capability\_code **\***code**);**

/\*\*

\* @brief return length of capability

\*

\* @param c capability

\* @param length capability length

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_capability\_get\_length**(**const struct sxp\_capability **\***c**,** uint8\_t **\***length**);**

/\*\*

\* @brief return pointer to capability value

\*

\* @param c capability

\* @param value value stored in capability

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_capability\_get\_value**(**const struct sxp\_capability **\***c**,**

const void **\*\***value**);**

/\*\*

\* @brief add new capabilities attribute to given message

\*

\* @param[in] msg message to modify

\* @param[in] buffer\_size size of the buffer which holds the message (usable

\*memory)

\* @param[out] capabilities pointer to newly initialized capabilities attribute

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_msg\_add\_capabilities**(**struct sxp\_msg **\***msg**,** size\_t buffer\_size**,**

struct sxp\_attribute **\*\***capabilities**);**

/\*\*

\* @brief add hold time attribute to sxp message

\*

\* @param msg message to modify

\* @param buffer\_size size of the buffer which holds the message (usable

\*memory)

\* @param min\_val hold time minimum value

\* @param max\_val hold time maximum value, if max-val is set to

\*KEEPALIVE\_UNUSED, then it is not added to attribute

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_msg\_add\_hold\_time**(**struct sxp\_msg **\***msg**,** size\_t buffer\_size**,**

uint16\_t min\_val**,** uint16\_t max\_val**);**

/\*\*

\* @brief add a new capability in capabilities

\*

\* @param msg message which holds the capabilities

\* @param buffer\_size size of the buffer which holds the message (usable memory)

\* @param capabilities pointer to capabilities within message

\* @param code capability code to add

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_capabilities\_add\_capability**(**struct sxp\_msg **\***msg**,** size\_t buffer\_size**,**

struct sxp\_attribute **\***capabilities**,**

enum sxp\_capability\_code code**);**

/\*\*

\* @brief parse capabilities - get first/next capability

\*

\* @param[in] capabilities capabilities attribute to parse

\* @param[in] start if set to NULL, get first capability within capabilities,

\*otherwise get next capability

\* @param[out] next first or next capability depending on value of start or NULL

\*if no (more) capabilities present

\* @param[out] code error code found while processing attribute

\* @param[out] subcode error sub-code found while processing attribute

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_parse\_capabilities**(**struct sxp\_attribute **\***capabilities**,**

struct sxp\_capability **\***start**,**

struct sxp\_capability **\*\***next**,**

enum sxp\_error\_code **\***code**,**

enum sxp\_error\_sub\_code **\***subcode**);**

/\*\*

\* @brief add source-group tag attribute to message

\*

\* @param msg message to modify

\* @param buffer\_size size of buffer holding the message

\* @param tag tag to add

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_msg\_add\_sgt**(**struct sxp\_msg **\***msg**,** size\_t buffer\_size**,** uint16\_t tag**);**

/\*\*

\* @brief return the size required for storing sgt attribute

\*

\* @return size in bytes

\*/

uint32\_t sxp\_calc\_sgt\_size**(**void**);**

/\*\*

\* @brief add peer sequence attribute to message

\*

\* @param[in] msg message to modify

\* @param[in] buffer\_size size of buffer holding the message

\* @param[in] sxp\_id\_count the number of sxp id elements which this sequence

\*will store

\* @param[out] sxp\_id\_arr address of array where the sxp id elements can be

\*filled

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_msg\_add\_peer\_sequence**(**struct sxp\_msg **\***msg**,** size\_t buffer\_size**,**

uint32\_t sxp\_id\_count**,** uint32\_t **\*\***sxp\_id\_arr**);**

/\*\*

\* @brief calculate the size which a peer-sequence takes

\*

\* @param sxp\_id\_count the number of elements in the peer sequence

\*

\* @return size in bytes

\*/

uint32\_t sxp\_calc\_peer\_sequence\_size**(**uint32\_t sxp\_id\_count**);**

/\*\*

\* @brief parse peer sequence attribute

\*

\* @param[in] peer\_sequence peer sequence attribute to parse

\* @param[out] sxp\_id\_count the number of sxp id elements in peer sequence

\* @param[out] sxp\_id\_arr address to array of sxp id elements

\* @param[out] code error code found while processing attribute

\* @param[out] subcode error sub-code found while processing attribute

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_parse\_peer\_sequence**(**struct sxp\_attribute **\***peer\_sequence**,**

size\_t **\***sxp\_id\_count**,** const uint32\_t **\*\***sxp\_id\_arr**,**

enum sxp\_error\_code **\***code**,**

enum sxp\_error\_sub\_code **\***subcode**);**

/\*\*

\* @brief peer sequence validation

\*

\* @param nbo\_peer\_node\_id source peer node id

\* @param sxp\_id\_count number of node-id's

\* @param sxp\_id\_arr array of node-id's

\* @param[out] code error code found while processing attribute

\* @param[out] subcode error sub-code found while processing attribute

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_validate\_peer\_sequence**(**uint32\_t nbo\_peer\_node\_id**,** size\_t sxp\_id\_count**,**

const uint32\_t **\***sxp\_id\_arr**,**

enum sxp\_error\_code **\***code**,**

enum sxp\_error\_sub\_code **\***subcode**);**

/\*\*

\* @brief add ipv4-add-prefix attribute to message

\*

\* @param[in] msg message to modify

\* @param[in] buffer\_size size of buffer holding the message

\* @param[out] attr address of ipv4-add-prefix attribute

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_msg\_add\_ipv4\_add\_prefix**(**struct sxp\_msg **\***msg**,** size\_t buffer\_size**,**

struct sxp\_attribute **\*\***attr**);**

/\*\*

\* @brief return the size of ipv4-add-prefix attribute in bytes

\*

\* @return size in bytes

\*/

uint32\_t sxp\_calc\_ipv4\_add\_prefix\_size**(**void**);**

/\*\*

\* @brief add ipv6-add-prefix attribute to message

\*

\* @param[in] msg message to modify

\* @param[in] buffer\_size size of buffer holding the message

\* @param[out] attr address of ipv6-add-prefix attribute

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_msg\_add\_ipv6\_add\_prefix**(**struct sxp\_msg **\***msg**,** size\_t buffer\_size**,**

struct sxp\_attribute **\*\***attr**);**

/\*\*

\* @brief return the size of ipv6-add-prefix attribute in bytes

\*

\* @return size in bytes

\*/

uint32\_t sxp\_calc\_ipv6\_add\_prefix\_size**(**void**);**

/\*\*

\* @brief add prefix to prefix-list-like attribute (ipv4/6-add/del-prefix)

\*

\* @param msg message whose part is the attribute

\* @param buffer\_size size of buffer holding the message

\* @param attr attribute to modify

\* @param length length of prefix in bits

\* @param prefix memory where prefix is stored

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_prefix\_list\_add\_prefix**(**struct sxp\_msg **\***msg**,** size\_t buffer\_size**,**

struct sxp\_attribute **\***attr**,** uint8\_t length**,**

uint8\_t **\***prefix**);**

/\*\*

\* @brief return the size of prefix added to ipv4/6-prefix-list

\*

\* @param prefix\_len length of the prefix in bits

\*

\* @return size in bytes

\*/

uint32\_t sxp\_calc\_prefix\_size**(**uint8\_t prefix\_len**);**

/\*\*

\* @brief opaque sxp prefix structure

\*/

struct sxp\_prefix**;**

/\*\*

\* @brief parse prefix and extract values

\*

\* @param[in] prefix prefix to parse

\* @param[out] length extracted length

\* @param[out] buffer extracted prefix

\* @param[in] buffer\_size size of the buffer

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_parse\_prefix**(**struct sxp\_prefix **\***prefix**,** uint8\_t **\***buffer**,**

size\_t buffer\_size**,** uint8\_t **\***length**);**

/\*\*

\* @brief add ipv4-del-prefix attribute to message

\*

\* @param[in] msg message to modify

\* @param[in] buffer\_size size of buffer holding the message

\* @param[out] attr address of ipv4-del-prefix attribute

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_msg\_add\_ipv4\_del\_prefix**(**struct sxp\_msg **\***msg**,** size\_t buffer\_size**,**

struct sxp\_attribute **\*\***attr**);**

/\*\*

\* @brief add ipv6-del-prefix attribute to message

\*

\* @param[in] msg message to modify

\* @param[in] buffer\_size size of buffer holding the message

\* @param[out] attr address of ipv6-del-prefix attribute

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_msg\_add\_ipv6\_del\_prefix**(**struct sxp\_msg **\***msg**,** size\_t buffer\_size**,**

struct sxp\_attribute **\*\***attr**);**

/\*\*

\* @brief parse prefix-list (ipv4/6-add/del-prefix) - get first/next prefix

\*

\* @param[in] prefix\_list attribute to parse

\* @param[in] start if set to NULL, get first prefix, otherwise get next

\* @param[out] next first or next prefix depending on value of start or NULL

\*if no (more) prefixes present

\* @param[out] code error code found while processing attribute

\* @param[out] subcode error sub-code found while processing attribute

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_parse\_prefix\_list**(**struct sxp\_attribute **\***prefix\_list**,**

struct sxp\_prefix **\***start**,** struct sxp\_prefix **\*\***next**,**

enum sxp\_error\_code **\***code**,**

enum sxp\_error\_sub\_code **\***subcode**);**

/\*\*

\* @brief parse add-ipv4 attribute

\*

\* @param add\_ipv4 attribute to parse

\* @param buffer storage for parsed ipv4 prefix

\* @param buffer\_size size of storage buffer

\* @param sgt storage for parsed source group tag

\* @param have\_prefix\_length flag set to true if prefix length is present

\* @param prefix\_length prefix length, if present

\* @param code error code found while processing attribute

\* @param subcode error sub-code found while processing attribute

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_parse\_add\_ipv4**(**struct sxp\_attribute **\***add\_ipv4**,** uint8\_t **\***buffer**,**

size\_t buffer\_size**,** uint16\_t **\***sgt**,**

bool **\***have\_prefix\_length**,** uint8\_t **\***prefix\_length**,**

enum sxp\_error\_code **\***code**,**

enum sxp\_error\_sub\_code **\***subcode**);**

/\*\*

\* @brief parse add-ipv6 attribute

\*

\* @param add\_ipv6 attribute to parse

\* @param buffer storage for parsed ipv6 prefix

\* @param buffer\_size size of storage buffer

\* @param sgt storage for parsed source group tag

\* @param have\_prefix\_length flag set to true if prefix length is present

\* @param prefix\_length prefix length, if present

\* @param code error code found while processing attribute

\* @param subcode error sub-code found while processing attribute

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_parse\_add\_ipv6**(**struct sxp\_attribute **\***add\_ipv6**,** uint8\_t **\***buffer**,**

size\_t buffer\_size**,** uint16\_t **\***sgt**,**

bool **\***have\_prefix\_length**,** uint8\_t **\***prefix\_length**,**

enum sxp\_error\_code **\***code**,**

enum sxp\_error\_sub\_code **\***subcode**);**

/\*\*

\* @brief parse del-ipv4 attribute

\*

\* @param del\_ipv4 attribute to parse

\* @param buffer storage for parsed ipv4 prefix

\* @param buffer\_size size of storage buffer

\* @param have\_prefix\_length flag set to true if prefix length is present

\* @param prefix\_length prefix length, if present

\* @param code error code found while processing attribute

\* @param subcode error sub-code found while processing attribute

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_parse\_del\_ipv4**(**struct sxp\_attribute **\***del\_ipv4**,** uint8\_t **\***buffer**,**

size\_t buffer\_size**,** bool **\***have\_prefix\_length**,**

uint8\_t **\***prefix\_length**,** enum sxp\_error\_code **\***code**,**

enum sxp\_error\_sub\_code **\***subcode**);**

/\*\*

\* @brief parse del-ipv6 attribute

\*

\* @param del\_ipv6 attribute to parse

\* @param buffer storage for parsed ipv6 prefix

\* @param buffer\_size size of storage buffer

\* @param have\_prefix\_length flag set to true if prefix length is present

\* @param prefix\_length prefix length, if present

\* @param code error code found while processing attribute

\* @param subcode error sub-code found while processing attribute

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_parse\_del\_ipv6**(**struct sxp\_attribute **\***del\_ipv6**,** uint8\_t **\***buffer**,**

size\_t buffer\_size**,** bool **\***have\_prefix\_length**,**

uint8\_t **\***prefix\_length**,** enum sxp\_error\_code **\***code**,**

enum sxp\_error\_sub\_code **\***subcode**);**

/\*\*

\* @brief calculate the length of add-ipv4 attribute containing prefix

\*

\* @param prefix\_len length of the prefix

\*

\* @return size of the element

\*/

uint32\_t sxp\_calc\_add\_ipv4\_size**(**uint8\_t prefix\_len**);**

/\*\*

\* @brief calculate the length of del-ipv4 attribute containing prefix

\*

\* @param prefix\_len length of the prefix

\*

\* @return size of the element

\*/

uint32\_t sxp\_calc\_del\_ipv4\_size**(**uint8\_t prefix\_len**);**

/\*\*

\* @brief calculate the length of add-ipv6 attribute containing prefix

\*

\* @param prefix\_len length of the prefix

\*

\* @return size of the element

\*/

uint32\_t sxp\_calc\_add\_ipv6\_size**(**uint8\_t prefix\_len**);**

/\*\*

\* @brief calculate the length of del-ipv6 attribute containing prefix

\*

\* @param prefix\_len length of the prefix

\*

\* @return size of the element

\*/

uint32\_t sxp\_calc\_del\_ipv6\_size**(**uint8\_t prefix\_len**);**

/\*\*

\* @brief add add-ipv4 attribute to message

\*

\* @param msg message to modify

\* @param buffer\_size size of buffer holding the message

\* @param tag source group tag associated with the prefix

\* @param prefix\_len length of the prefix

\* @param prefix prefix

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_msg\_add\_add\_ipv4**(**struct sxp\_msg **\***msg**,** size\_t buffer\_size**,** uint16\_t tag**,**

uint8\_t prefix\_len**,** uint8\_t **\***prefix**);**

/\*\*

\* @brief add add-ipv6 attribute to message

\*

\* @param msg message to modify

\* @param buffer\_size size of buffer holding the message

\* @param tag source group tag associated with the prefix

\* @param prefix\_len length of the prefix

\* @param prefix prefix

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_msg\_add\_add\_ipv6**(**struct sxp\_msg **\***msg**,** size\_t buffer\_size**,** uint16\_t tag**,**

uint8\_t prefix\_len**,** uint8\_t **\***prefix**);**

/\*\*

\* @brief add del-ipv4 attribute to message

\*

\* @param msg message to modify

\* @param buffer\_size size of buffer holding the message

\* @param prefix\_len length of the prefix

\* @param prefix prefix

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_msg\_add\_del\_ipv4**(**struct sxp\_msg **\***msg**,** size\_t buffer\_size**,**

uint8\_t prefix\_len**,** uint8\_t **\***prefix**);**

/\*\*

\* @brief add del-ipv6 attribute to message

\*

\* @param msg message to modify

\* @param buffer\_size size of buffer holding the message

\* @param prefix\_len length of the prefix

\* @param prefix prefix

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_msg\_add\_del\_ipv6**(**struct sxp\_msg **\***msg**,** size\_t buffer\_size**,**

uint8\_t prefix\_len**,** uint8\_t **\***prefix**);**

/\*\*

\* @brief return string representation of capability code

\*

\* @param c capability code

\*

\* @return string representation

\*/

const char **\***sxp\_capability\_code\_string**(**enum sxp\_capability\_code c**);**

/\*\*

\* @brief swap the relevant fields of given SXP message from host to network

\* byte order

\*

\* @param msg message to swap

\* @param code error code found while processing message

\* @param subcode error sub-code found while processing message

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_msg\_hton\_swap**(**struct sxp\_msg **\***msg**,** enum sxp\_error\_code **\***code**,**

enum sxp\_error\_sub\_code **\***subcode**);**

/\*\*

\* @brief swap the relevant fields of given SXP message from network to host

\* byte order

\*

\* @param msg message to swap

\* @param code error code found while processing message

\* @param subcode error sub-code found while processing message

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_msg\_ntoh\_swap**(**struct sxp\_msg **\***msg**,** enum sxp\_error\_code **\***code**,**

enum sxp\_error\_sub\_code **\***subcode**);**

/\*\*

\* @brief pretty-print the message in host byte-order at trace level to log

\*

\* @param msg message to pretty-print

\*

\* @return 0 on success, -1 on error

\* @param code error code found while processing message

\* @param subcode error sub-code found while processing message

\*/

int sxp\_hbo\_pretty\_print\_msg**(**struct sxp\_msg **\***msg**,** enum sxp\_error\_code **\***code**,**

enum sxp\_error\_sub\_code **\***subcode**);**

/\*\*

\* @brief parse message - get first/next attribute

\*

\* @param[in] msg message to parse

\* @param[in] start if set to NULL, get first attribute present in msg,

\*otherwise get next attribute following attribute at located at start

\* @param[out] next first or next attribute found in msg or NULL if no (more)

\*attributes present

\* @param[out] code error code found during message parsing

\* @param[out] subcode error sub code found during message parsing

\*

\* @return 0 on success, -1 on error

\*/

int sxp\_parse\_msg**(**struct sxp\_msg **\***msg**,** struct sxp\_attribute **\***start**,**

struct sxp\_attribute **\*\***next**,** enum sxp\_error\_code **\***code**,**

enum sxp\_error\_sub\_code **\***subcode**);**

### Radix tree

Radix tree is used in the SXP daemon for storing ipv4 and ipv6 prefixes with efficient insertion, deletion and lookup. This module is used by the core daemon logic to create per-peer and global bindings databases and also expanded entries database.

The API which this module provides is:

/\*\*

\* @brief opaque radix node structure

\*/

struct radix\_node**;**

/\*\*

\* @brief opaque radix tree structure

\*/

struct radix\_tree**;**

/\*\*

\* @brief allocate a new radix tree

\*

\* @return non-NULL tree if success, NULL on error

\*

\*/

struct radix\_tree **\***radix\_create**(**uint8\_t maxbits**);**

/\*\*

\* @brief callback called by radix\_destroy for each node's data before

\*destroying the node

\*

\* @param data pointer stored in radix node

\*/

**typedef** void **(\***radix\_data\_free\_cb**)(**void **\***data**);**

/\*\*

\* @brief free a radix tree

\*

\* @param tree tree to be freed

\* @param cb callback called for each node of the radix before the node is freed

\*/

void radix\_destroy**(**struct radix\_tree **\***tree**,** radix\_data\_free\_cb cb**);**

/\*\*

\* @brief store prefix with prefix length in the tree associated with value

\*overwriting any existing stored value

\*

\* @param[in] tree the tree to operate on

\* @param[in] prefix memory containing bits to be stored in the tree

\* @param[in] prefix\_len number of bits (at most prefix\_len / 8 + 1 bytes will

\*be

\* read from prefix)

\* @param[in] value value to associate with stored prefix (must not be NULL)

\* @param[out] node the node created/updated by the store command

\*

\* @return returns 0 on success, -1 if error occurs

\*/

int radix\_store**(**struct radix\_tree **\***tree**,** const uint8\_t **\***prefix**,**

uint8\_t prefix\_len**,** void **\***value**,** struct radix\_node **\*\***node**);**

/\*\*

\* @brief delete a node from radix tree and return next node

\*

\* @param tree tree to delete node from

\* @param node node to delete

\*

\* @return 0 on success, -1 on error

\*/

int radix\_delete\_node**(**struct radix\_tree **\***tree**,** struct radix\_node **\***node**);**

**typedef** int **(\***radix\_match\_cb**)(**struct radix\_node **\***node**,** void **\***ctx**);**

/\*\*

\* @brief remove all entries for which the callback function returns non-zero

\*

\* @param tree tree to balk

\* @param callback function which gets value and ctx and must return zero if the

\*node should be kept or non-zero otherwise

\* @param ctx context passed to callback function

\*

\* @return 0 on success, -1 on error

\*/

int radix\_delete\_matching**(**struct radix\_tree **\***tree**,** radix\_match\_cb callback**,**

void **\***ctx**);**

/\*\*

\* @brief search the tree for given prefix/length and return the associated node

\*

\* @param tree the tree to operate on

\* @param prefix memory containing bits to search for

\* @param prefix\_len number of bits (at most prefix\_len / 8 + 1 bytes will be

\* read from prefix)

\* @param[out] node radix node matching the search criteria

\*

\* @return 0 on success, -1 on error

\*/

int radix\_search**(**const struct radix\_tree **\***tree**,** const uint8\_t **\***prefix**,**

uint8\_t prefix\_len**,** struct radix\_node **\*\***node**);**

/\*\*

\* @brief search the tree for given prefix/length and return the node which has

\* the longest matching prefix

\*

\* @param tree the tree to operate on

\* @param prefix memory containing bits to search for

\* @param prefix\_len number of bits (at most prefix\_len / 8 + 1 bytes will be

\* read from prefix)

\* @param[out] result radix node matching the search criteria

\*

\* @return 0 on success, -1 on error

\*/

int radix\_search\_best**(**struct radix\_tree **\***tree**,** const uint8\_t **\***prefix**,**

uint8\_t prefix\_len**,** struct radix\_node **\*\***result**);**

/\*\*

\* @brief iterate to first or next node in the radix tree

\*

\* NOTE: modifying the tree invalidates any pointers returned from radix\_iterate

\*

\* @param[in] tree the tree to operate on

\* @param[in] node node returned by previous call of radix\_iterate or NULL if

\*starting iteration

\* @param[out] next first node if NULL == node or next node otherwise

\*

\* @return 0 on success, -1 on error

\*/

int radix\_iterate**(**const struct radix\_tree **\***tree**,** struct radix\_node **\***node**,**

struct radix\_node **\*\***next**);**

/\*\*

\* @brief value returned from radix\_next\_search\_cb indicating radix node should

\* be returned

\*/

#define RADIX\_MATCH (1)

/\*\*

\* @brief value returned from radix\_next\_search\_cb indicating radix node should

\* be skipped

\*/

#define RADIX\_SKIP (-1)

/\*\*

\* @brief callback callback used to find next node that matches callback

\*criteria

\*

\* @param node node to be validate

\* @param ctx context passed to radix\_iterate\_matching

\*

\* @return RADIX\_MATCH if node should be matched, RADIX\_SKIP, if skipped

\*/

**typedef** int **(\***radix\_next\_search\_cb**)(**const struct radix\_node **\***node**,** void **\***ctx**);**

/\*\*

\* @brief iterate to first or next node in the radix tree for which the callback

\*function returns non-zero

\*

\* NOTE: modifying the tree invalidates any pointers returned from radix\_iterate

\*

\* @param[in] tree the tree to operate on

\* @param[in] node node returned by previous call of radix\_iterate or NULL if

\*starting iteration

\* @param[out] next first node if NULL == node or next node otherwise

\* @param cb function which gets node, next node and ctx and must return zero if

\*the

\* next node match

\* @param ctx context passed to callback function

\*

\* @return 0 on success, -1 on error

\*/

int radix\_iterate\_matching**(**const struct radix\_tree **\***tree**,**

struct radix\_node **\***node**,** struct radix\_node **\*\***next**,**

radix\_next\_search\_cb cb**,** void **\***ctx**);**

/\*\*

\* @brief parse radix node

\*

\* @param[in] node node to parse, must not be NULL

\* @param[out] prefix\_buffer buffer to store prefix bits - if NULL then unused

\* @param[out] prefix\_buffer\_size size of the buffer in bytes - if prefix\_buffer

\*is NULL, then this value is not filled

\* @param[out] prefix\_length actual length of prefix stored in bits

\* @param[out] value value associated with node

\*

\* @return 0 on success, -1 on error

\*/

int radix\_parse\_node**(**const struct radix\_node **\***node**,** uint8\_t **\***prefix\_buffer**,**

size\_t prefix\_buffer\_size**,** uint8\_t **\***prefix\_length**,**

void **\*\***value**);**

/\*\*

\* @brief return the parent node to the given radix node

\*

\* @param node child node

\* @param parent parent node or NULL if no such node exists

\*

\* @return 0 on success, -1 on error

\*/

int radix\_get\_parent\_node**(**const struct radix\_node **\***node**,**

struct radix\_node **\*\***parent**);**

/\*\*

\* @brief set new value for given radix node

\*

\* @param node node to modify

\* @param value value to set

\*

\* @return 0 on success, -1 on error

\*/

int radix\_node\_set\_value**(**struct radix\_node **\***node**,** void **\***value**);**

**System Flow**

The SXP daemon is event based – events include timer events, configuration events, socket events, and signals.

Initialization code is responsible for setting up the daemon. It creates an event manager instance, registers configuration management and then enters event loop.

There are 5 types of timer events:

* Connection retry timer. This timer is setup for each peer whenever a failure occurs while doing any operation regarding that peer which results in tearing down the connection. Timer is canceled if a connection if brought up which results in having enough connections for that peer.
* Keep-alive timer. Timer is setup/active in case the keep-alive mechanism is negotiated for peers which are listeners. When it expires, a keep-alive message is sent to the peer.
* Hold timer. This timer is setup if keep-alive mechanism is negotiated for peers which are speaker. If hold timer expires, sxp daemon assumes the connection failed, tears down the appropriate socket and starts delete hold-down timer.
* Reconciliation timer. This timer is started when a speaker peer reconnects. At this time, a reconciliation timestamp is saved and when the timer fires, all bindings from this peer are traversed. Any binding, whose timestamp is older than the reconciliation timestamp is removed. (That means all bindings which were not advertised during the reconciliation timer).
* Delete hold-down timer. This timer is started when a connection to speaker peer is lost. When the timer expires, all bindings from this peer are deleted. The timer is cancelled when the peer reconnects.

Configuration events include configuration parameter change, peer change, and binding change.

* Parameter changes

The parameters are:

1. Default connection password (string)
2. Retry timer value in seconds
3. Reconciliation timer value in seconds
4. Hold timer minimum in seconds
5. Hold timer maximum in seconds
6. Keep alive timer timeout in seconds
7. Expansion counter limit
8. Bind address (address where the daemon binds to for listening)
9. Listening port
10. Node id for sxp daemon instance
11. Enable – global setting which says whether the daemon is enabled or disable

* Peer changes. Peers can be added, modified and removed. When a peer is added, an empty bindings database is created for it and connection attempt is started. When a peer is removed, all connections are torn down and all bindings from this peer are removed from the master bindings database.
* Binding change. Bindings can be added or deleted. When a binding is added, it is added to the local bindings database and propagated to the master bindings database. When its removed, it is removed from both these databases.

Socket events are:

* New connection. When a new connection is received, peer database is searched for the source ip to see if the peer is recognized. If not, then connection is closed, otherwise if the connection is needed (or the peers ip address is higher) then the connection is kept. This might cause existing connection (outgoing connection) to be torn down.
* Write. This event is utilized for error cases to detect whether an error message was written to the socket, if yes, then the connection is closed.
* Read. When a read event occurs, data are read into local buffer and if there is enough data to contain SXP message header, then this is parsed and if enough data are received so that a complete message is in the buffer, then that message is parsed. This is repeated multiple times if more messages are in the buffer.
* Error. This indicates that the other side closed the socket or some error occurred. The affected socket is destroyed and retry timer is scheduled if needed.
* Signals. Signal events are only used for debugging and/or platform specific handling. On Linux, SIGHUP causes the configuration management to reload the configuration file and call the appropriate callbacks for any changes detected. Also SIGQUIT causes the daemon to print debugging info to the standard output.

**SXP data structures**

The key SXP data structures are in sxpd\_internal.h. The daemon context, sxpd\_ctx, holds the run-time state of the SXP daemon. The SXP peer structure, sxpd\_peer, holds the run-time state of sxp peer. The SXP daemon mask, sxpd\_mask, is an array of bits which are allocated when set with unallocated bits considered to be set to zero. The SXPD binding represents bindings contributed by a peer. The SXPD binding list, sxpd\_binding\_list, represents contributing bindings in the master binding database. The Expansion track entry, sxpd\_expansion\_track\_entry, is the expanded host entry and contains the binding list, mask, and radix node.

The size of the data structures are taken using gdb with sxpd binary compiled on x86\_64 linux.

Reading symbols from linux/src/sxpd...done.

(gdb) p sizeof(struct sxpd\_ctx)

$1 = 368

(gdb) p sizeof(struct sxpd\_peer)

$2 = 280

(gdb) p sizeof(struct sxpd\_mask)

$3 = 24

(gdb) p sizeof(struct sxpd\_peer\_sequence)

$4 = 24

(gdb) p sizeof(struct sxpd\_binding\_list)

$5 = 72

(gdb) p sizeof(struct sxpd\_expansion\_track\_entry)

$6 = 56

**Data dependency diagram**
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**Peer connection handling**

### The peer handling algorithms are concerned with:

### SXP daemon enabled/disabled. When daemon is disabled, all peer connections are torn down, listening socket is destroyed and no outgoing connections are attempted. When the state changes from disabled to enabled, listening socket is created and an outgoing connection attempt is made for every peer. SXP daemon then waits for event manager notifications about successful connection(s).

### SXP peer configured. When a peer is configured, outgoing connection attempt is made. SXP daemon then waits for event manager notifications about successful connection(s).

### SXP peer removed from configuration. When a peer is removed from configuration, all of its sockets are closed before destroying the peer structure and freeing memory. If the peer has listener role, then a PURGE-ALL message is sent to the peer on the corresponding socket before closing the connection(s).

**Bindings database**

There are several databases:

* IPv4 and IPv6 databases. SXP daemon stores bindings in separate databases (radix trees) according to IP type. There is one database for IPv4 bindings and one database for IPv6 bindings. This allows simplification when generating UPDATE messages to peers and efficient use of attributes due to ip-prefix aggregation. Separate databases are used in all cases where bindings are stored and the code flow for handling the bindings is the same for both cases with one exception – subnet expansion is done (when configured) only for IPv4 bindings.
* Local bindings database. SXP daemon stores locally configured IP-SGT bindings in two databases sxpd\_ctx.bindings\_v4 (for IPv4 bindings) and sxpd\_ctx.bindings\_v6 (for IPv6 bindings).
* Per-peer bindings database. SXP daemon stores bindings learned from speaker peers in two data databases sxpd\_peer.bindings\_v4 (for IPv4 bindings) and sxpd\_peer.bindings\_v6 (for IPv6 bindings).
* Master bindings database. SXP daemon contains two databases sxpd\_ctx.master\_bindings\_v4 (for IPv4 bindings) and sxpd\_ctx.master\_bindings\_v6 (for IPv6 bindings) for storing aggregated binding information. While local and per-peer bindings databases contain pointers to sxpd\_binding structures, which represent bindings, master bindings database contains pointers to sxpd\_binding\_list structures.
  + Binding list (sxpd\_binding\_list) is a structure which contains a list of contributing bindings for a given network prefix. When two different peers (or a peer and local configuration) advertise the same network prefix, two different bindings are created - one per each peer. These are then sorted according to either peer-sequence length rules or timestamps in the binding list. This binding list is stored in the master bindings database with the same network prefix as the bindings as key. The first binding in the binding list is the binding which is selected for export when sending UPDATE message to peers.
* Expanded bindings & expansion track entries. If subnet expansion is configured, then whenever an IPv4 binding is received, it’s number of host entries is calculated and if further expansion ‘slots’ are available, then this binding is expanded, otherwise an error message is logged. Expanded binding list is stored in the expanded bindings database (sxpd\_ctx.expand\_bindings\_v4). The host entries which are generated from the binding are stored as expansion track entries in the expansion track entry database (sxpd\_ctx.expand\_entries\_v4). Expansion track entries correspond to host entries and contain the peer distribution masks themselves.

When a binding is updated (with new SGT or so), the corresponding expansion track entries’ masks’ bits are reset.

When an already expanded binding list is updated, the expansion track entries are updated accordingly.

When an expansion track entry is created, the binding list to which it points is taken from the longest matching prefix. So, if there are two subnets which both contain the same host entry, the host entry is taken from the subnet with longer prefix.

**Bindings export**

Creation of new binding list, removal of all elements from binding list or a change on the first position in the binding list all trigger bindings export (sxpd\_export\_bindings).

Each binding list contains a distribution mask (sxpd\_mask). The mask is on-demand allocated structure, which holds bits corresponding to peers. Each listener peer has an index allocated (sxpd\_peer.listener\_bit\_pos), which specifies the corresponding bit in distribution mask. When a bit in distribution mask is set to “1”, it means that the corresponding peer has the current version of IP-SGT binding for the network prefix under which the binding list is stored. Bits in the mask are set to “1” when an UPDATE message containing the IP-SGT binding is successfully sent to peer. Bits in the mask are set to “0”, when the binding list gets empty or when the first position in the binding list changes.

**Exporting bindings to a listener peer**

#### Common logic when exporting items to peer

When exporting bindings or host entries to peer, whether is add or delete, the common code flow is like this:

1. First an empty UPDATE message is created.
2. Next item for export is found and the size needed to store this item in the UPDATE message is calculated.
3. If there is enough room to store the item, then the item is added to the message and to a linked list of elements in message. This linked list is not allocated; each item holds an internal “next” pointer which is reserved for this use. Only the pointer to the first element is thus needed.
4. If adding this item would exceed the maximum message size, then the existing UPDATE message is sent to the client and a new empty UPDATE message is created before proceeding further.
5. When sending the UPDATE message to client, once the message was successfully written to the socket, the linked list containing elements in message is iterated and bit mask of each item in the linked list is updated to “1” at position corresponding to the peer for which the UPDATE message is being generated. This ensures that the masks are always correctly update even in the event if the UPDATE message is dropped because it cannot be written to the socket (e.g. if the buffer is full or so).

When bindings export is triggered, the array of listener peers is traversed and a write callback is registered for corresponding listener socket for each peer. Once the socket becomes writable, an export for that peer is performend. This export is done in these steps:

#### Exporting delete updates for IPv4 bindings

The master bindings database is iterated and each binding list which is not empty is skipped. When an empty binding list is found, the listener bit is checked in the binding list’s mask. If this bit is not set, then the corresponding IP-SGT prefix is to be exported as deleted to the peer.

Bindings which are non-host (networks) are not exported to peer which does not support subnet bindings.

#### Exporting delete updates for IPv6 bindings

The master bindings database is iterated and each binding list which is not empty is skipped. When an empty binding list is found, the listener bit is checked in the binding list’s mask. If this bit is not set, then the corresponding IP-SGT prefix is to be exported as deleted to the peer.

IPv6 bindings are not exported to peers which don’t support IPv6 bindings.

#### Exporting add updates for IPv4 bindings

The master bindings database is iterated and each binding list which is empty is skipped. When a non-empty binding list is found, the listener bit is checked in the binding list’s mask. If this bit is not set, then the corresponding IP-SGT prefix is to be exported as added to the peer.

Bindings which are non-host (networks) are not exported to peer which does not support subnet bindings.

#### Exporting add updates for IPv6 bindings

The master bindings database is iterated and each binding list which is empty is skipped. When a non-empty binding list is found, the listener bit is checked in the binding list’s mask. If this bit is not set, then the corresponding IP-SGT prefix is to be exported as added to the peer.

IPv6 bindings are not exported to peers which don’t support IPv6 bindings.

#### Exporting delete IPv4 expanded host entries

This step is performed only for peers which do not advertise subnet handling capability.

Expansion track entries database is iterated and each expansion track entry which points to non-empty binding list is skipped. When a empty expansion track entry/binding list is found, the expansion bit is checked in the expansion track entry’s mask. If this bit is not set, then the corresponding expanded IP-SGT host entry is to be exported as deleted to the peer.

#### Exporting add IPv4 expanded host entries

This step is performed only for peers which do not advertise subnet handling capability.

Expansion track entries database is iterated and each expansion track entry which points to empty binding list is skipped. When a non-empty expansion track entry/binding list is found, the expansion bit is checked in the expansion track entry’s mask. If this bit is not set, then the corresponding expanded IP-SGT host entry is to be exported as added to the peer.

**Interface design**

Read-only DBUS interface via G-DBUS library is provided. SXPD has no IPC interface to export any information to other processes. SXPD can be optionally built with d-bus gdbus interface. Gdbus interface exports basic sxpd information, IPv4 and IPv6 binding lists and peer list. Gdbus interface is using "d-bus system bus" which requires to update d-bus configuration before using SXPD.

Example of debian d-bus configuration, which allows users of group nobody to connect system bus and own d-bus name "com.xoxo.sxpd":

configuration file path:

/etc/dbus-1/system.d/com.xoxo.sxpd.conf

configuration file content:

<busconfig>

<policy at\_console="true">

<allow own="com.xoxo.sxpd"/>

</policy>

<policy group="nobody">

<allow own="com.xoxo.sxpd"/>

</policy>

<policy group="nobody">

<allow send\_destination="com.xoxo.sxpd"

send\_interface="com.xoxo.sxpd"/>

</policy>

<policy context="default">

<allow send\_destination="com.xoxo.sxpd"

send\_interface="org.freedesktop.DBus.Introspectable" />

<allow send\_destination="com.xoxo.sxpd"

send\_interface="org.freedesktop.DBus.Properties" />

</policy>

</busconfig>

Detailed documentation about d-bus configuration can be found at:

http://dbus.freedesktop.org/doc/dbus-daemon.1.html

**Basic compilation**

Build system CMake is used for SXPD compilation.

Building SXPD:

Simply create directory which will be used by cmake to generate make rules and also used as destination for compiled binary files. Change to this newly created directory and call cmake command with path to SXPD source directory as one of of the parameters. Once cmake is finished, invoke make.

Command line compilation example (assuming the sxpd source code is in ~/sxpd and

building in ~/build):

# create and change directory to build files directory

mkdir ~/build && cd ~/build

# use cmake to generate make rules used to build linux SXPD binary

cmake -DTARGET\_BUILD\_PLATFORM=linux ~/sxpd

# build linux SXPD binary

make all

**Advanced compilation options**

Sxpd project has these cmake configuration options:

(1) (mandatory) target operating system cmake option:

-DTARGET\_BUILD\_PLATFORM=<linux>

(2) (optional) option to build SXPD binary with or without debug symbols:

-DCMAKE\_BUILD\_TYPE=<Debug|Release>

(3) (optional) option to build SXPD binary with or without d-bus interface.

By default, d-bus interface is disabled.

To know more about d-bus interface see section "SXPD GDBUS INTERFACE":

-DENABLE\_GDBUS\_INTERFACE=false to disable d-bus

-DENABLE\_GDBUS\_INTERFACE=<any other value> to enable d-bus

(4) (optional) option to print all logging information to console:

By default, log printing is disabled.

-DENABLE\_LOG\_PRINTING=false to disable log printing

-DENABLE\_LOG\_PRINTING=<any other value> to enable log printing

(5) (optional) option to strictly check binding configuration:

By default, binding configuration strict checker is enabled.

-DENABLE\_STRICT\_BINDING\_CFG\_CHECK=false to disable option

-DENABLE\_STRICT\_BINDING\_CFG\_CHECK=<any other value> to enable option

Detailed documentaion about CMake build-system can be found at:

<http://www.cmake.org/documentation/>

**Linux configuration file**

SXP daemon is using libconfig-like format configuration file, not all options, which libconfig allows/supports are used/allowed though. See "default.cfg" file in the root SXPD source directory, which contains a commented example with all options explained.

SXP daemon can be run from the command-line with the default or user specified parameters.

Usage:

<sxpd\_binary\_path> [config\_file\_path] [log\_level] [pid\_file\_path]

sxpd\_binary\_path: path to sxpd binary

config\_file\_path: path to configuration file used by this SXPD instance

log\_level: default log-level used by the SXPD instance,

must be one of the following:

alert: critical messages which require user interaction

error: run-time error messages

debug: debugging messages

trace: detailed debugging messages

NOTE: the log-level can be overriden in the configuration file, in which

case, the log-level specified on command-line is used only until

config-file log-level is read and applied

pid\_file\_path: path to file where SXPD will store its process ID

the default parameters are:

config\_file\_path: /etc/sxpd.cfg

log\_level: error

pid\_file\_path: /tmp/sxpd.pid

**Modifying runtime configuration on Linux**

Modifying run-time configuration is possible by changing the configuration file,

which SXPD instance uses and then sending the HANGUP signal to the SXPD.

A convenience shell script, called sxpd-reload.sh is provided in the source code

root directory. The script reads the PID from the SXPD pid-file and sendts the

appropriate signal to the SXPD instance.

Example:

1. SXPD run with default parameters:

$ ./sxpd-reload.sh

No parameter specified, use default pid file location /tmp/sxpd.pid?y

PID TTY TIME CMD

30155 pts/14 00:00:00 sxpd

Success: sent configuration reload trigger to process 30155

2. SXPD with custom pid-file path /tmp/my\_sxpd.pid

$ ./sxpd-reload.sh /tmp/my\_sxpd.pid

PID TTY TIME CMD

30155 pts/14 00:00:00 sxpd

Success: sent configuration reload trigger to process 30155

**Development Unit Testing**

Test plan has been designed to cover unit testing, topology simulation testing, code coverage testing, static analysis testing and memory testing.

All tests were built on top of CMake CTest automated testing tool.

Other tools:

* CTest – unit testing, topology simulation testing
* GNU coverage - code coverage testing
* Valgrind – memory testing
* Scan-build – static analysis testing

Unit test plan and test results are part of separate document OS\_SXP\_C\_test\_plan.doc

**SXP directory structure**

<SXPD source root>/README.txt - readme file.

<SXPD source root>/default.cfg – default configuration file with documentation

<SXPD source root>/license - SXPD source code license

<SXPD source root>/inc - header files directory

<SXPD source root>/src - source files directory

<SXPD source root>/test - test files directory

<SXPD source root>/linux - linux specific source and test files directory
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