**Reza Shisheie**

**Homework #4**

**Due: April 27th 2017**

Question 1:

**package** homework4\_1\_test;

**import** java.util.LinkedList;

**import** java.util.Random;

**public** **class** RadixSort {

// Define the length of the array which stores integers.

**private** **static** **final** **int** ***LENGTH*** = 10;

// Define the bucket. Since it is Redix, the buckets are 10

**private** **static** LinkedList[] *q* = {

**new** LinkedList(), // 0

**new** LinkedList(), // 1

**new** LinkedList(), // 2

**new** LinkedList(), // 3

**new** LinkedList(), // 4

**new** LinkedList(), // 5

**new** LinkedList(), // 6

**new** LinkedList(), // 7

**new** LinkedList(), // 8

**new** LinkedList() // 9

};

**public** **static** **void** main(String[] args)

{

// Random List.

Object[] list = **new** Object[***LENGTH***];

// Generate a random list of numbers between 0 to 1,000,000

**for**(**int** r=0; r < ***LENGTH***; r++){

list[r] = **new** Random().nextInt(1000 \* 1000);

}

System.***out***.println("Unsorted list: ");

**for**(**int** i=0; i < list.length; i++){

System.***out***.println(list[i]);

}

// Sort the list.

Object[] sortedList = *sort*(list);

System.***out***.println(" ");

System.***out***.println("Sorted list: ");

// Print the sorted list.

**for**(**int** i=0; i < sortedList.length; i++){

System.***out***.println(sortedList[i]);

}

}

// main method to sort the integers

**public** **static** Object[] sort(Object[] list)

{

// Get the maximum number of digits in a number in the list.

**int** maxDigits = *getMaxDigits*(list);

// Iterate through the radix depending on max digits.

**for**(**int** r=1; r <= maxDigits; r++){

// Iterate through every number.

**int** radix;

**for**(**int** n=0; n < list.length; n++){

// Figure out what bucket to put it into.

radix = *getDigitAt*(Integer.*parseInt*(list[n].toString()), r);

// Put it into it's bucket accordinmaxDigits = getMaxDigits(list);g to the radix.

*q*[radix].add(list[n]);

}

// Go through the queues and put the numbers back into the list.

**int** a=0;

**for**(**int** k=0; k < *q*.length; k++){

// Go through every element in the queue.

**while**(*q*[k].peek() != **null**){

list[a++] = *q*[k].poll();

}

}

}

// Return the list, it is now sorted.

**return** list;

}

// get the maximum number of integers in a list

**public** **static** **int** getMaxDigits(Object list[])

{

// Define the max digits.

**int** maxDigits = 0;

// Iterate through the list.

**int** digits;

**for**(**int** i=0; i < list.length; i++){

// Cast the number to a string.

digits = *getDigits*(Integer.*parseInt*(list[i].toString()));

// Compare the lengths.

**if**(digits > maxDigits){

maxDigits = digits;

}

}

// Return the max digits.

**return** maxDigits;

}

// get the number of digits in an integer recursively

**public** **static** **int** getDigits(**int** i)

{

**if**(i < 10){

**return** 1;

}

**return** 1 + *getDigits*(i / 10);

}

// get the target digit in an integer

**public** **static** **int** getDigitAt(**int** number, **int** radix)

{

**return** (**int**)(number / Math.*pow*(10,radix-1)) % 10;

}

}

Question 1 Output:

![](data:image/png;base64,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)

Question 2:

**private** **class** MyListIterator **implements** ListIterator<E> {

**private** Node current;

// your own class is going to give this out

**public** MyListIterator(Node current) { **this**.current = current; }

// current will never be null

**public** **boolean** hasNext() { **return** current.next != **null**; }

**public** **boolean** hasPrevious() { **return** current.prev != **null**; }

**public** E next() {

**if**(!hasNext()) { **return** **null**; }

current = current.next;

**return** current.data;

}

**public** E previous() {

**if**(!hasPrevious()) { **return** **null**; }

current = current.prev;

**return** current.data;

}

}

Question 3:

To get the number of leaves, a method can be define which recursively goes to the branches of the tree and returns 1 and add them together. The result would be number of leaves

**public** **int** getNumberOfLeaves() {

**return** getNumberOfLeaves(root);

}

/\*\* Returns the number of leaf nodes \*/

**public** **int** getNumberOfLeaves(TreeNode<E> root) {

**if** (root == **null**) **return** 0;

**return** root.left == **null** && root.right == **null** ? 1 :

getNumberOfLeaves(root.left) + getNumberOfLeaves(root.right);

}