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## Including Plots

You can also embed plots, for example:
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Note that the echo = FALSE parameter was added to the code chunk to prevent printing of the R code that generated the plot.

## Profile

ID = 202249724  
source('XYZprofile.r')  
XYZprofile(ID)

## The profile of XYZ:  
## - Age: 25  
## - Gender: Male  
## - Home address: Nottingham (Colwick)

#### Importing libraries

library(readODS)

## Warning: package 'readODS' was built under R version 4.2.2

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(ggpubr)

## Loading required package: ggplot2

## Warning: package 'ggplot2' was built under R version 4.2.2

library(ggplot2)  
library(tidyverse)

## ── Attaching packages  
## ───────────────────────────────────────  
## tidyverse 1.3.2 ──

## ✔ tibble 3.1.8 ✔ purrr 0.3.4  
## ✔ tidyr 1.2.1 ✔ stringr 1.4.1  
## ✔ readr 2.1.3 ✔ forcats 0.5.2  
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()

library(CatEncoders)

## Warning: package 'CatEncoders' was built under R version 4.2.2

##   
## Attaching package: 'CatEncoders'  
##   
## The following object is masked from 'package:base':  
##   
## transform

## Cleaning and wrangling the data

datall = read.ods(file = 'dvsa1203.ods')

## Warning in read.ods(file = "dvsa1203.ods"): read.ods will be depreciated in the  
## next version. Use read\_ods instead.

dat = datall[2:16] #The first sheet contains content and metadata.

Looping through our list of dataframe,

cleaned\_data = list()  
for (i in 1:length(dat)) {  
   
 cleaned\_data[[i]] <- dat[[i]][-(1:7),]   
 #Removing metadata; {first 6 rows and the column names(we will assign new ones later)}  
 if (i > 7){ #Removing empty columns in some sheets and fixing their column names  
 cleaned\_data[[i]] <- cleaned\_data[[i]][-c(6,10)]  
 colnames(cleaned\_data[[i]]) = colnames(cleaned\_data[[1]])}  
}

Binding all of the dataframes in the above list in one, and assigning column names

full\_data = bind\_rows(cleaned\_data, .id = 'Year', )  
colnames(full\_data) = c('Year','Centre','Age','Conducted\_Male','Passes\_Male','Pass\_Rate\_Male',  
 'Conducted\_Female','Passes\_Female','Pass\_Rate\_Female',  
 'Conducted\_Total','Passes\_Total','Pass\_Rate\_Total')

Re-encoding missing values of centres

full\_data$Centre[which(full\_data$Centre == "",arr.ind = TRUE)] <- NA  
full\_data <- full\_data %>% fill(Centre, .direction = 'down')

full\_data[which(full\_data == "..",arr.ind = TRUE)] <- NA

Re-encoding the years

for (i in 1:15) {  
 full\_data$Year[which(full\_data$Year == i,arr.ind = TRUE)] <- 2006 + i}

## Exploring the Data

Passrates <- as.numeric(full\_data$Pass\_Rate\_Male)  
mean(Passrates,na.rm = TRUE);var(Passrates,na.rm = TRUE)

## [1] 53.04242

## [1] 97.28735

ggplot(data.frame(Passrates), aes(x=Passrates)) +  
geom\_histogram(aes(y = after\_stat(density)), col="paleturquoise",na.rm = TRUE) +  
ggtitle("Density plot of Pass Rates") + xlab("Passing Rates") + stat\_function(fun = dnorm, args = list(mean = mean(Passrates,na.rm = TRUE), sd = sd(Passrates,na.rm = TRUE)), lwd=1.5, col="brown1")

## Warning: Using `size` aesthetic for lines was deprecated in ggplot2 3.4.0.  
## ℹ Please use `linewidth` instead.

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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ggqqplot(Passrates)

## Warning: Removed 7475 rows containing non-finite values (`stat\_qq()`).

## Warning: Removed 7475 rows containing non-finite values (`stat\_qq\_line()`).

## Warning: The following aesthetics were dropped during statistical transformation: sample  
## ℹ This can happen when ggplot fails to infer the correct grouping structure in  
## the data.  
## ℹ Did you forget to specify a `group` aesthetic or to convert a numerical  
## variable into a factor?

## Warning: Removed 7475 rows containing non-finite values (`stat\_qq\_line()`).

## Warning: The following aesthetics were dropped during statistical transformation: sample  
## ℹ This can happen when ggplot fails to infer the correct grouping structure in  
## the data.  
## ℹ Did you forget to specify a `group` aesthetic or to convert a numerical  
## variable into a factor?
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Function for getting data of specific city

specity <- function(city){  
 citydata <- data.frame()  
   
 x <- which(full\_data== city,arr.ind = TRUE)  
 p <- full\_data[x[,1],]  
 citydata <- rbind(citydata,p)  
 rownames(citydata) <- NULL  
 citydata <- citydata[citydata$Centre == city,]  
 citydata <- citydata[!(citydata$Age == 'Total' | citydata$Age == ''),]  
 return(citydata)  
}

nearLSE <- specity('Wood Green (London)')

We see that data is missing for years past 9, as city name is different being Wood Green. So, we will combine this data too.

extra <- specity('Wood Green')  
nearLSE <- rbind(nearLSE,extra)

nearhome <- specity('Nottingham (Colwick)')

Function to get data for specific Age

specage <- function(df,age){  
 agedata <- data.frame()  
 x <- which(df$Age== age,arr.ind = TRUE)  
 p <- df[x,]  
 agedata <- rbind(agedata,p)  
 rownames(agedata) <- NULL  
 return(agedata)  
}

LSEaged <- specage(nearLSE,25)

homeaged <- specage(nearhome,25)

library(nortest)  
ad.test(Passrates)

##   
## Anderson-Darling normality test  
##   
## data: Passrates  
## A = 172.91, p-value < 2.2e-16

ks.test(Passrates,'pnorm')

## Warning in ks.test.default(Passrates, "pnorm"): ties should not be present for  
## the Kolmogorov-Smirnov test

##   
## Asymptotic one-sample Kolmogorov-Smirnov test  
##   
## data: Passrates  
## D = 0.99998, p-value < 2.2e-16  
## alternative hypothesis: two-sided

numhome <- data.frame(sapply(nearhome, function(x) as.numeric(as.character(x))))

## Warning in FUN(X[[i]], ...): NAs introduced by coercion

numhome['Centre'] <- rep(1,nrow(numhome))

male <- numhome[,c(1,2,3,5)]  
   
duplicate <- function(year,centre,age,response){  
 expanded <- 1:response  
 repeated <- data.frame('Year' = year,'Centre' = centre, 'Age' = age,'pass\_fail' = expanded)  
}  
expanded\_rows <- Map(f = duplicate,male$Year, male$Centre, male$Age,male$Passes\_Male)  
maled <- do.call(rbind,expanded\_rows)

maled$pass\_fail <- rep(1,length(maled$pass\_fail))

malefail <- numhome[,c(1,2,3)]  
malefail['Fails\_male'] <- numhome$Conducted\_Male - numhome$Passes\_Male

fexpanded\_rows <- Map(f = duplicate,malefail$Year,malefail$Centre,malefail$Age,malefail$Fails\_male)  
malefailed <- do.call(rbind,fexpanded\_rows)  
malefailed$pass\_fail <- rep(0,length(malefailed$pass\_fail))

homelogistic <- rbind(maled,malefailed)

numlse <- data.frame(sapply(nearLSE, function(x) as.numeric(as.character(x))))

## Warning in FUN(X[[i]], ...): NAs introduced by coercion

numlse['Centre'] <- rep(0,nrow(numlse))  
  
lsepasses <- numlse[,c(1,2,3,5)]  
lsexpanded <- Map(f = duplicate,lsepasses$Year,lsepasses$Centre,lsepasses$Age,lsepasses$Passes\_Male)  
lsepassed <- do.call(rbind,lsexpanded)  
lsepassed['pass\_fail'] <- rep(1,nrow(lsepassed))

lsefails <- numlse[,c(1,2,3)]  
lsefails['pass\_fail'] <- numlse$Conducted\_Male - numlse$Passes\_Male  
  
lsefexpanded <- Map(f = duplicate,lsefails$Year,lsefails$Centre,lsefails$Age,lsefails$pass\_fail)   
lsefailed <- do.call(rbind,lsefexpanded)  
lsefailed$pass\_fail <- rep(0,nrow(lsefailed))

lselogistic <- rbind(lsepassed, lsefailed)

logisticdat = rbind(homelogistic,lselogistic)

To adjust for the high value of years affecting the model, we will encode the Years as 1,2,…..15

logisticdat$Year <- as.numeric(factor(logisticdat$Year))

model <- glm(pass\_fail~.,data = logisticdat)

summary(model)

##   
## Call:  
## glm(formula = pass\_fail ~ ., data = logisticdat)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.5684 -0.4933 -0.4112 0.4947 0.5971   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.6090856 0.0174409 34.923 < 2e-16 \*\*\*  
## Year -0.0041703 0.0004944 -8.435 < 2e-16 \*\*\*  
## Centre 0.0611881 0.0041574 14.718 < 2e-16 \*\*\*  
## Age -0.0057452 0.0008091 -7.101 1.25e-12 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for gaussian family taken to be 0.2483653)  
##   
## Null deviance: 15013 on 60060 degrees of freedom  
## Residual deviance: 14916 on 60057 degrees of freedom  
## AIC: 86795  
##   
## Number of Fisher Scoring iterations: 2

We can compute a chi-square statistic to test if a model is useful. Chi-Sq statistic : 15013 - 14916 = 97 for 60060 - 60057 = 3 dof

test <- function(age,year,centre){  
 Age <- c(age);Year <- c(year);Centre <- c(centre)  
 test <- data.frame(Year,Age,Centre)  
 return(test)}

c(predict.glm(model,test(25,16,1),se.fit = TRUE),predict.glm(model,test(25,16,0),se.fit = TRUE))

## $fit  
## 1   
## 0.4599189   
##   
## $se.fit  
## [1] 0.006583998  
##   
## $residual.scale  
## [1] 0.4983626  
##   
## $fit  
## 1   
## 0.3987308   
##   
## $se.fit  
## [1] 0.006166066  
##   
## $residual.scale  
## [1] 0.4983626

library(rms)

## Warning: package 'rms' was built under R version 4.2.2

## Loading required package: Hmisc

## Warning: package 'Hmisc' was built under R version 4.2.2

## Loading required package: lattice

## Loading required package: survival

## Loading required package: Formula

##   
## Attaching package: 'Hmisc'

## The following objects are masked from 'package:dplyr':  
##   
## src, summarize

## The following objects are masked from 'package:base':  
##   
## format.pval, units

## Loading required package: SparseM

##   
## Attaching package: 'SparseM'

## The following object is masked from 'package:base':  
##   
## backsolve

lrm(pass\_fail~.,data = logisticdat)

## Logistic Regression Model  
##   
## lrm(formula = pass\_fail ~ ., data = logisticdat)  
##   
## Model Likelihood Discrimination Rank Discrim.   
## Ratio Test Indexes Indexes   
## Obs 60061 LR chi2 390.33 R2 0.009 C 0.547   
## 0 30362 d.f. 3 R2(3,60061)0.006 Dxy 0.094   
## 1 29699 Pr(> chi2) <0.0001 R2(3,45040.3)0.009 gamma 0.094   
## max |deriv| 7e-09 Brier 0.248 tau-a 0.047   
##   
## Coef S.E. Wald Z Pr(>|Z|)  
## Intercept 0.4394 0.0702 6.26 <0.0001   
## Year -0.0168 0.0020 -8.43 <0.0001   
## Centre 0.2456 0.0167 14.68 <0.0001   
## Age -0.0231 0.0033 -7.10 <0.0001   
##

library(ggplot2)  
lseagednum <- data.frame(sapply(LSEaged, function(x) as.numeric(as.character(x))))

## Warning in FUN(X[[i]], ...): NAs introduced by coercion

homeagednum <- data.frame(sapply(homeaged, function(x) as.numeric(as.character(x))))

## Warning in FUN(X[[i]], ...): NAs introduced by coercion

ggplot(data = lseagednum,aes(Year,Pass\_Rate\_Male, col = 'LSE')) + geom\_point() + geom\_line() + geom\_point(data = homeagednum, aes(Year,Pass\_Rate\_Male,col = 'Nottingham (Colwick)')) + geom\_line(data = homeagednum,aes(Year,Pass\_Rate\_Male,col = 'Nottingham (Colwick)'))

![](data:image/png;base64,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)

## Permutation test

set.seed(1111)  
x <- as.numeric(homeaged$Pass\_Rate\_Male)  
y <- as.numeric(LSEaged$Pass\_Rate\_Male)  
z <- c(x,y)  
stat <- abs(mean(x) - mean(y))   
k <- 0  
for (i in 1:10000) {  
 zperm <- sample(z,29)  
 statperm <- abs(mean(zperm[1:14])-mean(zperm[15:29]))   
 if (statperm > stat) k <- k+1}

pval <- k/10000  
pval

## [1] 0.0479