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**Задание 1. Создание ориентированного графа**

**На входе:**

Текстовый файл с описанием графа в виде списка дуг:

(a\_1, b\_1, n\_1), (a\_2, b\_2, n\_2), ..., (a\_k, b\_k, n\_k)

где a\_i - начальная вершина дуги i, b\_i - конечная вершина дуги i, n\_i - порядковый номер дуги в списке всех заходящих в вершину b\_i дуг (рис. 1).

**На выходе:**

а) Ориентированный граф с именованными вершинами и линейно упорядоченными дугами (в соответствии с порядком из текстового файла).

б) Сообщение об ошибке в формате файла, если ошибка присутствует.

**Способ проверки результата:**

а) Сериализованная структура графа в формате XML или JSON.

б) Сообщение об ошибке с указанием номера строки с ошибкой во входном файле.

**Результат работы программы:**

Запускаем программу командой:

python main.py -i input.txt -o output.xml

Получаем результат (рис. 1 – 2):

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAR0AAAIwCAYAAAC7sL8OAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAErmSURBVHhe7Z1NjB1FuqaT2bZ7MaumWxS4Xe6WWnMlWoYFwvZQlwU2lhdIYNxlIblXXNlCo2EMRkg1K1tCNlx7FsiWWRkJ+QeMhNRXGG9sLv6RJcZWI9X0SN2UGTBiujfNYtxrTz6Z+VV9FY48meecrHCdc95HCmVGZp78iTrxVkSc+N584G5OJoQQifgP1VIIIZIg0RFCJEWiI4RIikRHCJEUiY4QIikSHSFEUiQ6QoikSHSEEEmR6AghkiLREUIkRaIjhEiKREcIkRSJTsXNm1n2wANZ9vHH1YZVwGuvZdnDD1eZxFAOlAds2lTey0ryP/7H0rOyJC/Gk1UrOnzp+NL7JFYXCBGC1BaO7ffvqe/B+LGqWzpHj2YZxhuknTvv33/9+8U772TZd99VmcT88pdZNjVVrj/0UJkMxIbK/6//Wm1owe9+Vz5L3d+Ta/mWjl0bJv17MG6sCtGx/2Z8MY3/+l/LZDzxRJbdvl2ucxzH0yUyrCKwzbpKts0S2/nCWr6fLgPHhl9264L4Llmv/+bk/X9uu374GetaxK7pjw33US7st/Ih+TLtCsTQBKAt165l2X/7b1UmZ//+8u/p/4Yxen0PwP7G/fwtxX0GE6/7xb595f+vjRurDT3gmJ07q0wOn52aKtfPnSvPY9y4ce95WWcbx8LRo/HP2P4Y4X7ux1+jKc/n/TWB5/DHcB/2nP4Zge1Nec7Ps4GVi79nK4dY8udqQ/h8ddSVLdvsXtvC9ax8PPbssX1idXFfWjr23+n778uv+5Ur1Y4I1mqheX/mTLUxh/+2/KfnP/sLL2TZjRvVDserr1YrOXx+48Yse/75Mv+f/3O5bPpP6+E/+0cfVZmcs2eXrsF5fB527Miyq1eXX4Ougocy8F2oDRuWP6eH88daC76lxTNay8Ce1bcMKOuyet6b7ldXrg113wODbTwD+1eqhSe6IbnoIBLAF6Sucnn+y3/JsnPn4sdSgajU+/aVlXUQvvmmWmkBIkLFB7pAjDtYxTYQQL70JNabsOeyz5BiQmjb/FiHPbMXlXGl1/fAY10/umFh91OsDpKLjrVqqFxt/htxfFixDQSM/+wMaKb4qZv74Hq01KgAL75Y7XDQ4rKWg6UmQfQDrJyfChYSE5iYEDXhx4TCtFKVlHvnHmP3bi3OJnp9DzzWir5+fXW33CaZ+9K9sv9G1hS21k8MKkJskNC28WWkpdOmVdEFXAeRo4XFcxhUrJhg9Ho2YL9v2VAmddC9O3KkyuQcPhxvbfWC8jKBC1NXlZTn4e9qA+Lw5JPxe28SZKPue2DY4Ll12du0osX94b7+emXiY12Stv1wjvvww6VWE+ehwnMOX4FXAhsvif1yw/2YkFpqgm7AY48tHc+vPPZcIVQkKp8/9n78N7fWBF1NxJf1JnEN753PdnHvdi+Uu8RmNNAraIQQSbmvLR0hxOQh0RFCJEWiI4RIikRHCJEUiY4QIikSnQjvPfBA9r/fe6/KCSG6RKIjhEiKREcIkZRVIToxPx348X/9r6Kr49Pnv/99tXepG2T7/ud//+/Rz7DduH3+/OI2f0wMv5/PefhIzceEEL0oDC7uE01+OifynX86caLK3b37h5mZu5d2765y5X5SL/g8x3z36adFniV5fx7OSzLC83LsqbVrq9wS5hNDYl0I0czgLR2LsLPko/sasHiZXn46tER+unZt9puXX662xNl8IpeHHtjn7wT+D4++/nq1lmXTs7PZD59/XuVK/Hl/9uST2f/7P/+nyi1BsKLJjsVPrXTslxCjzuCiQ2Td0j/65Z6SPbDAQD7SFJyH6AxCm66TZ00/3hA1WDE891xf+ivExJF8TMdaNWhBU1R5rHXRBGM+Nw8ezF7OFcBSE2EraBB4HtInn7TWXyEmkvsykNzGT8e6NDaAywBx2AWq4xczM9VaOXDcxB/feiv79e7dVa495htDMvOutv4wQkwq9/XXq15+OlPPPpttmJvLzm/bVnSRPtu+vRCTpq7QzMmThThZ1+or3KIifPRP/7R4zM+feqr4XD/kHyvGcbh/iY0Q7RkpP51/++d/zh7Mm0WPHzhQbekfWj4I2Y75+ew//qf/VG0VQqTivrZ0+gGxoAUz3TQQJIRY1axq0Tn9y18udoFonfAztlonQow2sisVQiRlZLpXQojxQKIjhEiKREesCDaHSWEhIkSis0JYtHubyYmrgfXr1+ci8UB2uGZeU7+cOlW+G2wl5y8R7sKPDWK0kOhMOAgNaWFhodrSDbwMkXe/CxEycaJjwfEWlElLhBYJLRMP27wPDzFd9vN9eDyTFtnPkn0smUENNqPa+wDZcZYMC1T1rSPzC7JtFqHf6xW7YGLiWy6ss41WjcGPl4P8gGndp9j7z+298va6Yysbjz2XL0crD5I/3v5G3jvp5oEDRYwdoTK2zcrIWpmWfNmTD++F1pLfZm8iVddwheAn80kAzx6eFg+fELx0vpybq3JLHjwG+7yfTpjn8xxvnj3w9/n5e7YB3jzeuyfM+2vbOViG7NxZPg/LGIcOHUJJ7k5PT1db7hbrbDt9+nS1ZQm2k/hcL86dK69LqoN78uUcew6e2XsaUZ7+b+Dz5oHkywnCv4PBsd6HKcz7c3MP/j48PCOJZxbd0eOrMx6Y2Bw9Wm2IwBcyFBFfAcIvbSgoYQWC8BiIbbMK5SukCVF4bAwzQgvFJ+8u5dtLIWHd52PYvjrRMbGZmqo29IDjQlMzX6ZWDvbMXmgNLyixMoKY6MS2WXkadn22+e118MzcnsSnG8a6e0UT+dVX+br0tpvA6Msi2mmax8ItLv/Lvyw21wkWHQbrcpFYDyH4lPsh8p3A115Y0OwTTyzv6qxbty7bsmVLsX7u3LkiwZ49e4plP9CVO3q0vM5331Uba6DbunHjvQPIGKX95YMPivWFM2eK4N1wdrmVCYmu06D4Lhfpz++/X+0p4brMbufvvPHdd6ut9fDMPDtl0NStFc2MtejYFyX/3jUaaxHRTkR6XYV49tNPl3n0kJoEoQ6CTcNz+esxBoGBGZWl6VU4NsZz/fq9gjCXPxNcvHixSLBr165i2Q8IG+LNdWJjOB60DdeAEHNw5HkQH0TIw/OGZTL7zTfV3v7g7xeea/ulS9XecsyHfyIcZ2NvvbAxHsqAshBDUrV4xp5eYzpgTW5S2KWheR5rsltznyZ62L0CzuW7ZRBr0vu87+pZtyPsVkDTmI5h4zgkP74TYscMM6ZjntF10PXhecKyBLZb98uwcqnrXsW6ZfZ39OXONv/34fq2n/XY3w44NUndqm7p8RUZT6yyxsZ4+JLHKgRYhbHkj+NzsS+uVQqS38+6P5dVLruGx441IbQxnDrxDLEB5TpBsX1hahIfExg/xsM99RJBE4RQXAzK1MrEH1cnOkDZ2fH+n4Vts2Qiw7q/vt2T/Q3AxnBktr8yKOBTdAbdELqz9lO5EDE0OVB0go2ZSXBEE2rpCCGSopaOECIpEh0hRFIkOkKIpEh0hBBJkeiIFUEmXqIOic4KYfYK3qZiNbJ169ZcHEobDEu3bt2q9g6OTLxEHRKdCebKlSvZhQsXssuXLzMNuljC9PT00MIjEy9Rx8SJjky8lpt4nT59OttUvUzelmBR6XXIxEsMDJMDJwGZePU28QLvuVMXe9Ur4NPgnnw5x56DZ/bxaJSn/xv4vMVe+XKC8O9gcKzFWkGY9+fmHvx9eHhGkgI+u6XHV2c8kIlXOxMv2LNnz7LPeExsZOIlhmWsu1c0kWXi1c7Ei67X8ePHi/W8lVN83pCJV/nsMvHqiEp8xpY2LR3gP6T9Nw7/+zW1ODi+n5ZO+B87xLd0fAsrRl1LBy5fvpzvy+7m4lMk1tkWYl0xUlO3qqmlQ3nXlTUtEGtV+ueybXX029Jpar34lk6v6xpq6XTL2IuOIROvuImX71LVjfV4THxIITLxEm3o8RUZT6yyysRr+b5Y6oVMvMSgyNpCdIZMvEQbNDlQdIJMvERb1NIRQiRFLR0hRFIkOkKIpEh0hBBJkeiIFUF+OqIOic4KYZHOPmJ8NWLR6D6dOXOm2js48tMRdUh0JhizvVhYWGAm4KKfzuzs7NDCIz8dUcfEiY78dJb76SA4Ftzp/XS+a4jslJ+OGBjm6UwC8tNp9tOxAFFSaG1h9Iq9MrgnX86x5+CZfWgI5en/Bj5vYRC+nCD8Oxgca2EPEOb9ubkHfx8enpGk2Ktu6fHVGQ/kp9PspxPGYMUwsWmKMgeOk5+OqGOsu1c0keWn0+yns3//fmp8kfLWUNEF27t3b7VXfjry0+mWsRYd+6Lk37vFMZw6NszNZV8dPlxbIZ799NPs5fyEPjUJQh075ufvOZe/HmMQP127tqgsjGP0wsZ4rl+/VxDm8meCixcvFgl27dpVLMELi2HjPd6YHWFDvLlObAzHg7a98EKVcSDswPMgPoiQh+cNy2T2m2+qvf3B3y881/ZLl6q95ZgP/0Q4zsbeemFjPJQBZSGGpGjvTADy07nXT8eMvQzfBasb9+k1piM/HdGGHl+R8cQqq/x07hbCYvt8irkLhshPRwyKosxFZ9ANkZ+OaEKTA0UnyE9HtEUtHSFEUtTSEUIkRaIjhEiKREcIkRSJjlgR5Kcj6pDorBAW6ewjxlczV65cyUWijEz3UeiDIj8dUYdERxQhD5s3b65y3SA/HVHHxImO/HTubckQ5AmxYNA65KcjBoZ5OpOA/HTifjq2jbgre695GKPl6RV7ZXBPvpxjz8Ez+9AQytP/DXzewiB8OUH4dzA41sIeIMz7c3MP/j48PCNJsVfd0uOrMx7IT6feT8dExmKteomOiY38dMSwjHX3iiay/HTifjqM4xw/frxYZzyHbpflc4Eq8mZvIT+d8tnlp9MRlfiMLW1aOsB/SPtvHP73a2pxcHw/LZ3wP3aIb+n4FlaMupYOmP0oFhZmY9ErgryLlg7lXVfWtECsVemfy7bV0W9Lp6n14ls6va5rqKXTLWMvOob8dHqP1cCwYzry0xFtmJhfr65cKb9C339fdrtCJ0Ga3DT5cbALuzR0d3710kvLmuz/99///Z7uQQhNeOuW2S8oONiteeSRZecy+PWK480xj24fXSy6c+GvVw89VD5P05tiXq4c+8CvDwq/SHHdGzfu/fXK5ubUYV1WyjIEdz+6X75cHnRvp4hB+fA3s+MpI/4mnCvsDv/sySeLz5Dn+uZkuPXf/q3ofsV+veIZeVZFzneLosxFZ1BZ5acjmtDkQNEJ8tMRbVFLRwiRFLV0hBBJkegIIZIi0RFCJEWiI4RIikRHCJEUiY4QIikTJzqhnw6Yj41P3ufF/GBYss+71bE99rm2vjdCTBoTIzrMqEcELHzAR50/fuDAspftx16sT0QyU+nZb2EKCA4RzfY5wh7+evVqsc+ivy3sIghaF2JiGQ3Rodb61AcmNi+8UIoAYtAENgyIiQchsngdMAuMTceOVVvKWCB/DBAbxXURO+5D4iMmndEQHWqtTy2hkrfx0wG6TNZFIliwLWt8xGMP6nxvhJg0xrp7RSUnABHxCaPKPQjNz596alk3qS13mlytKmyM5/r1ZiMsIcaZsR/TMUsLjPOo9HUDu2Z9AH+7dq1aq8esML5yxucYh5M8NnDN2A730WRFIcS4MzEDyb38dLzvDenOt99We3qDNw74btmDeHXm9Ot7I8SkoChzIURSJqalI4RYHUh0hBBJkegIIZIi0RFCJEWiI4RIikQnMYRP2E/sPnBULIf5TT5kxIJtSeFcKDFa6CfzxBAkynuveJfWuHDmzJlsdna2WO/q68QcJ947xeuJeZ8Vr1/eMT/f+K4xsfpRSycxBJL62c+jzOHDh3NxeGBRcLqCiZv+feh3bt8uXoIowRkPJDorCP+tSYZZYdjsZ7oJ/Be3des+2Ns8fZeC5MEDiO6ZP4bz2/ksmb+PkW9adk8xTExIHttGywb2799ftGwOHTpU5PvBwkNiMXGErOAKADwP5UW58TzWJWVpZcB2ygF895XEMR7b5o/hGt4Xyc5l9LpXMQB0r0R32Pu8SayHhO/Ztvd0h+83t/d+G3V5O5e9w9u/J5xzxt7T3XSPwFeDdPr06SLPknzsPee56Cwe30TTO+Vj70PnWcP3n5PnecP3m7PNvxM9lvfnonzYZuVY9950aLp30Q61dDri5s3yv+Fjj/G1LJN1D9qw8d13q7US3uu9YW6uypVGY+AHUelymH+PdT1+++abxRJ4F3gsjoz7snvkfrlv7t+zZ8+eYvnFF18sWw76PvS2vkZN70P3UD6+y2VlY2UFHENZenwZrZmaWlaO9h77mHtAGL8nV8jBkOh0AM3u555bqshdQHfiJ3mF8FA5/nH7dpVrR2hGFmL3zP377sOuXbuK5fHjx5ctX7B+Tx9QQdv6Gn34YZbt2FFl+oSyoYw8lGFTGcRgHKkOM2YDxFT0h0SnA6hIn3xSVi5SF8QEJiZEw2L3zP17QdiU16YtW7YU64zxAPl169YV6/1ABW3ja/Txx+Vy0PehxwQmJkTDYmM8QOtH9IdEpyOsy8LPvFaRwy5LP/zqpZeymwcPVrly4BhCO9RBsK4gifvlvmNdwd9XA6pvvPFGsbT8ILTxNfrooyx78cUqMwBWNn7wmDKkLLvAuohmV9LG+lbci0SnY2LjJYPAuMSvd+9e/EWFyoOr4bBwP23HnX7nZ+flhHn7lctECWK/enl6+RqdPUu3rsoMCHN5KCsrN8Z0/BjPIFjLph+fbVGPJgeKVQHiQytI3ZXxRy0dsSo4cmRpbo4Yb9TSEUIkRS0dIURSJDpCiKRIdIQQSZHoCCGSItERncKclmA6jxDLkOgkhglr99v5DmsKm8RnyUIdhoUJfvv3l+tYRGAZIYRHojOBzM3NFVHkzJYgTU9PF7OKhxUeJvh58y0hYkh0VpC8AVEkw/7rm4mXbwV4E6nQO9lipR5+uNpQw969e4tWy/r166stWXbr1q1iG+lKNd33mWeeyY4dO1asA3l4r0ULzOKPLDjT4823aM39+f33sx8+/3zxuX6sDMW8YRnJTMuMXtcQYwCTA0V39GviBRhJhcZSoWkVnDu3dO4YCwsLTPQs0uXLl4ttZrC1ZcuWIh+DfRwTM+gypqbK6x49Wm0IiJlv8RyhOZmZZLGM5T1N1xSjiVo6HTGMiRctAm8s9ejrrxcWDWELAMsHzusj2T3YTpgdxbVr14rlxYsXi2VdhDitnwsXLhTrMYMuWldcB2sKrl3nh9PWfGvh7NnsFzMzi2ZZLMmzPQQfLa5pkem9bDHE6CDR6QAqw6AmXtblwMHOMDe8OiMpH8lOZfTdEBMXukp0rUxQwghxYP/mzZuLdcZ18Dw2TETx2eE6TR43bc23cDLkbRge8jGHQ8Mi069f1y9j44BEpwOGMfGKCUxMiDzeDycUBMQFAcm7WnkLIW8i5Jj1qAfB4Thg+fXXXxfrhgkbYsp1eo2v9GO+FROYmBB5bIzniSdK1z4x2kh0OsIqaZOJV8wREN+cP771VpXLsq/efrs4zrogBpWb8/ouXAzrJpnPjVmPGnSpTHDojoWC47EuDnajXDvWxakz30I0Qye/6bwPxuCydR1Zkmd7iHXtzMemyepUjAjV2I5YAUwaPDZwSvKDrKzb9nAQ2QZpGVhtgx9QzsWl2lri98WSvf2hDnsjAoPaBvnYoDnYWxtI9oYFBtJtGykcRI5dQ4wPsrYQQyHzLdEv6l6JoZD5lugXtXSEEElRS0cIkRSJjhAiKRIdIURSJDojCgGiWEeMC8zH6TrAU9YaqxOJjuibrVu35iLxQBHV3gVmiTHo64TFaCHREa3BMgOxsXiurvCWGGL8keisIHQZSCHeSybsIuGlw7u4Wfr9xGP5zxE6EOI9eUge8t7Hxt733Y93DeESzLCwEIp+4BqkEEJFrl69N8TBnp8UdpHqygjsMySi90N6lVHdeQky5VBFuXcE83REdzT56RAWgM+MEcv7kAFgnW3eh4ewCf+50LsmzFvIQR39eNcQWsFXZ8+ePdWWOE1lAfv23b27c2eVqeC+/b2H+VgZAdu+nJurcs1lEubrzmtYeAb3LAZHLZ2OaOOnQ3AjAZD45Rj46IT/kXnpv0Wfw8KZM0UA6G8ifjdAK4hzPOqsKSywkn3G5hN5laqhS++aNmVhhJYY3C/37Z+F9fBZwjIy3+nHDxwoliFtyyg8r8csNr7/vny+116rdoi+kOh0ABW0jZ+O2Vf4L7XZV/gvfgxEp4nz27YtdhtYH4RhvWvalgXELDHuoH45a5w3q63bvjpSlRH2GvZsdE9Ff0h0OqCtn05MYGJCFCO0iIixY34+ezmvDT41nTdkWO+afryFYpYYMYGJCVGMVGVkYzygQNf+keh0RBs/Hfxx+G+MX46Bjw5+Or342ZNPLrMvRbT8QDKVBsvPq6+8Um0p6WeOSpfeNW29hXAoDax+Fp/lK/dmCtbZ1kscHuQ39xz/eh/fbe2ijEyQH3qofL533ql2iL6Q6HSMVTgSYxp8ST2z33xTVAZr4v/8qaeymZMnq71xECvGGqxr8Nn27UUF8my/dKlw37PzktpgFanJAxnsJ3NcCeH48eNFvm6+Tq+ysLk5sbEengWR9c/Btl4gKoxZ2Zs2SKGYD1pG1rIxQZbYDIeizMV9AbGjEg/TohKjiURHJIcBZGs1iMlDoiOESIrGdIQQSZHoCCGSItERQiRFohPAz6ODzMQVQrRDA8kBzMdgUlts/ogQYnjU0nH0mrAmhOiGiRMdm10ai6IOzaTwVvGzV0k/urgps8NkyT58WIzQt8U+R2RynlWEsphc6F5NAk1eKOb90gu8V/BcMfBjwX/F+9xAeBz7w2PwkOF6oZeMEOPO2Ld0LLaoKW7m1Kksi7zDfxnTs7P3RDITA+V9bmjREIy56dixaktW7A+9cMwegeBB7k+D12JSGGvRoTK/+mpZuZtifEIzKcOsK0kEE7alyYbBQAS5P6wkWn5EiJFmrEWHykz0NOITG8MxYmZSgNAQBW6+K72c90KaDKcMG+PBNKvlR4QYaca+e2VOeGbDGRvAjZlJGXjZGH+7dq1aqyfmB4PHi/d5ARvQxvqS+xvEMEuIUWRifr0K/W19yydmJgWhP8udb7+t9vTGvF98t8xMpqxlY0ZQEhsxaUz85EDEh1aQbCeFSMPEtHTqOHJk+dwcIcTKojAIIURSJr6lI4RIi0RHCJEUiY4QIikSHSFEUiQ6QoikSHSEEEmZONGJ+enIN0eIdEyM6ITvofZR548fOLDshfrETvHqXg92FcRhsZ9XAwOCg9WFfY6wib9evVrss+hxC7uQdYUQJaMhOtRan/qgrZ+OR745QqwcoyE61FqfWkIlb+unI98cIdIw1t0rKnkbPx2ERr45QqRh7Md02vjpgHxzhEjDxAwk9/LTkW+OEOlQlLkQIikT09IRQqwOJDpCiKRIdIQQSZHoCCGSItERQiRFopMYwifsJ3YfOCqWw/wmHzJiwbakcC6UGC30k3liCBJd88gj2czJk9WW0efMmTPZ7Oxssd7V14k5TjduZNmGDVl2+/z57Py2bdmO+fliUqYYbdTSSQyBpH728yhz+PDhXBweWBScrmDiJnMsERy4c/t29tO1ayU4Y4JEZwXhvzXJMCsMm/1MN4H/4rZu3Qe2ge9SkDx4ANE988dwfjufJfP3MfJNy+4phokJyWPbaNnA/v37i5bNoUOHinw/WHhILCaOkBV7FxnPQ3lRbjyPdUlZWhmwnXIA330lcYzHtvljuIb3RbJzGb3uVQwA3SvRHTdu0L8oE+shJ/Idfzpxosrdvfvdp58W2/4wM1NtKflybq7YbtTl7Vx/n58v8qfWri3ywDkv7d5d5ZZoukfgq0E6ffp0kWdJfnp6ush7ctFZPL6JjRvL6+7bV20IsHvz8Kz+uYA8z8tze9jG8UYs789F+bDNytH+HuF5oeneRTvU0umImzfL/4aPPcbXskzWPWjDxnffrdZK/vLBB9mGubkqVxqNgR9Epcth/j3W9fjtm28WS3hw06ZoHBn3ZffI/XLf3L9nz549xfKLL75Ytnw58AtqS1tfo1OnsmznzirTAOXju1xWNlZWwDGUpceX0ZqpqWXlOPXss8Uy5h4Qxu/JFXIwJDodQLP7ueeWKnIX0J34SV4hPFSOf9y+XeXaEZqRhdg9c/+++7Br165iefz48WXLFwZ4BzMVtK2v0YcfZtmOHVWmTygbyshDGTaVQQzGkeowYzZATEV/SHQ6gIr0ySdl5SJ1QUxgYkI0LHbP3L8XhE15bdqyZUuxzhgPkF+3bl2x3g9U0Da+Rh9/XC6ff75c9ktMYGJCNCw2xgO0fkR/SHQ6wros/MxrFTnssvTDr156Kbt58GCVKweOIbRDHQTrCpK4X+471hX8fTWg+sYbbxRLyw9CG1+jjz7KshdfrDIDYGXjB48pQ8qyC6yLaHYlbaxvxb1IdDomNl4yCIxL/Hr37sVfVKg8uBoOC/fTdtzpd352Xk6Yt1+5TJQg9quXp5ev0dmzdOuqzIAwl4eysnJjTMeP8QyCtWz68dkW9WhyoFgVID60gtRdGX/U0hGrgiNHlubmiPFGLR0hRFLU0hFCJEWiI4RIikRHCJEUiY4QIikSHdEpzGkJpvMIsQyJTmKYsHa/ne/27t27OInP0tatW6u9w8EEv/37y3UsIrCMEMIj0Zkwbt26VQRv4oHDbAnS9PR0duHChaGFhwl+3nxLiBgSnRUkb0AUybD/+mbi5VsB3kQq9E62WKmHH6421GAtmPXr11dbSpGx1syVarovgoMBl/HMM88Uy6+//rpY9sLijyw40+PNt2jN/fn997MfPv988bl+rAzFvGEZyUzLjF7XEGMAkwNFd/Rr4gUYSYXGUqFpFZw7t3TuGAsLC0z0LNLly5eLbWawtWXLliIfA2MujuHYOqamyusePVptCIiZb/EcoTmZmWSxjOU9TdcUo4laOh0xjIkXLQJvLPXo668XFg1hCwDLB87rI9k92E6YHcW1a9eK5cWLF4tlGCHuW0C5WGWnT59e1voxaF1xHawpuHadH05b862Fs2ezX8zMLJplsSTP9hB8tLimRab3ssUQo4NEpwOoDIOaeFmXAwc7w9zw6oykfCQ7ldF3Q0xc3su7MAgLYzUQRogjUPk/nSLR3cJcHQEyTETx2eE6TR43bc23cDLkbRge8jGHQ8Mi069f1y9j44BEpwOGMfGKCUxMiDzeDycUBMSFgWFaL+doIuSY9Shgqm5jO8bDbrAIoQITNsSU6/QaX+nHfCsmMDEh8tgYzxNPlK59YrSR6HSEVdImE6+YIyC+OX98660ql2Vfvf12cZx1QQwqN+f1XbgY5mNsPjdmPWps3rx58Y0OcLJ6B1fMGdC6ONiNcu1YF6fOfAvRDJ38pvM+GIPL1nVkSZ7tIda1Mx+bJqtTMSIUIztiRTBp8NjAKckPsrJu28NBZBukZWC1DX5AOfb2BtvnU94aqvb2xt6IwKC2QT42aA721gaSvWGBgXTbRgoHkWPXEOODrC3EUMh8S/SLuldiKGS+JfpFLR0hRFLU0hFCJEWiI4RIikRHCJEUic6IQoAo1hHjAvNxug7wlLXG6kSiI/oGCwxCJohq7wKzxBj0dcJitJDoiNZgmYHYWDxXV3hLDDH+SHRWELoMpBDvJRN2kfDS4V3cLP1+4rH85wgdCPGePCQPee9jY+/77se7Br8dZlgQ29UvXIMUQqjI1av3hjjY85PCLlJdGYF9hkT0fkivMqo7L0GmHKoo945gno7ojiY/HcIC8JkxYnkfMgCss8378BA24T8XeteEeQs5qKMf7xrz32kKnWgqC9i37+7dnTurTAX37e89zMfKCNj25dxclWsukzBfd17DwjO4ZzE4aul0RBs/HYIbCYDEL8fARyf8j8xL/y36HBbOnCkCQH9TBXKG0AriHI86PxwLrGSfsflEXqVq6NK7pk1ZGKElBvfLfftnYT18lrCMzHf68QMHimVI2zIKz+sxi43vvy+f77XXqh2iLyQ6HUAFbeOnY/YV/ktt9hX+ix8D0Wni/LZti90G1gdhWO+atmUBMUuMO6hfzhpnt2Hrtq+OVGVEgL49G91T0R8SnQ5o66cTE5iYEMUILSJi7Jifz17Oa4NPTecNGda7ph9voZglRkxgYkIUI1UZ2RgPKNC1fyQ6HdHGTwd/HP4b45dj4KODn04vfvbkk8vsSxEtP5BMpcHy8+orr1RbSvqZo9Kld01bbyEcSgOrn8Vn+erw4WpLVqyzrZc4PMhv7jn+9T6+29pFGZkgP/RQ+XzvvFPtEH0h0ekYq3AkxjT4knpmv/mmqAzWxP/5U09lM5WJVh2IFWMN1jX4bPv2ogJ5tl+6VLjv2XlJbbCK1OSBDPaTOa6EwKtses3X6VUWNjcnNtbDsyCy/jnY1gtEhTEre9MGKRTzQcvIWjYmyBKb4VCUubgvIHZU4mFaVGI0keiI5DCAbK0GMXlIdIQQSdGYjhAiKRIdIURSJDpCiKRIdAL4eXSQmbhCiHZoIDmA+RhMaovNHxFCDI9aOo5eE9aEEN0wcaJjs0tjUdShmRTeKn72KulHFzdldpgs2YcPixH6ttjniEzOs4pQFpML3atJoMkLxbxfeoH3Cp4rBn4s+K94nxsIj2N/eAweMlwv9JIRYtwZ+5aOxRY1xc2cOpVlkXf4L2N6dvaeSGZioLzPDS0agjE3HTtWbcmK/aEXjtkjEDzI/WnwWkwKYy06VOZXXy0rd1OMT2gmZZh1JYlgwrY02TAYiCD3h5VEy48IMdKMtehQmYmeRnxiYzhGzEwKEBqiwM13pZfzXkiT4ZRhYzyYZrX8iBAjzdh3r8wJz2w4YwO4MTMpAy8b42/XrlVr9cT8YPB48T4vYAPaWF9yf4MYZgkxikzMr1ehv61v+cTMpCD0Z7nz7bfVnt6Y94vvlpnJlLVszAhKYiMmjYmfHIj40AqS7aQQaZiYlk4dR44sn5sjhFhZFAYhhEjKxLd0hBBpkegIIZIi0RFCJEWiI4RIikRHCJEUiY4QIikTJzoxPx355giRjokRnfA91D7q/PEDB5a9UJ/YKV7d68Gugjgs9vNqYEBwsLqwzxE28derV4t9Fj1uYReyrhCiZDREh1rrUx+09dPxyDdHiJVjNESHWutTS6jkbf105JsjRBrGuntFJW/jp4PQyDdHiDSM/ZhOGz8dkG+OEGmYmIHkXn468s0RIh2KMhdCJGViWjpCiNWBREcIkRSJjhAiKRIdIURSJDpCiKRIdBJD+IT9xO4DR8VymN/kQ0Ys2JYUzoUSo4V+Mk8MQaJrHnkkmzl5stoyuly5ciXbvHlzlSvZs2dPdszFow0Kc5xu3MiyDRuy7Pb589n5bduyHfPzxaRMMdqopZMYAkn97OdR5uDBg9mWLVsy/m+RWD9+/Hi2d+/e6ojBYOImcywRHLhz+3b207VrJThjgkRnBeG/NckwKwyb/Uw3gf/itm7dB7aB71KQPHgA0T3zx3B+O58l8/cx8k3L7inG4cOH82MeKJLHtp2pplevW7cu++yzz4p1ePrpp4slwtOEhYfEYuIIWbF3kfE8lBflxvNYl5SllQHbKQfw3VcSx3hsmz+Ga3hfJDuX0etexQDQvRLdceMG3dUysR5yIt/xpxMnqtzdu999+mmx7Q8zM9WWki/n5ortRl3ezvX3+fkif2rt2iIPnPPS7t1VbommewS+GqTTp08XeZbkp6eni3yMvGu1+Lk6Nm4sr7tvX7UhwO7Nw7P65wLyPC/P7WEbxxuxvD8X5cM2K0f7e4TnhaZ7F+1QS6cjbt4s/xs+9hhfyzJZ96ANG999t1or+csHH2Qb5uaqXGk0Bn4QlS6H+fdY1+O3b75ZLOHBTZuicWTcl90j98t9c/8exmbgiy++WLZ8OfALMm7durXYwrHPetr6Gp06lWU7d1aZBigf3+WysrGyAo6hLD2+jNZMTS0rx6lnny2WMfeAMH5PrpCDIdHpAJrdzz23VJG7gO7ET/IK4aFy/OP27SrXjtCMLMTumfv33Yddu3YVSxMSW75Q8w7mvAVUrWX3DCRTQdv6Gn34YZbt2FFl+oSyoYw8lGFTGcRgHKkOM2YDxFT0h0SnA6hIn3xSVi5SF8QEJiZEw2L3zP17QdiU1yYGhoExHiDPOE6IH/vJW8/V2hJsauNr9PHH5fL558tlv8QEJiZEw2JjPEDrR/SHRKcjrMvCz7xWkcMuSz/86qWXspsHD1a5cuAYQjvUQbCuIIn75b5jXcHfVwOqb7zxRrG0vEGXygSHlk5McIw2vkYffZRlL75YZQbAysYPHlOGlGUXWBfR7EraWN+Ke5HodExsvGQQGJf49e7di7+oUHlwNRwW7qftuNPv/Oy8nDDvu1QLCwuFAFmy1lFIL1+js2fp1lWZAWEuD2Vl5caYjh/jGQRr2fTjsy3q0eRAsSpAfGgFqbsy/qilI1YFR44szc0R441aOkKIpKilI4RIikRHCJEUiY4QIikSHSFEUiQ6olOY0xJM5xFiGRKdxDBh7X473+F34yfykbZu3VrtHQ4m+O3fX65jEYFlhBAeic6EYdHghw4dypgtQWJm8YULF4YWHib4efMtIWJIdFaQvAFRJMP+65uJl28FeBOp0DvZYqUefrjaUIO1YNavX19tWYqPImEvCgjOfmuO5DzzzDPF8uuvvy6WvbD4IwvO9HjzLVpzf37//eyHzz9ffK4fK0Mxb1hGMtMyo9c1xBjA5EDRHf2aeAFGUqGxVGhaBefOLZ07xsLCAhM9i3T58uViWy4wRX7Lli1FPgbGXBzDsXVMTZXXPXq02hAQM9/iOUJzMjPJYhnLe5quKUYTtXQ6YhgTL1oE3ljq0ddfLywawhYAlg+c10eye7CdMDuKa9euFcuLFy8Wy7oIcRLBmqdPn17W+jFoXXEdrCm4dp0fTlvzrYWzZ7NfzMwsmmWxJM/2EHy0uKZFpveyxRCjg0SnA6gMg5p4WZcDBzvD3PDqjKR8JDuV0XdDTFzey7swCAtjNRBGiCNQ+T+dItHdmp2dLQTIMBHFZ4frNHnctDXfwsmQt2F4yMccDg2LTL9+Xb+MjQMSnQ4YxsQrJjAxIfJ4P5xQEBAXBoZpvZyjiZDj7UMxVbexHeNhN1iEUIEJG2LKdXqNr/RjvhUTmJgQeWyM54knStc+MdpIdDrCKmmTiVfMERDfnD++9VaVy7Kv3n67OM66IAaVm/P6LlwM8zE28y2zHjV4V5W90QFOVu/gijkDWhcHu1GuHevi1JlvIZqhk9903gdjcNm6jizJsz3EunbmY9NkdSpGhGJkR6wIJg0eGzgl+UFW1m17OIhsg7QMrLbBDygzSBxi+3ziTQ5tsDciMKhtkI8NmoO9tYFkb1hgIN22kcJB5Ng1xPggawsxFDLfEv2i7pUYCplviX5RS0cIkRS1dIQQSZHoCCGSItERQiRFojOiECCKdcS4wHycrgM8Za2xOpHoiNbEfHjC2c2DYJYYg75OWIwWEh3RCsIj8OEhMJQfPAmzAGY3Dys83hJDjD8SnRWELgMpxHvJhF0kvHR4FzdLv594LP85QgdCvCcPyUPe+9jY+7778a4hMNQCRwmXsNcKnyLEvAGuQQohVOTq1XtDHOz5SWEXqa6MwD5DIno/pFcZ1Z2XR+ZQRbl3BPN0RHc0+ekQFoDPjBHL+5ABYJ1t3oeHsAn/udC7JsxbyEEdg3jX8PUh1YVQNJUF7Nt39+7OnVWmgvv29x7mY2UEbPtybq7KNZdJmK87r2HhGdyzGJz6b6HoC1/B6rC4K/+ltjgkgy++rzhAnu0eKguVBkyUfAxTeC3WQ/OwGFaxmsTHzMFIZhhmtCkLA7HzMVZtniVWRmE5gheVQc8bA5HkUhKfwVD3qgPa+umYfYXZWYDZV5idRR1EnTdxftu2xW4D64PQxruGCHWLYMc2YxN9tIq2ZQExS4w7hLXnrHF2G7Zu++pIVUYE6NuzuUcXLZHodEBbP52YwMSEKEZoERFjx/x89nJeG3xqOm9Ik3cNgoPhFyA4x44dK9aNfryFYpYYMYGJCVGMVGVkYzygQNf+keh0RBs/Hfxx+G+MX46Bjw5+Or342ZNPLrMvRbT8QDKVBsvPq6+8Um0p6WeOShvvmsOHDy8KDoPKoeAYbb2FcCgNrH4Wn+Wr/FoG62zrJQ4P8pt7jn+9jx9I7qKMTJAfeqh8vnfeqXaIvpDodIy3EsVsiy+pZ/abb4rKYE38nz/1VDZTmWjVgVhtmJtb7Bp8tn17UYE82y9dKtz37LykNlhFavJA9l0qYN3P1+En9ZBeZWFzczgmhGdBZP1zsK0XiMrmEycW37RBCsV80DKylo0JssRmOBRlLu4LiB2VuE7kxPgi0RHJYQDZWg1i8pDoCCGSojEdIURSJDpCiKRIdIQQSZHoBPDzaN1MXCHE8GggOYD5GExqi80fEUIMj1o6jl4T1oQQ3TBxomOzS2PeKKGZFN4qfvYq6UcXN2V2mCzZhw+LEfq22Odee628PkshJhK6V5NAkxeK2TH0ApsEbzGBdQLWCKFlRHgc+8NjzB4h9JIRYtwZ+5aOxRY1xc1gfhd5h/8ypmdn74lkJgbqNy+/XOWWgjE3uWBI9vtjwOwRCB7k/jR4LSaFsRYdKvOrr5aVuynG58MPs2zHjirjMOtKEsGEbWmyYTAQQe4PK4mWHxFipBlr0aEyEz2N+MTGcIyYmRQgNESBm+8KUcxtaTKcMmyMB9Oslh8RYqQZ++6VOeExSEzljg3gxsykDLxsjL9du1at1RPzg8Hjxfu8gA1of/99eX8xwywhxpGJ+fXKxIdKHrZ8YmZSEPqz3Pn222pPb8z7xXfLzGTKWjZmBCWxEZPGxE8ORHxoBcl2Uog0TExLp44jR5bPzRFCrCwKgxBCJGXiWzpCiLRIdIQQSZHoCCGSItERQiRFoiOESIpERwiRlIkTnZifjnxzhEjHxIhO+B5qH3X++IEDy16oT+wUr+71YFdBHBb7eTUwIDhYXdjnCJv469WrxT6LHrewC1lXCFEyGqJDrfWpD9r66XjkmyPEyjEaokOt9aklVPK2fjryzREiDWPdvaKSt/HTQWjkmyNEGsZ+TKeNnw7IN0eINEzMQHIvPx355giRDkWZCyGSMjEtHSHE6kCiI4RIikRHCJEUiY4QIikSHSFEUiQ6iSF8wn5i94GjYjnMb/IhIxZsSwrnQonRQj+ZJ4Yg0TWPPJLNnDxZbRldrly5km3evLnKlezZsyc75uLRBoU5TjduZNmGDVl2+/z57Py2bdmO+fliUqYYbdTSSQyBpH728yhz8ODBbMuWLRn/t0isHz9+PNu7d291xGAwcZM5lggO3Ll9O/vp2rUSnDFBorOC8N+aZJgVhs1+ppvAf3Fbt+4D28B3KUgePIDonvljOL+dz5L5+xj5pmX3FOPw4cP5MQ8UyWPbzlTTq9etW5d99tlnxTo8/fTTxRLhacLCQ2IxcYSs2LvIeB7Ki3LjeaxLytLKgO2UA/juK4ljPLbNH8M1vC+Sncvoda9iAOheie64cYPuaplYDzmR7/jTiRNV7u7d7z79tNj2h5mZakvJl3NzxXajLm/n+vv8fJE/tXZtkQfOeWn37iq3RNM9Al8N0unTp4s8S/LT09NFPkbetVr8XB0bN5bX3bev2hBg9+bhWf1zAXmel+f2sI3jjVjen4vyYZuVo/09wvNC072Ldqil0xE3b5b/DR97jK9lmax70IaN775brZX85YMPsg1zc1WuNBoDP4hKl8P8e6zr8ds33yyW8OCmTdE4Mu7L7pH75b65fw9jM/DFF18sW74c+AUZt27dWmzh2Gc9bX2NTp3Ksp07q0wDlI/vclnZWFkBx1CWHl9Ga6amlpXj1LPPFsuYe0AYvydXyMGQ6HQAze7nnluqyF1Ad+IneYXwUDn+cft2lWtHaEYWYvfM/fvuw65du4qlCYktX6h5B3PeAqrWsnsGkqmgbX2NPvwwy3bsqDJ9QtlQRh7KsKkMYjCOVIcZswFiKvpDotMBVKRPPikrF6kLYgITE6JhsXvm/r0gbMprEwPDwBgPkGccJ8SP/eSt52ptCTa18TX6+ONy+fzz5bJfYgITE6JhsTEeoPUj+kOi0xHWZeFnXqvIYZelH3710kvZzYMHq1w5cAyhHeogWFeQxP1y37Gu4O+rAdU33nijWFreoEtlgkNLJyY4Rhtfo48+yrIXX6wyA2Bl4wePKUPKsgusi2h2JW2sb8W9SHQ6JjZeMgiMS/x69+7FX1SoPLgaDgv303bc6Xd+dl5OmPddqoWFhUKALFnrKKSXr9HZs3TrqsyAMJeHsrJyY0zHj/EMgrVs+vHZFvVocqBYFSA+tILUXRl/1NIRq4IjR5bm5ojxRi0dIURS1NIRQiRFoiOESIpERwiRFImOECIpEh3RKcxpCabzCLEMiU5imLC2WpzvzMJi/fr11ZbhYYLf/v3lOhYRWEYI4ZHoTCCYbCE2Ft7QFUzw8+ZbQsSQ6KwgTJ0nGfZf30y8fCvAm0iF3skWK/Xww9WGGkxMfMvF4qNI2IsCUeBMz4pZUDRh8UcWnOnx5lu05v78/vvZD59/vvhcP1aGYt6wjGSmZUava4gxgMmBojv6NfECjKRCY6nQtArOnVs6d4yFhQUmehbp8uXLxbZDhw4V+S1bthR5j5lu9TLmMqamyusePVptCIiZb/EcoTmZmWSxjOU9TdcUo4laOh0xjIkXLQJvLPXo668XFg1hCwDLB87rI9k92E6YHcW1a9eK5cWLF4tlGCHeFlpXXAdrCq5d54fT1nxr4ezZ7BczM4tmWSzJsz0EHy2uaZHpvWwxxOgg0ekAKsOgJl7W5cDBzjA3vDojKR/JTmX03RATl/fyLgxdqwsXLhT5MEK8CRNRfHa4TpPHTVvzLZwMeRuGh3zM4dCwyPTr1/XL2Dgg0emAYUy8YgITEyKP98MJBQFxwXICq4lzNBFyBhm7MWFDTLlOr/GVfsy3YgITEyKPjfE88UTp2idGG4lOR1glbTLxijkC4pvzx7feqnJZ9tXbbxfHWRfEoHJzXt+Fi2E+xvbrlFmPDoJ1cbAb5dqxLk6d+RaiGTr5Ted9MAaXrevIkjzbQ6xrZz42TVanYkSoxnbECmDS4LGBU5IfZGXdtoeDyDZIy8BqG/yAcmyQ2AaQw9RmQNneiMCgtkE+NmgO9tYGkr1hgYF020YKB5Fj1xDjg6wtxFDIfEv0i7pXYihkviX6RS0dIURS1NIRQiRFoiOESIpERwiRFInOiEKAKNYR4wLzcboO8JS1xupEoiP6ZuvWrblIPFBEtXeBWWIM+jphMVpIdERrsMxAbCyeqyu8JYYYfyQ6KwhdBlKI95IJu0h46fAubpZ+P/FY/nOEDoR4Tx6Sh7z3sbH3fffjXfP1118zv3rZ64TbwjVIIYSKXL16b4iDPT8p7CLVlRHYZ0hE74f0KqO68xJkyqGKcu8I5umI7mjy0yEsAJ8ZI5b3IQPAOtu8Dw9hE/5zoXdNmLeQgzr68a4hXIKvDuEUvWgqC9i37+7dnTurTAX37e89zMfKCNj25dxclWsukzBfd17DwjO4ZzE4aul0RBs/HYIbCYDEL8fARyf8j8xL/y36HBbOnCkCQH9TBXKG0AriHI+aOXGOBVayz9h8Iq9SNXTpXdOmLIzQEoP75b79s7AePktYRuY7/fiBA8UypG0Zhef1mMXG99+Xz/faa9UO0RcSnQ6ggrbx0zH7Cv+lNvsK/8WPgeg0cX7btsVuA+uDMKx3TduygJglxh3UL2eN82a1ddtXR6oywl7Dno3uqegPiU4HtPXTiQlMTIhihBYRMXbMz2cv57XBp6bzhgzrXdOPt1DMEiMmMDEhipGqjGyMBxTo2j8SnY5o46eDPw7/jfHLMfDRwU+nFz978sll9qWIlh9IptJg+Xn1lVeqLSX9zFHp0rumrbcQDqWh1Y89y1eHD1dbsmKdbb3E4UF+c8/xr/fx3dYuysgE+aGHyud7551qh+gLiU7HWIUjMabBl9Qz+803RWWwJv7Pn3oqmzl5stobB7FirMG6Bp9t315UIM/2S5cK9z07L6kNVpGaPJDBfjLHlRCOHz9e5Ovm6/QqC5ubExvr4VkQWf8cbOsFosKYlb1pgxSK+aBlZC0bE2SJzXAoylzcFxA7KvEwLSoxmkh0RHIYQLZWg5g8JDpCiKRoTEcIkRSJjhAiKRIdIURSJDoB/Dw6yExcIUQ7NJAcwHwMJrXF5o8IIYZHLR1HrwlrQohumDjRsdmlsSjq0EwKbxU/e5X0o4ubMjtMluzDh8UIfVvsc0Qm51lFKIvJhe7VJNDkhWLeL73AewXPFQM/FvxXvM8NhMexPzwGDxmuF3rJCDHujH1Lx2KLmuJmTp3Kssg7/JcxPTt7TyQzMVDe54YWDcGYm44dq7Zkxf7QC8fsEQge5P40eC0mhbEWHSrzq6+Wlbspxic0kzLMupJEMGFbmmwYDESQ+8NKouVHhBhpxlp0qMxETyM+sTEcI2YmBQgNUeDmu9LLeS+kyXDKsDEeTLNafkSIkWbsu1fmhGc2nLEB3JiZlIGXjfG3a9eqtXpifjB4vHifF7ABbawvub9BDLOEGEUm5ter0N/Wt3xiZlIQ+rPc+fbbak9vzPvFd8vMZMpaNmYEJbERk8bETw5EfGgFyXZSiDRMTEunjiNHls/NEUKsLAqDEEIkZeJbOkKItEh0hBBJkegIIZIi0RFCJEWiI4RIikRHCJGUiROdmJ+OfHOESMfEiE74Hmofdf74gQPLXqhP7BSv7vVgV0EcFvt5NTAgOFhd2OcIm/jr1avFPoset7ALWVcIUTIaokOt9akP2vrpeOSbI8TKMRqiQ631qSVU8rZ+OvLNESINY929opK38dNBaOSbI0Qaxn5Mp42fDsg3R4g0TMxAci8/HfnmCJEORZkLIZIyMS0dIcTqQKIjhEiKREcIkRSJjhAiKRIdIURSJDqJIXzCfmL3gaNiOcxv8iEjFmxLCudCidFCP5knhiDRNY88ks2cPFltGV0OHz6cvfHGG1WuZHp6Ovv666+r3OAwx+nGjSzbsCHLbp8/n53fti3bMT9fTMoUo41aOokhkNTPfh5lEJw9e/Zk/N8ibdmyJVtYWMjWr19fHTEYTNxkjiWCA3du385+unatBGdMkOisIPy3JhlmhWGzn+km8F/c1q37wDbwXQqSBw8gumf+GM5v57Nk/j5GvmnZPcWgBfNAfhDJY9vOVNOrEZxjLsr+6aefLpYITxMWHhKLiSNkxd5FxvNQXpQbz2NdUpZWBmynHMB3X0kc47Ft/hiu4X2R7FxGr3sVA0D3SnTHjRt0V8vEesiJfMefTpyocnfvfvfpp8W2P8zMVFtKvpybK7YbdXk719/n54v8qbVrizxwzku7d1e5JZruEfhqkE6fPl3kWZLPu09FPkbe0imOycWo2nIvGzeW1923r9oQYPfm4Vn9cwF5npfn9rCN441Y3p+L8mGblaP9PcLzQtO9i3aopdMRN2+W/w0fe4yvZZmse9CGje++W62V/OWDD7INc3NVrjQaAz+ISpfD/Hus6/HbN98slvDgpk3RODLuy+6R++W+uX8PrRj44osvli1fDvyCwFpAFy5cyA4dOrSs9WO09TU6dSrLdu6sMg1QPr7LZWVjZQUcQ1l6fBmtmZpaVo5Tzz5bLGPuAWH8nlwhB0Oi0wE0u597bqkidwHdiZ/kFcJD5fjH7dtVrh2hGVmI3TP377sPu3btKpbHjx9ftnwh8g7m/J9XkfLWUDHOgwDdunWr2ltW0La+Rh9+mGU7dlSZPqFsKCMPZdhUBjEYR6rDjNkAMRX9IdHpACrSJ5+UlYvUBTGBiQnRsNg9c/9eEDbltYmBYWCMB8ivW7euWL+S/9u3sR3jIULqK3744YdqraygbXyNPv64XD7/fLnsl5jAxIRoWGyMB2j9iP6Q6HSEdVn4mdcqcthl6YdfvfRSdvPgwSpXDhxDaIc6CNYVJHG/3HesK/j7akDVfha3vDE7O7soSHCKvlEOP5sjWp42vkYffZRlL75YZQbAysYPHlOGlGUXWBfR7EraWN+Ke5HodExsvGQQGJf49e7di7+oUHlwNRwW7qftuNPv/Oy8HJ9HVBAX606R6ILRGuo1T6eXr9HZs3TrqsyAMJeHsrJyY0zHj/EMgrVs+vHZFvVocqBYFSA+tILUXRl/1NIRq4IjR5bm5ojxRi0dIURS1NIRQiRFoiOESIpERwiRFImOECIpEh3RKcxpCab3CLEMiU5imLC2mpzv8L6xyX2ENgwLE/z27y/XsYjAMkIIj0Rngtm6dWsr75u2MMHPm28JEUOis4IwdZ5k2H99M/HyrQBvIhV6J1us1MMPVxtq2Lt3b9Fi8c59RHvHWjIcixWFWVi0xeKPLDjT4823aM39+f33sx8+/3zxuX6sDMW8YRnJTMuMXtcQYwCTA0V39GviBRhJhcZSoWkVnDu3dO4YeauFiZ5Funz5crHt0KFDRR6DLcO2seS48DMxpqbK6x49Wm0IiJlv8RyhOZmZZLGM5T1N1xSjiVo6HTGMiRctAm8s9ejrrxcWDWELAMsHzusj2T3YTpgdxbVr14rlxYsXi6VFiNPaMW/j/Tb40gNaV1wHawquXeeH09Z8a+Hs2ewXMzOLZlksybM9BB8trmmR6b1sMcToINHpACrDoCZe1uXAwc4wN7w6IykfyU5l9N0QE5f38i4MXSu6UGAR4gcruwwiwulybd68ucgD62ZVYSKKzw7XafK4aWu+hZMhb8PwkI85HBoWmX79un4ZGwckOh0wjIlXTGBiQuTxfjihICAuWE4wQHyOJkKOH7f57LPP8s+UTn+kvEtV7cmKdWv9mLAhplyn1/hKP+ZbMYGJCZHHxnieeKJ07ROjjUSnI6ySNpl4xRwB8c3541tvVbks++rtt4vjrAtiULk5r+/CxTAfYzPfMuvRQbAuDnajXDvWxakz30I0Qye/6bwPxuCydR1Zkmd7iHXtzMemyepUjAgM7IiVwaTBYwOnJD/IyrptDweRbZCWgdU2+AHlXm9vgLYDyYa9EYFBbYN8bNAc7K0NJHvDAgPpto0UDiLHriHGB1lbiKGQ+ZboF3WvxFDIfEv0i1o6QoikqKUjhEiKREcIkRSJjhAiKRKdEYUAUawjxgXm43Qd4ClrjdWJREf0DZYYhFAQqd4FZokx6OuExWgh0RGtMcMvi+fqCm+JIcYfic4KQpeBFOK9ZMIuEl46vIubpd9PPJb/HKEDId6Th+Qh731s7H3f/XjX8LpgZlgQ29UvXIMUQqjI1av3hjjY85PCLlJdGYF9hkT0fkivMqo7L0GmHKoo945gno7ojiY/HcIC8JkxYnkfMgCss8378BA24T8XeteEeQs5qKMf7xpCK/jq7Nmzp9oSp6ksYN++u3d37qwyFdy3v/cwHysjYNuXc3NVrrlMwnzdeQ0Lz+CexeCopdMRbfx0CG4kABK/HAMfnfA/Mi/9t+hzWDhzpggA/U0VyBlCK4hzPOr8cSywkn3G5hN5laqhS++aNmVhhJYY3C/37Z+F9fBZwjIy3+nHDxwoliFtyyg8r8csNr7/vny+116rdoi+kOh0ABW0jZ+O2Vf4L7XZV/gvfgxEp4nz27YtdhtYH4RhvWvalgXELDHuoH45a5w3q63bvjpSlRH2GvZsdE9Ff0h0OqCtn05MYGJCFCO0iIixY34+ezmvDT41nTdkWO+afryFYpYYMYGJCVGMVGVkYzygQNf+keh0RBs/Hfxx+G+MX46Bjw5+Or342ZNPLrMvRbT8QDKVBsvPq6+8Um0p6WeOSpfeNW29hXAoDa1+7Fm+qhwMgXW29RKHB/nNPce/3sd3W7soIxPkhx4qn++dd6odoi8kOh1jFY7EmAZfUs/sN98UlcGa+D9/6qls5uTJam8cxIqxBusafLZ9e1GBPNsvXSrc9+y8pDZYRWryQAb7ydxeW2OWp3XzdXqVhc3NiY318CyIrH8OtvUCUWHMyt60QQrFfNAyspaNCbLEZjgUZS7uC4gdlXiYFpUYTSQ6IjkMIFurQUweEh0hRFI0piOESIpERwiRFImOECIpEp0Afh4dZCauEKIdGkgOYD4Gk9pi80eEEMOjlo6j14Q1IUQ3TJzo2OzSWBR1aCaFt4qfvUr60cVNmR0mS/bhw2KEvi32OSKT86wilMXkQvdqEmjyQjHvl17gvYLnioEfC/4r3ucGwuPYHx6DhwzXC71khBh3xr6lY7FFTXEzp05lWeQd/suYnp29J5KZGCjvc0OLhmDMTceOVVuyYn/ohWP2CAQPcn8avBaTwliLDpX51VfLyt0U4xOaSRlmXUkimLAtTTYMBiLI/WEl0fIjQow0Yy06VGaipxGf2BiOETOTAoSGKHDzXenlvBfSZDhl2BgPplktPyLESDP23StzwjMbztgAbsxMysDLxvjbtWvVWj0xPxg8XrzPC9iANtaX3N8ghllCjCIT8+tV6G/rWz4xMykI/VnufPtttac35v3iu2VmMmUtGzOCktiISWPiJwciPrSCZDspRBompqVTx5Ejy+fmCCFWFoVBCCGSMvEtHSFEWiQ6QoikSHSEEEkZCdFh8h4/M99v7AX7QojBGQnRYfLevn1VRggx0oyE6NRN3hNCjB6rQnSYoEf3KRZpzb7QWItIbpvtawlPG8O6QRasyb7YZ3xXiVf22jZ/TAwfBBqGN/CRmo8JIYB5OvcLvG24A7xu6mDf0aNVpiL0sMG/Bm8bAy8bjvn7/Hy15V74PMd89+mnRZ4leX8ezksywvN+OTdX5EPMm4fEuhBiifvS0rH4Iwt2rAtB4KX7V68ut6WgJfLTtWvv8acJ4d3fvV64b5+/c/t2sTQeff31aq30z8Ebx+PPa8Gg5gpoxN7hzbMIIe5D9wpTLaBCNgU71hlrITqD0Kbr5FkzNVWtDY6Jz3PP9bbXEGJSSC461qqhzje55dUZa4XufW1gXOfmwYOL3jikJsJW0CDwnKRPPmk2EhNiErgv3StzyzOrTmv9eOqMtejSIDoM/AJdm7ALVAc+N4Z9vhd/fOut7Ne7d1e59tCVMrHhdTY8q94wIUTJff31ysSHKG8qqG/51BlrTT37bDGucn7btqKL9Nn27YWYNHWFZk6eLMTJulbeZMvz0T/90+IxuAbyuX7IP1aM4/BcEhsh7mXVRplTedu+9I7XvTyYN5ceP3Cg2tI/tHwQsh3z8z0HoIUQw3FfWzp18OtW25feIRa0YKb1OgUhRoJVKTp0u3o5+fnJebROsBVV60SI0UAmXkKIpKzKlo4QYnyR6AghkiLREUIkRaIjhEiKREcIkRSJjhAiKRIdIURSJDpCiKRIdIQQSZHoCCGSItERQiRFoiOESIpERwiRFImOECIpEh0hRFIkOkKIpEh0hBBJkegIIZIi0RFCJEWiI4RIikRHCJEUiY4QIikSHSFEUiQ6QoikSHSEEEmR6AghkiLREUIkRaIjhEiKREcIkRSJjhAiKRIdIURCsuz/AwDPZgk3yPCpAAAAAElFTkSuQmCC)

Рисунок 1 – Выходной файл output.xml
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Рисунок 2 – Входной файл input.txt

**Листинг программы:**

import argparse  
from xml.dom import minidom  
import xml.etree.cElementTree as ET  
  
  
def read\_graph(input\_file):  
 with open(input\_file, 'r') as input\_graph:  
 all\_edges = {}  
 file = input\_graph.read().replace(' ', '').split('\n')  
 for j in range(len(file)):  
 if '-' in file[j]:  
 print(f'Ошибка в строке {j + 1}')  
 exit()  
 for i in file[j]:  
 if i.isalpha():  
 print(f'Ошибка в строке {j + 1}')  
 exit()  
 edges = ''.join(file).split('),(')  
 max\_vertex = int(edges[0][1]) if int(edges[0][1]) > int(edges[0][3]) else int(edges[0][3])  
 for i in range(1, len(edges)):  
 if max\_vertex < int(edges[i][0]):  
 max\_vertex = int(edges[i][0])  
 if max\_vertex < int(edges[i][2]):  
 max\_vertex = int(edges[i][2])  
 in\_number = [''] \* max\_vertex  
 for i in range(len(edges)):  
 if i == 0:  
 edges[i] = edges[i][1:]  
 if i == len(edges) - 1:  
 edges[i] = edges[i][:len(edges[i]) - 2] if edges[i][len(edges[i]) - 1] == '\n' else edges[i][:-1]  
 try:  
 edge = eval(edges[i])  
 if len(edge) != 3:  
 edge = str(edge).replace(' ', '')  
 for j in range(len(file)):  
 if edge in file[j]:  
 print(f'Ошибка в строке {j + 1}')  
 exit()  
 except:  
 edge = str(edge).replace(" ", '')  
 for j in range(len(file)):  
 if edge in file[j]:  
 print(f'Ошибка в строке {j + 1}')  
 exit()  
 if edge[0] not in all\_edges:  
 all\_edges[edge[0]] = []  
 if edge[1] not in all\_edges:  
 all\_edges[edge[1]] = []  
 in\_number[edge[1] - 1] = in\_number[edge[1] - 1] + " " + str(edge[2])  
 all\_edges[edge[0]].append([edge[2], edge[1]])  
 y = [x.split(' ') for x in in\_number]  
 for i in range(len(y)):  
 num = [int(y[i][j]) for j in range(1, len(y[i]))]  
 num.sort()  
 if len(num) == 1 and num[0] != 1:  
 print(f'Ошибка в строке {len(file)}')  
 exit()  
 for j in range(0, len(num) - 1):  
 if num[j] == num[j + 1]:  
 print(f'Ошибка в строке {len(file)}')  
 exit()  
 if num[j + 1] - num[j] != 1:  
 print(f'Ошибка в строке {len(file)}')  
 exit()  
 return all\_edges  
  
  
def main():  
 parser = argparse.ArgumentParser()  
 parser.add\_argument('-i', required=True, help='Имя входного файла')  
 parser.add\_argument('-o', required=True, help='Имя выходного файла')  
 args = parser.parse\_args()  
 all\_edges = read\_graph(args.i)  
 root = ET.Element('graph')  
 for x in range(len(all\_edges)):  
 ET.SubElement(root, 'vertex').text = 'v' + str(x + 1)  
 for x in range(1, len(all\_edges)):  
 for z in range(len(all\_edges[x])):  
 arc = ET.SubElement(root, 'arc')  
 ET.SubElement(arc, 'from').text = 'v' + str(x)  
 ET.SubElement(arc, 'to').text = 'v' + str(all\_edges[x][z][1])  
 ET.SubElement(arc, 'order').text = str(all\_edges[x][z][0])  
 dom = minidom.parseString(ET.tostring(root))  
 tree = dom.toprettyxml(indent='\t')  
 with open(args.o, 'w') as file:  
 file.write(tree)  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 main()

**Задание 2. Создание функции по графу**

**На входе:**

Ориентированный граф с именованными вершинами как описано в задании 1.

**На выходе:**

Линейное представление функции, реализуемой графом в префиксной скобочной записи:

A1(B1(C1(...),..., Cm(...)),..., Bn(...))

Способ проверки результата:

a) выгрузка в текстовый файл результата преобразования графа в имя функции.

б) сообщение о наличии циклов в графе, если они присутствуют.

**Результат работы программы:**

Запускаем программу командой:

python main.py -i input.txt -o output.txt

Получаем результат (рис. 3 – 4):
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Рисунок 3 – Входной файл input.txt
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Рисунок 4 – Выходной файл output.txt

**Листинг программы:**

import argparse  
  
  
def read\_graph(input\_file):  
 with open(input\_file, 'r') as graph:  
 edges\_lst, lst = {}, {}  
 file = graph.read().replace(' ', '').split('\n')  
 for i in range(len(file)):  
 if '-' in file[i]:  
 print(f'Ошибка в строке {i + 1}')  
 exit()  
 for j in file[i]:  
 if j.isalpha():  
 print(f'Ошибка в строке {i + 1}')  
 exit()  
  
 edges = ''.join(file).split('),(')  
 max\_v = int(edges[0][1]) if int(edges[0][1]) > int(edges[0][3]) else int(edges[0][3])  
 for i in range(1, len(edges)):  
 if max\_v < int(edges[i][0]):  
 max\_v = int(edges[i][0])  
 elif max\_v < int(edges[i][2]):  
 max\_v = int(edges[i][2])  
  
 tmp = [''] \* max\_v  
 for i in range(len(edges)):  
 if i == 0:  
 edges[i] = edges[i][1:]  
 elif i == len(edges) - 1:  
 edges[i] = edges[i][:len(edges[i]) - 2] if edges[i][len(edges[i]) - 1] == '\n' else edges[i][:-1]  
  
 try:  
 edge = eval(edges[i])  
 if len(edge) != 3:  
 edge = str(edge).replace(' ', '')  
 for j in range(len(file)):  
 if edge in file[j]:  
 print(f'Ошибка в строке {j + 1}')  
 exit()  
 except:  
 edge = str(edge).replace(' ', '')  
 for j in range(len(file)):  
 if edge in file[j]:  
 print(f'Ошибка в строке {j + 1}')  
 exit()  
  
 if edge[0] not in edges\_lst:  
 edges\_lst[edge[0]] = []  
 lst[edge[0]] = [1, 0]  
 else:  
 lst[edge[0]][0] += 1  
 if edge[1] not in edges\_lst:  
 edges\_lst[edge[1]] = []  
 lst[edge[1]] = [0, 1]  
 else:  
 lst[edge[1]][1] += 1  
  
 tmp[edge[1] - 1] = tmp[edge[1] - 1] + ' ' + str(edge[2])  
 edges\_lst[edge[0]].append([edge[2], edge[1]])  
  
 y = [x.split(' ') for x in tmp]  
 for i in range(len(y)):  
 num = [int(y[i][j]) for j in range(1, len(y[i]))]  
 num.sort()  
 if len(num) == 1 and num[0] != 1:  
 print(f'Неправильная нумерация в строке {len(file)}')  
 exit()  
 for j in range(len(num) - 1):  
 if num[j] == num[j + 1] or num[j + 1] - num[j] != 1:  
 print(f'Неправильная нумерация в строке {len(file)}')  
 exit()  
  
 graph = {}  
 for j in range(1, len(edges\_lst) + 1):  
 graph[j] = []  
 for i in range(len(edges\_lst[j])):  
 graph[j].append([edges\_lst[j][i][0], edges\_lst[j][i][1]])  
  
 return graph, lst  
  
  
def dfs\_check(v, graph):  
 global ans  
 is\_any, is\_first = False, True  
 for vertex in graph[v]:  
 if not is\_first:  
 ans += ', '  
 is\_any = True  
 if is\_first:  
 ans += str(v) + '('  
 is\_first = False  
 dfs\_check(vertex[1], graph)  
 if is\_any:  
 ans += ')'  
 elif is\_first:  
 ans += str(v)  
 return ans  
  
  
def cycle(x, graph, used, tmp):  
 used[x] = True  
 dfs\_graph = {x: []}  
 for v in graph[x]:  
 if v[1] not in used:  
 dfs\_graph[x].append(cycle(v[1], graph, used, tmp))  
 else:  
 if v[1] not in tmp:  
 print(f'Ошибка - цикл между вершинами {x} и {v[1]}')  
 exit()  
 else:  
 dfs\_graph[x].append({v[1]: tmp[v[1]]})  
 tmp[x] = dfs\_graph[x]  
 return dfs\_graph  
  
  
def check\_cycle(graph, d):  
 v\_lst = [v for v in d if d[v][1] == 0]  
 for v in v\_lst:  
 cycle(v, graph, {}, {})  
  
  
def check\_cycle2(graph, d):  
 v\_lst = [v for v in d if d[v][1] == 0]  
 if not v\_lst:  
 print(f'Ошибка - цикл между вершинами 1 и {len(d)}')  
 exit()  
 global ans  
 ans = ''  
 for v in range(len(v\_lst)):  
 ans = dfs\_check(v\_lst[v], graph)  
 if v != len(v\_lst) - 1:  
 ans += ', '  
 return ans  
  
  
def reverse\_graph(graph):  
 ans = {}  
 for u in sorted(graph.keys()):  
 for v in graph[u]:  
 if u not in ans:  
 ans[u] = []  
 if v[1] not in ans:  
 ans[v[1]] = []  
 ans[v[1]].append([v[0], u])  
 return ans  
  
  
def main():  
 parser = argparse.ArgumentParser()  
 parser.add\_argument('-i', required=1, help='Имя входного файла')  
 parser.add\_argument('-o', required=1, help='Имя выходного файла')  
 args = parser.parse\_args()  
 edges\_lst, lst = read\_graph(args.i)  
 check\_cycle(edges\_lst, lst)  
  
 for i in range(1, len(lst) + 1):  
 lst[i][0], lst[i][1] = lst[i][1], lst[i][0]  
 rev\_graph = reverse\_graph(edges\_lst)  
 graph = [[]] \* (len(edges\_lst) + 1)  
 i = 0  
 for x in sorted(rev\_graph.keys()):  
 tmp = [[rev\_graph[x][i]] for i in range(len(rev\_graph[x]))]  
 graph[i + 1] = tmp  
 i += 1  
  
 ans = []  
 for i in graph:  
 tmp = [[i[j][0][0], i[j][0][1]] for j in range(len(i))]  
 tmp.sort(key=lambda x: x[0])  
 ans.append(tmp)  
  
 with open(args.o, 'w') as file:  
 file.write(check\_cycle2(ans, lst))  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 main()

**Задание 3. Вычисление значения функции на графе**

**На входе:**

а) Текстовый файл с описанием графа в виде списка дуг (смотри задание 1).

б) Текстовый файл соответствий арифметических операций именам вершин:

a\_1 : операция\_1

a\_2 : операция\_2

...

a\_n : операция\_n

где a\_i - имя i-й вершины, операция\_i - символ операции, соответствующий вершине a\_i.

Допустимы следующие символы операций:

**+** – cумма значений,

**\*** – произведение значений,

***exp*** – экспонирование входного значения,

***число*** – любая числовая константа.

**На выходе:**

Значение функции, построенной по графу а) и файлу б).

**Способ проверки результата:**

Результат вычисления, выведенный в файл.

**Результат работы программы:**

Запускаем программу командой:

python main.py -i input.txt -o output.txt -f operations.txt

Получаем результат (рис. 5 – 7):

![](data:image/png;base64,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)

Рисунок 5 – Входной файл input.txt

![](data:image/png;base64,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)

Рисунок 6 – Входной файл operations.txt
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Рисунок 7 – Выходной файл output.txt

**Листинг программы:**

from argparse import ArgumentParser  
from math import exp  
  
  
def read\_graph(input\_file):  
 with open(input\_file, 'r') as graph:  
 edges\_lst, lst = {}, {}  
 file = graph.read().replace(' ', '').split('\n')  
 for i in range(len(file)):  
 if '-' in file[i]:  
 print(f'Ошибка в строке {i + 1}')  
 exit()  
 for j in file[i]:  
 if j.isalpha():  
 print(f'Ошибка в строке {i + 1}')  
 exit()  
  
 edges = ''.join(file).split('),(')  
 max\_v = int(edges[0][1]) if int(edges[0][1]) > int(edges[0][3]) else int(edges[0][3])  
 for i in range(1, len(edges)):  
 if max\_v < int(edges[i][0]):  
 max\_v = int(edges[i][0])  
 elif max\_v < int(edges[i][2]):  
 max\_v = int(edges[i][2])  
  
 tmp = [''] \* max\_v  
 for i in range(len(edges)):  
 if i == 0:  
 edges[i] = edges[i][1:]  
 elif i == len(edges) - 1:  
 edges[i] = edges[i][:len(edges[i]) - 2] if edges[i][len(edges[i]) - 1] == '\n' else edges[i][:-1]  
  
 try:  
 edge = eval(edges[i])  
 if len(edge) != 3:  
 edge = str(edge).replace(' ', '')  
 for j in range(len(file)):  
 if edge in file[j]:  
 print(f'Ошибка в строке {j + 1}')  
 exit()  
 except:  
 edge = str(edge).replace(' ', '')  
 for j in range(len(file)):  
 if edge in file[j]:  
 print(f'Ошибка в строке {j + 1}')  
 exit()  
  
 if edge[0] not in edges\_lst:  
 edges\_lst[edge[0]] = []  
 lst[edge[0]] = [1, 0]  
 else:  
 lst[edge[0]][0] += 1  
 if edge[1] not in edges\_lst:  
 edges\_lst[edge[1]] = []  
 lst[edge[1]] = [0, 1]  
 else:  
 lst[edge[1]][1] += 1  
  
 tmp[edge[1] - 1] = tmp[edge[1] - 1] + ' ' + str(edge[2])  
 edges\_lst[edge[0]].append([edge[2], edge[1]])  
  
 y = [x.split(' ') for x in tmp]  
 for i in range(len(y)):  
 num = [int(y[i][j]) for j in range(1, len(y[i]))]  
 num.sort()  
 if len(num) == 1 and num[0] != 1:  
 print(f'Неправильная нумерация в строке {len(file)}')  
 exit()  
 for j in range(len(num) - 1):  
 if num[j] == num[j + 1] or num[j + 1] - num[j] != 1:  
 print(f'Неправильная нумерация в строке {len(file)}')  
 exit()  
  
 graph = {}  
 for j in range(1, len(edges\_lst) + 1):  
 graph[j] = []  
 for i in range(len(edges\_lst[j])):  
 graph[j].append([edges\_lst[j][i][0], edges\_lst[j][i][1]])  
  
 return graph, lst  
  
  
def dfs\_check(x, graph):  
 is\_any, is\_first = False, True  
 global output, tmp  
  
 for v in graph[x]:  
 is\_any = True  
 if is\_first:  
 output += f'{x}('  
 tmp += f'{x}('  
 is\_first = False  
 else:  
 output += ', '  
 tmp += ', '  
 dfs\_check(v[1], graph)  
   
 if is\_any:  
 output += ')'  
 tmp += ')'  
 else:  
 if is\_first:  
 output += str(x)  
 tmp += str(x)  
   
 return output, tmp  
  
  
def cycle(x, graph, used, tmp):  
 used[x] = True  
 dfs\_graph = {x: []}  
   
 for v in graph[x]:  
 if v[1] not in used:  
 dfs\_graph[x].append(cycle(v[1], graph, used, tmp))  
 else:  
 if v[1] not in tmp:  
 print(f'Ошибка - цикл между вершинами {x} и {v[1]}')  
 exit()  
 else:  
 dfs\_graph[x].append({v[1]: tmp[v[1]]})  
 tmp[x] = dfs\_graph[x]  
   
 return dfs\_graph  
  
  
def check\_cycle(graph, d):  
 v\_lst = [vertex for vertex in d if d[vertex][1] == 0]  
 for v in v\_lst:  
 cycle(v, graph, {}, {})  
  
  
def check\_cycle2(graph, d):  
 v\_lst = [vertex for vertex in d if d[vertex][1] == 0]  
 if not v\_lst:  
 print(f'Ошибка - цикл между вершинами 1 и {len(d)}')  
 exit()  
  
 global output, fun, tmp  
 tmp, fun, output = '', [], '',  
  
 for v in range(len(v\_lst)):  
 output, tmp = dfs\_check(v\_lst[v], graph)  
 if v != len(v\_lst) - 1:  
 output += ', '  
 fun.append(tmp)  
 tmp = ''  
 fun.append(tmp)  
   
 return output, fun  
  
  
def reverse\_graph(graph):  
 ans = {}  
 for u in sorted(graph.keys()):  
 for v in graph[u]:  
 if u not in ans:  
 ans[u] = []  
 if v[1] not in ans:  
 ans[v[1]] = []  
 ans[v[1]].append([v[0], u])  
 return ans  
  
  
def read\_operations(v\_lst, file):  
 ops, i = {}, 0  
 op\_lst = ['+', '\*', 'exp']  
  
 with open(file, 'r') as input\_operations:  
 for line in input\_operations:  
 line = line[:(len(line) - 1)].replace(' ', '')  
 j = line.find(':')  
 if j == -1:  
 print(f'Ошибка операции, строка {i + 1}')  
 exit()  
 v = int(line[:j])  
 if v not in v\_lst:  
 print(f'Ошибка вершины, строка {i + 1}')  
 exit()  
  
 op = str(line[(j + 1):])  
 try:  
 ops[str(v)] = int(op) if op not in op\_lst else op  
 except:  
 print(f'Ошибка операции, строка {i + 1}')  
 exit()  
 i += 1  
 return ops  
  
  
def check\_operations(graph, ops):  
 for v in graph.keys():  
 if type(ops[str(v)]) == int:  
 if len(graph[v]) == 0:  
 continue  
 print(f'Ошибка операции - {ops[str(v)]}, вершина {v}')  
 exit()  
 elif ops[str(v)] == '+' or ops[str(v)] == '\*':  
 if len(graph[v]) > 1:  
 continue  
 print(f'Ошибка операции - {ops[str(v)]}, вершина {v}')  
 exit()  
 elif ops[str(v)] == 'exp':  
 if len(graph[v]) == 1:  
 continue  
 print(f'Ошибка операции - {ops[str(v)]}, вершина {v}')  
 exit()  
  
  
def dfs\_ops(x, graph, ops, used, vals):  
 used[x] = True  
 tmp = {x: -1}  
 if type(ops[str(x)]) == int:  
 tmp[x] = ops[str(x)]  
 elif ops[str(x)] == '+':  
 tmp[x] = 0  
 elif ops[str(x)] == '\*' or ops[str(x)] == 'exp':  
 tmp[x] = 1  
  
 if not len(graph[x]):  
 vals[x] = tmp[x]  
 return vals  
 for v in graph[x]:  
 if v[1] not in used:  
 val = dfs\_ops(v[1], graph, ops, used, vals)  
 if ops[str(x)] == '+':  
 tmp[x] += val[v[1]]  
 elif ops[str(x)] == '\*':  
 tmp[x] \*= val[v[1]]  
 elif ops[str(x)] == 'exp':  
 tmp[x] = exp(val[v[1]])  
 else:  
 if ops[str(x)] == '+':  
 tmp[x] += vals[v[1]]  
 elif ops[str(x)] == '\*':  
 tmp[x] \*= vals[v[1]]  
 elif ops[str(x)] == 'exp':  
 tmp[x] = exp(vals[v[1]])  
 vals[x] = tmp[x]  
 return vals  
  
  
def evaluating(graph, started\_vertex, operations):  
 used, vals = {}, {}  
 for v in started\_vertex:  
 dfs\_ops(v, graph, operations, used, vals)  
 return vals  
  
  
def main():  
 parser = ArgumentParser()  
 parser.add\_argument('-i', required=1, help='Имя входного файла')  
 parser.add\_argument('-f', required=1, help='Имя файла с операциями')  
 parser.add\_argument('-o', required=1, help='Имя выходного файла')  
 args = parser.parse\_args()  
  
 v\_lst, lst = read\_graph(args.i)  
 start = []  
 for x in v\_lst:  
 if not len(v\_lst[x]):  
 start.append(x)  
  
 check\_cycle(v\_lst, lst)  
 for x in range(1, len(lst) + 1):  
 lst[x][0], lst[x][1] = lst[x][1], lst[x][0]  
  
 rev\_graph = reverse\_graph(v\_lst)  
 graph = [[]] \* (len(v\_lst) + 1)  
  
 k = 0  
 for x in sorted(rev\_graph.keys()):  
 tmp = [[rev\_graph[x][i]] for i in range(len(rev\_graph[x]))]  
 graph[k + 1] = tmp  
 k += 1  
  
 new\_graph = []  
 for i in graph:  
 tmp = [[i[j][0][0], i[j][0][1]] for j in range(len(i))]  
 tmp.sort(key=lambda x: x[0])  
 new\_graph.append(tmp)  
  
 output, fun = check\_cycle2(new\_graph, lst)  
 fun = [y for y in fun if y != '']  
 ops = read\_operations(v\_lst, args.f)  
 new\_fun = []  
 fun\_string = ''  
  
 for x in fun:  
 for char in x:  
 tmp = char  
 if char.isdigit():  
 tmp = ops[str(char)]  
 fun\_string += str(tmp)  
 new\_fun.append(fun\_string)  
 fun\_string = ''  
  
 check\_operations(rev\_graph, ops)  
  
 vals = evaluating(rev\_graph, start, ops)  
 with open(args.o, 'w') as output:  
 for i in range(len(start)):  
 txt = [''.join(fun[i]), ''.join(new\_fun[i]), str(vals[start[i]])]  
 print(\*txt, sep=' = ', file=output)  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 main()

**Задание 4. Построение многослойной нейронной сети**

**На входе:**

а) Текстовый файл с набором матриц весов межнейронных связей:

М1 : [M1[1,1], M1[1,2],..., M1[1,n]], ..., [M1[m,1], M1[m,2],...,M1[m,n]]

М2 : [M2[1,1], M2[1,2],..., M2[1,n]], ..., [M2[m,1], M2[m,2],...,M2[m,n]]

...

Мp : [Mp[1,1], Mp[1,2],..., Mp[1,n]], ..., [Mp[m,1], Mp[m,2],...,Mp[m,n]]

б) Текстовый файл с входным вектором в формате:

x1, x2, …, xn.

**На выходе:**

а) Сериализованная многослойная нейронная сеть (в формате XML или JSON) с полносвязной межслойной структурой.

Файл с выходным вектором – результатом вычислений НС в формате:

y1, y2, …, yn.

в) Сообщение об ошибке, если в формате входного вектора или файла описания НС допущена ошибка.

**Результат работы программы:**

Запускаем программу командой:

python main.py -m matrix.txt -o output.txt -i input.txt

Получаем результат (рис. 8 – 11):
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Рисунок 8 – Входной файл matrix.txt
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Рисунок 9 – Входной файл input.txt
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Рисунок 10 – Выходной файл output.txt
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Рисунок 11 – Выходной файл output.xml

**Листинг программы:**

from re import sub  
from xml.dom import minidom  
from argparse import ArgumentParser  
import xml.etree.cElementTree as ET  
  
  
def read\_files(textfile, input):  
 mtx, idx = [], 0  
 with open(textfile, 'r') as rf:  
 v = [int(x) for x in rf.read().split(' ')]  
 with open(input, 'r') as rf:  
 txt = rf.readlines()  
  
 for line in txt:  
 idx += 1  
 line = sub(r'[\[\]]', ' ', line)[1:-2].split(' ')  
 tmp = []  
 for x in line:  
 x = x.split(' ')  
 try:  
 tmp.append([int(i) for i in x])  
 except ValueError:  
 print(f'Ошибка в строке {idx}')  
 exit()  
 if len(x) != len(v):  
 print(f'Ошибка числа компонент нейронов в слоях {idx - 1} - {idx}')  
 exit()  
 mtx.append([tmp])  
  
 return mtx, v  
  
  
def evaluate(mtx, v):  
 ans = []  
 for layer in mtx:  
 tmp = []  
 for x in layer:  
 for neuron in x:  
 val = sum([neuron[i] \* v[i] for i in range(len(v))])  
 val /= (1 + abs(val))  
 tmp.append(val)  
 ans.append(tmp)  
 v = tmp  
 return ans  
  
  
def main():  
 parser = ArgumentParser()  
 parser.add\_argument('-m', required=1, help='Имя входного файла')  
 parser.add\_argument('-i', required=1, help='Имя файла с начальным вектором')  
 parser.add\_argument('-o', required=1, help='Имя выходного файла')  
 args = parser.parse\_args()  
  
 mtx, v = read\_files(args.i, args.m)  
 new\_mtx = evaluate(mtx, v)  
  
 with open(args.o, 'w') as output:  
 for x in new\_mtx[-1]:  
 output.write(str(x) + ' ')  
  
 root = ET.Element('network')  
 for layer in mtx:  
 tmp = ''  
 for x in layer:  
 for y in x:  
 tmp += f'{y} '  
 break  
 ET.SubElement(root, 'layer').text = tmp[:-1]  
  
 ans = minidom.parseString(ET.tostring(root)).toprettyxml(indent='\t')  
 with open('output.xml', 'w') as file:  
 file.write(ans)  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 main()

**Задание 5. Реализация метода обратного распространения ошибки для многослойной НС**

**На входе:**

а) Текстовый файл с описанием НС (формат см. в задании 4).

б) Текстовый файл с обучающей выборкой:

[x11, x12, ..., x1n] -> [y11, y12, ..., y1m]

...

[xk1, xk2, ..., xkn] -> [yk1, yk2, ..., ykm]

Формат описания входного вектора *x* и выходного вектора *y* соответствует формату из задания 4.

в) Число итераций обучения (в строке параметров).

**На выходе:**

Текстовый файл с историей N итераций обучения методом обратного распространения ошибки:

1 : Ошибка1

2 : Ошибка2

...

N : ОшибкаN

**Результат работы программы:**

Запускаем программу командой:

python main.py -i input.txt -o output.txt -d description.txt -n 500 -e 0.02

Получаем результат (рис. 12 – 14):
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Рисунок 12 – Входной файл input.txt
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Рисунок 13 – Входной файл description.txt
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Рисунок 14 – Выходной файл output.txt

**Листинг программы:**

import ast  
import sys  
from argparse import ArgumentParser  
  
  
def read\_files(input\_file, description\_file):  
 try:  
 samples = []  
 with open(input\_file, 'r') as rf:  
 for line in rf:  
 tmp = line.replace('\n', '').split('->')  
 io = [nrn[1:-1].split(' ') for nrn in tmp]  
 samples.append(io)  
 for x in range(len(samples)):  
 for y in range(len(samples[x])):  
 for z in range(len(samples[x][y])):  
 samples[x][y][z] = float(''.join(samples[x][y][z]))  
  
 with open(description\_file, 'r') as rf:  
 nrns = ast.literal\_eval(rf.read())  
  
 return samples, nrns  
 except:  
 print(f'Ошибка чтения файла')  
 exit()  
  
  
class Training:  
 def \_\_init\_\_(self, parameters, neurons, samples):  
 self.params = parameters  
 self.nrns = neurons  
 self.samples = samples  
 self.funs = []  
 self.weights = []  
 for i in range(len(neurons)):  
 self.funs.append([])  
 self.weights.append([])  
  
 def activation(self, x):  
 return x / (1 + abs(x))  
  
 def derivative(self, x):  
 return 1 / pow((1 + abs(x)), 2)  
  
 def perceptron(self, input):  
 ans = input.copy()  
  
 for j in range(len(self.nrns)):  
 n = len(ans)  
 for k in range(len(self.nrns[j])):  
 if n != len(self.nrns[j][k]):  
 print(f'Ошибка - число нейронов не совпадает с длиной массива весов')  
 exit()  
 total = sum([ans[i] \* self.nrns[j][k][i] for i in range(len(self.nrns[j][k]))])  
 self.weights[j].append(total)  
 total = self.activation(total)  
 self.funs[j].append(total)  
 ans.append(total)  
 if n > 0:  
 ans[:n] = []  
 return ans  
  
 def education(self, output):  
 n, eps = self.params[0], self.params[1]  
 ans\_lines = [[] for \_ in range(len(self.samples))]  
  
 for sample in range(len(self.samples)):  
 for count in range(n):  
 input, exp = self.samples[sample][0], self.samples[sample][1]  
 perc = self.perceptron(input)  
  
 if not count % 100:  
 ans\_lines[sample].append(f'{count // 100 + 1 + sample \* n // 100}: {exp[0] - perc[0]}\n')  
  
 sgm = [[] for x in range(len(self.nrns))]  
 for i in range(len(perc)):  
 sgm[len(self.nrns) - 1] = [exp[i] - perc[i]]  
  
 for i in range(len(self.nrns) - 1, 0, -1):  
 for j in range(len(self.nrns[i][i - 1])):  
 total = sum([abs(sgm[i][x]) \* self.nrns[i][x][j] for x in range(len(sgm[i]))])  
 sgm[i - 1].append([total])  
  
 for i in range(len(self.nrns[0])):  
 for w in range(len(self.nrns[0][i])):  
 dw = sgm[0][i] \* self.derivative(self.weights[0][i]) \* self.samples[sample][0][w] \* eps  
 self.nrns[0][i][w] = self.nrns[0][i][w] + dw  
  
 for i in range(1, len(self.nrns)):  
 for j in range(len(self.nrns[i])):  
 for w in range(len(self.nrns[i][j])):  
 dw = sgm[i][j] \* self.derivative(self.weights[i][j]) \* self.funs[i - 1][w] \* eps  
 self.nrns[i][j][w] = self.nrns[i][j][w] + dw  
  
 with open(output, 'w') as file:  
 for line in ans\_lines:  
 for x in line:  
 file.write(x)  
  
  
def main():  
 parser = ArgumentParser()  
 parser.add\_argument('-i', required=1, help='Имя входного файла')  
 parser.add\_argument('-d', required=1, help='Имя файла с начальным вектором')  
 parser.add\_argument('-o', required=1, help='Имя выходного файла')  
 parser.add\_argument('-n', required=1, help='Число эпох')  
 parser.add\_argument('-e', required=1, help='Скорость обучения')  
 args = parser.parse\_args()  
  
 samples, neurons = read\_files(args.i, args.d)  
 n, e = int(args.n), float(args.e)  
 Training([n, e], neurons, samples).education(args.o)  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 main()