**OOPs concepts in Java – 1**

**Practical 1**

1. Write a program to create a class and implement a default, overloaded and copy Constructor.

**Filename:** constructor\_example.java

**Code:**

**class** MyClass {

**private** **int** number;

**private** String text;

// Default constructor

**public** MyClass() {

number = 0;

text = "Default";

}

// Overloaded constructor

**public** MyClass(**int** num, String txt) {

number = num;

text = txt;

}

// Copy constructor

**public** MyClass(MyClass obj) {

number = obj.number;

text = obj.text;

}

**public** **void** display() {

System.***out***.println("Number: " + number + ", Text: " + text);

}

}

**public** **class** constructor\_example {

**public** **static** **void** main(String[] args) {

// Default constructor usage

MyClass obj1\_default = **new** MyClass();

System.***out***.print("Default Constructor: ");

obj1\_default.display();

// Overloaded constructor usage

MyClass obj2\_overloaded = **new** MyClass(10, "Overloaded");

System.***out***.print("Overloaded Constructor: ");

obj2\_overloaded.display();

// Copy constructor usage

MyClass obj3\_copy = **new** MyClass(obj2\_overloaded); // using copy constructor

System.***out***.print("Copy Constructor: ");

obj3\_copy.display();

}

}

Output:
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1. Write a program to create a class and implement the concepts of Method Overloading

**Filename:** TestMethodOverload.java

Code:

**public** **class** TestMethodOverload {

**public** **static** **void** main(String[] args) {

*add*(12,43);

*sub*(100.3f,23.3f);

*div*(12000l,2l);

}

**static** **int** add(**int** a,**int** b) {

**int** c=a+b;

System.***out***.println("Addition: "+c);

**return** c;

}

**static** **float** sub(**float** x,**float** y) {

**float** z=x-y;

System.***out***.println("Subtrat: "+z);

**return** z;

}

**static** **long** div(**long** p,**long** q) {

**long** r=p/q;

System.***out***.println("Division: "+r);

**return** r;

}

}

Output:

![](data:image/png;base64,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)

1. Write a program to create a class and implement the concepts of Static methods

Filename: StaticExample.java

Code:

**public** **class** StaticExample {

**private** **static** **int** *count* = 0; // static variable to count the number of instances

**public** StaticExample() {

*count*++; // Increment count every time a new instance is created

}

**public** **static** **int** getCount() {

**return** *count*; // Static method to get the count of instances

}

**public** **static** **void** main(String[] args) {

// Creating instances of StaticExample

StaticExample obj1 = **new** StaticExample();

StaticExample obj2 = **new** StaticExample();

StaticExample obj3 = **new** StaticExample();

// Calling static method getCount() to get the count of instances

System.***out***.println("Number of instances created: " + StaticExample.*getCount*());

}

}

Output:

Number of instances created: 3