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## Poziom 0

### Podstawowe operacje arytmetyczne:

Z **R** można korzystać jak z kalkulatora. Wpisujemy bezpośrednio do konsoli:

# Dodawanie  
3 + 7

[1] 10

# Odejmowanie  
7 - 3

[1] 4

# Mnożenie  
3 \* 7

[1] 21

# Dzielenie  
7/3

[1] 2.333333

# Podnoszenie do kwadratu  
2^3

[1] 8

# Modulo - zwraca resztę z dzielenia  
8 %% 3

[1] 2

### Podstawowe funkcje matematyczne:

#### Logarytmy i potęgowanie

x=10  
log2(x) # logarithms o podstawie 2 z x

[1] 3.321928

log10(x) # logaritms o podstawie 10 z x

[1] 1

exp(x) # eksponenta z x

[1] 22026.47

#### Funkcje trygonometryczne

cos(x) # cosinus z x

[1] -0.8390715

sin(x) # sinus z x

[1] -0.5440211

tan(x) # tangens z x

[1] 0.6483608

acos(x) # arc-cosinus z x

[1] NaN

asin(x) # arc-sinus z x

[1] NaN

atan(x) #arc-tangens z x

[1] 1.471128

#### Inne funkcje matematyczne

abs(x) # wartość bezwzgledna z x

[1] 10

sqrt(x) # pierwiastek kwadratowy z x

[1] 3.162278

### Przypisywanie wartości do zmiennych

Zmienne służą do przechowywania wartości

Przykład: cena jabłek w złotówkach przypisana do zmiennej “cena\_jablek”

cena\_jablek <- 2 # Cena jabłek = 2 zł  
  
cena\_jablek = 2 # lub inny zapis

R jest wrażliwy na wielkość liter cena\_jablek, to nie to samo, co Cena\_jablek

cena\_jablek # wpisanie nazwy zmiennej wypisuje jej wartość

[1] 2

print(cena\_jablek) # działa tak samo

[1] 2

Na utworzonej zmiennej można wykonywać działania

5 \* cena\_jablek # pomnożyć cenę jabłek przez 5

[1] 10

cena\_jablek <- 5 # zmienić wartość zmiennej  
cena\_jablek

[1] 5

#### Tworzenie 2 zmiennych i wykonywanie obliczeń

# Wysokość prostokąta  
wys <- 10  
# Szerokość prostokąta  
szer <- 5  
# liczenie powierzchni prostokąta  
pow <- wys\*szer  
print(pow)

[1] 50

Funkcja **ls()** wyświetla listę zmiennych, które utworzyliśmy. W RStudio wszystkie zmienne wyświetlane sa w panelu *“Environment”*.

ls()

[1] "cena\_jablek" "pow" "szer" "wys" "x"

Kolekcja utworzonnych zmiennych nosi nazwę \*\*Workspace\*\*.   
Każda zmienna zajmuje pamięć komputera. Przy pracy z dużą ilością danych   
warto jest usuwać zbędne zmienne.

rm(wys, szer) # usuwanie zmiennych znajdujących się w nawiasie  
ls()

[1] "cena\_jablek" "pow" "x"

## Poziom 1

### Podstawowe typy danych

Dane dzielimy na: liczbowe, tekstowe i logiczne

# Dana liczbowa: Ile masz lat?  
wiek <- 28  
# Obiekt tekstowy: Jak masz na imię?  
imie <- "Bartek"  
# Obiekt logiczny: Jesteś naukowcem?  
# (yes/no) <=> (TRUE/FALSE)  
naukowiec <- TRUE

Wektor tekstowy tworzymy wykorzystując ("") lub (’’). Jeśli w tekście zmiennej znajduje się cudzysłów lub apostrof, należy zastsować znak ucieczki () lub w pzrypadku pojawienia się apostofu zdanie objąć cudzysłowem i odwrotnie

'My friend\'s name is "George"'

[1] "My friend's name is \"George\""

"My friend's name is \"George\""

[1] "My friend's name is \"George\""

Możemy sprawdzić typ wybranej zmiennej

class(wiek)

[1] "numeric"

class(imie)

[1] "character"

Stosując funkcje: **is.numeric()**, **is.character()**, **is.logical()** sprawdzamy czy zmienna ma konkretny typ:

is.numeric(wiek)

[1] TRUE

is.numeric(imie)

[1] FALSE

Możliwe jest zmienianie typu zmiennej

wiek

[1] 28

as.character(wiek) # zmienia daną liczbową na tekstową.

[1] "28"

as.numeric(wiek) # Odwrotna zmiana

[1] 28

### Wektory (Vector)

Wektor to kombinacja wielu zmiennych liczbowych, tekstowych lub logicznych. Tworzymy wektroy liczbowe, tekstowe i logiczne. Wektor może zawierać tylko jeden typ danych. Wektor tworzony jest przy użyciu funkcji **c()**

# Wiek przyjaciół w postaci wektora liczbowego  
wiek\_przyj <- c(27, 25, 29, 26)   
wiek\_przyj

[1] 27 25 29 26

# Imiona przyjaciół jako wektor tekstowy  
przyj <- c("Marta", "Ala", "Janek", "Piotr")  
przyj

[1] "Marta" "Ala" "Janek" "Piotr"

# Stan cywilny przyjaciół jako wektor logiczny  
# Czy jest żonaty/ zamężna? (yes/no <=> TRUE/FALSE)  
zajety <- c(TRUE, FALSE, TRUE, TRUE)  
zajety

[1] TRUE FALSE TRUE TRUE

Możlie jest nadawanie wartościom wektora etykiet, które mogą służyć do selekcjonowania odpowiednich danych. Służy do tego funkcja **names()**

# Wektor bez etykiet  
wiek\_przyj

[1] 27 25 29 26

# Przypisywanie etykiet  
names(wiek\_przyj) <- c("Marta", "Ala", "Janek", "Piotr")  
wiek\_przyj

Marta Ala Janek Piotr   
 27 25 29 26

# Tworzenie wektora z etykietami  
wiek\_przyj <- c(Marta = 27, Ala = 25, Janek = 29, Piotr = 26)  
wiek\_przyj

Marta Ala Janek Piotr   
 27 25 29 26

Każdy wektor ma określona długość. Do jej określania służy funkcja **length()**

# Liczba przyjaciół  
length(przyj)

[1] 4

#### Brakujące wartości

Brakujące wartości zapisywane są jako NA

# NA - nie ma informacji dotyczącej dzieci  
dzieci <- c(Marta = "yes", Ala = "yes", Janek = NA, Piotr = NA)  
dzieci

Marta Ala Janek Piotr   
"yes" "yes" NA NA

is.na(dzieci) # sprawdza czy wektor zawiera brakujące dane

Marta Ala Janek Piotr   
FALSE FALSE TRUE TRUE

Występuje też inny rodzaj brakującej wartości NaN, pojawiającej się   
w wyniku nieprawidłowej kalkulacji np. 0/0 = NaN. Funkcja is.na() obie te zmienne   
traktuje identycznie.

#### Wybieranie danych z wektorów

Selekcjonowanie danych

# Wybieramy przyjaciela nr 2  
przyj[2] # indeksowanie przy użyciu []

[1] "Ala"

# Wybieramy przyjaciela nr 2 i 4   
przyj[c(2, 4)]

[1] "Ala" "Piotr"

# Wybieramy przyjaciela od 1 do 3  
przyj[1:3] # R indeksuje od 1 a nie od 0

[1] "Marta" "Ala" "Janek"

# Możliwe jest stosowanie etykiet  
  
wiek\_przyj["Ala"]

Ala   
 25

# Pomijanie danych dzięki stosowaniu indeksowania ujemnego  
przyj[-2] # Wybieramy wszystkich poza 2

[1] "Marta" "Janek" "Piotr"

# Pominięcie przyjaciół 2 i 4  
przyj[-c(2, 4)]

[1] "Marta" "Janek"

# Pominięcie przyjaciół od 1 do 3  
przyj[-(1:3)]

[1] "Piotr"

# Selekcjonowanie z użyciem wektora logicznego  
przyj[zajety == TRUE]

[1] "Marta" "Janek" "Piotr"

# Selekcjonowanie starzszych niż 27 lat  
przyj[wiek\_przyj >= 27]

[1] "Marta" "Janek"

# Przyjaciele, którzy nie mają 27 lat  
przyj[wiek\_przyj != 27]

[1] "Ala" "Janek" "Piotr"

# Pozbywanie się danych brakujących  
dzieci

Marta Ala Janek Piotr   
"yes" "yes" NA NA

dzieci[!is.na(dzieci)] # Zachowuje dane różne od NA (!is.na())

Marta Ala   
"yes" "yes"

# Zastąpienie NA tekstem "no"  
dzieci[is.na(dzieci)] <- "no"  
dzieci

Marta Ala Janek Piotr   
"yes" "yes" "no" "no"

Operatory logiczne w R:  
  
\* "<"" : mniej niż  
\* ">" : więcej niż  
\* "<="" : mniej lub równe  
\* ">=" : więcej lub równe  
\* "==" : równe  
\* "!=" : nie równe

#### Obliczenia na wektorach

# podstawowe operacje arytmetyczne i funkcje mogą być zastosowane w dzialaniach na wektorach numerycznych.   
# Operacje wykonywane są na każdym elemencie wektora po kolei.  
  
# Pensja moich przyjaciół w złotych  
pensja <- c(2000, 1800, 2500, 3000)  
names(pensja) <- c("Marta", "Ala", "Janek", "Piotr") # Przypisanie etykiet  
pensja

Marta Ala Janek Piotr   
 2000 1800 2500 3000

# Przemnożenie przez 2  
pensja\*2

Marta Ala Janek Piotr   
 4000 3600 5000 6000

# Mnożenie przez różne współczynniki  
# Utworzenie wektora współczynników o tej samej długości, co wektor pensja  
wsp <- c(2, 1.5, 1, 3)  
pensja\*wsp # Pomnożenie wektorów

Marta Ala Janek Piotr   
 4000 2700 2500 9000

#### Inne użyteczne funkcje

x <- c(4, 16, 9, 11, 33, 7, 15, 80, 46)  
max(x) # Zwraca maksimum wektora x

[1] 80

min(x) # Zwraca minimum wektora x

[1] 4

range(x) # Zwraca zakres wektora x

[1] 4 80

length(x) # Zwraca liczbę elementów wektora x

[1] 9

sum(x) # Zwraca sumę elementów wektora x

[1] 221

prod(x) # Zwraca iloczyn elementów wektora x

[1] 80791603200

# Średnią x można policzyć na 2 sposoby  
sum(x)/length(x)

[1] 24.55556

mean(x)

[1] 24.55556

sd(x) # Odchylenie standardowe wektora x

[1] 24.81487

var(x) # Wariancja elementów wektora x

[1] 615.7778

sort(x) # Sortowanie wektora x rosnąco

[1] 4 7 9 11 15 16 33 46 80

sort(x, decreasing = TRUE) # Sortowanie wektora x malejąco

[1] 80 46 33 16 15 11 9 7 4

# Korzystajac z wcześniejszych danych możemy policzyć  
sum(pensja)

[1] 9300

mean(pensja)

[1] 2325

range(pensja)

[1] 1800 3000

### Macierze (Matrix)

Mcierze przypominają arkusze Excel’a i podobnie jak one składają się z wielu rzędów i kolumn. Składają się z wielu pojedynczych wektorów **jednego typu**. Wykorzystywane są do przechowywania danych tabelarycznych - zwykle pojedynczy rząd to osobnik/ obserwacja, a kolumna, to zmienna.

Do tworzenia macierzy wykorzystuje sie funkcję cbind() lub rbind() w następujący sposób:

# Wektory liczbowe  
col1 <- c(5, 6, 7, 8, 9)  
col2 <- c(2, 4, 5, 9, 8)  
col3 <- c(7, 3, 4, 8, 7)  
  
# Połączenie wektorów kolumnami  
tab1 <- cbind(col1, col2, col3)  
tab1

col1 col2 col3  
[1,] 5 2 7  
[2,] 6 4 3  
[3,] 7 5 4  
[4,] 8 9 8  
[5,] 9 8 7

# Zmiana nazw rzędów  
rownames(tab1) <- c("row1", "row2", "row3", "row4", "row5")  
tab1

col1 col2 col3  
row1 5 2 7  
row2 6 4 3  
row3 7 5 4  
row4 8 9 8  
row5 9 8 7

cbind(): składa obiekty R kolumnami;  
rbind(): składa obiekty R rzędami;  
rownames(): wypisuje lub ustawia nazwy rzędów macierzy i jej podobnych;  
colnames(): wypisuje lub ustawia nazwy kolumn macierzy i jej podobnych

Do transponowania macierzy służy funkcja t()

t(tab1)

row1 row2 row3 row4 row5  
col1 5 6 7 8 9  
col2 2 4 5 9 8  
col3 7 3 4 8 7

Możliwe jest utworzenie macierzy z wykorzystaniem funkcji matrix()

# matrix(data = NA, nrow = 1, ncol = 1, byrow = FALSE, dimnames = NULL)  
 # data: opcjonalny wektor danych  
 # nrow, ncol: liczba rzędów i kolumn macierzy  
 # byrow: wartość logiczna. Jeśli FALSE (wartość wyjściowa) macierz wypełniana jest kolumnami,   
 # w przeciwnym przypadku - rzędami.  
 # dimnames: Lista 2 wektorów zawierająca, odpowiednio, nazwy rzędów i nazwy kolumn.  
  
mdat <- matrix(  
 data = c(1,2,3, 11,12,13),   
 nrow = 2, byrow = TRUE,  
 dimnames = list(c("row1", "row2"), c("C.1", "C.2", "C.3"))  
 )  
mdat

C.1 C.2 C.3  
row1 1 2 3  
row2 11 12 13

Wymiary macierzy możemy poznać dzięki następującym funkcjom:

ncol(tab1) # Liczba kolumn

[1] 3

nrow(tab1) # Liczba rzędów

[1] 5

dim(tab1) # Liczba kolumn i rzędów

[1] 5 3

Do wybierania elementów z macierzy (my\_data[row, col]) służą:

##### **1. dodatnie indeksy:**

# Wybierz rząd 2  
tab1[2, ]

col1 col2 col3   
 6 4 3

# Wybierz rzędy od 2 do 4  
tab1[2:4, ]

col1 col2 col3  
row2 6 4 3  
row3 7 5 4  
row4 8 9 8

# Wybierz kilka rzędów nie tworzących zakresu np.: 2 i 4  
tab1[c(2,4), ]

col1 col2 col3  
row2 6 4 3  
row4 8 9 8

# Wybierz kolomnę 3  
tab1[, 3]

row1 row2 row3 row4 row5   
 7 3 4 8 7

# Wybierz wartość znajdującą się w rzędzie 2 i kolummnie 3  
tab1[2, 3]

[1] 3

##### **2. nazwy kolumn/ rzędów lub jednocześnie - indeksy i nazwy**

# Wybierz kolumnę 2  
tab1[, "col2"]

row1 row2 row3 row4 row5   
 2 4 5 9 8

# Wybierz wartość z rzędu 3 i kolumny 2  
tab1[3, "col2"]

[1] 5

##### **3. indeksowanie wartościami ujemnymi - wykluczanie niektórych kolumn/ rzędów**

# Usuń kolumnę 1  
tab1[, -1]

col2 col3  
row1 2 7  
row2 4 3  
row3 5 4  
row4 9 8  
row5 8 7

##### **4. wektory logiczne**

col3 <- tab1[, "col3"]   
# Wybieranie kolumny (zmiennej), która będzie podstawą selekcji, tu: col3.   
# W col3 wybieramy elementy większe lub równe 4 i zatrzymujemy w macierzy   
# jedynie te wiersze, które spełniają ten warunek.  
# W kolumnie 3 przeprowadzone zostaje sprawdzenie warunku i R w pamięci   
# zapisuje wartości TRUE lub FALSE dla każdego elementu.   
# Zatrzymywane są wartości TRUE  
  
tab1[col3 >= 4, ]

col1 col2 col3  
row1 5 2 7  
row3 7 5 4  
row4 8 9 8  
row5 9 8 7

#### Obliczenia na macierzach

Mozliwe jest przeprowadzanie prostych kalkulacji na macierzach

tab1\*2 # Mnożenie elementów macierzy

col1 col2 col3  
row1 10 4 14  
row2 12 8 6  
row3 14 10 8  
row4 16 18 16  
row5 18 16 14

log2(tab1) # Oblicznaie logarytmu dla każdego elementu macierzy

col1 col2 col3  
row1 2.321928 1.000000 2.807355  
row2 2.584963 2.000000 1.584963  
row3 2.807355 2.321928 2.000000  
row4 3.000000 3.169925 3.000000  
row5 3.169925 3.000000 2.807355

rowSums(tab1) # Sumowanie wartości po rzędach

row1 row2 row3 row4 row5   
 14 13 16 25 24

colSums(tab1) # Sumowanie wartości po kolumnach

col1 col2 col3   
 35 28 29

rowMeans(tab1) # Średnia wartość w każdym rzędzie

row1 row2 row3 row4 row5   
4.666667 4.333333 5.333333 8.333333 8.000000

colMeans(tab1) # Średnia wartość w każdej kolumnie

col1 col2 col3   
 7.0 5.6 5.8

#### Kożystanie z funkcji apply()

Funkcji tej można użyć w celu wykonania obliczeń (na rzędach i kolumnach macierzy) z wykorzystaniem wbudowanych funkcji

###### **Uproszczona forma funkcji apply() jest następująca:**

apply(X, MARGIN, FUN),  
  
gdzie:  
X - macierz;  
MARGIN - możliwe wartości, to 1 dla rzędów lub 2 dla kolumn;  
FUN - wybrana funkcja do zastosowania na rzędach/ kolumnach.

# Policz średnią rzędów  
apply(tab1, 1, mean)

row1 row2 row3 row4 row5   
4.666667 4.333333 5.333333 8.333333 8.000000

# Oblicz/ wyszukaj medianę w rzędach  
apply(tab1, 1, median)

row1 row2 row3 row4 row5   
 5 4 5 8 8

# Policz średnie kolumn  
apply(tab1, 2, mean)

col1 col2 col3   
 7.0 5.6 5.8

### Czynniki (Factor)

Zmienne te reprezentują kategorie lub grupy danych. Do tworzenia czynników wykorzystuje się funkcję factor()

# Tworzenie  
grupa\_przyj <- factor(c(1, 2, 1, 2))  
grupa\_przyj

[1] 1 2 1 2  
Levels: 1 2

Zmienna *‘grupa\_przyj’* składa się z 2 kategorii: 1 i 2 - poziomu czynnika. Funkcja levels() wypisuje te poziomy.

# Jakie są poziomy zmiennej?  
levels(grupa\_przyj)

[1] "1" "2"

Możliwa jest zmiana nazw poziomów czynnikóW

# Zmiana nazw poziomów zmiennej  
levels(grupa\_przyj) <- c("przyjaciel", "kolega")  
grupa\_przyj

[1] przyjaciel kolega przyjaciel kolega   
Levels: przyjaciel kolega

Można wymusić kolejność wyświetlania poziomów czynników

# Zmiana porządku wyświetlania poziomów  
grupa\_przyj <- factor(grupa\_przyj,   
 levels = c("kolega", "przyjaciel"))  
grupa\_przyj

[1] przyjaciel kolega przyjaciel kolega   
Levels: kolega przyjaciel

summary(grupa\_przyj) # Wyświetla liczbę obserwacji należących do każdego poziomu

kolega przyjaciel   
 2 2

Do sprawdzenia czy dana zmienna jest czynnikiem służy funkcja logiczna is.factor() a funkcja as.factor() służy do zamiany innej zmiennej na czynnik

# Czy 'grupa\_przyj' to czynnik?  
is.factor(grupa\_przyj)

[1] TRUE

# Czy 'zajety' jest czynnikiem?  
is.factor(zajety)

[1] FALSE

# Zamienić 'zajety' na czynnik  
as.factor(zajety)

[1] TRUE FALSE TRUE TRUE   
Levels: FALSE TRUE

Do policzenia wartości z podziałem na grupy można wykorzystać czynniki. Funkcja tapply() posłuży do użycia funkcji (tu średniej) do obliczeń w grupach.

pensja

Marta Ala Janek Piotr   
 2000 1800 2500 3000

grupa\_przyj

[1] przyjaciel kolega przyjaciel kolega   
Levels: kolega przyjaciel

# Średnia pensja w grupach  
sred\_pens <- tapply(pensja, grupa\_przyj, mean)  
sred\_pens

kolega przyjaciel   
 2400 2250

# Wielkość każdej z grup  
tapply(pensja, grupa\_przyj, length)

kolega przyjaciel   
 2 2

# Tworzenie tabeli rozdzielczej/ krzyżowej  
table(grupa\_przyj)

grupa\_przyj  
 kolega przyjaciel   
 2 2

# Badanie zależności pomiędzy zmiennymi  
table(grupa\_przyj, zajety)

zajety  
grupa\_przyj FALSE TRUE  
 kolega 1 1  
 przyjaciel 0 2

### Ramki danych (Data Frame)

Ramka danych przypomina macierz, ale może zawierać zmienne różnego typu - kolumny z wartościami numerycznymi, logicznymi i tekstowymi. Rzędy sa pojedynczymi obserwacjami (np. osobnikami) a kolumny poszczególnymi zmiennymi. Ramki danych tworzy się przy użyciu funkcji data.frame()

# tworzenie ramki danych  
Przyjaciele <- data.frame(  
 imie = przyj,  
 wiek = wiek\_przyj,  
 wzrost = c(180, 170, 185, 169),  
 zajety = zajety  
)  
  
Przyjaciele

imie wiek wzrost zajety  
Marta Marta 27 180 TRUE  
Ala Ala 25 170 FALSE  
Janek Janek 29 185 TRUE  
Piotr Piotr 26 169 TRUE

Do sprawdzenia, czy dany obiekt jest ramka danych służy funkcja is.data.frame()

is.data.frame(Przyjaciele) # ramka dancyh

[1] TRUE

is.data.frame(tab1) # macierz

[1] FALSE

# Zamiana macierzy w ramkę danych  
class(tab1)

[1] "matrix"

tab1\_2 <- as.data.frame(tab1)  
class(tab1\_2)

[1] "data.frame"

Ramkę danych można transpozować podobnie jak macierz. Jednakże rodzaje danych zostaja wtedy ujednolicone, często do typu tekstowego.

t(Przyjaciele)

Marta Ala Janek Piotr   
imie "Marta" "Ala" "Janek" "Piotr"  
wiek "27" "25" "29" "26"   
wzrost "180" "170" "185" "169"   
zajety " TRUE" "FALSE" " TRUE" " TRUE"

#### Wybieranie danych z ramki danych

Wyboru danych z kolumn lub rzeędów można dokonać używając i nazw i ich położenia w ramce danych (np. kolumna 1, kolumna 2 i td.)

##### **1. indeksowane po nazwie i położeniu**

# Wybór danych z kolumny 'imie'  
Przyjaciele$imie # Korzystamy ze znaku $

[1] Marta Ala Janek Piotr  
Levels: Ala Janek Marta Piotr

Przyjaciele[, 'imie'] # Wybieramy kolumnę o danej nazwie

[1] Marta Ala Janek Piotr  
Levels: Ala Janek Marta Piotr

# Wybieranie więcej niż 1 kolumny  
Przyjaciele[ , c(1, 3)] # Wybieramy 2 kolumny 1 i 3

imie wzrost  
Marta Marta 180  
Ala Ala 170  
Janek Janek 185  
Piotr Piotr 169

# Wybieramy wszystkie kolumny bez 1  
Przyjaciele[, -1] # Wartość ujemna wskazuje na to, że kolumna 1 ma zostać pominięta

wiek wzrost zajety  
Marta 27 180 TRUE  
Ala 25 170 FALSE  
Janek 29 185 TRUE  
Piotr 26 169 TRUE

##### **2. indeksowane na podstawie danych**

# Wybierz przyjaciół starszych lub 27-letnich  
  
Przyjaciele$wiek >= 27 # Znajduje rzędy spełniające ten warunek

[1] TRUE FALSE TRUE FALSE

# Wartości spełniające warunek oznaczane są TRUE  
  
# Zapis oznacza - wybrać wszystkie rzędy gdzie wiek >= 27 i wypisać wszystkie wartości kolumn w tym rzędzie  
Przyjaciele[Przyjaciele$wiek >= 27, ]

imie wiek wzrost zajety  
Marta Marta 27 180 TRUE  
Janek Janek 29 185 TRUE

# Ograniczenie liczby wyświetlanych kolumn  
# W wybranych rzędach wyświetli tylko 2 pierwsze kolumny; używamy położenia kolumny c(1, 2)  
Przyjaciele[Przyjaciele$wiek >= 27, c(1, 2)]

imie wiek  
Marta Marta 27  
Janek Janek 29

Przyjaciele[Przyjaciele$wiek >= 27, c("imie", "wiek")] # Uzyskujemy to samo, ale używając nazw kolumn

imie wiek  
Marta Marta 27  
Janek Janek 29

# Jeśli kryteria wyboru są długie i nie wygodne w używaniu, można zapisac je do zmiennych   
lat27 <- Przyjaciele$wiek >= 27  
lat27

[1] TRUE FALSE TRUE FALSE

cols <- c("imie", "wiek")  
cols

[1] "imie" "wiek"

Przyjaciele[lat27, cols] # zmienne umożliwiaja wybór odpowiednich danych

imie wiek  
Marta Marta 27  
Janek Janek 29

##### **3. Selekcja z zastosowaniem funkcji subset()**

# Wybieramy przyjaciół , gdzie wiek >= 27  
subset(Przyjaciele, wiek >= 27)

imie wiek wzrost zajety  
Marta Marta 27 180 TRUE  
Janek Janek 29 185 TRUE

Ramki danych można rozszerzać o kolejne dane

# Dodanie kolumny 'grupa' do 'Przyjaciele'  
Przyjaciele$grupa <- grupa\_przyj  
Przyjaciele

imie wiek wzrost zajety grupa  
Marta Marta 27 180 TRUE przyjaciel  
Ala Ala 25 170 FALSE kolega  
Janek Janek 29 185 TRUE przyjaciel  
Piotr Piotr 26 169 TRUE kolega

cbind(Przyjaciele, grupa = grupa\_przyj) # Przyłaczanie kolumny z użyciem cbind()

imie wiek wzrost zajety grupa grupa  
Marta Marta 27 180 TRUE przyjaciel przyjaciel  
Ala Ala 25 170 FALSE kolega kolega  
Janek Janek 29 185 TRUE przyjaciel przyjaciel  
Piotr Piotr 26 169 TRUE kolega kolega

# rbind() - przyłącza rzędy - obserwacje

W przypadku ramek danych z wartościami liczbowymi możliwe   
jest stosowanie funkcji rowSums(), olSums(), colMeans(), rowMeans()  
i apply() jak opisano dla macierzy

### Listy (List)

Lista, to zbiór obiektów, które mogą być wektorami, macierzami, ramkami danych i tp. Lista moze składać się ze wszystkich typów obiektów R.

#### Tworzenie listy

# Utwórz listę  
rodzina <- list(  
 matka = "Zuzanna",   
 ojciec = "Piotr",  
 siostry = c("Alicja", "Monika"),  
 wiek\_siostr = c(12, 22)  
 )  
  
rodzina

$matka  
[1] "Zuzanna"  
  
$ojciec  
[1] "Piotr"  
  
$siostry  
[1] "Alicja" "Monika"  
  
$wiek\_siostr  
[1] 12 22

# Nazwy elementów listy  
names(rodzina)

[1] "matka" "ojciec" "siostry" "wiek\_siostr"

# Liczba elementów listy   
length(rodzina)

[1] 4

Lista rodzina zawiera 4 składniki, do których można odnosić się niezależnie stosując **rodzina[[1]]**, **rodzina[[2]]** i td.

Do wybierania elementów z listy używa się ich nazw, bądź indeksów:  
"rodzina$matka" = "rodzina[[1]]"  
"rodzina$ojciec" = "rodzina[[2]]"

# Zastosowanie nazwy [1/2]  
rodzina$ojciec

[1] "Piotr"

# Zastosowanie nazwy [2/2]  
rodzina[["ojciec"]]

[1] "Piotr"

# zastosowanie indeksu  
rodzina[[1]]

[1] "Zuzanna"

rodzina[[3]]

[1] "Alicja" "Monika"

# Wybieranie elementu składowej listy  
# Wybierz ([1]) element z rodzina[[3]]  
rodzina[[3]][1]

[1] "Alicja"

#### Dodawanie kolejnych elementów do listy

# dodawanie elementów  
rodzina$dziadek <- "Jan"  
rodzina$babcia <- "Maria"  
rodzina

$matka  
[1] "Zuzanna"  
  
$ojciec  
[1] "Piotr"  
  
$siostry  
[1] "Alicja" "Monika"  
  
$wiek\_siostr  
[1] 12 22  
  
$dziadek  
[1] "Jan"  
  
$babcia  
[1] "Maria"

Możliwe jest łączenie list

list\_a <- tab1  
list\_b <- wiek\_przyj  
list\_c <- rodzina  
  
list\_abc <- c(list\_a, list\_b, list\_c) # Lista składająca się z połączonych elementów  
names(list\_abc)

[1] "" "" "" "" ""   
 [6] "" "" "" "" ""   
[11] "" "" "" "" ""   
[16] "Marta" "Ala" "Janek" "Piotr" "matka"   
[21] "ojciec" "siostry" "wiek\_siostr" "dziadek" "babcia"

length(list\_abc)

[1] 25

list\_abc[2]

[[1]]  
[1] 6

list\_abc[[2]]

[1] 6

list\_abc[[22]]

[1] "Alicja" "Monika"

list\_abc[[22]][2]

[1] "Monika"

## Poziom 2

### Importowanie danych

W RStudio zaimplementowano 'interface' graficzny ułatwiający importowanie danych

#### Importowanie danych z plików tekstowych

##### Podstawowe funkcje R do importowania plików

Funkcja read.table() jest podstawową funkcją do wczytywania danych tabelarycznych. Dane importowane sa jako ramka danych. W zależności od typu importowanych plików stsowane są wariacje funkcji read.table():

* read.csv() - dla plików ‘.csv’
* read.csv2() - wariant dla dla plików ‘.csv’ w krajach, gdzie wartości dziesiętne oddzielane są przecinkiem, a pola średnikiem (Polska)
* read.delim() - dla plików ‘.txt’ z wartościami dziesiętnymi oddzielanymi kropką
* read.delim2() - dla plików ‘.txt’ z wartościami dziesiętnymi oddzielanymi przecinkiem.

###### **Uproszczona formuła tych funkcji wygląda następująco:**

# wczytywanie danych tabelarycznych  
read.table(file, header = FALSE, sep = "", dec = ".")  
  
# wczytywanie (".csv")  
read.csv(file, header = TRUE, sep = ",", dec = ".", ...)  
  
# wariant dla (".csv") z wartościami dziesiętnymi oddzielanymi przecinkiem  
read.csv2(file, header = TRUE, sep = ";", dec = ",", ...)  
  
# pliki rozdzielane tabulatorami - rozdzielane "." oraz ","  
read.delim(file, header = TRUE, sep = "\t", dec = ".", ...)  
read.delim2(file, header = TRUE, sep = "\t", dec = ",", ...),  
  
gdzie:  
  
file: ścieżka do pliku  
sep: separator “\t” dla plików rozdzielanych tabulatorami  
header: wartość logiczna; TRUE - read.table() zakłada, że pierwszy rząd,   
to nagłówki kolumn. Jeśli tak nie jest, należy podać argument: header = FALSE.  
dec: znak używany, jako oddzielenie wartości dziesiętnych.  
  
np.:  
# Wczytywanie pliku .txt o nazwie "mtcars.txt"  
my\_data <- read.delim("mtcars.txt")  
  
# Wczytywanie pliku .csv o nazwie "mtcars.csv"  
my\_data <- read.csv("mtcars.csv")

Pliki, które znajdują się w bieżącym katalogu (aby sprawdzić w jakim katalogu pracujemy możemy wykorzystac fonkcje getwd()) nie wymagają podawania ścieżki dostępu, tylko ich nazwy. W innych przypadkach należy podać pełną ścieżkę dostępu. W celu ułatwienia wyboru pliku stworzono funkcję file.choose(), która umożliwia interaktywny wybór pliku i automatycznie uzupełnia ścieżkę dostępu

# Wczytywanie pliku .txt  
my\_data <- read.delim(file.choose())  
  
# Wczytywanie pliku .csv  
my\_data <- read.csv(file.choose())

Jeśli dane zawierają kolumny z tekstem, R może założyć, że są to czynniki, albo dane grupujące (np.: “good”, “good”, “bad”, “bad”, “bad”). Aby zapobiec przekształceniu tekstu w czynniki i zachowaniu typu danych tekstowych (*string*), należy użyć opcji stringsAsFactor = FALSE do funkcji read.delim(), read.csv() i read.table().

my\_data <- read.delim(file.choose(),   
 stringsAsFactor = FALSE)

Możliwe jest również podanie innego typu separatora np.: “|” jako opcji funkcji read.table()

my\_data <- read.table(file.choose(),   
 sep ="|", header = TRUE, dec =".")

##### Korzystanie z możliwości pakietu readr

Pakiet readr umożliwia szybkie i przyjazne użytkownikowi importowanie danych do R. W porównaniu do podstawowych funkcji R pakiet readr jest znacznie szybszy (ca. 10x), wyświetla pasek postępu i posiada pełną funkcjonalność funkcji natywnych R. Pakiet posiada funkcje dla: plików tekstowych, linii plików i całych plików. read\_delim() to podstawowa funkcja wczytywania plików z pakietu readr i w zależności od typu pliku imporotwanego istnieją warianty: read\_csv() - dla warości rozdzielanych przecinkami (‘,’); read\_csv2() - dla wartości rozdzielanych średnikami (‘;’); read\_tsv() - dla wartości rozdzielanych tabulatorami (‘’).

###### **Uproszczona formuła tych funkcji wygląda następująco:**

# wczytywanie danych tabelarycznych  
read\_delim(file, delim, col\_names = TRUE)  
  
# wczytywanie (".csv")  
read\_csv(file, col\_names = TRUE)  
  
# wariant dla (".csv") z wartościami dziesiętnymi oddzielanymi przecinkiem  
read\_csv2(file, col\_names = TRUE)  
  
# pliki rozdzielane tabulatorami  
read\_tsv(file, col\_names = TRUE)  
  
gdzie:  
  
file: ścieżka do pliku, link lub wektor z danymi. Pliki o rozszerzeniach   
.gz, .bz2, .xz, lub .zip są automatycznie rozpakowywane.   
Pliki rozpoczynające sie od “http://”, “https://”, “ftp://”, lub “ftps://” są automatycznie pobierane.   
delim: znak rozdzielający dane w pliku  
col\_names: TRUE lub FALSE lub wektor z wartościami będącymi nagłówkami kolumn.   
Jeśli TRUE - to pierwszy rząd uznawany jest jako nazwy kolumn.  
  
np.:  
# importowanie pliku tekstowego .txt o nazwie "mtcars.txt"  
my\_data <- read\_tsv("mtcars.txt")  
  
# importowanie pliku tekstowego .csv o nazwie "mtcars.csv"  
my\_data <- read\_csv("mtcars.csv")

Podobnie jak w przypadku natywnych funkcji R pliki znajdujące sie poza bieżącym katologiem muszą byc importowane poprzez podanie pełnej ścieżki dostepu i podobnie możliwe jest stosowanie funkcji file.choose()

# Wczytywanie pliku .txt  
my\_data <- read\_tsv(file.choose())  
  
# Wczytywanie pliku .csv  
my\_data <- read\_csv(file.choose())  
  
# wczytywanie pliku tekstowego z wyszczególnionym separatorem (tu: "|")  
my\_data <- read\_delim(file.choose(), sep = "|")

# install.packages("readr") # wykonać, jeśli nie zainstalowany   
library("readr")  
my\_data <- read\_csv("city\_commutes.csv")  
problems <- problems(my\_data)  
my\_data

# A tibble: 8 x 13  
 city smh\_commute smh\_density urban\_pop urban\_area urban\_density  
 <chr> <dbl> <int> <int> <dbl> <dbl>  
1 Los ~ 30.7 1042 12150996 NA NA   
2 Phoe~ 24.6 195 3629114 NA NA   
3 San ~ 33.6 503 NA NA NA   
4 Sydn~ 35 390 NA NA NA   
5 Mont~ 30 890 3519595 1545. 2278.  
6 Toro~ 34 1004 5132794 1751. 2931.  
7 Vanc~ 29.7 854 2264823 NA NA   
8 Madr~ 31 1251 624000 NA NA   
# ... with 7 more variables: metro\_pop <int>, metro\_area <dbl>,  
# metro\_density <dbl>, city\_pop <int>, city\_area <dbl>,  
# city\_density <dbl>, wp\_density <dbl>

problems

# tibble [0 x 4]  
# ... with 4 variables: row <int>, col <int>, expected <chr>, actual <chr>

Pakiet readr próbuje automatycznie wykryć rodzaj danych znajdujących się w każdej kolumnie. W sytuacji, w którrej rozpoznał dane błędnie, może pojawić sie wiele ostrzeżeń. Aby temu zapobiec lub naprawić można użyc dodakowago argumentu podczas importowania col\_type(), umożliwiającego podanie typu danych w kolumnach. Dostępne są następujące typy danych:

* col\_integer(): dane numeryczne (alias = “i”)
* col\_double(): dane liczbowe (alias = “d”).
* col\_logical(): wartości logiczne (alias = “l”)
* col\_character(): zachowuje tekst, nie zmienia na czynniki (alias = “c”).
* col\_factor(): czynniki lub zmienne grupujące (alias = “f”)
* col\_skip(): pomijanie kolumny (alias = “-” lub “\_“)
* col\_date() (alias = “D”), col\_datetime() (alias = “T”) i col\_time() (“t”) określa daty, daty i czas, oraz czas.

Przykładowo (kolumna x zawiera wartości numeryczne (i)   
a kolumna treatment = “character” (c):  
  
read\_csv("my\_file.csv", col\_types = cols(  
 x = "i", # wartości numeryczne  
 treatment = "c" # kolumna z tekstem  
))

##### Wczytywanie linii z pliku - funkcja read\_lines()

###### **Uproszczona formuła funkcji wygląda następująco:**

read\_lines(file, skip = 0, n\_max = -1L)  
  
  
 file: ścieżka do pliku  
 skip: liczba linii, które mają być pominięte zanim rozpocznie się wczytywanie  
 n\_max: liczba linii do wczytania. Jeśli n = -1, zostana wczytane wszystkie linie.

Funkcja read\_lines() zwraca wektor tekstowy, gdzie 1 elemnt, to 1 cały rząd

plik <- system.file("extdata/mtcars.csv", package = "readr") # plik demo  
dane <- read\_lines(plik) # wczytywanie danych z rzędów do kolejnych wektorów 1-elementowych  
head(dane)

[1] "\"mpg\",\"cyl\",\"disp\",\"hp\",\"drat\",\"wt\",\"qsec\",\"vs\",\"am\",\"gear\",\"carb\""  
[2] "21,6,160,110,3.9,2.62,16.46,0,1,4,4"   
[3] "21,6,160,110,3.9,2.875,17.02,0,1,4,4"   
[4] "22.8,4,108,93,3.85,2.32,18.61,1,1,4,1"   
[5] "21.4,6,258,110,3.08,3.215,19.44,1,0,3,1"   
[6] "18.7,8,360,175,3.15,3.44,17.02,0,0,3,2"

plik <- "city\_commutes.csv" # plik z bieżącego katalogu  
miasta <- read\_lines(plik, n\_max = 3) # wczytywanie 3 linii do 3 wektorów  
miasta

[1] "city,smh\_commute,smh\_density,urban\_pop,urban\_area,urban\_density,metro\_pop,metro\_area,metro\_density,city\_pop,city\_area,city\_density,wp\_density"  
[2] "Los Angeles,30.7,1042,12150996,,,13131431,12562,1045.329645,3976322,1302.15,3053.658949,3275.32"   
[3] "Phoenix,24.6,195,3629114,,,4737270,37725.1,125.5734246,1615017,1343.94,1201.703201,1204.61"

##### Wczytywanie całego pliku - funkcja read\_file

###### **Uproszczona formuła funkcji wygląda następująco:**

read\_file(file)

my\_file <- system.file("extdata/mtcars.csv", package = "readr") # demo  
read\_file(my\_file) # wczytanie całego pliku do 1 wektora

[1] "\"mpg\",\"cyl\",\"disp\",\"hp\",\"drat\",\"wt\",\"qsec\",\"vs\",\"am\",\"gear\",\"carb\"\n21,6,160,110,3.9,2.62,16.46,0,1,4,4\n21,6,160,110,3.9,2.875,17.02,0,1,4,4\n22.8,4,108,93,3.85,2.32,18.61,1,1,4,1\n21.4,6,258,110,3.08,3.215,19.44,1,0,3,1\n18.7,8,360,175,3.15,3.44,17.02,0,0,3,2\n18.1,6,225,105,2.76,3.46,20.22,1,0,3,1\n14.3,8,360,245,3.21,3.57,15.84,0,0,3,4\n24.4,4,146.7,62,3.69,3.19,20,1,0,4,2\n22.8,4,140.8,95,3.92,3.15,22.9,1,0,4,2\n19.2,6,167.6,123,3.92,3.44,18.3,1,0,4,4\n17.8,6,167.6,123,3.92,3.44,18.9,1,0,4,4\n16.4,8,275.8,180,3.07,4.07,17.4,0,0,3,3\n17.3,8,275.8,180,3.07,3.73,17.6,0,0,3,3\n15.2,8,275.8,180,3.07,3.78,18,0,0,3,3\n10.4,8,472,205,2.93,5.25,17.98,0,0,3,4\n10.4,8,460,215,3,5.424,17.82,0,0,3,4\n14.7,8,440,230,3.23,5.345,17.42,0,0,3,4\n32.4,4,78.7,66,4.08,2.2,19.47,1,1,4,1\n30.4,4,75.7,52,4.93,1.615,18.52,1,1,4,2\n33.9,4,71.1,65,4.22,1.835,19.9,1,1,4,1\n21.5,4,120.1,97,3.7,2.465,20.01,1,0,3,1\n15.5,8,318,150,2.76,3.52,16.87,0,0,3,2\n15.2,8,304,150,3.15,3.435,17.3,0,0,3,2\n13.3,8,350,245,3.73,3.84,15.41,0,0,3,4\n19.2,8,400,175,3.08,3.845,17.05,0,0,3,2\n27.3,4,79,66,4.08,1.935,18.9,1,1,4,1\n26,4,120.3,91,4.43,2.14,16.7,0,1,5,2\n30.4,4,95.1,113,3.77,1.513,16.9,1,1,5,2\n15.8,8,351,264,4.22,3.17,14.5,0,1,5,4\n19.7,6,145,175,3.62,2.77,15.5,0,1,5,6\n15,8,301,335,3.54,3.57,14.6,0,1,5,8\n21.4,4,121,109,4.11,2.78,18.6,1,1,4,2\n"

#### Importowanie danych z Excel (xls|xlsx) do R

Odpowiednie przygotowanie pliku Excel

1. Nazwy rzędów i kolumn
2. Pierwszy rząd ma zawierać nazwy kolumn. **Kolumny zwykle reprezentuja zmienne**
3. W pierwszej kolumnie należy umieścic nazwy rzędów. **Zwykle rzędy reprezentują obserwacje**
4. Każdy rząd powinien być **unikalny** - należy usunąć lub zastąpić zduplikowane nazwy
5. Nazwy powinny być zgodne z konwencją wykorzstywaną przez R
6. Unikać **spacji** w nazwach: dlugi\_skok, dlugi.skok - dobre nazwy; dlugi skok - zła nazwa kolumny/ rzędu
7. Unikać nazw z **symbolami specjalnymi**: ?, $, \*, +, #, (, ), -, /, }, {, |, >, < i tp. Jedym wyjątkiem jest podkreślenie
8. Nie używać cyfr na początku nazwy: sport\_100m i x100m - dobre nazwy; 100m - zła nazwa kolumny/ rzędu iv) R jest **wrażliwy na wielkość czcionki**: Nazwa, NAZWA, nazwa - to różne nazwy
9. Usuń puste rzędy ze swoich danych
10. Usuń wszystkie komentarze z arkuszy
11. Zastąp brakujące dane wartościa **NA**
12. kolumny z datami powinny mieć format **DD/MM/RRRR**

Uporządkowany plik najlepiej zapsać jako .txt (plik tekstowy) lub .csv   
(plik z warościami rozdzielanymi przecinkami), co ułatwia importowanie danych do R.   
Nie jest to konieczne - można zachować format Excel.

##### 1. “Przeklejanie danych”

###### W wybranym pliki Excel wybrać i przekopiować zakres danych (ctrl + c)

dane <- read.table(file = "clipboard", sep = "\t", header=TRUE)

##### 2. Importowanie danych przy użyciu pakietu readxl

To podejście wymaga zainstalowania i załadowanie pakietu readxl

install.packages("readxl")  
library("readxl")`  
   
dane <- read\_excel("my\_file.xls")  
 lub  
dane <- read\_excel("my\_file.xlsx")

###### Jeśli brakujące dane oznaczone są jakimś innym znakiem niż pusta komórka, należy go wyszczególnić

dane <- read\_excel("data.xlsx", na = "---")

###### Kod zakłada, że plik znajduje się w katalogu, w którym pracujemy. Aby sprawdzć ścieżkę do obecnego katalogu używa się getwd(). Funkcja file.choose() pozwala na interaktywne wybieranie pliku.

dane <- read\_excel(file.choose())  
   
podobnie w przypadku innych rodzajów plików:  
pliki .txt # dane <- read.delim(file.choose())  
pliki .csv # dane <- read.csv(file.choose())

###### Konkretny arkusz Excel wskazuje się z zastosowaniem opcji sheet = wykorzystując jego nazwę lub numer

dane <- read\_excel("data.xlsx", sheet = "data") # nazwa arkusza  
dane <- read\_excel("data.xlsx", sheet = 2) # nr arkusza

#### Importowanie danych z internetu

Funkcje read.delim(), read.csv() i read.table() można wykorzystać do importowania danych z sieci np.:

# web <- read.delim("http://www.sthda.com/upload/boxplot\_format.txt")  
# head(web)

Podobną funkcjonalność mają funkcje read\_delim(), read\_csv() i read\_tsv() z pakietu readr

# install.packages("readr") # wykonać, jeśli nie zainstalowany  
library("readr")  
# my\_data <- read\_tsv("http://www.sthda.com/upload/boxplot\_format.txt")  
# head(my\_data)

### Eksportowanie danych - podstawowe funkcje R

##### **Formuła funkcji write.table**

write.table(x, file = "", append = FALSE, quote = TRUE, sep = " ", ...)  
  
write.csv(...) # zapisywanie w formacie rozdzielanym przecinkami  
write.csv2(...) # zapisywanie w formacie rozdzielanym średnikami  
  
Argumenty:  
x - obiekt do zapisania; najlepiej macierz lub ramka danych. Każdy inny rodzaj danych zamieniany będzie   
na ramke danych  
file - ścieżka dostępu i nazwa pliku, do którego dane będą zapisywane; "" oznacza wypisanie   
w konsoli/ terminalu   
append - wartość logiczna; jeślieśli TRUE - wartości będą dopisywane do pliku, jeśli FALSE - plik   
zostanie nadpisany.  
quote - wartość logiczna; jeśli TRUE, każdy z elementów otaczany będzie cudzysłowami, wartości liczbowe   
zamieniane są tym sposobem w indeksy, jeśli FALSE - wartości nie są wstawiane w cudzysłów  
sep - znak rozdziału pól; " " - spacja, "\t" - tabulator; "," - przecinek  
... - inne opcje zapisu

### Eksportowanie danych z wykorzystaniem pakietu readr

##### **Formuła funkcji pakietu readr**

Zapisuje dane x, obiekty R, do pliku o określonej   
nazwie i ścieżce dostępu:  
  
# plik wyjściowy rozdzielany przecinkami  
write\_csv(x, path, na = "NA", append = FALSE,  
col\_names = !append)  
  
# plik wyjściowy z wybranym separatorem  
write\_delim(x, path, delim = " ", na = "NA",  
append = FALSE, col\_names = !append)  
  
# plik CSV dla Excel'a  
write\_excel\_csv(x, path, na = "NA", append =  
FALSE, col\_names = !append)  
  
# zapisywanie całego obiektu do 1 elementu tekstowego  
write\_file(x, path, append = FALSE)  
  
# zapisywanie wektora do pliku jako 1 elementu  
write\_lines(x,path, na = "NA", append = FALSE)  
  
# zapis z kompresowaniem pliku  
write\_rds(x, path, compress = c("none", "gz",  
"bz2", "xz"), ...)  
  
# plik wyjściowy rozdzielany tabulatorami  
write\_tsv(x, path, na = "NA", append = FALSE,  
col\_names = !append)  
  
Argumenty:  
x - ramka danych zapisywana na dysk  
path - ścieżka dostępu dla tworzonego pliku  
delim - znak używany do oddzielania wartości - pojedynczy znak; wartość   
domyślna to (" ") spacja   
na - wartość wstawiana w przypadku brakujących danych; domyślnie NA  
append - wartość logiczna; jeślieśli TRUE - wartości będą dopisywane do pliku,   
jeśli FALSE - plik zostanie nadpisany.  
col\_names - określa, czy uwzględnić nagłówki przy zapisie

### Tibbles alternatywa dla ramek danych

W porównaniu do tradycyjnej funkcji data.frame() (tworzącej ramiki danych) nowa funkcja data\_frame() (tworząca TIBBLES) :

* nie zamienia łańcuchów na czynniki
* nie zmienia nazw zmiennych
* nie tworzy nazw rzędów

# install.packages("tibble") # jeśli wymagana jest instalacja 'od'hash'ować  
library("tibble")  
  
# Tworzenie ramki danych poleceniem data.frame()  
przyjaciele <- data.frame(  
 imie = c("Marta", "Ala", "Janek", "Piotr"),  
 wiek\_przyj = c(27, 25, 29, 26),  
 wzrost = c(180, 170, 185, 169),  
 zajety = c(TRUE, FALSE, TRUE, TRUE)  
)  
  
przyjaciele

imie wiek\_przyj wzrost zajety  
1 Marta 27 180 TRUE  
2 Ala 25 170 FALSE  
3 Janek 29 185 TRUE  
4 Piotr 26 169 TRUE

przyjaciele2 <- data\_frame(  
 imie = c("Marta", "Ala", "Janek", "Piotr"),  
 wiek\_przyj = c(27, 25, 29, 26),  
 wzrost = c(180, 170, 185, 169),  
 zajety = c(TRUE, FALSE, TRUE, TRUE)  
)  
  
przyjaciele2

# A tibble: 4 x 4  
 imie wiek\_przyj wzrost zajety  
 <chr> <dbl> <dbl> <lgl>   
1 Marta 27 180 TRUE   
2 Ala 25 170 FALSE   
3 Janek 29 185 TRUE   
4 Piotr 26 169 TRUE

#### Konwertowanie danych do ‘tibbles’

Jeśli do importowania danych użyto funkcji pakietu 'readr', to nie ma konieczności przekształcania danych,   
bo importowane są jako tbl\_df (tibble data frame).

Do konwertowania danych zaimportowanych/ utworzonych jako ramki danych, listy, macierze wykorzystuje sie funkcję as\_data\_frame z pakietu tibble

library("tibble")  
  
data("iris") # korzystamy z wbudowanych danych 'iris'  
class(iris) # klasa danych

[1] "data.frame"

head(iris, 6)

Sepal.Length Sepal.Width Petal.Length Petal.Width Species  
1 5.1 3.5 1.4 0.2 setosa  
2 4.9 3.0 1.4 0.2 setosa  
3 4.7 3.2 1.3 0.2 setosa  
4 4.6 3.1 1.5 0.2 setosa  
5 5.0 3.6 1.4 0.2 setosa  
6 5.4 3.9 1.7 0.4 setosa

# Convert iris data to a tibble  
irysy <- as\_data\_frame(iris) # konwertowanie do tibbles  
class(irysy) # klasa danych

[1] "tbl\_df" "tbl" "data.frame"

irysy

# A tibble: 150 x 5  
 Sepal.Length Sepal.Width Petal.Length Petal.Width Species  
 <dbl> <dbl> <dbl> <dbl> <fct>   
 1 5.1 3.5 1.4 0.2 setosa   
 2 4.9 3 1.4 0.2 setosa   
 3 4.7 3.2 1.3 0.2 setosa   
 4 4.6 3.1 1.5 0.2 setosa   
 5 5 3.6 1.4 0.2 setosa   
 6 5.4 3.9 1.7 0.4 setosa   
 7 4.6 3.4 1.4 0.3 setosa   
 8 5 3.4 1.5 0.2 setosa   
 9 4.4 2.9 1.4 0.2 setosa   
10 4.9 3.1 1.5 0.1 setosa   
# ... with 140 more rows

Możliwe jest konwertowanie odwrotne - ‘tibbles’ do ramek danych przy użyciu funkcji as.data.frame(my\_data)

##### **Zalety ‘tibbles’ w porównaniu do ramek danych:**

* ‘Tibbles’ mają przyjazny sposób wyświetlania - pokazują tylko 10 pierwszych rzędów i wszystkie kolumny, które mieszczą sie na ekranie - jest to szczególne przydatne, gdy pracuje się z dużymi zestawami danych.
* Każda kolumna ma podany w nagłówku rodzaj danych, które zawiera: <dbl> dla danych liczbowych (double); <fct> - dla czynników (factor); <chr> - dla tekstowych (character) i <lgl> dla logicznych (logical).
* Możliwa jest zmiana standardowego sposobu wyświetlania z zastosowaniem opcji: options(tibble.print\_max = 20, tibble.print\_min = 6) # zmaian wyświetlania maksymalnej i minimalnej ilości wierszy; options(tibble.print\_max = Inf) # wyświetlanie wszystkich rzędów ; options(tibble.width = Inf) # wyświetlanie wszystkich kolumn.
* Wyselekcjonowane dane zawsze będą zapisywane jako ‘tibble’ - nie trzeba stosować opcji drop = FALSE, co było konieczne w przypadku tradycyjnych ramek danych.

### Podstawowe wykresy

#### **Wykres punktowy**

Stosowany głównie do przedstawiania zależności między zmienną x i y. Może być zastosowany do 1 zmiennej, w takim przypadku na osi x pojawiają się warości porządkowe.

Formuła

plot(x, y, ...)  
  
Argumenty  
  
x - koordynaty punktów na wykresie (może być wygenerowany automatycznie, jeżeli używamy danych z wektora)  
y - koordynaty wykresu; nie są podawane, gdy x jest wektorem  
... - dodatkowe informacje związane z wykresem

Przykłady

require(stats) # dla lowess, rpois, rnorm  
plot(cars)  
lines(lowess(cars))

![](data:image/png;base64,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)

plot(table(rpois(100, 5)), type = "h", col = "red", lwd = 10,  
 main = "rpois(100, lambda = 5)") # wykres dla danych dyskretnych wygenerowanych losowo, rozkład Poisson'a
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#### **Wykres słupkowy**

Służy głównie do przedstawiania danych kategorycznych

Formuła

barplot(height, ...)  
  
Argumenty  
  
height - wektor lub macierz opisująca słupki (wysokość)  
width - opcjonalnie podawany wektor określający szerokość słupków  
... - inne opcje wykresu

Przykłady

par(mfrow = c(1,2))  
require(grDevices) # kolory wykresu  
tN <- table(Ni <- stats::rpois(100, lambda = 5))  
r <- barplot(tN, col = rainbow(20))  
lines(r, tN, type = "h", col = "red", lwd = 2) # type = "h" to wykres słupkowy  
  
barplot(tN, space = 1.5, axisnames = FALSE,  
 sub = "barplot(..., space= 1.5, axisnames = FALSE)")
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VADeaths # Liczba zgonóW w satnie Virginia w różnych kategoriach wiekowych

Rural Male Rural Female Urban Male Urban Female  
50-54 11.7 8.7 15.4 8.4  
55-59 18.1 11.7 24.3 13.6  
60-64 26.9 20.3 37.0 19.3  
65-69 41.0 30.9 54.6 35.1  
70-74 66.0 54.3 71.1 50.0

par(mfrow = c(1,2))  
barplot(VADeaths, names.arg = c("M\_wieś", "K\_wieś", "M\_miasto", "K\_miasto"))  
barplot(VADeaths, beside = TRUE, names.arg = c("M\_wieś", "K\_wieś", "M\_miasto", "K\_miasto"))
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# legenda  
barplot(height = cbind(x = c(465, 91) / 465 \* 100,  
 y = c(840, 200) / 840 \* 100,  
 z = c(37, 17) / 37 \* 100),  
 beside = FALSE,  
 width = c(465, 840, 37),  
 col = c(1, 2),  
 legend.text = c("A", "B"),  
 args.legend = list(x = "topleft"))
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#### **Wykres pudełkowy**

Służy do wizualizacji rozrzutu danych oraz jego porównywania między badanymi grupami

Formuła

boxplot(x, ...) # dla danych  
boxplot(formula, data, ...) # dla formuły  
   
Argumenty:  
formula - formuła typu y ~ grp, gdzie y jest wektorem numerycznym powstałym przez grupowanie danych względem czynnika grupującego 'grp' (zwykle czynnika)  
data - ramka danych lub lista, na której została zastosowana formuła   
x - wektor liczbowy lub lista składająca się z wektorów, an podstawie, których ma być utworzony wykres

Przykłady

par(mfrow = c(1,2))  
boxplot(count ~ spray, data = InsectSprays, col = "lightgray") # wykorzystanie formuły  
boxplot(decrease ~ treatment, data = OrchardSprays,  
 log = "y", col = "bisque")
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rb <- boxplot(decrease ~ treatment, data = OrchardSprays, col = "bisque")  
title("Porównanie mediany i średniej +/- SD")  
mn.t <- tapply(OrchardSprays$decrease, OrchardSprays$treatment, mean)  
sd.t <- tapply(OrchardSprays$decrease, OrchardSprays$treatment, sd)  
xi <- 0.3 + seq(rb$n)  
points(xi, mn.t, col = "orange", pch = 18)  
arrows(xi, mn.t - sd.t, xi, mn.t + sd.t,  
 code = 3, col = "pink", angle = 75, length = .1)
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mat <- cbind(Uni05 = (1:100)/21, Norm = rnorm(100),  
 `5T` = rt(100, df = 5), Gam2 = rgamma(100, shape = 2))  
df.mat <- as.data.frame(mat)  
par(las = 1) # horyzontalne ustawienie etykiet  
boxplot(df.mat, main = "boxplot(\*, horizontal = TRUE)", horizontal = TRUE)
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#### **1-wymiarowy wykres punktowy**

Przedstawia rozkład danych w postaci punktów i jest dobrą alternatywą dla wykresów pudełkowych, gdy dane są małoliczne

Formuła

stripchart(x, data, ...)  
   
Argumenty:  
x - dane liczbowe w postaci wektora lub listy wektorów liczbowych (każdy odpowiadający komponencie wykresu). Jeśłi używamy formuły y ~ g do grupowania danych  
dane dzielone sa na poziomy odpowiadające poziomom 'g'  
data - ramka danych lub lista, z której pobierane będa dane  
... - inne parametry

Przykłady

stripchart(decrease ~ treatment,  
 main = "stripchart(OrchardSprays)",  
 vertical = TRUE, log = "y", data = OrchardSprays)
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x <- stats::rnorm(50) # dane losowe o rozkładzie normalnym  
xr <- round(x, 1)  
stripchart(x) ; m <- mean(par("usr")[1:2])  
text(m, 1.04, "stripchart(x, \"overplot\")")  
stripchart(xr, method = "stack", add = TRUE, at = 1.2)  
text(m, 1.35, "stripchart(round(x,1), \"stack\")")  
stripchart(xr, method = "jitter", add = TRUE, at = 0.7)  
text(m, 0.85, "stripchart(round(x,1), \"jitter\")")
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#### **Histogram**

Przedstawia liczebność danych podzielonych na zakresy

Formuła

hist(x, breaks, ...)  
   
Argumenty:  
x - wektor, na podstawie, którego budowany jest histogram   
breaks - dane dotyczące podziału danych na zakresy (bins)  
freq - jeśli TRUE, dane przedstawione są jako częstości, jeśli FALSE - wykreślana jest gęstość funkcji (wartość wszystkich elementów wykresu sumowana jest do 1)

Przykłady

require(stats)  
set.seed(14)   
x <- rchisq(100, df = 4) # losowe generowanie danych  
hist(x)
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par(mfrow = c(1, 2))  
hist(islands)  
utils::str(hist(islands, col = "gray", labels = TRUE))
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List of 6  
 $ breaks : num [1:10] 0 2000 4000 6000 8000 10000 12000 14000 16000 18000  
 $ counts : int [1:9] 41 2 1 1 1 1 0 0 1  
 $ density : num [1:9] 4.27e-04 2.08e-05 1.04e-05 1.04e-05 1.04e-05 ...  
 $ mids : num [1:9] 1000 3000 5000 7000 9000 11000 13000 15000 17000  
 $ xname : chr "islands"  
 $ equidist: logi TRUE  
 - attr(\*, "class")= chr "histogram"

#### **Wykres mozaikowy**

Przedsatwia dane zebrane w tabeli krzyżowej

Formuła

mosaicplot(x, ...) # tabela danych  
mosaicplot(formula, data, ...) # formula zależności danych  
   
Argumenty:  
x - tabela krzyżowa w formie macierzy  
formula - formuła grupująca dane, które chcemy przedstawić na wykresie

Przykłady

require(stats)  
mosaicplot(Titanic, main = "Survival on the Titanic", color = TRUE)
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require(stats)  
mosaicplot(~ Sex + Age + Survived, data = Titanic, color = TRUE) # formuła dla danych stabelaryzowanych
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### Podstawy programowania

**Pętla FOR**

for (ZMIENNA in SEKWENCJA){ WYKONAJ }

Przykład:

for (i in 1:4){  
j <- i + 10  
print(j)  
}

[1] 11  
[1] 12  
[1] 13  
[1] 14

**Pętla WHILE**

while (WARUNEK){ WYKONAJ }

Przykład:

i = 0  
while (i < 5){  
print(i)  
i <- i + 1  
}

[1] 0  
[1] 1  
[1] 2  
[1] 3  
[1] 4

i

[1] 5

**Instrukcja warunkowa IF … ELSE …**

if (WARUNEK){ WYKONAJ 1 } else { WYKONAJ 2 }

Przykład:

a <- c(2,4,7,1,1,3,5)  
  
if (i > 3){  
print("Yes")  
} else {  
print("No")  
}

[1] "Yes"

for (i in a){  
if (i > 3){  
print("Yes")  
} else {  
print("No")  
}}

[1] "No"  
[1] "Yes"  
[1] "Yes"  
[1] "No"  
[1] "No"  
[1] "No"  
[1] "Yes"

liczba <- 1233  
if (liczba %% 2 == 0) {  
 cat("liczba parzysta")  
} else {  
 cat("liczba nieparzysta")  
}

liczba nieparzysta

# Zagnieżdżenie funkcji  
  
a <- c(6,8,12,7,3)  
b <- c(11,4,7,9,7)  
c <- c(6,9,67,8,9)  
d <- data.frame(a,b,c)  
  
for (i in 1:length(d)){  
print(mean(d[,i]))  
i <- i + 1}

[1] 7.2  
[1] 7.6  
[1] 19.8

par(mfrow = c(1,3))  
for (i in 1:length(d)){  
plot(d[,i])  
i <- i + 1}

![](data:image/png;base64,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)

Do policznia średniej, czy też zastosowania innej funkcji na kolumnach lub wierszach ramki danych można wykorzystać wcześniej opisana funkcję apply

apply(d,2,mean)

a b c   
 7.2 7.6 19.8

**Funkcje**

nazwa\_funkcji <- function(ZMIENNA){ WYKONAJ return(NOWA\_ZMIENNA) }

Przykład:

square <- function(x){  
squared <- x\*x  
return(squared)  
}  
square(5)

[1] 25

square(c(2,3,8))

[1] 4 9 64