Meets Specifications

Great first submission! ![thumbsup:](data:image/png;base64,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)

Regarding your comments:

*git\_init\_cell(batch\_size, rnn\_size)  
-not clear about how/when to use keep\_prob and the layers when initializing the the RNN cell.*

For this project it's better not to use dropout and therefore a keep probability, check out my comment below for more information.

*build\_nn(cell, rnn\_size, input\_data, vocab\_size)  
-not clear on how/when to use the truncated normal initializer:  
Logits = tf.contrib.layers.fully\_connected(Outputs, vocab\_size, weights\_initializer = tf.truncated\_normal\_initializer(stddev = 0.01), activation\_fn=None)*

*In general it's better to always initialize the weights to speed up the training.  
Why did a very slow learning rate of 0.001 work better?*

Choosing a too big learning rate can result in overshooting the minimum of the cost function, therefore it can be better to choose a low learning rate. The obvious disadvantage of a low learning rate is that it will take longer for your network to train.

**Required Files and Tests**

**The project submission contains the project notebook, called “dlnd\_tv\_script\_generation.ipynb”.**

**All the unit tests in project have passed.**
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**Preprocessing**

**The function create\_lookup\_tables create two dictionaries:**

* **Dictionary to go from the words to an id, we'll call vocab\_to\_int**
* **Dictionary to go from the id to word, we'll call int\_to\_vocab**

**The function create\_lookup\_tables return these dictionaries in the a tuple (vocab\_to\_int, int\_to\_vocab)**

**The function token\_lookup returns a dict that can correctly tokenizes the provided symbols.**

**Build the Neural Network**

**Implemented the get\_inputs function to create TF Placeholders for the Neural Network with the following placeholders:**

* **Input text placeholder named "input" using the TF Placeholder name parameter.**
* **Targets placeholder**
* **Learning Rate placeholder**

**The get\_inputs function return the placeholders in the following the tuple (Input, Targets, LearingRate)**

You have implemented all the placeholders with the right shapes, well done!

**The get\_init\_cell function does the following:**

* **Stacks one or more BasicLSTMCells in a MultiRNNCell using the RNN size rnn\_size.**
* **Initializes Cell State using the MultiRNNCell's zero\_state function**
* **The name "initial\_state" is applied to the initial state.**
* **The get\_init\_cell function return the cell and initial state in the following tuple (Cell, InitialState)**

Good work!

We are handling the LTSM cells as a black box in our project, if you want to dive into the details I would recommend to read the following resource:  
<http://colah.github.io/posts/2015-08-Understanding-LSTMs/>

Note that it is not really necessary to have a dropout layer in here, as the goal of the project is to generate text and there is not performance metric so overfitting is not a real concern. Also when calculating the loss and generating the text you would have to set the keep probability to 1, as you want to use the full network there.

**The function get\_embed applies embedding to input\_data and returns embedded sequence.**

**The function build\_rnn does the following:**

* **Builds the RNN using the tf.nn.dynamic\_rnn.**
* **Applies the name "final\_state" to the final state.**
* **Returns the outputs and final\_state state in the following tuple (Outputs, FinalState)**

**The build\_nn function does the following in order:**

* **Apply embedding to input\_data using get\_embed function.**
* **Build RNN using cell using build\_rnn function.**
* **Apply a fully connected layer with a linear activation and vocab\_size as the number of outputs.**
* **Return the logits and final state in the following tuple (Logits, FinalState)**

Good work putting the previously defined functions together here!

Note that you are using the rnn\_size parameter for the embedding dimension, this is actually a different hyperparameter, but it doesn't matter much for the results of the project.

**The get\_batches function create batches of input and targets using int\_text. The batches should be a Numpy array of tuples. Each tuple is (batch of input, batch of target).**

* **The first element in the tuple is a single batch of input with the shape [batch size, sequence length]**
* **The second element in the tuple is a single batch of targets with the shape [batch size, sequence length]**

**Neural Network Training**

* **Enough epochs to get near a minimum in the training loss, no real upper limit on this. Just need to make sure the training loss is low and not improving much with more training.**
* **Batch size is large enough to train efficiently, but small enough to fit the data in memory. No real “best” value here, depends on GPU memory usually.**
* **Size of the RNN cells (number of units in the hidden layers) is large enough to fit the data well. Again, no real “best” value.**
* **The sequence length (seq\_length) here should be about the size of the length of sentences you want to generate. Should match the structure of the data.  
  The learning rate shouldn’t be too large because the training algorithm won’t converge. But needs to be large enough that training doesn’t take forever.  
  Set show\_every\_n\_batches to the number of batches the neural network should print progress.**

Good choices for the hyperparameters:

1. The number of epochs is chosen such that the loss is low enough (<1.0) and has stabilized.
2. Batch size is large enough and learning rate is small enough to train quickly.
3. The sequence length (15) is reasonable for the length of the sentences we want to generate - in the start of the exercise you calculated the average line length to be 11.5.

**The project gets a loss less than 1.0**

**Generate TV Script**

**"input:0", "initial\_state:0", "final\_state:0", and "probs:0" are all returned by get\_tensor\_by\_name, in that order, and in a tuple**

Note that you are able to easily recover the tensors after saving and loading the model, because you previously defined their names.

**The pick\_word function predicts the next word correctly.**
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**The generated script looks similar to the TV script in the dataset.**

**It doesn’t have to be grammatically correct or make sense.**