**(Prerequisite: CIS 406)**

**COURSE DESCRIPTION**

This course covers advanced topics in the Java object-oriented programming language. Students will test, document, and design business-oriented programs and solve advanced programming problems.  Topics include advanced data structures, recursion, multithreading, and the application of Java constructs to the Internet and database development.

**INSTRUCTIONAL MATERIALS**

**Required Resources**

Farrell, J., (2014). *Java Programming* (7th ed.). Independence, KY: Cengage.

Eclipse Integrated Development Environment (IDE) is recommended by Strayer University to its students and faculty as the preferred IDE for this course. Further information on the free download of the Eclipse IDE, alternative IDEs, restrictions, and tutorials can be found under *Software* in the Notes section of this Course Guide.

**Supplemental Resources**

Eckel, B. (2002). *Thinking in Java, 3rd edition*. Upper Saddle River, NJ: Prentice Hall.

Java Beginner. (2008). General format. Retrieved from <http://www.javabeginner.com/>

The Java Tutorials. (2012). General format. Retrieved from <http://docs.oracle.com/javase/tutorial/>

**COURSE LEARNING OUTCOMES**

1. Discuss the concepts of inheritance and polymorphism.
2. Compare and contrast abstract and concrete data types.
3. Discuss the fundamentals of exception handling.
4. Apply the Java concepts of file input / output.
5. Design programs that handle events from user-interface components.
6. Analyze the methods used to implement graphics in Java programs.
7. Examine the implementation of Applets, multimedia, and sound in Java programs.
8. Examine the method of recursion.
9. Compare and contrast multithreading and single-threaded processes.
10. Use technology and information resources to research issues in Java programing.
11. Write clearly and concisely about Java programing using proper writing mechanics and technical style conventions.

**WEEKLY COURSE SCHEDULE**

The standard requirement for a 4.5 credit hour course is for students to spend 13.5 hours in weekly work. This includes preparation, activities, and evaluation regardless of delivery mode.

|  |  |  |
| --- | --- | --- |
| **Week** | **Preparation, Activities, and Evaluation** | **Points** |
| 1 | Preparation   * Reading(s)   + Chapter 10: Introduction to Inheritance * Tutorial   + The students should access and use the following tutorials prior to completing the lab assignments for this lesson. A set of tutorials and information on the use of the Eclipse Integrated Development Environment (IDE) is located at <http://eclipsetutorial.sourceforge.net/totalbeginner.html>**.**   + Further information on the free download of the Eclipse IDE, alternative IDEs, restrictions, and tutorials can be found under *Software* in the Notes section of this Course Guide. * Video(s), accessible in the online course shell   + “Inheritance” (2 min 52 s)   + “Handling Methods and Inheritance” (3 min 59 s)   + “Constructors and Inheritance” (3 min 12 s)   Activities   * Discussion   Evaluation   * Lab 1: Exercise 1 on page 539 * Lab 2: Exercise 8 on page 541 | 20  20  20 |
| 2 | Preparation   * Reading(s)   + Chapter 11: Advanced Inheritance Concepts * Video(s), accessible in the online course shell   + “Abstract Classes” (3 min 28 s)   + “The Object Class” (3 min 37 s)   + “Interfaces” (4 min 21 s)   Activities   * Discussion   Evaluation   * Lab 3: Exercise 9 on page 597 * Lab 4: Exercise 13 on page 598 | 20  20  20 |
| 3 | Preparation   * Reading(s)   + Chapter 12: Exception Handling * Video(s), accessible in the online course shell   + “Exceptions” (1 min 55 s)   + “Catching Multiple Exceptions” (3 min 24 s)   + “Specifying Exceptions” (5 min 55 s)   Activities   * Discussion   Evaluation   * Lab 5: Exercise 4 on page 667 * Lab 6: Exercise 8 on page 668 | 20  20  20 |
| 4 | Preparation   * Reading(s)   + Chapter 13: File Input and Output * Video(s), accessible in the online course shell   + “Paths and Attributes” (2 min 56 s)   + “File Organization, Streams, and Buffers” (5 min 45 s)   + “Random Access Data Files” (2 min 45 s)   Activities   * Discussion   Evaluation   * Lab 7: Exercise 3 on page 735 * Lab 8: Exercise 5 on page 735 | 20  20  20 |
| 5 | Preparation   * Reading(s)   + Chapter 14: Introduction to Swing Components * Video(s), accessible in the online course shell   + “Using the Jframe class” (2 min 27 s)   + “Using a Layout Manager” (2 min 19 s)   + “Event-Driven Programming” (5 min 29 s)   Activities   * Discussion   Evaluation   * Midterm Exam: Chapters 10 through 13 | 20  50 |
| 6 | Preparation   * Reading(s)   + Chapter 15: Advanced GUI Topics * Video(s), accessible in the online course shell   + “Layout Managers” (1 min 41 s)   + “The JPanel Class” (2 min 32 s)   + “Event Handling” (5 min 56 s)   Activities   * Discussion   Evaluation   * Assignment 1: Insurance Agent App: Part 1 | 20  180 |
| 7 | Preparation   * Reading(s)   + Chapter 16: Graphics * Video(s), accessible in the online course shell   + “Using paint() and repaint()” (4 min 23 s)   + “Drawing Lines and Shapes”’ (4 min 18 s)   + “Font Methods” (6 min 03 s)   Activities   * Discussion   Evaluation   * Lab 9: Exercise 1 on page 936 * Lab 10: Exercise 3 on page 937 | 20  20  20 |
| 8 | Preparation   * Reading(s)   + Chapter 17: Applets, Images, and Sound * Video(s), accessible in the online course shell   + “Writing and Running an Applet” (5 min 32 s)   + “Working with JApplet Components” (3 min 55 s)   + “Using Images and Sound in an Applet” (4 min 34 s)   Activities   * Discussion   Evaluation   * Case Study: Bar Chart Java | 20  100 |
| 9 | Preparation   * Reading(s)   + Dale, N., Joyce, D., & Weems, C. (2002). O*bject-oriented data structures using Java*. Sudbury, Massachussetts: Jones and Bartlett Publishers.   Chapter 7: Programming with Recursion. Retrieved from <http://cdn.preterhuman.net/texts/math/Data_Structure_And_Algorithms/Object-Oriented%20Data%20Structures%20Using%20Java%20-%20Nell%20Dale.pdf>   * Video   + Watch the video titled, “Intermediate Java Tutorial - 3 - Recursion” (8 min 37 s). Be prepared to discuss.   Video Source: thenewboston. (2009, Dec 20). Intermediate Java Tutorial - 3 - Recursion [Video file]. Retrieved from <http://www.youtube.com/watch?v=fpuWkZs51aM>  This video can be viewed from within your online course shell.  Activities   * Discussion   Evaluation   * Lab 11: Exercise 9a on page 525 of the e–Book provided * Lab 12: Exercise 15a on page 526 and 527 of the e–Book provided | 20  20  20 |
| 10 | Preparation   * Reading(s)   + Schildt, H. (2008). *Herb Schildt's Java Programming Cookbook*. New York, NY: McGraw-Hill.   Chapter 7: Multithreading. Retrieved from <http://libdatab.strayer.edu/login?url=http://search.ebscohost.com/login.aspx?direct=true&db=nlebk&AN=214920&site=eds-live&scope=site&ebv=EB&ppid=pp_295>   * Video   + Watch the video titled, “Intermediate Java Tutorial - 26 - Learning about Threads” (7 min 41 s). Be prepared to discuss.   Video Source: thenewboston. (2010, May 3). Intermediate Java Tutorial - 26 - Learning about Threads [Video file]. Retrieved from <http://www.youtube.com/watch?v=VYN-CBtPNiM>  This video can be viewed from within your online course shell.  Activities   * Discussion   Evaluation   * Assignment 2: Insurance Agent App: Part 2 | 20  180 |
| 11 | Preparation   * Reading(s): None   Activities   * Discussion   Evaluation   * Final Exam: Chapters 14 through 17 | 50 |

**GRADING SCALE – UNDERGRADUATE**

|  |  |  |
| --- | --- | --- |
| **Assignment** | **Total Points** | **% of**  **Grade** |
| Lab Participation (12 labs worth 20 points apiece) | 240 | 24% |
| Assignment 1: Insurance Agent App: Part 1 | 180 | 18% |
| Case Study: Bar Chart Java | 100 | 10% |
| Assignment 2: Insurance Agent App: Part 2 | 180 | 18% |
| Midterm Exam (Chapters 10-13)  (open book, 2-hour time limit, with 25 multiple choice questions worth 2 points apiece) | 50 | 5% |
| Final Exam (Chapters 14-17)  (open book, 2-hour time limit, with 25 multiple choice questions worth 2 points apiece) | 50 | 5% |
| Participation (10 discussions worth 20 points apiece)  **Note:** Week 11 discussion is not graded. | 200 | 20% |
| Totals | 1,000 | 100% |

|  |  |  |
| --- | --- | --- |
| **Points** | **Percentage** | **Grade** |
| 900 – 1,000 | 90% – 100% | A |
| 800 – 899 | 80% – 89% | B |
| 700 – 799 | 70% – 79% | C |
| 600 – 699 | 60% – 69% | D |
| Below 600 | Below 60% | F |

**Writing Assignments**

The objective of the School of Information Systems’ writing assignments is to promote attitudes and skills that will improve a student’s ability to communicate in writing, develop research skills and documentation techniques, and encourage critical analysis of data and conclusions specific to the course learning outcomes in the information systems and technology domain.

**Lab Assignments**

Worth 20 points apiece

Complete the weekly labs based on the following:

* Write the code for each lab assignment.
* The lab is to be submitted in a single zip file in the online course shell, which must contain all .java files, along with any additional files that may be necessary for your project to run (ex: text files).
* Any and all written answers must be entered into the online course shell with the submission of the attached lab assignment.

|  |  |
| --- | --- |
| **Weekly Lab Breakdown** | |
| **Week Due** | **Graded Lab Exercises** |
| 1 | Lab 1: Exercise 1 on page 539  Lab 2: Exercise 8 on page 541 |
| 2 | Lab 3: Exercise 9 on page 597  Lab 4: Exercise 13 on page 598 |
| 3 | Lab 5: Exercise 4 on page 667  Lab 6: Exercise 8 on page 668 |
| 4 | Lab 7: Exercise 3 on page 735  Lab 8: Exercise 5 on page 735 |
| 5 | None |
| 6 | None |
| 7 | Lab 9: Exercise 1 on page 936  Lab 10: Exercise 3 on page 937 |
| 8 | None |
| 9 | Lab 11: Exercise 9a on page 525 of the e–Book provided  Lab 12: Exercise 15a on page 526 and 527 of the e–Book provided |
| 10 | None |
| 11 | None |

Each lab assignment will be graded based on the following:

1. The program must compile, execute, produce correct results, and meet all of the specifications in the weekly lab.

Additionally you must:

1. Organize the code for user readability.
2. Organize the code for reusability.
3. Provide documentation with embedded comments for reader understanding.
4. Organize the code for efficiency.

Grading for each lab assignment will be based on the following rubric.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Points: 20** | **Java Programming Lab Assignment Rubric** | | | | |
| **Criteria** | **Unacceptable**  **Below 60% F** | **Meets Minimum Expectations**  **60-69% D** | **Fair**  **70-79% C** | **Proficient**  **80-89% B** | **Exemplary**  **90-100% A** |
| 1. Specifications  Weight: 60% | The program does not compile. | The program compiles but does not execute. | The program compiles and executes but produces incorrect results. | The program compiles, executes, and produces correct results but does not meet all of the specifications. | The program compiles, executes, produces correct results, and meets all of the specifications. |
| 2. Readability Weight: 10% | The code is not organized and very difficult to read. | The code is poorly organized and difficult to read. | The code is partially organized but readable only by someone who knows the expected end result. | The code is organized and easy to read. | The code is exceptionally organized and very easy to read. |
| 3. Reusability and object-oriented programming constructs  Weight: 10% | The code is not organized for reusability. | The code is poorly organized for reusability. | The code is partially organized and some parts of the code could be reused in other programs. | The code is organized and most of the code could be reused in other programs. | The code is exceptionally organized and could be reused as a whole or each routine could be reused. |
| 4. Documentation  Weight: 10% | No documentation is provided. | The documentation consists of embedded comments but does not help the reader understand the code. | The documentation consists of embedded comments and some header comments separating routines. | The documentation consists of embedded comments and header documentation that is useful in understanding the code. | The documentation consists of embedded comments and clearly explains what the code is accomplishing and how. |
| 5. Efficiency  Weight: 10% | The code is unnecessarily long and appears to be patched together. | The code is unnecessarily long. | The code is fairly efficient but sacrifices readability and understanding. | The code is efficient without sacrificing readability and understanding. | The code is extremely efficient without sacrificing readability and understanding. |

**Assignment 1: Insurance Agent App: Part 1**

Due Week 6 and worth 180 points

This assignment consists of two (2) sections:

* A Java program file
* A screenshot of the driver testing and source code of the implementation

Label each file name according to the section of the assignment for which it is written. Put both sections together in a single zip file, and submit the file.

It is a common knowledge that most households, for protection against their major perils, take out insurance on their property, automobiles, travel, and so on. Insurance premiums are often paid on a monthly basis. In this assignment, you will build an interactive Java application that will help an insurance agent generate a quote for a household. Assume that the household wants to purchase property insurance, automobile insurance, and travel insurance. The Java application must generate a quote when the agent runs the application.

The application must contain four (4) Java classes that are stated and shown in the diagram below.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAgoAAADUCAIAAAByCJx0AAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAFfhJREFUeF7t3T1sG0cWwPHVlWYXkGJhI6GMFIrMJkhBJYDOSZDuChsiYCCF3QrwNVLhwil0iIu4cCE3EeDWLg4QICEu0h0cKQJsswiukRwVgaUYUkFJuI5peTP7xQ+R3KE1u9qZ+RMqEmo4O/N7T/s4wzV3ot1uezwQQAABBBDoFfgbIAgggAACCJwVoDyQFQgggAACAwQoD6QFAggggADlgRxAAAEEEFATYPWg5kQrBBBAwDEByoNjAWe6CCCAgJoA5UHNiVYIIICAYwKUB8cCznQRQAABNQHKg5oTrRBAAAHHBCgPjgWc6SKAAAJqApQHNSdaIYAAAo4JUB4cCzjTRQABBNQEKA9qTrRCAAEEHBOgPDgWcKaLAAIIqAlQHtScaIUAAgg4JkB5cCzgTBcBBBBQE6A8qDnRCgEEEHBMgPLgWMCZLgIIIKAmQHlQc6IVAggg4JgA5cGxgDNdBBBAQE2A8qDmRCsEEEDAMQHKg2MBZ7oIIICAmgDlQc2JVggggIBjApQHxwLOdBFAAAE1AcqDmhOtEEAAAccEKA+OBZzpIoAAAmoClAc1J1ohgAACjglQHhwLONNFAAEE1AQoD2pOtEIAAQQcE6A8OBZwposAAgioCVAe1JxohQACCDgmQHlwLOBMFwEEEFAToDyoOdEKAQQQcExgot1uOzZlphsKfH7nERYGCbx6es+g0TJUCwRYPVgQxLGnIAoDtWFsNV6AgGMCrB4cC7g/3aA2lD/+zMXJGzjn5h+/iVGzejAwdGYPmdWD2fFj9AgggEBKApSHlGDpFgEEEDBbgPJgdvwYPQIIIJCSAOUhJVi6RQABBMwWoDyYHT9GjwACCKQkQHlICZZuEUAAAbMFKA9mx4/RI4AAAikJUB5SgqVbBBBAwGwByoPZ8WP0CCCAQEoClIeUYOkWAQQQMFuA8mB2/Bg9AgggkJIA5SElWLpFAAEEzBagPJgdP0aPAAIIpCRAeUgJlm4RQAABswUoD2bHj9EjgAACKQlQHlKCpVsEEEDAbAHKg9nxY/QIIIBASgKUh5RgDe72+q2vf7pVNngC0dDb1epPy5nOJfsjWhAmppBbAcpDbkPDwM4r8OXMZGPv2JsuXT9vT4Nff7aOpn3EdOZBrwgMFqA8kBl2CrTLV29NH79c218/nfyimsUcsz9iFrPiGA4LTLTbbYen7+jUP7/zSMy8/PFnA+cv3hQvebs315ptr3Dnbu3Kr7ve/LWabNpaf9J41gxfJDZSns9Phv9zerC4+nY/bP/i4Y582m/grTzY2fTK3y1XDjdOZucrl6NOgs7rxaCDY9FsS7xk9BG7X7LXGWFfJ0GPla9qj0sHYhbxf8STFefx1QUxkvgh5/W0OcZ4egfvef5gBh7Rb1n11g+uLPQYDnt+YESaf/wmnn/19J6j+cq0L0iA1cMFwZtz2Np85fDJi5sPXqzsFer1qxV/5PIMO19Y95+XP6tvDxJmVKjPX1qTjWWBicpA+PKVvcmlrk87Bh8xqA2nu8ERV7xr96s9zyxuF5buRsPzCnOfFBpvZCnbf3NyNF25HX2Y0ha1aqHibTdEJzeeHBz55SqsDVHn3V2JHs6OZ8JrPVsVIH5hEOPxS+mwI3peob4QGi5ue/WFarTZNex5c5KDkVotQHmwOrw6JtfYCFcMm2+OveKlj4I+m61DrzA7U1A/QmNDrg+CR3B6DRYZ4vHnScsrFoLCIx6Dj1guzxZb61vh4mVr7cUPJz3P7P9y0CiW5oIyIBsfvwz6bzZfn3YNtVy44rVev2nFv7pSCtp3Ou/path4+mY+4ohdPcievc5mVzzTvufVVWmJQHoClIf0bG3uecJr/vBg93CuJi8NWq7F783V5yzWHz/K18qfx3MKZaZ0SWxMvYu2tqIDiTfgYSfPl8XuTUGe6z1vaqZ02Ztc8jt/viy3sC5/Ug7LT3dh86vC4UnQ2eCuFGc06oiKXdAMgZwJUB5yFhBzhiMqxEN/n+fGRqu+MF6FCHb/DzfCzaXFbf+9/OjHyV9HXuHD/gtuxdZQtMHlD0asSMT20bdzhUbUebiJFC8s/KNc9gvbczmG+NOUAV0ljSn8vcoRw6b+2iUqSF3dD3tecQQ0QyAFAcpDCqiudSlP3PIhtozenXq1GXkKl1v88QfXI0GCc2uymb9HVL8e1gfx+fl3pZ5nOj1USzUv2lkKnu3eXxK/FR+kBx+Z+OUkbhB3njyYuEWwJzb6iPLTi7B8+ouMzhpo2PNjDICmCKQmQHlIjdbqjsN//xXs3nS9B99c221MX/O3dEov5Qe/gx8TzbePtlu1+WDzp3K4fZyoJWrP09Wwc/EqcW3Vwx3xTGO9KA8X/chPfcU/PvD2TuLPOYK6tf176/LclPjtxM7O4u+lx52XfH2/KhsM7Gr0qDa3Do6KFdGVvIJryBG/9LtobIgrl4JtNG/9SeczmGHPJ2rQAIEMBLiwNQPk3B1i9IWtuRuu1gHJy0/nWsF1tOIRX33bXU40HjC+Riv+HD7ofNjzAw/Nha0aI0JX6gKsHtStaGmLwOlff0ZTmSop7GvZMm/mgcBYApSHsbhobLzA/i87657cEYoumuqsJIyfGxNAQKsAm0taOQ3pzOXNJUNC1DNMNpdMjJoFY2b1YEEQmQICCCCgX4DyoN+UHhFAAAELBCgPFgSRKSCAAAL6BSgP+k3pEQEEELBAgPJgQRCZAgIIIKBfgPKg35QeEUAAAQsEKA8WBJEpIIAAAvoFKA/6TekRAQQQsECA8mBBEJkCAgggoF+A8qDflB4RQAABCwQoDxYEkSkggAAC+gUoD/pN6REBBBCwQIDyYEEQmQICCCCgX4DyoN+UHhFAAAELBCgPFgSRKSCAAAL6BSgP+k3pEQEEELBAgPJgQRCZAgIIIKBfgPKg35QeEUAAAQsEKA8WBJEpIIAAAvoFKA/6TekRAQQQsECA8mBBEJkCAgggoF+A8qDflB4RQAABCwQoDxYEkSkggAAC+gUoD/pN6REBBBCwQIDyYEEQmQICCCCgX4DyoN+UHhFAAAELBCba7bYF02AKYwl8fufRWO1pnAeBV0/v5WEYjMEdAVYP7sTa/pl+MPWp/ZNkhghkJcDqIStpjpOywD/+9Z/gCD9//03Kh6J7BJwQYPXgRJiZJAIIIDCuAOVhXDHa51EgXjqIwXX/dx7HypgQMESA8mBIoBhmkgB7SklC/B6B8QQoD+N50TqHAt3LhaBIsIDIYZgYknEClAfjQsaABwiwdCAtENAuQHnQTkqHmQqIhUJfbWABkWkAOJi9AlzYam9s3ZvZ2VLhngEzRkCbAKsHbZR0hAACCNgkQHmwKZrMBQEEENAmQHnQRklHCCCAgE0ClAeboslcEEAAAW0ClAdtlHSEAAII2CRAebApmswFAQQQ0CZAedBGSUcIIICATQKUB5uiyVwQQAABbQKUB22UdIQAAgjYJEB5sCmazAUBBBDQJkB50EZJRxcrwLe0Xqw/R7dPgPJgX0yZEQIIIKBBgPKgAZEuEEAAAfsEKA/2xZQZIYAAAhoEKA8aEOkCAQQQsE+A8mBfTJkRAgggoEGA8qABkS4QQAAB+wQoD/bFlBkhgAACGgQoDxoQ6QIBBBCwT4DyYF9MmRECCCCgQYDyoAGRLhBAAAH7BCgP9sWUGSGAAAIaBCgPGhDpAgEEELBPgPJgX0yZEQIIIKBBgPKgAZEuEEAAAfsEKA/2xZQZIYAAAhoEKA8aEOkCAQQQsE9got1u2zerszPiXjEuRJk5IpArgZ+//yZX4xl3MA6VB9NDNW5oaa9FQLyxIHO0SLrWiQWZw+aSa0nLfBFAAAElAcqDEhONEEAAAdcEKA+uRZz5IoAAAkoClAclJhohgAACrglQHlyLOPNFAAEElAQoD0pMNEIAAQRcE6A8uBZx5osAAggoCVAelJhohAACCLgmQHlwLeLMFwEEEFASoDwoMdEIAQQQcE2A8uBaxJkvAgggoCRAeVBiohECCCDgmgDlwbWIM18EEEBASYDyoMREIwQQQMA1AcqDaxFnvggggICSAOVBiYlGCCCAgGsC2m4H9PmdR3m2+2Dq0//t/zfPI+we26un90wZ6nuMM+ep0jcjszInHrx9KWRW2rzH30XeXiJSSMPqQYQt/5EzqDbkLUs0jseIVNE4X7rSIkDaaGF8j040rB6C2lD++LP3ODwv6RNo/vGbeMa+t37BNEmVDBLevhQibTJIm+5DxCmkYfWQ8dA5HAIIIIBABgKUhwyQOQQCCCBgngDlwbyYMWIEEEAgAwHKQwbIHAIBBBAwT4DyYF7MGDECCCCQgQDlIQNkDoEAAgiYJ0B5MC9mjBgBBBDIQIDykAEyh3BIoO0Vbt/9+n41YcrXb339062yQy5MVVkgP7mR3/IgjZbjn9pt/pSU08v6hu1qVeaGUafXoGyYNWbrEylxgmHUOiei6Ix092ol8cXmN8hveZC2e7s3H7wQP4vbXn3hYipEfiq5+cmmbQZfzkw29o696dJ15S6JozIVDTsCE17r2ao8BYmflb3OGenm6tsDB5zyXR6iAOz/ctDwCldKDgSEKSYJtMtXb00fv1zbXz+d/CJpDyeps+x+H55o1prZHZIjIXA+ATPKQzzHtle+v1y7Xb36o1zuheuJ3gVgNX5H6T8v2oiXBEvCzvpj4EvOdC53A5amPW/6WryVId+Edq0rK1/Vuv/3fLHg1UoCUzOly3snW15r+/dWbaaz59i36e9vQMlkCJ7vi+PwnJHZcr8a54zowd8U6s0fMdBhPURzGJB1w1YwSV0psdAoYwH1c1HfSaMvM6Mt9M6JK+OJjDicGeXhy1vXat7xy51gIoX6/KU1udxrPGvKv9I7d2v103AbamVvcsk/KUSPQn2hcvgk3qEKzxfdL1ncLix1zvjdnct1ZWdF6b/v23xz7BVLc/5JSRx67pPC0e/Ng/zE0/aRBOaNNzIW+29OjqYriR9KBW/bu+OYlDNebb708sGLGw92G55Ip9qVX4O9hUK9Hu44K/TQn3XDItPXVW822h5O4+c34FwUZIufMJNL/sdjfSeNO3+fPNre3+w9ceUz7vkuD8Hb9mXx1u945cHOVpRMjY3Of3vVqXrxeCVas2+uyT/p7j2HxoasIvJsIneo/F+Vy7PF1vpWuMyXz0dnfNGsp/Oz6bsj9jQKszMF+Ru/n9dvWsYnuUETkObRG4Vm83Uci7GmkJwzMsEmvOZLf7v5of++xP8jv/RRcKDkHs5k3bARjszGsaZF4+wFuk8XwRuRIFvE48+TllcsVMR/DTxpmBD3fJeH6KPpm121QVMGiFVFeBHC82WxNFH9YENkgNjTuPxJWURd7nKcnmyzmawpJCrdSHP5jl7G7vlyrV70glgY/njPbDR81hYOX3ww5u97y5/Hc/6bSPk+Y9hJI+9xz3d50Js/5cIVr3V4EnTaWvd3nOKfuOYnHtNfbVS+rfq7HL86cQFDokk2DcRu77dzhcZGJ2o3nhwcda38shnGeEeRWZf4eP9sTOyaBpkJiNqwKrayo/xc3O7sK8iNUJmofSeNvMfd/PKwcyI3iKNL4OWnFKcH/47WdyIzavPhJ9L+G8/WO/Fm39+UqF9X/pcUwQoxegR7DqJbsakVfRySWQa6faBqqesjKJ+ia39JvEd7d+oFH1aLQvLd/GQ/VhzHpJxJVk7qoTfrRubJuNmYPDhaXLxA8Famc9Jovl3bK8xen+rbGh3jLHQRczK+PIiT9Q/iI8T4U4riwWLvJcmNjYMr/j7S4zlv/Umwp9x6utpYL4YfbPgrwaGXDWxuifenlce9/whLbkOLh7x+hkd2AuKfO/SZh8v2uangYgT5yZOfCc+XSy/FwqJraN1xTMyZxCkl9dBa3ziZ7c26YX2OlY2JA6PBBQpMNN8+2m7V5oOdz8rhtn+WiB7ipHF5etK/6E4+jIi7zTcTDa4JERcSqG8cKeaWv4osvX4Sfvyo+CqVZvbdCbJ71twVUiUHztnGvhQibc6ZEuO+nJuJjivW054Ppc/Fx4sRQMAEAeM3l7JH5p87ZG/OERFAIHsBm8tD32XIunCDbv/5C//cQZco/SCAQB4FbC4PefRmTAgggIAhApQHQwLFMBFAAIFsBSgP2XpzNAQQQMAQAcqDIYFimAgggEC2ApSHbL05GgIIIGCIAOXBkEAxTAQQQCBbAcpDtt4cDQEEEDBEIHflgXsCG5I5ORomOZOjYJg2FJJnRMRyVx5Myy7GiwACCNgpQHmwM67MCgEEEDinQO6+sVWs9Za83Ztrzej7Vne9eXE3N/EQt87ofEOquJ338/gL/U/Fl3g357q+nNX/rRfcf1R+9b/4cl3xBcvzFXG/h6CT8Aa/xUAvvFPpiCP2tBf3sPPvXTqwk3PGw76v2+wGSemrN983Z97u936nb5w2mzpypj9D/LRJI2f6Us6+FEopbQK3902edE84F5U8gYkx39hamw9v6d5zI3jxfdrzhc7t3lbF3/noh9Idw4Muzh6x/77z3rX71ag2nO4G95vL553Ez1mrDH25Ys4cpJkznT/vKENWZNrIb5ivkzM5TizF5En1hJOf5Mn75lJjI1wx9NwIvtk69AqzM52bMSXmm9Idw/1eBhyx96bhW2v+DSRMuJN4IouVDXKRM0L2TNr8cFKeLbbWt8K7k/t3pRU3mLQyCKZOiuTpjlzey8PALAvu1XU4V/Nv9BbeK3SsfBx4x/ChPZQuhXch7W+R9zuJj2Vid+Osc0ZoDk4bcsa8RHM2eYwsDyK/RMAe+rs6NzZa9YXanXHego24Y/jgzD3568grfDjgEHm/k7h5f4hpjrgvZ26nmjNiIoPThpxJM8ap9Z3pCSc3yWNqeeikgfwjFI+k29APyZu+O4YPbtV7s3jxWZb47MHjDvKp/Smm3nGYM/J+v+9OvdqMLBTyEob4YoeRI1DKGdHDmbT5rtR8fVrI+d3nU8c3/QAZnHBykzxGlgdxhYm/reTf8ntBXJUkP58YcRv6voQcfcfws9nr3zQ8vMe9OKK4sEp89mDEncRN/0vUOP6BOSP6V0ybcXPGX+CeTRvxTGO9eC3O3p+Wq9c1TpKu0hHI+ISTn+TJ3YWt6cTXmF7tuyqxmz7VKxSNiXHKA7UvhUiblFOmv3tjLmzN2IXDIYAAAggEAkZuLhE8BBBAAIG0BSgPaQvTPwIIIGCkAOXByLAxaAQQQCBtAcpD2sL0jwACCBgpQHkwMmwMGgEEEEhbgPKQtjD9I4AAAkYKUB6MDBuDRgABBNIWoDykLUz/CCCAgJEClAcjw8agEUAAgbQFKA9pC9M/AgggYKQA5cHIsDFoBBBAIG0BykPawvSPAAIIGClAeTAybAwaAQQQSFuA8pC2MP0jgAACRgpQHowMG4NGAAEE0hagPKQtTP8IIICAkQLa7hZn5OzzOuhXT+/ldWjnGldw2y8eGQjYlEKkTQYJc/YQIoVYPVyIPAdFAAEE8i6gYfWQ9ykyPgQQQACB8QX+Dw6fMPV4gm9IAAAAAElFTkSuQmCC)

The **InsuranceAgentApp** class is an abstract class. The **PropertyInsurance**, **AutomobileInsurance**, , and **TravelInsurance** classes inherit from the **InsuranceAgentApp** abstract class.

The specifications of each class are described below. The column on the left shows the class members and the column on the right provides a description of the class members. The ‘**S’** designates a *static* member; the ‘**C’** designates a constructor, and the ‘**A’** designates an *abstract* member. The data types of each class members are shown on the left column.

|  |  |
| --- | --- |
| **Class Members and Their Properties** | **Member’s Description** |
|  | * **type** is the type of insurance (e.g. “Property”). * **Name** is the name of the insured object (e.g. “Home”); **totalPremium** is the *static* quote for all the insurances taken by the household. * **InsuranceAgentApp(String)** is the constructor that takes the **type** value. * three *get* methods for the three variables. * **InsuranceAgentApp()** is the empty constructor; **setInsuredObjectName**(), **setRiskAmount()**, and **display()** are abstract methods. |
|  | * **riskAmount** is the value of the Property being insured. * the static **RATE** is the % used to calculates the annual premium. * The constructor **PropertyInsurance(String)** takes a string which indicates the insurance type (e.g. “Property”). * the three *get* methods return values of the three variables. * **setInsuredObjectName**(), **setRiskAmount()**, and **display()** are implementations of the abstract methods. |
|  | * **riskAmount** is the value of the Automobile being insured. * the static **RATE** is the % used to calculates the annual premium. * The constructor **AutomobileInsurance(String)** takes a string which indicates the insurance type (e.g. “Automobile”). * the three *get* methods return values of the three variables. * **setInsuredObjectName**(), **setRiskAmount()**, and **display()** are implementations of the abstract methods. |
|  | * **riskAmount** is the value of the flight being insured; the static **RATE** is the % used to calculates the annual premium. * The constructor **TravelInsurance(String)** takes a string which indicates the insurance type (e.g. “Travel”). * the three *get* methods return values of the three variables. * **setInsuredObjectName**(), **setRiskAmount()**, and **display()** are implementations of the abstract methods. |

The RATEs used to calculate the premiums are:

|  |  |  |
| --- | --- | --- |
| PropertyInsurance | AutomobileInsurance | TravelInsurance |
| 0.25% | 0.75% | 0.73% |

**Section 1: Java Program File**

Create an interactive Java application for the insurance agent in order to generate a quote for a household. According to your design, the program must:

* Implement all the four (4) Java classes described with the correct inheritance of abstract classes.
* Calculate the premium and multiply the value of the object being insured by the corresponding RATE. **Note**: See the RATE tables above.
* Get a quote and add all the premiums for all the objects being insured.
* Include a driver problem to test the implementation in which it:
  + Uses the **System.out.\*** and **System.in.\*** methods for all the input / output.
  + Includes an object of each insurance type. Prompts the user to enter the **type** and **riskAmount** (or value of the object being insured).
  + Displays the values in each of the objects created using the **display()** method.
  + Displays the quote (**totalPremium** in the abstract **InsuranceAgentApp** class).

**Section 2: Screenshot of the Driver Testing and Source Code of the Implementation**

Create a screenshot of the driver testing and include a copy of source code of the implementation.

* Submit a screenshot of the driver testing of the implementation of your Java program. **Note**: Go to <http://www.take-a-screenshot.org/> if you need a tutorial on taking a screenshot.
* Submit a copy of the source code of the implementation.

**Section 1 and Section 2 will be graded based on the following:**

1. The program must compile, execute, produce correct results, and meet all of the specifications stated in Section 1.

Additionally you must:

1. Organize the code for user readability.
2. Organize the code for reusability.
3. Organize the code for efficiency.
4. Provide documentation with embedded comments for reader understanding.

The specific course learning outcomes associated with this assignment are:

* Discuss the concepts of inheritance and polymorphism.
* Compare and contrast abstract and concrete data types.
* Apply the Java concepts of file input / output.
* Use technology and information resources to research issues in Java programing.

Grading for this assignment will be based on the following rubric.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Points: 180** | **Assignment 1: Insurance Agent App: Part 1** | | | | |
| **Criteria** | **Unacceptable**  **Below 60% F** | **Meets Minimum Expectations**  **60-69% D** | **Fair**  **70-79% C** | **Proficient**  **80-89% B** | **Exemplary**  **90-100% A** |
| 1. Specifications  Weight: 60% | The program does not compile. | The program compiles but does not execute. | The program compiles and executes but produces incorrect results. | The program compiles, executes, and produces correct results but does not meet all of the specifications. | The program compiles, executes, produces correct results, and meets all of the specifications. |
| 2. Readability Weight: 10% | The code is not organized and very difficult to read. | The code is poorly organized and difficult to read. | The code is partially organized but readable only by someone who knows the expected end result. | The code is organized and easy to read. | The code is exceptionally organized and very easy to read. |
| 3. Reusability and object-oriented programming constructs  Weight: 10% | The code is not organized for reusability. | The code is poorly organized for reusability. | The code is partially organized and some parts of the code could be reused in other programs. | The code is organized and most of the code could be reused in other programs. | The code is exceptionally organized and could be reused as a whole or each routine could be reused. |
| 4. Efficiency  Weight: 10% | The code is unnecessarily long and appears to be patched together. | The code is unnecessarily long. | The code is fairly efficient but sacrifices readability and understanding. | The code is efficient without sacrificing readability and understanding. | The code is extremely efficient without sacrificing readability and understanding. |
| 5. Documentation  Weight: 10% | No documentation is provided. | The documentation consists of embedded comments but does not help the reader understand the code. | The documentation consists of embedded comments and some header comments separating routines. | The documentation consists of embedded comments and header documentation that is useful in understanding the code. | The documentation consists of embedded comments and clearly explains what the code is accomplishing and how. |

**Case Study: Bar Chart Java**

Due Week 8 and worth 100 points

Read the article titled, “Teaching software componentization: A bar chart Java bean,” located in the online course shell. (<http://libdatab.strayer.edu/login?url=http://search.ebscohost.com/login.aspx?direct=true&db=bth&AN=58034299&site=eds-live&scope=site>)

Write a two to four (2-4) page paper in which you:

1. Summarize the main points of the article.
2. Describe one (1) way in which one could apply Java graphics in education. Provide one (1) example of such use to support your response.
3. Analyze at least three (3) commands that you would use in order to draw a bar chart. Provide a rationale for your response.
4. Suggest one (1) way in which you would use to modify a bar chart in order to update it for new information. Justify your response.

Your assignment must follow these formatting requirements:

* Be typed, double spaced, using Times New Roman font (size 12), with one-inch margins on all sides; citations and references must follow APA or school-specific format. Check with your professor for any additional instructions.
* Include a cover page containing the title of the assignment, the student’s name, the professor’s name, the course title, and the date. The cover page and the reference page are not included in the required assignment page length.

The specific course learning outcomes associated with this assignment are:

* Analyze the methods used to implement graphics in Java programs.
* Use technology and information resources to research issues in Java programing.
* Write clearly and concisely about Java programing using proper writing mechanics and technical style conventions.

Grading for this assignment will be based on answer quality, logic / organization of the paper, and language and writing skills, using the following rubric.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Points: 100** | **Case Study: Bar Chart Java** | | | | |
| **Criteria** | **Unacceptable**  **Below 60% F** | **Meets Minimum Expectations**  **60-69% D** | **Fair**  **70-79% C** | **Proficient**  **80-89% B** | **Exemplary**  **90-100% A** |
| 1. Summarize the main points of the article.  Weight: 10% | Did not submit or incompletely summarized the main points of the article. | Insufficiently summarized the main points of the article. | Partially summarized the main points of the article. | Satisfactorily summarized the main points of the article. | Thoroughly summarized the main points of the article. |
| 2. Describe one (1) way in which one could apply Java graphics in education. Provide one (1) example of such use to support your response. Weight: 30% | Did not submit or incompletely described one (1) way in which one could apply Java graphics in education. Did not submit or incompletely provided one (1) example of such use to support your response. | Insufficiently described one (1) way in which one could apply Java graphics in education. Insufficiently provided one (1) example of such use to support your response. | Partially described one (1) way in which one could apply Java graphics in education. Partially provided one (1) example of such use to support your response. | Satisfactorily described one (1) way in which one could apply Java graphics in education. Satisfactorily provided one (1) example of such use to support your response. | Thoroughly described one (1) way in which one could apply Java graphics in education. Thoroughly provided one (1) example of such use to support your response. |
| 3. Analyze at least three (3) commands that you would use in order to draw a bar chart. Provide a rationale for your response.  Weight: 25% | Did not submit or incompletely analyzed at least three (3) commands that you would use in order to draw a bar chart. Did not submit or incompletely provided a rationale for your response. | Insufficiently analyzed at least three (3) commands that you would use in order to draw a bar chart. Insufficiently provided a rationale for your response. | Partially analyzed at least three (3) commands that you would use in order to draw a bar chart. Partially provided a rationale for your response. | Satisfactorily analyzed at least three (3) commands that you would use in order to draw a bar chart. Satisfactorily provided a rationale for your response. | Thoroughly analyzed at least three (3) commands that you would use in order to draw a bar chart. Thoroughly provided a rationale for your response. |
| 4. Suggest one (1) way in which you would use to modify a bar chart in order to update it for new information. Justify your response.  Weight: 25% | Did not submit or incompletely suggested one (1) way in which you would use to modify a bar chart in order to update it for new information. Did not submit or incompletely justified your response. | Insufficiently suggested one (1) way in which you would use to modify a bar chart in order to update it for new information. Insufficiently justified your response. | Partially suggested one (1) way in which you would use to modify a bar chart in order to update it for new information. Partially justified your response. | Satisfactorily suggested one (1) way in which you would use to modify a bar chart in order to update it for new information. Satisfactorily justified your response. | Thoroughly suggested one (1) way in which you would use to modify a bar chart in order to update it for new information. Thoroughly justified your response. |
| 5. Clarity, writing mechanics, and formatting requirements  Weight: 10% | More than 8 errors present | 7-8 errors present | 5-6 errors present | 3-4 errors present | 0-2 errors present |

**Assignment 2: Insurance Agent App: Part 2**

Due Week 10 and worth 180 points

This assignment consists of two (2) sections:

* Java program file(s)
* A screenshot of the execution and source code of your Java program

Label each file name according to the section of the assignment for which it is written. Put both sections together in a single zip file, and submit the file.

This assignment is a modification of Assignment 1. The main difference is that instead of using the **System.in.\*** and **System.out.\*** methods, your will be using the **JOptionPane** class for all the inputs / outputs.

**Section 1: Java Program File(s)**

Modify the Java program that you created from Assignment 1. According to your design, the program must:

* Use the **JOptionPane** class to create a driver program to test your Assignment 1 **InsuranceAgentApp Java** application.
* Display a new driver test program’s user interface (The interface should look like the image shown below):

![InsuranceAgent](data:image/png;base64,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)

* The new driver test program’s user interface from Question 1b must:
  + Include a loop to display the user interface until the user clicks the **Quit** button.
  + Instantiate a **PropertyInsurance** object and use the **JOptionPane.showInputDialog**() method to capture the **type** and **riskAmount** when the user clicks the **Property** button.
  + Instantiate an **AutomobileInsurance** object and use the **JOptionPane.showInputDialog**() method to capture the **type** and **riskAmount** when the user clicks the **Automobile** button.
  + Instantiate a **TravelInsurance** object and use the **JOptionPane.showInputDialog**() method to capture the **type** and **riskAmount** when the user clicks the **Travel** button.
  + Display the quote (**totalPremium** in the **InsuranceAgentApp** class) when the user clicks the “Get a Quote” button.
  + End when the user clicks the “**Quit**” button.

**Section 2: Screenshot of the Execution of the Implementation**

Create a screenshot of the execution and include a copy of source code of the implementation.

* Create a screenshot of the execution of the implementation of your Java program. **Note**: Go to <http://www.take-a-screenshot.org/> if you need a tutorial on taking a screenshot.
* Submit a copy of source code of the implementation.

**Section 1 and Section 2 will be graded based on the following:**

1. The program must compile, execute, produce correct results, and meet all of the specifications stated in Section 1.

Additionally you must:

1. Organize the code for user readability.
2. Organize the code for reusability.
3. Organize the code for efficiency.
4. Provide documentation with embedded comments for reader understanding.

The specific course learning outcomes associated with this assignment are:

* Compare and contrast abstract and concrete data types.
* Apply the Java concepts of file input / output.
* Design programs that handle events from user-interface components.
* Use technology and information resources to research issues in Java programing.

Grading for this assignment will be based on the following rubric.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Points: 180** | **Assignment 1: Insurance Agent App: Part 2** | | | | |
| **Criteria** | **Unacceptable**  **Below 60% F** | **Meets Minimum Expectations**  **60-69% D** | **Fair**  **70-79% C** | **Proficient**  **80-89% B** | **Exemplary**  **90-100% A** |
| 1. Specifications  Weight: 60% | The program does not compile. | The program compiles but does not execute. | The program compiles and executes but produces incorrect results. | The program compiles, executes, and produces correct results but does not meet all of the specifications. | The program compiles, executes, produces correct results, and meets all of the specifications. |
| 2. Readability Weight: 10% | The code is not organized and very difficult to read. | The code is poorly organized and difficult to read. | The code is partially organized but readable only by someone who knows the expected end result. | The code is organized and easy to read. | The code is exceptionally organized and very easy to read. |
| 3. Reusability and object-oriented programming constructs  Weight: 10% | The code is not organized for reusability. | The code is poorly organized for reusability. | The code is partially organized and some parts of the code could be reused in other programs. | The code is organized and most of the code could be reused in other programs. | The code is exceptionally organized and could be reused as a whole or each routine could be reused. |
| 4. Efficiency  Weight: 10% | The code is unnecessarily long and appears to be patched together. | The code is unnecessarily long. | The code is fairly efficient but sacrifices readability and understanding. | The code is efficient without sacrificing readability and understanding. | The code is extremely efficient without sacrificing readability and understanding. |
| 5. Documentation  Weight: 10% | No documentation is provided. | The documentation consists of embedded comments but does not help the reader understand the code. | The documentation consists of embedded comments and some header comments separating routines. | The documentation consists of embedded comments and header documentation that is useful in understanding the code. | The documentation consists of embedded comments and clearly explains what the code is accomplishing and how. |

**Weekly Course Schedule**

The purpose of the course schedule is to give you, at a glance, the required preparation, activities, and evaluation components of your course. For more information about your course, whether on-ground or online, access your online course shell.

The expectations for a 4.5 credit hour course are for students to spend 13.5 hours in weekly work. This time estimate includes preparation, activities, and evaluation regardless of the delivery mode.

**Instructional Materials**

In order to be fully prepared, obtain a copy of the required textbooks and other instructional materials prior to the first day of class. When available, Strayer University provides a link to the first three (3) chapters of your textbook(s) in eBook format. Check your online course shell for availability.

Review the online course shell or check with your professor to determine whether Internet-based assignments and activities are used in this course.

Strayer students are encouraged to purchase their course materials through the Strayer Bookstore. [http://www.strayerbookstore.com](http://www.strayerbookstore.com/).  If a lab is required for the course, the Strayer Bookstore is the only vendor that sells the correct registration code so that Strayer students may access labs successfully.

**Software**

The Java Platform and an Integrated Development Environment (IDE) is required for this course.

* Download the Java Development Kit (JDK) from <http://www.oracle.com/technetwork/java/javase/downloads/index.html>.
* Download the Eclipse IDE from <http://www.eclipse.org/downloads/>. Most users will want the Eclipse IDE for Java Developers, Windows 32 bit.

Students may use other Java IDEs to develop the code for their assignments and labs as long as the code and assignments can be replicated for the instructor’s review. A suggested alternative to Eclipse that some consider less powerful but easier to use is JGrasp. JGrasp can be downloaded for Windows and Mac from <http://spider.eng.auburn.edu/user-cgi/grasp/grasp.pl?;dl=download_jgrasp.html>.

**Kaltura Video Sessions**

Instructors will record video or screen capture sessions using **Kaltura** in Weeks 2 and 4. Your instructor may also provide these sessions on a weekly basis to act as student tutorials on the following applicable procedures:

* Running and navigating the software or labs that will be used in this course
* Demonstrating the use of relevant programming languages and tools through screen capture and live navigation
* Logging into the lab environments and running a sample lab required in this course (if labs are required)
* Demonstrating the downloading and installing of software to a student’s computer (if necessary) or using the software already installed in the Strayer University campus labs
* Locating or finding files and other student materials that may be required to use in assignments
* Submitting assignments in Blackboard

You are strongly advised to use the material provided by faculty in these sessions. Online and Ground instructors will post the Kaltura video recorded sessions to the Instructor Insights folder within the weekly tabs of the online course shell (Blackboard).

**Discussions**

To earn full credit in an online threaded discussion, students must have one original post and a minimum of one other post per discussion thread.

Please note: Material in the online class will be made available three weeks at a time to allow students to work ahead, however, faculty will be focused on and responding only to the current calendar week. As it is always possible that students could lose their work due to unforeseen circumstances, it is a best practice to routinely save a working draft in a separate file before posting in the course discussion area.  
  
Professors hold discussions during class time for on-ground students. Check with your professor if any additional discussion participation is required in the online course shell outside of class hours.

**Tests**

Tests (quizzes, midterm and final exams, essay exams, lab tests, etc.) are available for student access and completion through the online course shell. Check the online course shell to determine how students are expected to take the tests. Do not change these questions or their point values in any way. This disrupts the automated grade book preset in the online course shell.

* Online students are to complete the test by Monday 9:00 a.m. Details regarding due dates are posted in the Blackboard Calendar tool.
* On-ground students are to complete the tests after the material is covered and before the next class session.

**Assignments**

A standardized performance grading rubric is a tool your professor will use to evaluate your written assignments. Review the rubric before submitting assignments that have grading rubrics associated with them to ensure you have met the performance criteria stated on the rubric.

Grades are based on individual effort. There is no group grading; however, working in groups in the online or on-ground classroom is acceptable.

Assignments for online students are always submitted through the online course shell. On-ground professors will inform students on how to submit assignments, whether in paper format or through the online course shell.

**Association for Computing Machinery (ACM) Digital Library**

The ACM Digital Library is a complete collection of all of ACM’s publications, including ACM journals, conference proceedings, magazines, newsletters, and multimedia titles. The ACM Digital Library contains the largest and most complete full-text archive of articles on computing available today, consisting of: 2.0+ million pages of full-text articles, 20,000 new full-text articles added each year, 40+ high-impact journals, 270+ conference proceedings titles, 9 magazines (including the flagship Communications of the ACM), and 43 special interest groups contributing content.

You are encouraged to search the ACM Digital Library for full-text articles for your writing assignments and term papers refereed referenced material. For more information on the ACM Digital Library, please watch the video located in the Student Center tab of the online course shell (Blackboard).

To access the ACM Digital Library:

Students:

1. Login to iCampus: <http://icampus.strayer.edu>
2. Click on Campus & Library
3. Mouse-over or click on Learning Resource Center
4. Click on Databases
5. Scroll down to Information Systems / Computing
6. Click on ACM Digital Library

**Resources**

The Resource Center navigation button in the online course shell contains helpful links. Strayer University Library Resources are available here as well as other important information. You should review this area to find resources and answers to common questions.

Technical support is available for the following:

* For **technical questions**, please contact Strayer Online Technical Support by logging in to your iCampus account at [https://icampus.strayer.edu/login](https://icampus.strayer.edu/login%20) and submitting a case under “Student Center,” then “Submit Help Ticket.” If you are unable to log in to your iCampus account, please contact Technical Support via phone at (877) 642-2999.
* For **concerns with your class**, please access the Solution Center by logging in to your iCampus account at [https://icampus.strayer.edu/login](https://icampus.strayer.edu/login%20) and submitting a case under “Student Center,” then “Submit Help Ticket.” If you are unable to log in to your iCampus account, please contact the IT Help Desk at (866) 610-8123 or at <mailto:IThelpdesk@Strayer.edu>.

TurnItIn.com is an optional online tool to assess the originality of student written work. Check with your professor for access and use instructions.

The **Strayer Policies** link on the navigation bar in the online course shell contains academic policies. It is important that students be aware of these policies.