Illustration of how Gerlach’s method works for data with cluster structure

These R scripts perfom simulations (“Case with three clusters”) in Katahira et al. (Distribution of personality: types or skew?; Commentary: A robust data-driven approach identifies four personality types across four large data sets).

## Preparation

Install the required package (if not yet) by the following commands.

install.packages("tidyverse")  
install.packages("sn")  
install.packages("reticulate")  
install.packages("mixtools")  
install.packages("ks")  
install.packages("fields")  
install.packages("mvtnorm")

Also, please install Python to use scikit-learn library via reticulate library. (We recommend Anaconda dibribution <https://www.anaconda.com/> , which contains scikit-learn library.)

ref: <https://rstudio.github.io/reticulate/>

## Load library

library(tidyverse)  
library(reticulate)  
library(sn)  
library(mixtools)   
library(ks) # for kernel density estimation  
library(fields) # for image.plot  
library(mvtnorm)

# Case with three clusters

## Synthesize data

Samples are drawn from GMM with three components.

set.seed(1)  
  
n.sample <- 100000 # number of samples   
  
# true parameters of GMM  
true\_means <- list(c(0,2),   
 c(-1.5,-0.5),   
 c(1.5,-0.5)  
 )  
true\_sigmas <- list(diag(2)\*0.5,  
 diag(2)\*0.5,  
 diag(2)\*0.5  
 )  
true\_pi <- c(0.4,0.3,0.3)  
  
dat <- matrix(0,nrow = n.sample, ncol = 2)   
for (idx in 1:n.sample) {  
 idxk <- which.max(rmultinom(1,1,true\_pi))  
 dat[idx,] <- rmvnorm(n = 1,  
 mean = true\_means[[idxk]],  
 sigma = true\_sigmas[[idxk]] )  
}  
  
df\_data <- data.frame(scale(dat))

Plot samples and marginals distribution.

nplot <- 5000 # number of samples to plot  
  
par(pty = "s")  
plot(c(-5,6),c(-5,6),type="n",ann=F)  
points(df\_data$X1[1:nplot],  
 df\_data$X2[1:nplot],  
 pch=".",cex = 2)  
  
d1 <- density(df\_data$X1,from = -4, to = 3)  
d2 <- density(df\_data$X1,from = -4, to = 3)  
lines(d1$x, d1$y\*3+4,  
 xlim=c(-6,6), ylim=c(0,0.3),lwd = 2)  
lines(d2$y\*3+4, d2$x,  
 xlim=c(-6,6), ylim=c(0,0.3),lwd = 2)
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Plot shuffuled data.

N <- n.sample  
xdim <- ncol(df\_data)  
x.shuffeled <- matrix(0,N,xdim)  
  
for (idx in 1:xdim)  
 x.shuffeled[,idx] <- df\_data[sample(N),idx]  
  
par(pty = "s")  
plot(c(-5,6),c(-5,6),type="n",ann=F)   
points(x.shuffeled[1:nplot,1],  
 x.shuffeled[1:nplot,2],  
 pch=".",cex = 2)  
  
d1 <- density(x.shuffeled[,1],from = -4, to = 3)  
d2 <- density(x.shuffeled[,2],from = -4, to = 3)  
lines(d1$x, d1$y\*3+4,   
 xlim=c(-6,6), ylim=c(0,0.3),lwd = 2)  
lines(d2$y\*3+4, d2$x,   
 xlim=c(-6,6), ylim=c(0,0.3),lwd = 2)
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## Fitting GMMs

Following Gerlach et al., we choose initial parameters of GMMs from the results of K-means. If you select “random” initialization, the estimates will be different, suggesting that the GMM estimation for data of this kind is not robust.

sk <- reticulate::import(module = "sklearn")  
  
klist <- 1:20 # number of components  
n.rep <- 10 # number of runs from different intialization  
  
biclog <- numeric(length(klist)) # to store BIC  
gmm\_list <- list() # to store GMM  
  
for (idxk in klist){  
 K <- klist[idxk]  
 ll.min <- -Inf  
   
 cat("\nfitting GMM... K =", K)  
  
 for (idxrun in 1:n.rep) {  
 cat("\*")  
  
 initpar <- "kmeans"  
   
 ## uncomment if you want to include random intialization  
 # if (idxrun < n.rep\*0.5)  
 # initpar <- "kmeans"  
 # else   
 # initpar <- "random"  
   
 sk\_gmm <- sk$mixture$GaussianMixture  
 gmm <- sk\_gmm(as.integer(K),  
 n\_init = 1L,  
 max\_iter = 200L,   
 init\_params = initpar)   
 gmm$fit(df\_data)  
   
 ll <- gmm$lower\_bound\_  
   
 if (ll > ll.min) {  
 ll.min <- ll  
 cluster.center <- data.frame(gmm$means\_)  
 names(cluster.center) <- names(df\_data)  
 biclog[idxk] <- gmm$bic(df\_data)  
 gmm\_list[[idxk]] <- gmm  
 }  
 }  
}

##   
## fitting GMM... K = 1\*\*\*\*\*\*\*\*\*\*  
## fitting GMM... K = 2\*\*\*\*\*\*\*\*\*\*  
## fitting GMM... K = 3\*\*\*\*\*\*\*\*\*\*  
## fitting GMM... K = 4\*\*\*\*\*\*\*\*\*\*  
## fitting GMM... K = 5\*\*\*\*\*\*\*\*\*\*  
## fitting GMM... K = 6\*\*\*\*\*\*\*\*\*\*  
## fitting GMM... K = 7\*\*\*\*\*\*\*\*\*\*  
## fitting GMM... K = 8\*\*\*\*\*\*\*\*\*\*  
## fitting GMM... K = 9\*\*\*\*\*\*\*\*\*\*  
## fitting GMM... K = 10\*\*\*\*\*\*\*\*\*\*  
## fitting GMM... K = 11\*\*\*\*\*\*\*\*\*\*  
## fitting GMM... K = 12\*\*\*\*\*\*\*\*\*\*  
## fitting GMM... K = 13\*\*\*\*\*\*\*\*\*\*  
## fitting GMM... K = 14\*\*\*\*\*\*\*\*\*\*  
## fitting GMM... K = 15\*\*\*\*\*\*\*\*\*\*  
## fitting GMM... K = 16\*\*\*\*\*\*\*\*\*\*  
## fitting GMM... K = 17\*\*\*\*\*\*\*\*\*\*  
## fitting GMM... K = 18\*\*\*\*\*\*\*\*\*\*  
## fitting GMM... K = 19\*\*\*\*\*\*\*\*\*\*  
## fitting GMM... K = 20\*\*\*\*\*\*\*\*\*\*

### Plot the locations of Gaussian components

Define a function for plotting cluster centers.

plot.cluster.center <- function(cluster.center) {  
   
 n.cluster <- nrow(cluster.center)  
 for (idxc in 1:n.cluster) {  
 points(x = cluster.center[idxc,1],  
 y = cluster.center[idxc,2],  
 pch = 4, cex = 1.5, col="red", lwd=2)  
 }  
}

Scatter plot of data with ellipses of Gaussian components.

par(mfrow=c(3,3), pty = "s",  
 mar=c(3.5, 3.5, 2, 1), mgp=c(2.4, 0.8, 0))  
  
for (idxk in 1:8) {  
 plot(df\_data$X1[1:nplot],  
 df\_data$X2[1:nplot], "p",   
 pch = ".",   
 xlab="Dimension 1",   
 ylab="Dimension 2",   
 main=paste("K:", idxk))  
   
 for (idxc in 1:idxk) {  
 mixtools::ellipse(mu=gmm\_list[[idxk]]$means\_[idxc,],   
 sigma=gmm\_list[[idxk]]$covariances\_[idxc,,],  
 alpha = 1-.6827, # 1 sigma   
 npoints = 250, col="red")   
 }  
 plot.cluster.center(gmm\_list[[idxk]]$means\_)  
}
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### Plot BIC

par(mgp=c(2, 1, 0), pty = "s")  
plot(klist,biclog, type = "o",   
 xlab = "Number of clusters", ylab = "BIC", lwd = 2,  
 cex = 1.5,  
 cex.lab = 1.2,  
 cex.axis = 1.2)
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We select the GMM with three components (K=3).

K.selected <- 3

## Evaluate clusters

### Density estimation

Define a function ‘estkd’ for density estimation of original data and shuffled data

estkd <- function(x, xmin, xmax,   
 n.shuffle = 1000,   
 p.threshold = 0.01,   
 density.threhold = 0.05,  
 enrichment.threshold = 1.25) {  
   
 xdim <- ncol(x) # number of latent factors  
 N <- nrow(x)  
   
 # kernel density estiamtion of original data  
   
 Hpi <- ks::Hpi.diag(x = x, nstage = 2)  
   
 k <- ks::kde(x = x,verbose = TRUE, H = Hpi,   
 xmin = xmin,   
 xmax = xmax)  
 density.original <- k$estimate  
   
 # exceedance of original density  
 count\_exceedance <- array(0, dim(density.original))  
   
 # shuffled data  
 cat("Density estimation for shuffled data...")  
 cat("\n 1/",n.shuffle, "\n")  
   
 for (idxs in 1:n.shuffle) {  
 if (idxs %% 100 == 0)  
 cat(idxs, " ")  
   
 fsc.s.shuffeled <- matrix(0,N,xdim)  
   
 for (idx in 1:xdim)  
 fsc.s.shuffeled[,idx] <- x[sample(nrow(x)),idx]  
   
 k.shuffle <- ks::kde(x = fsc.s.shuffeled, H = Hpi,   
 xmin = xmin,   
 xmax = xmax)  
   
 count\_exceedance <- count\_exceedance +   
 as.numeric(density.original < k.shuffle$estimate)  
   
 if (idxs == 1)  
 density.sum <- k.shuffle$estimate   
 else  
 density.sum <- density.sum + k.shuffle$estimate  
 }  
   
 d.shuffle <- density.sum / n.shuffle  
   
 p.value <- count\_exceedance / n.shuffle  
 sig.region <- (p.value < p.threshold &   
 density.original > density.threhold &   
 density.original / d.shuffle > enrichment.threshold)  
   
 storage.mode(sig.region) <- "numeric"  
   
 list(k = k, # output of kde for original data  
 d.original = density.original,   
 count.exceedance = count\_exceedance,   
 d.shuffle = d.shuffle,  
 p.value = p.value,  
 sig.region = sig.region)  
}

Prepare for plot.

xmin <- c(min(-5,min(df\_data)),min(-5,min(df\_data)))  
xmax <- c(max(5,max(df\_data)),max(4,max(df\_data)))   
  
# calculate density  
ret <- estkd(df\_data, xmin, xmax,   
 n.shuffle = 1000,   
 density.threhold = 0)

## Density estimation for shuffled data...  
## 1/ 1000   
## 100 200 300 400 500 600 700 800 900 1000

zlim\_max <- max(ret$d.original)  
zlim\_min <- 0  
cex.main <- 1.8  
  
kd <- ret$k

### Scatter plot of original data and density plot

par(mfrow=c(1,2), pty = "s")  
par(mar=c(3.5, 3.5, 2, 1), mgp=c(2.4, 0.8, 0))  
  
xlim <- c(-4, 4)  
ylim <- c(-4, 4)  
  
# Panel 1 (density)  
image(kd$estimate,  
 x = kd$eval.points[[1]],  
 y = kd$eval.points[[2]],  
 xlab = "Dimension 1",   
 ylab = "Dimension 2",  
 xlim = xlim,  
 ylim = ylim,   
 col = viridis::viridis(10),  
 cex.axis = 1,   
 cex.lab = 1.2)  
  
# Panel 2 (scatter plot)  
plot(c(-4,4),c(-4,4),type="n",  
 xlab = "Dimension 1",   
 ylab = "Dimension 2",  
 xlim = xlim,  
 ylim = ylim,   
 cex.axis = 1,   
 cex.lab = 1.2)   
  
points(df\_data$X1[1:nplot],  
 df\_data$X2[1:nplot],  
 col = rgb(0.2,0.2,0.2,alpha=0.7),   
 pch=".",  
 cex = 2)
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### Plot densities of original data and shuffled data

par(mfrow=c(1,2), pty = "s")  
par(mar=c(3.5, 3.5, 2, 1), mgp=c(2.4, 0.8, 0))  
  
log.density.original <- log(pmax(kd$estimate, 0.00001))  
log.density.shuffle <- log(pmax(ret$d.shuffle, 0.00001))  
  
# Panel 1 (original data)  
image(log.density.original,  
 x = kd$eval.points[[1]],  
 y = kd$eval.points[[2]],  
 xlab = "Dimension 1", ylab = "Dimension 2",  
 col = viridis::viridis(20),  
 cex.axis = 1.2, cex.lab = 1.5,  
 cex.sub = 1.2)  
  
plot.cluster.center(gmm\_list[[K.selected]]$means\_)  
  
title(main = sprintf("Original data"),   
 cex = 1.2, cex.main = cex.main)  
  
# Panel 2 (shuffled data)  
image(log.density.shuffle,  
 x = kd$eval.points[[1]],  
 y = kd$eval.points[[2]],  
 xlab = "Dimension 1", ylab = "Dimension 2",  
 col = viridis::viridis(20),  
 cex.axis = 1.2, cex.lab = 1.5,  
 cex.sub = 1.2)  
title(main = sprintf("Null model"),  
 cex = 1.5, cex.main = cex.main)
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### Plot enrichment

color.palette = colorRampPalette(  
 c("#0080ff","white","#ff8000"))  
er <- exp(log.density.original - log.density.shuffle)  
par(pty="s")  
image.plot(kd$eval.points[[1]],  
 kd$eval.points[[2]],  
 pmax(pmin(er,1.5),0.5),  
 col = color.palette(30),  
 zlim = c(0.5,1.5),  
 xlab="Factor 1", ylab="Factor 2",  
 cex.axis = 1.2, cex.lab = 1.2,cex.sub = 1.2  
 )  
plot.cluster.center(gmm\_list[[K.selected]]$means\_)  
title(main = sprintf("Enrichment"),  
 cex = 1.8, cex.main = cex.main)
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### p-value and enrichment thresholded

par(pty="s")  
# p-value (p < .01)  
image(kd$eval.points[[1]],  
 kd$eval.points[[2]],  
 z = (ret$p.value < .01),   
 col = c( rgb(0, 0, 0, alpha=0.0),   
 rgb(0.2,0.2, 0.2, alpha=0.5)),  
 xlim = c(-5,5),  
 ylim = c(-5,4.5),  
 zlim = c(0,1),  
 xlab = "Dimension 1", ylab = "Dimension 2",  
 cex.axis = 1.5, cex.lab = 1.5  
)  
# enrichment (> 1.25)  
image(kd$eval.points[[1]],  
 kd$eval.points[[2]],  
 z = exp(log.density.original - log.density.shuffle) > 1.25,   
 col = c( rgb(0, 0, 0, alpha=0.0),   
 rgb(0, 0, 0.8, alpha=0.5)),   
 zlim = c(0,1),  
 add = T  
)  
plot.cluster.center(gmm\_list[[K.selected]]$means\_)
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### Plot 3d density of GMM and and scatter disribution with GMM contours

par(mfrow=c(1,2), pty = "s")  
par(mar=c(3.5, 3.5, 2, 1), mgp=c(2.4, 0.8, 0))  
  
x <- seq(-4,4, by =0.2)  
y <- seq(-4,4, by =0.2)  
grid <- expand.grid(x1 = x, x2 = y)  
  
d <- matrix(0, nrow = length(x),  
 ncol = length(y))  
  
for (idxc in 1:klist[K.selected]) {  
 d <- d + gmm\_list[[K.selected]]$weights\_[idxc] \*   
 matrix(dmvnorm(  
 cbind(grid$x1, grid$x2),  
 mean = gmm\_list[[K.selected]]$means\_[idxc,],   
 sigma = gmm\_list[[K.selected]]$covariances\_[idxc,,]),  
 nrow = length(x),  
 ncol = length(y))  
}  
persp(x, y, d,   
 theta=30,   
 phi=20, expand=0.5,   
 ticktype="detailed",  
 ltheta = 120, shade = 0.75,  
 xlab = "Dimension 1",  
 ylab = "Dimension 2",  
 xlim = xlim,  
 ylim = ylim,   
 zlab = "",   
 cex.axis = 0.8   
 )   
  
plot(df\_data$X1[1:nplot],  
 df\_data$X2[1:nplot],  
 "p",  
 col = rgb(0.2,0.2,0.2,alpha=0.7),   
 pch=".",  
 xlim = xlim,  
 ylim = ylim,   
 xlab="Dimension 1",   
 ylab="Dimension 2",  
 cex = 2,   
 cex.axis = 1,   
 cex.lab = 1.2)  
  
for (idxc in 1:klist[K.selected]) {  
 mixtools::ellipse(mu=gmm\_list[[K.selected]]$means\_[idxc,],   
 sigma=gmm\_list[[K.selected]]$covariances\_[idxc,,],  
 alpha = 1-.6827, # 1 sigma   
 npoints = 250, col="red", lwd =2)   
}  
plot.cluster.center(gmm\_list[[K.selected]]$means\_)

![](data:image/png;base64,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)

# Evaluate each cluter center

Define function for evaluate each cluter center

# Input：  
# x, # data matrix (factor scores) (respondent x dimension)  
# c.center, cluster center matrix (cluster center x dimension)  
# n.shuffle = 1000 number of shuffles  
#  
# Output:   
# $d.original # density of original data   
# $d.null # mean density of null model  
# $p.value # p-value  
# $enrichment # = d.original/d.null  
eval\_component <- function(x, c.center, n.shuffle = 1000) {  
   
 xdim <- ncol(x)   
 N <- nrow(x)   
 n.component <- nrow(c.center)  
   
 p.value <- numeric(n.component)  
 enrichment <- numeric(n.component)  
   
 cat("Bandwidth selection...\n")  
 Hpi <- ks::Hpi.diag(x = x[1:min(N,1000),],   
 nstage = 2)  
 cat("kernel dinsity estimation for original data...\n")  
 k <- ks::kde(x = x, H = Hpi,  
 eval.points = c.center,  
 binned = FALSE)   
 density.original <- k$estimate  
   
 density.shuffle <- matrix(0, n.shuffle, nrow(c.center))  
   
 cat("kernel dinsity estimation for shuffled data...\n")  
 for (idxs in 1:n.shuffle) {  
 if (idxs %% 10 == 1)   
 cat("=")  
   
 sc\_shuffeled <- apply(x, MARGIN = 2, sample)  
   
 k <- ks::kde(x = sc\_shuffeled, H = Hpi,   
 eval.points = c.center,  
 binned = TRUE) # should be FALSE if the number of dimension >= 4  
   
 density.shuffle[idxs,] <- k$estimate  
 }  
 cat("\n")  
   
 density.null <- colMeans(density.shuffle)  
   
 for (idx in 1:n.component) {  
   
 p.value[idx] <- sum(density.original[idx] < density.shuffle[,idx]) / n.shuffle  
   
 enrichment[idx] <- density.original[idx] /  
 density.null[idx]  
   
 d.null.mean <- mean(density.shuffle[,idx])  
 }  
   
 list(d.original = density.original,  
 d.null = density.null,   
 p.value = p.value,  
 enrichment = enrichment )  
}

Evaluate clusters (Gaussian components).

res\_ec <- eval\_component(df\_data,  
 gmm\_list[[K.selected]]$means\_)

## Bandwidth selection...  
## kernel dinsity estimation for original data...  
## kernel dinsity estimation for shuffled data...  
## ====================================================================================================

# FALSE: not meaningful, TRUE: meaningful  
flg\_meaningful <- (res\_ec$p.value < 0.01 &   
 res\_ec$enrichment > 1.25)   
  
# 1: not meaningful,2: meaningful  
idx\_meaningful <- flg\_meaningful + 1

Calculate the fraction of samples classified into each cluster.

cluster\_labels <- apply(gmm\_list[[K.selected]]$predict\_proba(df\_data),1,which.max)  
  
(tb <- table(cluster\_labels))

## cluster\_labels  
## 1 2 3   
## 40292 29856 29852

cat("Fraction of samples classified into one of the meaningful clusters:",  
 sum(tb[flg\_meaningful])/sum(tb))

## Fraction of samples classified into one of the meaningful clusters: 1