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## Opis bazy danych

Do realizacji zadania wybrano bazę ***Pima Indians Diabetes Database***, pochodzącą ze zbiorów *National Instutite of Diabetes and Digestive and Kidney Diseases*. Jest ona wynikiem badań przeprowadzonych na żeńskiej części populacji Indian z plemienia Pima, zamieszkujących stan Phoenix w USA. Plemię te jest pod ciągłą obserwacją z powodu wysokiego wskaźnika zachorowań na cukrzycę. Występowanie cukrzycy było określane na podstawie standardowych kryteriów *WHO*.   
  
Badana populacja składała się z **768** osób, które opisano za pomocą **9 atrybutów**:  
**- Pregnancies** – (liczba naturalna) – przebyte ciąże,  
**- Glucose** – (liczba naturalna) – poziom glukozy we krwi po 2 godzinach od zażycia dawki testowej,  
**- BloodPressure** – (liczba naturalna) – rozkurczowe ciśnienie krwi (mm/Hg),  
**- SkinThickness** – (liczba naturalna) – grubość fałdu skórnego zmierzonego na tricepsie (mm),  
**- Insulin** – (liczba naturalna) – poziom insuliny po 2 godzinach od zażycia dawki testowej,  
**- BMI** – (liczba zmiennoprzecinkowa) – indeks masy ciała, pośrednio opisuje zawartość tkanki tłuszczowej w organizmie na podstawie proporcji masy ciała mierzonej w kilogramach do wzrostu w metrach,  
**- DiabetesPedigreeFunction** (liczba zmiennoprzecinkowa) – funkcja wpływu genetycznego na występowanie cukrzycy (wyliczona na podstawie historia występowania cukrzycy u krewnych i stopień ich pokrewieństwa),  
**- Age** – (liczba całkowita) – wiek badanej osoby,  
**- Outcome** – (liczba binarna) –wynik badania, określający występowanie (1) cukrzycy lub jej brak (0).  
Atrybut ten wydaje się być naturalnym kandydatem na klasę zbioru danych.  
  
Celem projektu będzie stworzenie modelu, który na podstawie 8 atrybutów będzie w stanie trafinie przewidzieć wartość kolumny „Outcome”, czyli stwierdzić, czy dana osoba choruje na cukrzycę.

## Obróbka danych

Bardzo szybko możemy dostrzec, że w bazie są pewne niespójności. O ile w przypadku liczby ciąży wartość 0 jest jak najbardziej prawdopodobna, tak zdecydowanie nie jest to dobra wartość dla kolumn *Glucose*, *BloodPressure*, *SkinThickness* itd.

W takim przypadku możemy albo zignorować rekordy, które zawierają nieprawidłowe wartości, albo uzupełnić je wartościami średnimi. Baza stanowiąca przedmiot zadania jest relatywnie mała, stąd dużo lepsze będzie rozwiązanie drugie.  
  
Wyliczanie średnich wartości dla poszczególnych kolumn przebiegało według następującego schematu:

# baza jest załadowana do zmiennej ‘db’  
# wybieramy wartości większe od zera i tworzymy wektor  
non.zero.glucose = db$Glucose[which(db$Glucose>0)]  
# obliczamy średnią wartość  
glucose.mean = mean(non.zero.glucose)

Powyższą operację zastosowano dla kolumn: Glucose, BloodPressure, SkinThickness, Insulin, BMI, DiabetesPedigreeFunction i Age.  
  
Obliczone średnie zostały następnie zaokrąglone do odpowiedniej (wynikającej z danych) liczby miejsc po przecinku i podstawione w miejsca wystąpienia liczby 0:

# kopiujemy bazę do zmiennej db.nz (non-zero)   
db.nz = db  
# iterujemy po wszystkich wierszach  
for (i in 1:nrow(db))  
{  
 # jeśli wartość wynosi 0 – podstawiamy zaokrągloną średnią  
 if (db$Glucose[i] == 0) db.nz$Glucose[i] = round(glucose.mean)  
 if (db$BloodPressure[i] == 0) db.nz$BloodPressure[i] = round(bloodPressure.mean)  
 if (db$SkinThickness[i] == 0) db.nz$SkinThickness[i] = round(skinThickness.mean)  
 if (db$Insulin[i] == 0) db.nz$Insulin[i] = round(insulin.mean)  
 if (db$BMI[i] == 0) db.nz$BMI[i] = round(bmi.mean, digits = 1)  
 if (db$DiabetesPedigreeFunction[i] == 0) db.nz$DiabetesPedigreeFunction[i] =  
round(dpf.mean, digits = 3)  
 if (db$Age[i] == 0) db.nz$Age[i] = round(age.mean)  
}

Kolejnym krokiem jest normalizacja kolumn oraz zamiana wartości ‘0’ i ‘1’ na ‘healthy’ i ‘sick’:

# zmieniamy wartości kolumny Outcome z ‘0’ i ‘1’ na ‘healthy’ i ‘sick’  
db.nz$Outcome = factor(db.nz$Outcome, level=0:1, labels=c("healthy", "sick"))  
# normalizujemy dane numeryczne  
fnorm = function(x) { return ((x-min(x))/(max(x)-min(x))) }  
db.nz$Pregnancies = fnorm(db.nz$Pregnancies)  
db.nz$Glucose = fnorm(db.nz$Glucose)  
db.nz$BloodPressure = fnorm(db.nz$BloodPressure)  
db.nz$SkinThickness = fnorm(db.nz$SkinThickness)  
db.nz$Insulin = fnorm(db.nz$Insulin)  
db.nz$BMI = fnorm(db.nz$BMI)  
db.nz$DiabetesPedigreeFunction = fnorm(db.nz$DiabetesPedigreeFunction)  
db.nz$Age = fnorm(db.nz$Age)

## Klasyfikatory

Do klasyfikacji użyte zostały 4 metody – drzewa decyzyjne, K najbliższych sąsiadów (kNN), algorytm Naive-Bayes oraz Lasy Losowe.

Przed rozpoczęciem klasyfikacji, zbiór podzielony został na:  
- dane treningowe – wykorzystane do uczenia klasyfikatora,  
- dane testowe – wykorzystane do oceny klasyfikatora.

# Podzial na grupe treningowa i testowa   
set.seed(1234)  
ind <- sample(2, nrow(db.nz.norm), replace=TRUE, prob=c(0.8, 0.2))  
db.training <- db.nz.norm[ind==1, 1:9]  
db.test <- db.nz.norm[ind==2, 1:9]

Następnie utworzono klasyfikatory (używając danych treningowych) oraz oceniono je (używając danych testowych).   
Dla każdego z algorytmów zestawiono macierz błędów oraz wyliczono dokładność.

## 3.1 Klasyfikacja drzewami decyzyjnymi (paczka party)   
db.ctree = ctree(Outcome ~ ., data = db.training)  
ctr.predicted = predict(db.ctree, db.test[,1:8])   
ctr.conf.matrix = table(ctr.predicted, db.test[,9])  
ctr.accuracy = sum(diag(ctr.conf.matrix)) / sum(ctr.conf.matrix)

## 3.2 Klasyfikacja KNN (paczka class)   
db.knn3 = knn(db.training[,1:8], db.test[,1:8], cl=db.training[,9], k = 3, prob=FALSE)  
knn.predicted = db.knn3  
knn.conf.matrix = table(knn.predicted, db.test[,9])  
knn.accuracy = sum(diag(knn.conf.matrix)) / sum(knn.conf.matrix)

## 3.3 Klasyfikacja Naive-Bayes (paczka e1071)   
db.naiveBayes = naiveBayes(db.training[,1:8], db.training[,9])  
nbs.predicted = predict(db.naiveBayes, db.test[,1:8])   
nbs.conf.matrix = table(nbs.predicted, db.test[,9])  
nbs.accuracy = sum(diag(nbs.conf.matrix)) / sum(nbs.conf.matrix)

## 3.4 Klasyfikacja Lasy Losowe (paczka randomForest)  
db.rfo = randomForest(Outcome ~ ., data=db.training)  
rfo.predicted = predict(db.rfo, db.test[,1:8])  
rfo.conf.matrix = table(rfo.predicted, db.test[,9])  
rfo.accuracy = sum(diag(rfo.conf.matrix)) / sum(rfo.conf.matrix)

Wylosowany zbiór testowy to populacja o następujących parametrach:

|  |  |
| --- | --- |
| Populacja | |
| Stan pozytywny (sick) | Stan negatywny (healthy) |
| 103 | 59 |

Wyniki dla poszczególnych klasyfikatorów przedstawiono za pomocą **macierzy błędu** i trzech liczb:  
- **ACC** (Accuracy) – dokładność,

- **TPR** (True Positive Rate) – czułość (prawdopodobieństwo wykrycia),

- **FPR** (False Positive Rate) – prawdopodobieństwo fałszywego alarmu.  
  
  
Drzewa decyzyjne

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | Klasa rzeczywista | |
|  | Populacja | Stan poz. | Stan neg. |
| Klasa predykowana | Klas. poz. | 90 | 28 |
| Klas. neg. | 13 | 31 |

ACC: 0.7469136 TPR: 0.8737864 FPR: 0.4745763

KNN

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | Klasa rzeczywista | |
|  | Populacja | Stan poz. | Stan neg. |
| Klasa predykowana | Klas. poz. | 83 | 25 |
| Klas. neg. | 20 | 34 |

ACC: 0.7222222 TPR: 0.8058252 FPR: 0.4237288

Naive-Bayes

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | Klasa rzeczywista | |
|  | Populacja | Stan poz. | Stan neg. |
| Klasa predykowana | Klas. poz. | 89 | 21 |
| Klas. neg. | 14 | 38 |

ACC: 0.7839506 TPR: 0.8640777 FPR: 0.3559322

Lasy Losowe

|  |  |  |  |
| --- | --- | --- | --- |
|  |  | Klasa rzeczywista | |
|  | Populacja | Stan poz. | Stan neg. |
| Klasa predykowana | Klas. poz. | 91 | 24 |
| Klas. neg. | 12 | 35 |

ACC: 0.7777778 TPR: 0.8834951 FPR: 0.4067797

Używając powyższych macierzy błędów, wyliczyć możemy następujące wartości:

- **TP** (True Positive) – liczba osób poprawnie sklasyfikowanych jako chorzy,  
- **FP** (False Positive) – liczba osób błędnie sklasyfikowanych jako chorzy (błąd pierwszego rodzaju),  
- **TN** (True Negative) – liczba osób poprawnie sklasyfikowanych jako zdrowi,  
- **FN** (False Negaive) – liczba osób błędnie sklasyfikowanych jako zdrowi (błąd drugiego rodzaju) .  
  
Wartości te posłużyć mogą do wyliczenia odsetek:  
- **TPR** (True Positive Rate) – odsetek osób poprawnie sklasyfikowanych jako chorzy (czułość),   
- **FPR** (False Positive Rate) – odsetek osób błędnie sklasyfikowanych jako chorzy (fałszywy alarm)  
- **TNR** (True Negative Rate) – odsetek osób poprawnie sklasyfikowanych jako zdrowi, możliwy do wyliczenia ze wzoru **1 – TPR**.  
- **FNR** (False Negative Rate) – odsetek osób błędnie sklasyfikowanych jako zdrowi, możliwy do wyliczenia ze wzoru **1 – FPR**.  
  
W kontekście analizowanej bazy danych, **błąd pierwszego rodzaju (FP)** to sklasyfikowanie osoby zdrowej jako chora na cukrzycę. Rzeczywiste zbadanie takiej osoby powinno rozwiać wątpliwości, toteż realnym efektem błędu pierwszego rodzaju dla sklasyfikowanej osoby jest konieczność stawienia się na badaniu.

**Błąd drugiego rodzaju (FN)**, czyli fałszywe wykluczenie choroby, wydaje się być dużo poważniejszy w skutkach. Osoba taka, będąc przekonana, że jest zdrowa, nie podejmie leczenia, co może skończyć się utratą zdrowia lub śmiercią.

Warto zauważyć, że:  
- **zwiększenie FP** (błędy pierwszego rodzaju) powoduje **zwiększenie wartości FPR** oraz **zmniejszenie TNR**,  
- **zwiększenie FN** (błędy drugiego rodzaju) powoduje **zwiększenie wartości FNR** oraz **zmniejszenie TPR.**

Poniższy wykres przedstawia zestawienie TPR i FPR dla każdego z czterech klasyfikatorów.
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Na wykresie zaznaczono dodatkowo piąty punkt z etykietą Ideal, który reprezentuje idealny klasyfikator, nie popełniający błędów.  
Najbliżej niego znajdują się klasyfikatory *Naive-Bayes* (NB) i *Lasy Losowe* (RF – Random Forest).  
Nieznacznie gorzej wypadł klasyfikator *Drzewa Decyzyjne*, a najgorzej - *KNN*.  
  
Jeśli wziąć pod uwagę potencjalne skutki błędów pierwszego i drugiego rodzaju, powinniśmy skupić się na znalezieniu klasyfikatora, który w pierwszej kolejności będzie popełniał mniej błędów drugiego rodzaju. Na wykresie taka sytuacja jest reprezentowana przez oś Y, tj. im wyższa wartość TPR, tym mniej błędów drugiego rodzaju. **Najlepiej spisał się klasyfikator *Lasy Losowe***.

Dokładność poszczególnych klasyfikatorów została przedstawiona na wykresie:
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Pod względem dokładności, najlepszym klasyfikatorem dla wylosowanej próbki danych okazał się być *Naive-Bayes*. Osiągnął on około:  
- 1% wyższą dokładność od klasyfikatora *Lasy Losowe*,   
- 4% wyższą dokładność od klasyfikatora *Drzewa Decyzyjne*  
- 6% wyższą dokładność od klasyfikatora *KNN*.

## Grupowanie

Do grupowania użyto metody k-średnich.

# Obrobka (paczka editrules)  
db.pca = prcomp(db.nz.norm[,1:8])  
db.pca.predict = predict(db.pca)  
# Grupowanie na 2 klastry  
db.kmeans = kmeans(db.pca.predict, 2)   
# Wykres  
plot(db.pca.predict, col = db.kmeans[["cluster"]], main = "Metoda k-średnich (2 klastry)")  
points(db.kmeans[["centers"]], col = 1:8, pch = 16, cex = 1.8)

W przypadku zastosowania 2 klastrów, na wykresie dosyć łatwo dostrzec linię podziału.  
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Warto zweryfikować, czy podział ten jest zgodny z klasą Outcome (Healthy/Sick) danych.  
W tym celu policzono odsetek wierszy z klasą Healthy w klastrze 1 w odniesieniu do całkowitej ilości wierszy z klasą Healthy w bazie. Analogiczne obliczenia zastosowano do klastra 2.

# iteracja po danych  
for (i in 1:nrow(db.nz.norm))  
{  
 # jeśli wiersz jest w pierwszym klastrze  
 if (db.kmeans$cluster[i] == 1)  
 {  
 # i jest healthy – zwiększ liczbę healthy w pierwszym klastrze  
 if (db.nz.norm$Outcome[i] == "healthy") first.cluster.healthy++  
 # jeśli jest chory – zwiększ liczbę sick w pierwszym klastrze  
 else first.cluster.sick++  
 }  
 else  
 {  
 if (db.nz.norm$Outcome[i] == "healthy") second.cluster.healthy++  
 else second.cluster.sick = second.cluster.sick + 1  
 }  
}

# liczba zdrowych i chorych w całej bazie  
healthy = nrow(subset(db.nz.norm,Outcome == "healthy"))  
sick = nrow(subset(db.nz.norm,Outcome == "sick"))  
  
# liczba osób w klastrach  
first.cluster.total = length(which(db.kmeans$cluster == 1))  
second.cluster.total = length(which(db.kmeans$cluster == 2))  
  
# zliczenie odsetka zdrowych i chorych  
first.cluster.healthy.ratio = first.cluster.healthy / healthy  
second.cluster.healthy.ratio = second.cluster.healthy / healthy  
first.cluster.sick.ratio = first.cluster.sick / sick  
second.cluster.sick.ratio = second.cluster.sick / sick

Otrzymano następujące wyniki:

|  |  |  |  |
| --- | --- | --- | --- |
|  | Liczba osób | Odsetek zdrowych | Odsetek chorych |
| Klaster 1 | 503 | 0.756 | 0.244 |
| Klaster 2 | 265 | 0.4664 | 0.5336 |

Łatwo dostrzec tutaj kilka ciekawych zależności:  
1**. Klaster 1** zawiera dwukrotnie więcej osób niż klaster 2.  
2. Wewnątrz **klastra 1** jest znaczna przewaga osób zdrowych nad osobami chorymi.  
3. Wewnątrz **klastra 2** jest minimalna przewaga osób chorych nad osobami zdrowymi.  
  
Przy takim rozkładzie możemy wyciągnąć kilka wniosków:  
1. **Klaster 1** możemy określić jako „grupa zdrowych”.  
2. **Klaster 1** może składać się z osób, które relatywnie łatwo było zidentyfikować. Mogą to być „standardowe” przypadki chorych i zdrowych. Jeśli potraktować go jako klasyfikator, to osiąga skuteczność podobną do drzew decyzyjnych.  
3. **Klaster 2** możemy określić jako „grupa chorych”.  
4. **Klaster 2** zawiera zapewne przypadki nietypowe, które ciężej jest sklasyfikować.

Aby zweryfikować tezy 2 i 4, dane pogrupowano ponownie, tym razem na 3 klastry i zastosowano analogiczne obliczenia .

![kmeans3.png](data:image/png;base64,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)

|  |  |  |  |
| --- | --- | --- | --- |
|  | Liczba osób | Odsetek zdrowych | Odsetek chorych |
| Klaster 1 | 381 | 0.8661 | 0.1339 |
| Klaster 2 | 230 | 0.4957 | 0.5043 |
| Klaster 3 | 157 | 0.3567 | 0.6433 |

Analizując powyższą tabelę, zauważamy, że:  
1**. Klaster 1** to prawie same osoby zdrowe, tj. dobrze reprezentuje grupę „zdrowych”.  
2. **Klaster 2** zawiera praktycznie taką samą liczbę osób zdrowych i chorych.  
3. **Klaster 3** składa się głównie z osób chorych, tj. reprezentuję grupę „chorzy”.  
  
Powyższe obserwacje zdają się potwierdzać wcześniej postawione tezy – w zbiorze danych znajduje się grupa osób, które ciężko jest sklasyfikować i stanowią one klaster 2.  
Lepsza „skuteczność” klastra 1 niż 3 sugeruje również, że niektóre osoby zdrowe bardzo łatwo jest sklasyfikować, tj. istnieje zapewne „typowy zdrowy pacjent”, ale już niekoniecznie „typowy chory pacjent”.

## Reguły asocjacyjne

Zanim zastosowano reguły asocjacyjne, potrzebna była dalsza obróbka danych. Wszelkie dane numeryczne zamienione zostały na dane kategoryczne (wyliczeniowe), określające czy wartość danej komórki jest niemniejsza („High”) lub mniejsza („Low”) od średniej dla wybranej kolumny.

# funkcja zamieniająca wartość numeryczną na string zależnie od średniej  
highOrLow = function (x, mean)  
{  
 if (x >= mean) { return ("High") }  
 else { return ("Low") }  
}  
  
# zamieniamy wartości numeryczne na stringi   
db.a = db.nz.norm  
db.a$Pregnancies = sapply(db.a$Pregnancies, as.character)  
db.a$Glucose = sapply(db.a$Glucose, as.character)  
db.a$BloodPressure = sapply(db.a$BloodPressure, as.character)  
db.a$SkinThickness = sapply(db.a$SkinThickness, as.character)  
db.a$Insulin = sapply(db.a$Insulin, as.character)  
db.a$BMI = sapply(db.a$BMI, as.character)  
db.a$DiabetesPedigreeFunction = sapply(db.a$DiabetesPedigreeFunction, as.character)  
db.a$Age = sapply(db.a$Age, as.character)  
db.a$Outcome = sapply(db.a$Outcome, as.character)  
  
# iterujemy po rekordach i podstawiamy High/Low zamiast wartości  
# w zmiennych xx.mean znajdują się wyliczone średnie  
for (i in 1:nrow(db.nz.norm))  
{  
 db.a$Pregnancies[i] = highOrLow(db.nz.norm$Pregnancies[i], pregnancies.mean)  
 db.a$Glucose[i] = highOrLow(db.nz.norm$Glucose[i], glucose.mean)  
 db.a$BloodPressure[i] = highOrLow(db.nz.norm$BloodPressure[i], bloodPressure.mean)  
 db.a$SkinThickness[i] = highOrLow(db.nz.norm$SkinThickness[i], skinThickness.mean)  
 db.a$Insulin[i] = highOrLow(db.nz.norm$Insulin[i], insulin.mean)  
 db.a$BMI[i] = highOrLow(db.nz.norm$BMI[i], bmi.mean)  
 db.a$DiabetesPedigreeFunction[i] = highOrLow(db.nz.norm$DiabetesPedigreeFunction[i], dpf.mean)  
 db.a$Age[i] = highOrLow(db.nz.norm$Age[i], age.mean)  
}  
  
# zamieniamy stringi na typy kategoryczne  
db.a$Pregnancies = sapply(db.a$Pregnancies, as.factor)  
db.a$Glucose = sapply(db.a$Glucose, as.factor)  
db.a$BloodPressure = sapply(db.a$BloodPressure, as.factor)  
db.a$SkinThickness = sapply(db.a$SkinThickness, as.factor)  
db.a$Insulin = sapply(db.a$Insulin, as.factor)  
db.a$BMI = sapply(db.a$BMI, as.factor)  
db.a$DiabetesPedigreeFunction = sapply(db.a$DiabetesPedigreeFunction, as.factor)  
db.a$Age = sapply(db.a$Age, as.factor)  
db.a$Outcome = sapply(db.a$Outcome, as.factor)

Dla tak obrobionych danych generujemy reguły asocjacyjne:

# tworzymy zestaw reguł (paczka arules)   
rules = apriori(db.a, parameter = list(minlen=2, supp=0.005, conf=0.8), appearance = list(rhs=c("Outcome=Healthy", "Outcome=Sick"), default="lhs"), control = list(verbose=F))  
# usuwamy redundantne reguły  
rules.sorted = sort(rules, by="lift")  
subset.matrix = is.subset(rules.sorted, rules.sorted)  
subset.matrix[lower.tri(subset.matrix, diag=T)] = FALSE  
redundant = colSums(subset.matrix, na.rm=T) >= 1   
rules.pruned = rules.sorted[!redundant]  
# ponownie sortujemy reguły  
rules.pruned.sorted = sort(rules.pruned, by="lift")  
inspect(rules.pruned.sorted)

Uzyskano w ten sposób 271 unikalnych reguł. Oto kilka z nich, posortowanych względem czynnika lift:  
  
**1. {Pregnancies=High, Glucose=High, BloodPressure=High} => {Age=High}**  
Zasada ta wydaje się mieć solidne uzasadnienie w świecie rzeczywistym:  
- starsze kobiety miały więcej czasu na rodzenie dzieci,  
- starsze osoby na ogół mają wyższy poziom glukozy,  
- starsze osoby na ogół mają wyższe ciśnienie krwi.  
  
**2. {Pregnancies=High, Glucose=High, Outcome=sick} => {Age=High}**  
Podobnie jak zasada 1.   
  
**3. {SkinThickness=High, Age=High} => {Pregnancies=High}**Ciężko tutaj o sensowne wnioski.  
**4. {DiabetesPedigreeFunction=Low, Age=High, Outcome=healty} => {Pregnancies=High}**  
Jest to dosyć ciekawa zależność, którą możemy interpretować następująco:  
Jeśli osoba jest zdrowa i wśród jej rodziny również nie występuje cukrzyca, to jest uznawana za atrakcyjną kandydatkę do wydania potomstwa, stąd podczas swojego życia jest w stanie urodzić go więcej.   
  
**13. {Pregnancies=Low, SkinThickness=High, Age=Low} => {BMI=High}**  
Młoda osoba z niską liczbą przebytych ciąży ma „grubą skórę”, to możliwe, że jest po prostu otyła (wysokie BMI).  
  
**14. {SkinThickness=High, Outcome=sick} => {BMI=High}**  
Osoba chora na cukrzycę, z „grubą skórą”, jest na ogół otyła.

**79. {Pregnancies=Low, Glucose=Low, SkinThickness=Low, BMI=Low} => {Outcome=healthy}**  
Szczupła osoba z niskim poziomem cukru i małą ilością przebytych ciąży jest na ogół zdrowa.  
  
**179. {Glucose=Low, BloodPressure=Low, BMI=High} => {Age=Low}**  
Ciekawa zasada: jeśli osoba jest otyła, ale jednocześnie ma niskie ciśnienie i poziom glukozy, to prawdopodobnie jest młoda i nie zdążyło się u niej rozwinąć nadciśnienie.  
  
**212. {BMI=Low, DiabetesPedigreeFunction=Low, Age=Low} => {Outcome=healty}**Rozsądna zasada: młoda, szczupła osoba z niskim obciążeniem genetycznym rzadziej choruje.

## Źródła

1. Baza danych  
<https://www.kaggle.com/uciml/pima-indians-diabetes-database>

## Załączniki

1. Pliki źródłowe w języku R   
2. Baza danych CSV  
3. Treść zadania (PDF)