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## Introduction

*[insert problem description here]*

## Executive Summary

*[insert exec summary here]*

## Exploratory Data Analysis

### Load Data

First, we load the data from Github. We had some trouble reading the Excel files, so we converted them to CSV.

# Load training data (m=modeling)  
dfm\_raw <- read.csv('https://raw.githubusercontent.com/klgriffen96/summer23\_data624/main/project\_2/StudentData%20-%20TO%20MODEL.csv')  
  
# Load evaluation data  
dfe\_raw <- read.csv('https://github.com/klgriffen96/summer23\_data624/raw/main/project\_2/StudentEvaluation-%20TO%20PREDICT.csv')

### Preliminary view

A first look at the data is as follows.

# Move outcome variable pH to front for easier access  
dfm <- dfm\_raw %>%  
 dplyr::select(PH, !matches('Brand.Code'), Brand.Code)  
str(dfm)

## 'data.frame': 2571 obs. of 33 variables:  
## $ PH : num 8.36 8.26 8.94 8.24 8.26 8.32 8.4 8.38 8.38 8.5 ...  
## $ Carb.Volume : num 5.34 5.43 5.29 5.44 5.49 ...  
## $ Fill.Ounces : num 24 24 24.1 24 24.3 ...  
## $ PC.Volume : num 0.263 0.239 0.263 0.293 0.111 ...  
## $ Carb.Pressure : num 68.2 68.4 70.8 63 67.2 66.6 64.2 67.6 64.2 72 ...  
## $ Carb.Temp : num 141 140 145 133 137 ...  
## $ PSC : num 0.104 0.124 0.09 NA 0.026 0.09 0.128 0.154 0.132 0.014 ...  
## $ PSC.Fill : num 0.26 0.22 0.34 0.42 0.16 0.24 0.4 0.34 0.12 0.24 ...  
## $ PSC.CO2 : num 0.04 0.04 0.16 0.04 0.12 0.04 0.04 0.04 0.14 0.06 ...  
## $ Mnf.Flow : num -100 -100 -100 -100 -100 -100 -100 -100 -100 -100 ...  
## $ Carb.Pressure1 : num 119 122 120 115 118 ...  
## $ Fill.Pressure : num 46 46 46 46.4 45.8 45.6 51.8 46.8 46 45.2 ...  
## $ Hyd.Pressure1 : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ Hyd.Pressure2 : num NA NA NA 0 0 0 0 0 0 0 ...  
## $ Hyd.Pressure3 : num NA NA NA 0 0 0 0 0 0 0 ...  
## $ Hyd.Pressure4 : int 118 106 82 92 92 116 124 132 90 108 ...  
## $ Filler.Level : num 121 119 120 118 119 ...  
## $ Filler.Speed : int 4002 3986 4020 4012 4010 4014 NA 1004 4014 4028 ...  
## $ Temperature : num 66 67.6 67 65.6 65.6 66.2 65.8 65.2 65.4 66.6 ...  
## $ Usage.cont : num 16.2 19.9 17.8 17.4 17.7 ...  
## $ Carb.Flow : int 2932 3144 2914 3062 3054 2948 30 684 2902 3038 ...  
## $ Density : num 0.88 0.92 1.58 1.54 1.54 1.52 0.84 0.84 0.9 0.9 ...  
## $ MFR : num 725 727 735 731 723 ...  
## $ Balling : num 1.4 1.5 3.14 3.04 3.04 ...  
## $ Pressure.Vacuum : num -4 -4 -3.8 -4.4 -4.4 -4.4 -4.4 -4.4 -4.4 -4.4 ...  
## $ Oxygen.Filler : num 0.022 0.026 0.024 0.03 0.03 0.024 0.066 0.046 0.064 0.022 ...  
## $ Bowl.Setpoint : int 120 120 120 120 120 120 120 120 120 120 ...  
## $ Pressure.Setpoint: num 46.4 46.8 46.6 46 46 46 46 46 46 46 ...  
## $ Air.Pressurer : num 143 143 142 146 146 ...  
## $ Alch.Rel : num 6.58 6.56 7.66 7.14 7.14 7.16 6.54 6.52 6.52 6.54 ...  
## $ Carb.Rel : num 5.32 5.3 5.84 5.42 5.44 5.44 5.38 5.34 5.34 5.34 ...  
## $ Balling.Lvl : num 1.48 1.56 3.28 3.04 3.04 3.02 1.44 1.44 1.44 1.38 ...  
## $ Brand.Code : chr "B" "A" "B" "A" ...

summary(dfm)

## PH Carb.Volume Fill.Ounces PC.Volume   
## Min. :7.880 Min. :5.040 Min. :23.63 Min. :0.07933   
## 1st Qu.:8.440 1st Qu.:5.293 1st Qu.:23.92 1st Qu.:0.23917   
## Median :8.540 Median :5.347 Median :23.97 Median :0.27133   
## Mean :8.546 Mean :5.370 Mean :23.97 Mean :0.27712   
## 3rd Qu.:8.680 3rd Qu.:5.453 3rd Qu.:24.03 3rd Qu.:0.31200   
## Max. :9.360 Max. :5.700 Max. :24.32 Max. :0.47800   
## NA's :4 NA's :10 NA's :38 NA's :39   
## Carb.Pressure Carb.Temp PSC PSC.Fill   
## Min. :57.00 Min. :128.6 Min. :0.00200 Min. :0.0000   
## 1st Qu.:65.60 1st Qu.:138.4 1st Qu.:0.04800 1st Qu.:0.1000   
## Median :68.20 Median :140.8 Median :0.07600 Median :0.1800   
## Mean :68.19 Mean :141.1 Mean :0.08457 Mean :0.1954   
## 3rd Qu.:70.60 3rd Qu.:143.8 3rd Qu.:0.11200 3rd Qu.:0.2600   
## Max. :79.40 Max. :154.0 Max. :0.27000 Max. :0.6200   
## NA's :27 NA's :26 NA's :33 NA's :23   
## PSC.CO2 Mnf.Flow Carb.Pressure1 Fill.Pressure   
## Min. :0.00000 Min. :-100.20 Min. :105.6 Min. :34.60   
## 1st Qu.:0.02000 1st Qu.:-100.00 1st Qu.:119.0 1st Qu.:46.00   
## Median :0.04000 Median : 65.20 Median :123.2 Median :46.40   
## Mean :0.05641 Mean : 24.57 Mean :122.6 Mean :47.92   
## 3rd Qu.:0.08000 3rd Qu.: 140.80 3rd Qu.:125.4 3rd Qu.:50.00   
## Max. :0.24000 Max. : 229.40 Max. :140.2 Max. :60.40   
## NA's :39 NA's :2 NA's :32 NA's :22   
## Hyd.Pressure1 Hyd.Pressure2 Hyd.Pressure3 Hyd.Pressure4   
## Min. :-0.80 Min. : 0.00 Min. :-1.20 Min. : 52.00   
## 1st Qu.: 0.00 1st Qu.: 0.00 1st Qu.: 0.00 1st Qu.: 86.00   
## Median :11.40 Median :28.60 Median :27.60 Median : 96.00   
## Mean :12.44 Mean :20.96 Mean :20.46 Mean : 96.29   
## 3rd Qu.:20.20 3rd Qu.:34.60 3rd Qu.:33.40 3rd Qu.:102.00   
## Max. :58.00 Max. :59.40 Max. :50.00 Max. :142.00   
## NA's :11 NA's :15 NA's :15 NA's :30   
## Filler.Level Filler.Speed Temperature Usage.cont Carb.Flow   
## Min. : 55.8 Min. : 998 Min. :63.60 Min. :12.08 Min. : 26   
## 1st Qu.: 98.3 1st Qu.:3888 1st Qu.:65.20 1st Qu.:18.36 1st Qu.:1144   
## Median :118.4 Median :3982 Median :65.60 Median :21.79 Median :3028   
## Mean :109.3 Mean :3687 Mean :65.97 Mean :20.99 Mean :2468   
## 3rd Qu.:120.0 3rd Qu.:3998 3rd Qu.:66.40 3rd Qu.:23.75 3rd Qu.:3186   
## Max. :161.2 Max. :4030 Max. :76.20 Max. :25.90 Max. :5104   
## NA's :20 NA's :57 NA's :14 NA's :5 NA's :2   
## Density MFR Balling Pressure.Vacuum   
## Min. :0.240 Min. : 31.4 Min. :-0.170 Min. :-6.600   
## 1st Qu.:0.900 1st Qu.:706.3 1st Qu.: 1.496 1st Qu.:-5.600   
## Median :0.980 Median :724.0 Median : 1.648 Median :-5.400   
## Mean :1.174 Mean :704.0 Mean : 2.198 Mean :-5.216   
## 3rd Qu.:1.620 3rd Qu.:731.0 3rd Qu.: 3.292 3rd Qu.:-5.000   
## Max. :1.920 Max. :868.6 Max. : 4.012 Max. :-3.600   
## NA's :1 NA's :212 NA's :1   
## Oxygen.Filler Bowl.Setpoint Pressure.Setpoint Air.Pressurer   
## Min. :0.00240 Min. : 70.0 Min. :44.00 Min. :140.8   
## 1st Qu.:0.02200 1st Qu.:100.0 1st Qu.:46.00 1st Qu.:142.2   
## Median :0.03340 Median :120.0 Median :46.00 Median :142.6   
## Mean :0.04684 Mean :109.3 Mean :47.62 Mean :142.8   
## 3rd Qu.:0.06000 3rd Qu.:120.0 3rd Qu.:50.00 3rd Qu.:143.0   
## Max. :0.40000 Max. :140.0 Max. :52.00 Max. :148.2   
## NA's :12 NA's :2 NA's :12   
## Alch.Rel Carb.Rel Balling.Lvl Brand.Code   
## Min. :5.280 Min. :4.960 Min. :0.00 Length:2571   
## 1st Qu.:6.540 1st Qu.:5.340 1st Qu.:1.38 Class :character   
## Median :6.560 Median :5.400 Median :1.48 Mode :character   
## Mean :6.897 Mean :5.437 Mean :2.05   
## 3rd Qu.:7.240 3rd Qu.:5.540 3rd Qu.:3.14   
## Max. :8.620 Max. :6.060 Max. :3.66   
## NA's :9 NA's :10 NA's :1

kable(table(sapply(dfm\_raw, class)), col.names=c("type","count")) |> kable\_styling()

type

count

character

1

integer

4

numeric

28

We note several things from a cursory first glance:

1. There are 2571 observations in 33 variables.
2. The outcome variable, pH, is continuous, so this is a regression problem.
3. Of the 32 predictors, 31 are quantitative variables, and there is a single nominal categorical variable (Brand.Code).
4. There are a number of missing values but not at a rate that would be debilitating to fitting a model to the data. Additional investigation will be done to determine how best to handle these data points.
5. Little information was given about the data, so we can’t infer units for the variables (for example, it is unknown whether the temperature and pressure variables are in English or metric units).

Let’s take a look at the distribution of the numerical predictors.

dfm |>  
 select(-c(PH,Brand.Code)) |>  
 gather(key = "predictor", value = "value") |>  
 ggplot(aes(x = value)) +  
 geom\_density(fill="lightblue") +  
 facet\_wrap(~ predictor, scales = "free") +  
 theme\_minimal() +   
 theme(axis.text.x = element\_blank(),  
 axis.text.y = element\_blank(),  
 axis.title.x = element\_blank(),  
 axis.title.y = element\_blank())

![](data:image/png;base64,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)

We can observe that there is either bimodality or skew in most of the variables, suggesting a nonlinear model is appropriate. Because of the bimodality, violin plots are preferable than boxplots to observe any outliers,

We’ll need to do a small amount of data preparation first: The categorical variable Brand.Code will need to be factored into numerical levels, as some functions that we’ll use later requires it (for example near-zero variance calculations, seen later). This will only be useful for initial data exploration; for modeling purposes, we’ll need to handle this variable differently (see Data Preparation below).

dfm |>  
 select(where(is.character)) |>  
 table() |>  
 prop.table() |>  
 barplot(main="Distribution of Brand Codes", col="lightblue", ylab="Freq")
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# Factor categorical variable Brand.Code  
dfm$Brand.Code <- factor(dfm$Brand.Code)

### Feature plots

To visually evaluate our data set, we’ll generate feature plots of the continuous variables and a boxplot of the single categorical variable (Brand.Code). These plot show the relationship of each continuous variable against the outcome variable (pH) and can be used to detect how individual predictors influence the outcome.

# Feature plots - exclude the last column, which is Brand.Code (a categorical variable)  
featurePlot(x=dfm[,2:(ncol(dfm)-1)], y=dfm$PH, plot='scatter', main='Feature plots against PH', type=c('p', 'smooth'), span=0.5, layout=c(8, 4), col.line='red')
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# Boxplot of Brand.Code against PH  
dfm %>%  
 filter(!is.na(Brand.Code) & !is.na(PH)) %>%  
 ggplot(aes(x=Brand.Code, y=PH)) +  
 geom\_boxplot()
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At first glance there doesn’t appear to be any strong relationship between pH and any of the predictors. There is a slightly positive relationship between pH and some variables like pressure vacuum, but in general no strong trends are evident.

We also note that some of the observations have a blank Brand.Code, which we’ll have to handle during data preparation.

### Collinearity

We’ll also look for collinearity among variables. Collinearity is a problem for linear regression-based models, as these models can generate severely inflated coefficients for predictors that are strongly collinear. In these cases, we have several options:

1. Retain only a single predictor among those that are collinear relative to each other.
2. Transform the predictors such that collinearity is minimized, for example using principle component analysis (PCA), partial least squares (PLS), or linear discriminant analysis (LDA).
3. Employ a model that is insensitive (or less sensitive) to collinear predictors, for example ridge, lasso, PLS, or multivariate adaptive regression splines (MARS).

To examine collinearity in our data set, we’ll use the corrplot() function from the package of the same name to generate a correlation plot. This shows strongly correlated variables in darker colors and with larger squares. Positive correlations are shown in blue, while negative correlations are in red. Correlation values of 1.0 indicate perfect positive correlation between variables, while values of -1.0 indicate a perfect inverse correlation. The plot is clustered by variables that exhibit strong correlations with each other, which can provide some indication of multicollinearity among groups of variables.

# Generate corr plot for pairwise correlations  
corr1 <- cor(dfm[,1:(ncol(dfm)-1)], use='complete')  
corrplot::corrplot(corr1, method='square', order='hclust', type='full', diag=T, tl.cex=0.75, cl.cex=0.75)
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As shown in the correlation plot, there are some strong correlations among the following six variables:

* Carb.Volume
* Carb.Rel
* Alch.Rel
* Density
* Bailing
* Bailing.Lvl

It may be advantageous to remove one or more of these variables, transform them to remove collinearity, or choose a model that is robust to collinearity. Interestingly, these same six variables exhibit a relatively strong inverse relationship with Hyd.Pressure4.

### Multicollinearity

In addition to collinearity, which evaluates relationships between pairs of predictors, we’ll look at multicollinearity, which gives a general indication of how much more each predictor is related to the other predictors than to the response variable. To evaluate multicollinearity, we’ll fit a simple linear model to the data using the full set of predictors. Then, we’ll use the vif() function in the cars package to estimate the variance inflation factor (VIF), which is a statistic purpose-built to measure multicollinearity among variables. Values less than or equal to 1 indicate no multicollinearity, values between 1 and 5 indicate moderate multicollinearity, and values greater than 5 indicate strong multicollinearity (Glen, 2023).

# Examine multicollinearity by generating a simple linear model of the data,  
# then looking at the variance inflation factor (VIF) of each variable.  
# VIF <= 1: low multicollinearity  
# 1 < VIF <= 5: moderate multicollinearity  
# VIF > 5: high multicollinearity  
lmod <- lm(PH ~ ., data=dfm)  
dfvif <- data.frame(vif(lmod))  
dfvif <- dfvif %>%  
 mutate(Predictor=row.names(dfvif)) %>%  
 rename(VIF=GVIF) %>%  
 dplyr::select(Predictor, VIF) %>%  
 arrange(desc(VIF)) %>%  
 mutate(Rank=rank(-VIF))  
dfvif %>%  
 flextable() %>%  
 width(width = 2) %>%  
 fontsize(size = 10) %>%  
 line\_spacing(space = 1) %>%  
 hline(part = "all") %>%  
 set\_caption('Variance Inflation Factor')

Variance Inflation Factor

| Predictor | VIF | Rank |
| --- | --- | --- |
| Balling.Lvl | 196.699873 | 1 |
| Balling | 168.721067 | 2 |
| Brand.Code | 161.462006 | 3 |
| Carb.Pressure | 43.629727 | 4 |
| Carb.Temp | 35.744235 | 5 |
| Alch.Rel | 33.466584 | 6 |
| Bowl.Setpoint | 26.051364 | 7 |
| Filler.Level | 25.385854 | 8 |
| Carb.Volume | 17.895899 | 9 |
| Density | 16.438808 | 10 |
| Hyd.Pressure3 | 12.964503 | 11 |
| MFR | 11.435430 | 12 |
| Filler.Speed | 11.224377 | 13 |
| Hyd.Pressure2 | 10.635457 | 14 |
| Carb.Rel | 7.483881 | 15 |
| Mnf.Flow | 4.979607 | 16 |
| Pressure.Vacuum | 4.289511 | 17 |
| Fill.Pressure | 3.741073 | 18 |
| Pressure.Setpoint | 3.486682 | 19 |
| Hyd.Pressure1 | 3.000519 | 20 |
| Hyd.Pressure4 | 2.686600 | 21 |
| Carb.Flow | 2.256335 | 22 |
| Usage.cont | 1.773788 | 23 |
| PC.Volume | 1.712473 | 24 |
| Oxygen.Filler | 1.579977 | 25 |
| Carb.Pressure1 | 1.467316 | 26 |
| Temperature | 1.390864 | 27 |
| Air.Pressurer | 1.234829 | 28 |
| Fill.Ounces | 1.181213 | 29 |
| PSC | 1.163257 | 30 |
| PSC.Fill | 1.112048 | 31 |
| PSC.CO2 | 1.067962 | 32 |

As shown in the table almost half (15) of the variables have a VIF greater than 5, which indicate that they exhibit strong multicollinearity. This will inform our decision on the type of model to employ.

It should be noted that, while collinearity and multicollinearity adversely affect a linear regression-based model’s capacity to generate useful information about the contribution of each predictor to the outcome, these conditions don’t impede the model’s performance. Therefore, the presence of collinear or multicollinear predictors don’t automatically preclude us from using these types of models. **[need citation]**

### Near-zero variance

We’ll look for variables having near-zero variance (NZV) since some models are sensitive to this condition. A variable exhibiting NZV is typically categorical **[is this true?]** and is further characterized has having only a single value (or a very small number of values) across the entire range of observations. These types of “degenerate” distributions can be problematic for models such as those based on linear regression. If NZV variables are observed, either they should be removed or a model that is immune to NZV variables should be used (e.g. tree-based models).

To calculate NZV, we’ll use the NearZeroVar() function from the caret package. This calculates the ratio of the frequency of the most common value in each variable to that of the next most common value. If the ratio is high, this indicates NZV conditions, and the variable may need special handling if a model that is sensitive to NZV variables are being used (Kuhn, 2022).

The following table shows the frequency ratios of variables in the data set in descending order.

# Look for NZV variables  
nzv <- nearZeroVar(dfm, saveMetrics=T)  
nzv$Variable <- row.names(nzv)  
nzv %>% dplyr::select(Variable, everything()) %>%  
 arrange(desc(freqRatio)) %>%  
 flextable() %>%  
 width(width = 2) %>%  
 fontsize(size = 10) %>%  
 line\_spacing(space = 1) %>%  
 hline(part = "all") %>%  
 set\_caption('Frequency ratios of variables')

Frequency ratios of variables

| Variable | freqRatio | percentUnique | zeroVar | nzv |
| --- | --- | --- | --- | --- |
| Hyd.Pressure1 | 31.111111 | 9.5293660 | FALSE | TRUE |
| Hyd.Pressure3 | 11.450704 | 7.4679113 | FALSE | FALSE |
| Hyd.Pressure2 | 7.271028 | 8.0513419 | FALSE | FALSE |
| Bowl.Setpoint | 2.990847 | 0.4278491 | FALSE | FALSE |
| Brand.Code | 2.014634 | 0.1944769 | FALSE | FALSE |
| Fill.Pressure | 1.762931 | 4.2007001 | FALSE | FALSE |
| Carb.Flow | 1.586207 | 20.7312330 | FALSE | FALSE |
| Pressure.Vacuum | 1.389728 | 0.6223259 | FALSE | FALSE |
| Pressure.Setpoint | 1.319361 | 0.3111630 | FALSE | FALSE |
| Balling.Lvl | 1.294872 | 3.1894205 | FALSE | FALSE |
| Oxygen.Filler | 1.266667 | 13.1466356 | FALSE | FALSE |
| MFR | 1.222222 | 22.8315830 | FALSE | FALSE |
| PSC | 1.211538 | 5.0175029 | FALSE | FALSE |
| Balling | 1.193182 | 8.4402956 | FALSE | FALSE |
| Fill.Ounces | 1.163043 | 3.5783742 | FALSE | FALSE |
| Density | 1.108374 | 3.0338390 | FALSE | FALSE |
| Usage.cont | 1.105263 | 18.7086737 | FALSE | FALSE |
| PC.Volume | 1.100000 | 17.6584986 | FALSE | FALSE |
| Alch.Rel | 1.098315 | 2.0614547 | FALSE | FALSE |
| Air.Pressurer | 1.093407 | 1.2446519 | FALSE | FALSE |
| PSC.Fill | 1.091892 | 1.2446519 | FALSE | FALSE |
| Filler.Level | 1.086957 | 11.2018670 | FALSE | FALSE |
| PSC.CO2 | 1.078303 | 0.5056398 | FALSE | FALSE |
| PH | 1.078125 | 2.0225593 | FALSE | FALSE |
| Carb.Volume | 1.055556 | 3.9284325 | FALSE | FALSE |
| Mnf.Flow | 1.048443 | 18.9420459 | FALSE | FALSE |
| Filler.Speed | 1.045161 | 9.4904706 | FALSE | FALSE |
| Temperature | 1.040000 | 2.1781408 | FALSE | FALSE |
| Carb.Pressure1 | 1.031746 | 5.4453520 | FALSE | FALSE |
| Carb.Temp | 1.016667 | 4.7841307 | FALSE | FALSE |
| Carb.Pressure | 1.016393 | 4.1229094 | FALSE | FALSE |
| Carb.Rel | 1.011583 | 1.6336056 | FALSE | FALSE |
| Hyd.Pressure4 | 1.008264 | 1.5558149 | FALSE | FALSE |

As shown, only a single variable (Hyd.Pressure1) exhibited a high enough frequency ratio to be classified as an NZV variable. We’ll examine this variable in a bit more detail.

# Generate table of top unique values of Hyd.Pressure1  
hpfreq <- dfm %>%  
 group\_by(Hyd.Pressure1) %>%  
 summarize(Unique.count=n()) %>%  
 arrange(desc(Unique.count))  
  
# Tally up values other than the top 2  
others <- hpfreq %>%  
 filter(Unique.count < hpfreq[[2,'Unique.count']]) %>%  
 summarize(Unique.count=sum(Unique.count))  
  
# Add the "other values" row to the table  
hpfreq <- hpfreq %>%  
 head(2) %>%  
 rbind(data.frame(Hyd.Pressure1='other values', Unique.count=as.numeric(others))) %>%  
 rename(Value=Hyd.Pressure1) %>%  
 mutate(Percent=round(100 \* Unique.count / nrow(dfm), 2))  
  
# Display the table  
hpfreq %>%  
 flextable() %>%  
 width(width = 2) %>%  
 fontsize(size = 10) %>%  
 line\_spacing(space = 1) %>%  
 hline(part = "all") %>%  
 set\_caption('Hyd.Pressure1')

Hyd.Pressure1

| Value | Unique.count | Percent |
| --- | --- | --- |
| 0 | 840 | 32.67 |
| 12.4 | 27 | 1.05 |
| other values | 1,704 | 66.28 |

As indicated in the table above, a large proportion of the observations have zero values (32.7%). Without knowing anything about how the data was collected or what the variable indicates, it is difficult to know the best way to treat the variable in terms of modeling The best we can do is make an assumption that zero values are correctly entered, structurally sound, and have meaning in the context of the data Based on these assumptions, this variable is a candidate to be dropped if a linear regression-based model is used.

### Missing values

Now we’ll examine missing values in the data set. As noted earlier, there aren’t that many, but some models are sensitive to missing values. As such, the following options are avaiable:

1. Discard observations that have missing values for many of the predictors.
2. Discard entire predictors that have many values missing across a great number of observations.
3. Impute (fill in) the missing values using any of a number of statistical methods available (e.g. mean, median, or K nearest neighbor modeling).

We’ll take a first look at missing values on a column-by-column basis.

# Count NAs per column  
missing\_values <- data.frame(colSums(is.na(dfm)))  
missing\_values$Variable <- row.names(missing\_values)  
colnames(missing\_values) <- c('Missing.values', 'Variable')  
missing\_values %>%  
 dplyr::select(Variable, Missing.values) %>%  
 arrange(desc(Missing.values)) %>%  
 flextable() %>%  
 width(width = 2) %>%  
 fontsize(size = 10) %>%  
 line\_spacing(space = 1) %>%  
 hline(part = "all") %>%  
 set\_caption('Missing values')

Missing values

| Variable | Missing.values |
| --- | --- |
| MFR | 212 |
| Filler.Speed | 57 |
| PC.Volume | 39 |
| PSC.CO2 | 39 |
| Fill.Ounces | 38 |
| PSC | 33 |
| Carb.Pressure1 | 32 |
| Hyd.Pressure4 | 30 |
| Carb.Pressure | 27 |
| Carb.Temp | 26 |
| PSC.Fill | 23 |
| Fill.Pressure | 22 |
| Filler.Level | 20 |
| Hyd.Pressure2 | 15 |
| Hyd.Pressure3 | 15 |
| Temperature | 14 |
| Oxygen.Filler | 12 |
| Pressure.Setpoint | 12 |
| Hyd.Pressure1 | 11 |
| Carb.Volume | 10 |
| Carb.Rel | 10 |
| Alch.Rel | 9 |
| Usage.cont | 5 |
| PH | 4 |
| Mnf.Flow | 2 |
| Carb.Flow | 2 |
| Bowl.Setpoint | 2 |
| Density | 1 |
| Balling | 1 |
| Balling.Lvl | 1 |
| Pressure.Vacuum | 0 |
| Air.Pressurer | 0 |
| Brand.Code | 0 |

A good way to visualize missing values is to use the md.pattern() function from the mice package (van Buren, 2011). This function produces a plot that shows patterns of missing data in order of increasing missing information. The numbers along the left indicate the number of observations that correspond to the pattern indicated by that row of squares. Blue squares indicate no missing values, while red squares indicate missing values. The numbers on the far right indicate the number of variables with missing data for that set of observations.

# Missing value patterns  
md.pattern(dfm, rotate.names=T, plot=T)
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## Pressure.Vacuum Air.Pressurer Brand.Code Density Balling Balling.Lvl  
## 2129 1 1 1 1 1 1  
## 103 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 33 1 1 1 1 1 1  
## 19 1 1 1 1 1 1  
## 4 1 1 1 1 1 1  
## 20 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 21 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 16 1 1 1 1 1 1  
## 4 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 4 1 1 1 1 1 1  
## 27 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 5 1 1 1 1 1 1  
## 11 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 9 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 12 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 8 1 1 1 1 1 1  
## 9 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 3 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 3 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 4 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 3 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 5 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 7 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 4 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 9 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 4 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 0  
## 1 1 1 1 0 0 1  
## 0 0 0 1 1 1  
## Mnf.Flow Carb.Flow Bowl.Setpoint PH Usage.cont Alch.Rel Carb.Volume  
## 2129 1 1 1 1 1 1 1  
## 103 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1 1  
## 33 1 1 1 1 1 1 1  
## 19 1 1 1 1 1 1 1  
## 4 1 1 1 1 1 1 1  
## 20 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 21 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1 1  
## 16 1 1 1 1 1 1 1  
## 4 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1 1  
## 4 1 1 1 1 1 1 1  
## 27 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 5 1 1 1 1 1 1 1  
## 11 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1 1  
## 9 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 12 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 8 1 1 1 1 1 1 1  
## 9 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 3 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1 1  
## 3 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 4 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 3 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 5 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 7 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 4 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1 1  
## 9 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 0  
## 1 1 1 1 1 1 1 0  
## 1 1 1 1 1 1 1 0  
## 1 1 1 1 1 1 1 0  
## 2 1 1 1 1 1 1 0  
## 1 1 1 1 1 1 1 0  
## 1 1 1 1 1 1 1 0  
## 1 1 1 1 1 1 1 0  
## 1 1 1 1 1 1 1 0  
## 4 1 1 1 1 1 0 1  
## 1 1 1 1 1 1 0 1  
## 1 1 1 1 1 1 0 1  
## 1 1 1 1 1 1 0 1  
## 2 1 1 1 1 0 1 1  
## 1 1 1 1 1 0 1 1  
## 1 1 1 1 1 0 1 1  
## 1 1 1 1 1 0 1 1  
## 1 1 1 1 0 1 1 1  
## 1 1 1 1 0 1 0 1  
## 2 1 1 0 1 1 1 1  
## 2 1 0 1 1 1 1 1  
## 1 0 1 1 0 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 0 1 1 0 1 0 1  
## 2 2 2 4 5 9 10  
## Carb.Rel Hyd.Pressure1 Oxygen.Filler Pressure.Setpoint Temperature  
## 2129 1 1 1 1 1  
## 103 1 1 1 1 1  
## 2 1 1 1 1 1  
## 33 1 1 1 1 1  
## 19 1 1 1 1 1  
## 4 1 1 1 1 1  
## 20 1 1 1 1 1  
## 2 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 21 1 1 1 1 1  
## 2 1 1 1 1 1  
## 1 1 1 1 1 1  
## 2 1 1 1 1 1  
## 16 1 1 1 1 1  
## 4 1 1 1 1 1  
## 2 1 1 1 1 1  
## 4 1 1 1 1 1  
## 27 1 1 1 1 1  
## 2 1 1 1 1 1  
## 1 1 1 1 1 1  
## 5 1 1 1 1 1  
## 11 1 1 1 1 1  
## 1 1 1 1 1 1  
## 2 1 1 1 1 1  
## 9 1 1 1 1 1  
## 2 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 12 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 8 1 1 1 1 1  
## 9 1 1 1 1 1  
## 1 1 1 1 1 1  
## 3 1 1 1 1 1  
## 1 1 1 1 1 1  
## 2 1 1 1 1 1  
## 1 1 1 1 1 1  
## 2 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 2 1 1 1 1 1  
## 1 1 1 1 1 1  
## 2 1 1 1 1 1  
## 3 1 1 1 1 1  
## 2 1 1 1 1 1  
## 1 1 1 1 1 1  
## 4 1 1 1 1 1  
## 2 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 3 1 1 1 1 1  
## 1 1 1 1 1 1  
## 5 1 1 1 1 0  
## 2 1 1 1 1 0  
## 1 1 1 1 1 0  
## 7 1 1 1 0 1  
## 1 1 1 1 0 1  
## 1 1 1 1 0 1  
## 1 1 1 1 0 1  
## 1 1 1 1 0 1  
## 1 1 1 1 0 1  
## 1 1 1 0 1 1  
## 4 1 1 0 1 1  
## 1 1 1 0 1 1  
## 2 1 1 0 1 1  
## 2 1 1 0 1 0  
## 9 1 0 1 1 1  
## 1 1 0 1 1 1  
## 1 1 0 1 1 1  
## 2 0 1 1 1 1  
## 1 0 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 2 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 0  
## 4 1 1 1 1 1  
## 1 0 1 1 1 1  
## 1 0 1 1 1 1  
## 1 0 1 1 1 0  
## 2 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 0 1 1 1 1  
## 1 1 1 1 1 1  
## 1 0 1 0 1 0  
## 2 1 1 1 1 1  
## 2 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 0 1 0 1 1  
## 1 0 1 1 1 0  
## 10 11 12 12 14  
## Hyd.Pressure2 Hyd.Pressure3 Filler.Level Fill.Pressure PSC.Fill Carb.Temp  
## 2129 1 1 1 1 1 1  
## 103 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 33 1 1 1 1 1 1  
## 19 1 1 1 1 1 1  
## 4 1 1 1 1 1 1  
## 20 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 21 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 16 1 1 1 1 1 1  
## 4 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 4 1 1 1 1 1 1  
## 27 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 5 1 1 1 1 1 1  
## 11 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 9 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 12 1 1 1 1 1 0  
## 1 1 1 1 1 1 0  
## 1 1 1 1 1 1 0  
## 1 1 1 1 1 1 0  
## 1 1 1 1 1 1 0  
## 8 1 1 1 1 1 0  
## 9 1 1 1 1 0 1  
## 1 1 1 1 1 0 1  
## 3 1 1 1 1 0 1  
## 1 1 1 1 1 0 1  
## 2 1 1 1 1 0 1  
## 1 1 1 1 1 0 1  
## 2 1 1 1 1 0 1  
## 1 1 1 1 1 0 1  
## 1 1 1 1 0 1 1  
## 2 1 1 1 0 1 1  
## 1 1 1 1 0 1 1  
## 2 1 1 1 0 1 1  
## 3 1 1 0 1 1 1  
## 2 1 1 0 1 1 1  
## 1 1 1 0 1 1 1  
## 4 1 1 0 0 1 1  
## 2 1 1 0 0 1 1  
## 1 1 1 0 0 1 1  
## 1 1 1 0 0 0 1  
## 3 0 0 1 1 1 1  
## 1 0 0 1 1 1 1  
## 5 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 7 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 0 1 1  
## 1 1 1 1 1 1 1  
## 4 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 9 0 0 1 1 1 1  
## 1 0 0 1 1 1 1  
## 1 0 0 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 0 1  
## 1 1 1 1 1 0 0  
## 1 1 1 1 0 1 1  
## 1 1 1 1 1 1 0  
## 4 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 0 0 1 1  
## 1 1 1 0 0 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 0 0 1 1  
## 1 1 1 0 0 1 1  
## 2 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 0 0 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 0 0 1 1  
## 15 15 20 22 23 26  
## Carb.Pressure Hyd.Pressure4 Carb.Pressure1 PSC Fill.Ounces PC.Volume  
## 2129 1 1 1 1 1 1  
## 103 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 33 1 1 1 1 1 1  
## 19 1 1 1 1 1 1  
## 4 1 1 1 1 1 1  
## 20 1 1 1 1 1 0  
## 2 1 1 1 1 1 0  
## 1 1 1 1 1 1 0  
## 1 1 1 1 1 1 0  
## 21 1 1 1 1 0 1  
## 2 1 1 1 1 0 1  
## 1 1 1 1 1 0 1  
## 2 1 1 1 1 0 0  
## 16 1 1 1 0 1 1  
## 4 1 1 1 0 1 1  
## 2 1 1 1 0 1 1  
## 4 1 1 1 0 1 0  
## 27 1 1 0 1 1 1  
## 2 1 1 0 1 1 0  
## 1 1 1 0 0 1 0  
## 5 1 0 1 1 1 1  
## 11 1 0 1 1 1 1  
## 1 1 0 1 1 1 1  
## 2 1 0 1 1 1 1  
## 9 0 1 1 1 1 1  
## 2 0 1 1 1 1 1  
## 1 0 1 1 1 1 1  
## 1 0 1 1 1 1 0  
## 12 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 0 1  
## 8 0 1 1 1 1 1  
## 9 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 3 1 1 1 1 0 1  
## 1 1 1 1 1 0 1  
## 2 1 1 1 0 1 1  
## 1 1 1 1 0 0 1  
## 2 1 1 0 1 1 1  
## 1 1 0 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 0 1 0  
## 2 1 0 1 1 1 1  
## 3 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 0 1  
## 4 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 0 1  
## 1 1 1 1 1 1 1  
## 3 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 5 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 0 1  
## 7 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 0  
## 1 1 1 1 0 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 4 1 1 1 1 1 1  
## 1 1 1 1 1 0 0  
## 2 1 0 1 1 1 1  
## 2 1 1 1 1 1 1  
## 9 1 1 1 1 1 1  
## 1 1 1 1 1 1 0  
## 1 1 0 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 0 1  
## 1 0 1 1 1 1 1  
## 2 0 1 1 1 1 1  
## 1 0 1 1 0 0 1  
## 1 0 1 1 1 1 1  
## 1 1 1 1 1 1 0  
## 1 0 1 1 1 1 1  
## 4 1 1 1 1 1 1  
## 1 1 0 1 1 1 1  
## 1 1 0 1 1 1 1  
## 1 1 0 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 0 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 0 1 1 1 1  
## 27 30 32 33 38 39  
## PSC.CO2 Filler.Speed MFR   
## 2129 1 1 1 0  
## 103 1 1 0 1  
## 2 1 0 1 1  
## 33 1 0 0 2  
## 19 0 1 1 1  
## 4 0 1 0 2  
## 20 1 1 1 1  
## 2 1 1 0 2  
## 1 1 0 0 3  
## 1 0 1 1 2  
## 21 1 1 1 1  
## 2 1 1 0 2  
## 1 1 0 0 3  
## 2 1 1 1 2  
## 16 1 1 1 1  
## 4 1 1 0 2  
## 2 0 1 1 2  
## 4 1 1 1 2  
## 27 1 1 1 1  
## 2 1 1 1 2  
## 1 1 1 1 3  
## 5 1 1 1 1  
## 11 1 1 0 2  
## 1 1 0 1 2  
## 2 1 0 0 3  
## 9 1 1 1 1  
## 2 1 1 0 2  
## 1 0 1 1 2  
## 1 1 1 1 2  
## 12 1 1 1 1  
## 1 1 1 0 2  
## 1 1 0 0 3  
## 1 0 1 1 2  
## 1 1 1 1 2  
## 8 1 1 1 2  
## 9 1 1 1 1  
## 1 1 1 0 2  
## 3 1 1 1 2  
## 1 0 1 1 3  
## 2 1 1 1 2  
## 1 0 1 1 4  
## 2 1 1 1 2  
## 1 1 1 0 3  
## 1 1 1 0 2  
## 2 1 0 0 3  
## 1 1 1 0 4  
## 2 1 1 0 3  
## 3 1 1 1 1  
## 2 1 0 0 3  
## 1 1 1 0 3  
## 4 1 1 1 2  
## 2 1 0 0 4  
## 1 1 1 1 3  
## 1 1 1 1 3  
## 3 1 1 1 2  
## 1 1 1 0 3  
## 5 1 1 0 2  
## 2 1 0 0 3  
## 1 1 0 0 4  
## 7 1 1 1 1  
## 1 1 1 0 2  
## 1 0 1 1 2  
## 1 1 1 1 2  
## 1 1 0 0 4  
## 1 1 0 0 4  
## 1 1 1 1 1  
## 4 1 1 0 2  
## 1 1 1 0 4  
## 2 1 1 0 3  
## 2 1 1 0 3  
## 9 1 1 1 3  
## 1 1 1 1 4  
## 1 1 1 1 4  
## 2 1 1 1 1  
## 1 1 1 0 2  
## 1 1 1 1 1  
## 1 0 1 1 2  
## 1 0 1 1 3  
## 1 1 1 1 2  
## 2 0 1 1 3  
## 1 0 1 1 6  
## 1 0 1 1 5  
## 1 1 1 1 3  
## 1 0 1 0 6  
## 4 1 1 1 1  
## 1 1 0 0 5  
## 1 1 1 0 6  
## 1 1 0 0 8  
## 2 1 1 1 1  
## 1 1 1 0 2  
## 1 0 1 1 2  
## 1 1 1 1 2  
## 1 1 1 0 5  
## 1 1 0 0 9  
## 2 1 1 1 1  
## 2 1 1 1 1  
## 1 1 0 0 6  
## 1 1 1 0 4  
## 1 1 0 0 12  
## 39 57 212 724

As shown, there are 2129 observations for which no values are missing, or 82.8% of the data. We note that there are only a few rows with many red squares, indicating that there aren’t many observations missing a significant number of variables. There is only a single observation that had missing values numbering in the double digits of predictors (12); this row is likely a good candidate for removal. In addition, one of the predictors (MFR) contained a significant number of missing values across all observations (212 values, or 8.2% of the data) and should likely be removed. The remaining data can be imputed (filled in) using one of the statistical methods listed above.

Another way to see this clearly is with a column chart.

nas <- colMeans(is.na(dfm))  
  
data.frame(variable = names(nas), missing = nas, row.names = NULL) |>  
 ggplot(aes(y=reorder(variable,missing), x=missing)) +  
 geom\_col(fill="lightblue") +  
 ggtitle('proportion of missing values') + xlab('') + ylab('')
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An additional option is to use multivariate imputation by chained equations (MICE) (van Buren et al., 2023). MICE uses the fully conditional specification (FCS), which imputes each variable using a separate method. The method used can either be specified by the modeler or chosen by a set of defaults, depending on the kind of variable. For example, there are default methods for continuous variables and those for categorical variables, with additional methods for categorical variables that depend on the number of factors.

### Skewness

Many types of models are sensitive to variables that exhibit skewed distributions, i.e. those that do not exhibit a typical bell-shaped pattern but instead have a disproportionate number of high or low values. Linear regression-based models are particularly susceptible to skewness.

To reduce skewness, skewed variables can often be mathematically transformed, for example by taking the natural logarithm or using a method such as the Box-Cox transformation. This method uses an empirical means to find a transformation of the data (Box and Cox, 1964).

Box-Cox transformations only work on positive values, so if zero or negative values are encountered a different method must be used. If only zero values are observed, a constant (typically 1) can be added to the value before applying the Box-Cox transformation; however, there is debate on what constant to use in these cases. Alternatively, if both zero and negative values are present, a method such as one proposed by Yeo and Johnson (Yeo & Johnson, 2000) can be employed to transform the variable. The Yeo-Johnson method can accept positive, negative, or zero values and, thus, is more robust when values aren’t guaranteed to be positive.

To visually examine skewness, we’ll generate histograms of the continuous variables.

# Generate histograms of continuous variables  
dfm %>%  
 dplyr::select(c(1:(ncol(dfm)-1))) %>%  
 gather() %>%  
 ggplot(aes(x=value)) +  
 geom\_histogram(bins=20) +  
 facet\_wrap(~key, scales = 'free\_x') +  
 ggtitle('Histograms of continuous variables')
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Some variables exhibit obviously skewed distributions (e.g. Filler.Speed, PSC, and Usage.cont), while others appear to be normally distributed (i.e., approximately symmetric), for example PH and PSC.Fill. Others like Bailing and Bailing.Lvl appear to be bimodal.

To gain a better understanding of which variables are skewed and to what degree they are skewed, we can calculate skewness quantitatively using the e1071 package (Meyer, 2022). Skewness with absolute values that are greater than 1 are considered highly skewed, while those between 0.5 and 1 are moderately skewed. Absolute values less than 0.5 can be considered approximately symmetric (Joanes and Gill, 1998).

The sign of the skewness value indicates in which direction the distribution is skewed: Left-skewed distributions will exhibit negative skewness values, while the sign of right-skewed distributions will be positive.

The following plot quantitatively enumerates the skewness of each variable, ordered by how heavily skewed the variable is.

# Look at skewness quantitatively  
# As a general rule of thumb:  
# highly skewed: |skewness| > 1  
# moderately skewed: 0.5 < |skewness| < 1  
# approximately symmetric: 0 < |skewness| < 0.5  
# Negative values indicate left-skewed distributions; positive values indicate right-skewed distributions.  
  
# Create function to calculate skewness (needed because it handles columns with missing values inconsistently)  
calcSkewness <- function(x, type) {  
 return(e1071::skewness(x[!is.na(x)], type=type))  
}  
  
# Calculate skewness on columns  
colskewness <- data.frame(apply(dfm[,1:(ncol(dfm)-1)], 2, calcSkewness, type=1))  
colskewness$Variable <- row.names(colskewness)  
colnames(colskewness) <- c('Skewness', 'Variable')  
  
# Graph skewness values  
colskewness %>%  
 dplyr::select(Variable, Skewness) %>%  
 arrange(desc(abs(Skewness))) %>%  
 ggplot(aes(x=reorder(Variable, desc(Skewness)), y=Skewness)) +  
 geom\_bar(stat='identity') +  
 coord\_flip() +  
 ggtitle('Variable skewness') +  
 xlab('')
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As seen in the table, six variables are heavily skewed, with the first two being skewed left and the remaining skewed right:

* MFR
* Filler.Speed
* Oxygen.Filler
* Temperature
* Air.Pressurer
* PSC.CO2

This reinforces the idea that some type of transformation will be needed if a model is used that is sensitive to skewness (e.g. linear regression-based models). Alternatively, models that aren’t sensitive to skewness can be employed (e.g. tree-based models).

### Outliers

Like collinearity and skewness, the presence of outliers in a data set can also negatively impact some models. Outliers are typically defined as those points which lie beyond a certain number of standard deviations from the mean (typically 2, 2.5, or 3 times the standard deviation). We’ll examine our data set for outlying values that fall under this definition, using a cutoff of 3 standard deviations.

# Create function to count the number of outliers outside of (mult) standard deviations from the mean  
getOutliers <- function(x, mult) {  
 mean\_val <- mean(x[!is.na(x)])  
 loval <- mean\_val - (sd(x[!is.na(x)]) \* mult)  
 hival <- mean\_val + (sd(x[!is.na(x)]) \* mult)  
 #return(vals[vals < loval | vals > hival])  
 return(!is.na(x) & (x < loval | x > hival))  
}  
  
# Set multiplier; outliers are considered as such when they lie outside of (multiplier) standard deviations from the mean  
mult <- 3  
outliers <- apply(dfm[,1:(ncol(dfm)-1)], 2, getOutliers, mult=mult)  
dfout <- data.frame(outliers)  
dfout <- data.frame(colSums(outliers))  
dfout$Variable <- row.names(dfout)  
colnames(dfout) <- c('Outlier.count', 'Variable')  
  
# Filter just those variables with outliers and sort by outlier count  
dfout <- dfout %>%  
 dplyr::select(Variable, Outlier.count) %>%  
 arrange(desc(Outlier.count)) %>%  
 filter(Outlier.count > 0)  
  
# Generate bar graph of outlier counts  
dfout %>%  
 ggplot(aes(x=reorder(Variable, Outlier.count), y=Outlier.count, label=Outlier.count)) +  
 geom\_bar(stat='identity') +  
 coord\_flip() +  
 geom\_text(check\_overlap=T, hjust=-0.1, nudge\_x=0.05) +  
 ggtitle('Outliers (only variables with outliers shown)') +  
 xlab('') + ylab('Outlier count')
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The graph above illustrates that Filler.Speed has the most number of outliers (142, or 5.5% of the data). If models that are sensitive to outliers are used (e.g. linear regression-based models), the outliers must be handled in some way, either by removal or by performing an appropriate transformation.

To better understand the outliers, we plotted variables having outliers against the outcome variable, pH. In the plots below, outliers beyond three times the standard deviation appear in red.

# Create a function to filter and graph the outliers for a specific column  
graphOutliers <- function(x, mult) {  
  
 # Get an array of T/F values indicating whether each observation is an outlier  
 outlier\_array <- getOutliers(dfm[,x], 3)  
   
 # Create data set consisting only of outliers  
 df\_outliers <- dfm[outlier\_array,] %>%  
 dplyr::select(PH, any\_of(x)) %>%  
 mutate(outlier=T)  
   
 # Create data set consisting only of non-outliers  
 df\_non\_outliers <- dfm[!outlier\_array,] %>%  
 dplyr::select(PH, any\_of(x)) %>%  
 mutate(outlier=F)  
   
 # Bind the outlier data set to the non-outlier data set  
 dftmp <- df\_non\_outliers %>%  
 rbind(df\_outliers)  
   
 # Graph the outliers  
 plt <- dftmp %>%  
 filter(!is.na(PH) & !is.na(!!sym(x))) %>%  
 ggplot(aes(x=!!sym(x), y=PH, color=outlier)) +  
 geom\_point() +  
 scale\_colour\_manual(values=c('#e0e0e0', '#c02222')) +  
 theme(legend.position='none')  
 return(plt)  
  
}  
  
# Initialize list of plots  
plts <- list()  
  
# Iterate through all variables with outliers  
for (i in 1:nrow(dfout)) {  
 plts[[i]] <- graphOutliers(dfout[i, 'Variable'], 3)  
}  
do.call("grid.arrange", c(plts, ncol=3))
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Based on the plot above, there don’t appear to be any outliers that are structurally unsound (i.e., those with impossible values, such as negative pH values). There are some values that are somewhat suspect (e.g. the six values on the far left and right sides of the Alch.Rel plot), but without a description of the data set or knowing how the data was collected, one can only hazard a guess as to which are valid and which are true outliers. Besides the suspect Alch.Rel data points, the remaining points appear to be valid (though extreme) values when compared to the main body of data points.

As mentioned prior, because of the bimodality, violin plots are preferable than boxplots to observe any outliers,

dfm |>  
 select(-c(Brand.Code)) |>  
 gather(key = "predictor", value = "value") |>  
 ggplot(aes(x = predictor, y = value)) +  
 geom\_violin(fill="lightblue") +  
 facet\_wrap(~ predictor, scales = "free") +  
 coord\_flip() +   
 theme\_minimal() +   
 theme(axis.text.x = element\_blank(),  
 axis.text.y = element\_blank(),  
 axis.title.x = element\_blank(),  
 axis.title.y = element\_blank())
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## Modeling Approach

At this point we’ll stop to consider several significant factors that will influence our approach to modeling even before we begin cleaning and transforming the data. These factors are as follows:

1. There does not appear to be overtly linear relationships between the outcome variable and the vast majority of predictors, as evidenced by the feature plots. This indicates that a linear regression-based approach may not yield optimal results.
2. As shown in the correlation plot, there is significant collinearity between pairs of variables.
3. About half of the variables exhibit heavy multicollinearity (see the table of VIFs above).
4. Only one variable can be considered NZV, so this won’t be a strong influence on our modeling approach.
5. Likewise, missing values are present but not in significant enough quantities to strongly influence how we’ll choose to model the data.
6. Six variables are heavily skewed (see the histograms and skewness plot above) and would likely need to be transformed for any models that are sensitive to this condition.
7. There are a significant number of outliers, but we can’t be certain if these are valid data points.

Considering these factors, we decided to use an approach to modeling similar to that described in Chapter 10 of our text (Kuhn and Johnson, 2013). Namely, we will create two data sets to be used for two purposes, as follows:

1. **Full data set**: With minimal modification, we’ll use the full data set for those models which are robust to the confounding factors listed above (e.g. collinearity, skewness, and outliers).
2. **Reduced data set**: For models such as those based on linear regression, we’ll prepare another data set that handles the above confounding factors. For example, skewed predictors will be transformed, variables exhibiting multicollinearity will be addressed, and, if feasible, outliers will be excluded.

Using the above approach will give us insights into the best way to model the data using all available models, while generally adhering to the recommended best practices for each model type.

Although we will create two data sets (full and reduced), there is nothing preventing us from running both data sets through all models. We expect linear regression-based models to be unstable and to perform poorly on the full set, but there is no inherent disadvantage to doing so.

Since the outcome variable (pH) is continuous, this is a regression problem, so we’ll naturally choose regression-based models. We’ll start by performing linear regression-based modeling, then move to non-linear regression models, followed by tree-based regression models.

## Data Preparation

As stated, we’ll prepare two data sets: the full data set to use with more robust models, and the reduced data set to use with more sensitive models. But while some models are robust to many types of irregularities such as skewed variables and outliers, missing values can pose a problem even to these models and for many of the functions involved in prepare these models. Therefore, we’ll need to handle missing values for both the full set and the reduced set.

### Imputation

As previously noted, there is a single observation that has 12 missing predictor values. We’ll remove this observation as it likely would contribute little information to the model. In addition, we’ll remove the predictor (MFR) that contains a large number of missing values relative to the total number of observations; there were 212 missing values for this predictor, or 8.2% of the data.

# Init the full data set  
dfm\_full <- dfm  
  
# Remove observation with 12 missing values  
dfm\_full <- dfm\_full[(rowSums(is.na(dfm\_full)) < 12),]  
  
# Remove the MFR predictor because it has 212 missing values (8.2% of the data)  
dfm\_full <- dfm\_full %>% select(-MFR)

For the remaining missing values, there are multiple imputation methods that can be used to fill in missing values. The MICE method is robust but is computationally intensive. The number of missing values in our data set is relatively small, so we’ll choose a simpler method from the DMwR2 package, the knnImputation() function (Torgo, 2016). knnImputation() uses a well-known statistical algorithm to find the “k” most closely related neighbors to observations having missing values. The value of k is selected by the modeler and for imputation purposes is quite arbitrary. In general, smaller values of k lead to faster but less stable predictions, while larger values of k are more computationally intensive but yield smoother results. We chose a value of 9 for k, which is within the typical range for these applications and provides a good balance of performance versus speed.

# Change blank brand codes to NA so they will be imputed  
dfm\_full <- dfm\_full %>%  
 mutate(Brand.Code=ifelse(Brand.Code=='', NA, as.character(Brand.Code)))  
  
# Factor Brand.Code (needed for imputation)  
dfm\_full$Brand.Code <- factor(dfm\_full$Brand.Code)  
  
# MICE - not used due to computational intensiveness  
#imp <- mice(dfm\_full, maxit=5, m=5, seed=77)  
#complete(imp)  
  
# Use knnImputation to impute values  
dfm\_full <- knnImputation(dfm\_full, k=9)

### Dummy variables

One additional step we’ll need to take is to recode the categorical variable Brand.Code into so-called “dummy” variables. This creates a series of variables that take either a 0 or 1 as a value; each variable indicates the presence (value of 1) or absence (value of 0) of that particular Brand.Code. We’ll use the fastDummies package (Kaplan, 2020), which automatically creates dummy variables for factor- or character-type variables.

# Create dummies for factor and character variables  
dfm\_full <- dummy\_cols(dfm\_full, select\_columns='Brand.Code', remove\_first\_dummy=F, remove\_selected\_columns=T)

It is noted that after the dummy columns are created, the data set now has 34 predictors instead of 31.

### Full data set

Now that we’ve filled in the missing values, we have a full data set to use with models that are robust to the confounding problems previously discussed. Besides preparing the full and reduced data sets, we’ll further split each set into two additional sets: one set to train the model and another with which to test the results of the model. This is a standard practice that aims to generate a model that is more accurate when it is confronted with new data it hasn’t yet seen. This is accomplished by training the model with only a portion of the data (typically 75 or 80%) while withholding the rest to gauge the results. The training data typically further undergoes “cross-validation” (CV), another common technique that trains the model over multiple iterations, at each iteration withholding a different proportion of the data to tune the model. After the final iteration, the model with the optimal tuning parameters is selected, and that model is then used to evaluate the previously withheld test data.

We have chosen to use 80% of the data for training, withholding the remaining 20% for testing. And we’ll use 10-fold CV, a commonly accepted practice in modeling. We’ll use the createDataPartition() function from the caret package (Kuhn, 2022) which partitions the data evenly based on the outcome variable. This avoids a common problem when modeling data having a strong imbalance in values of the outcome variable.

# Create vector of training rows  
set.seed(77)  
train\_rows <- createDataPartition(dfm\_full$PH, p=0.8, list=F)  
  
# Separate training from test  
dfm\_full\_train <- dfm\_full[train\_rows,]  
dfm\_full\_test <- dfm\_full[-train\_rows,]  
  
# Separate outcome from predictors  
trainx\_full <- dfm\_full\_train[,2:ncol(dfm\_full\_train)]  
trainy\_full <- dfm\_full\_train[,1]  
testx\_full <- dfm\_full\_test[,2:ncol(dfm\_full\_test)]  
testy\_full <- dfm\_full\_test[,1]  
  
# Generate a pretty table for the report  
data.frame(Set=c('Training', 'Test'), Observations=c(nrow(dfm\_full\_train), nrow(dfm\_full\_test))) %>%  
 flextable() %>%  
 width(width = 2) %>%  
 fontsize(size = 10) %>%  
 line\_spacing(space = 1) %>%  
 hline(part = "all") %>%  
 set\_caption('Data partiioning (full data set)')

Data partiioning (full data set)

| Set | Observations |
| --- | --- |
| Training | 2,057 |
| Test | 513 |

It is important to note that some models are sensitive to the numbers of observations compared to the number of parameters. Models that must invert linear matrices are mathematically unsolvable if the number of parameters exceeds the number of observations. Cross validation must also be taken into account when evaluating the observation-to-parameter count; for example, ten-fold CV only uses 90% of the observations for training. In our data set, we have 34 predictor variables and 513 observations in the smaller of the two data sets. Using ten-fold CV results in 461 observations still available to use for training, so the observation-to-parameter count isn’t something we have to worry about for this situation.

### Reduced data set

Now that we have a full data set will missing values handled, we can generate a second, reduced set to use with models that are sensitive to irregularities. We’ll first make a copy of the full set. Then we’ll need to remove one of the Brand.Code columns, as having all categories of a categorical variable will be problematic for linear-based models.

# First, make a copy the full set to the reduced set  
dfm\_red <- dfm\_full  
  
# Remove the first dummy Brand.Code from the reduced set, since this will be problematic for linear models which use a y-intercept  
dfm\_red <- dfm\_red %>%  
 select(-Brand.Code\_A)

### Collinearity

As we noted earlier, there the data set exhibits some collinearity and multicollinearity. Based on VIFs calculated previously, almost half the predictors exhibited strong multicollinearity. Since removing that many predictors would likely cause a detrimental loss of information, a different approach is warranted. We opted to use the approach presented by Kuhl and Johnson (2013) in which predictors are iteratively compared pairwise, removing those with the highest correlation value until a certain threshold is attained. While this procedure only addresses collinearity rather than multicollinearity, it can nonetheless yield significant improvements to model performance and stability.

We’ll use the findCorrelation() function to find candidate variables for removal due to collinearity.

# Get correlation table  
corr2 <- cor(dfm\_red[,2:ncol(dfm\_red)], use='complete')  
corr\_vars <- findCorrelation(corr2, names=T, cutoff=0.9)  
data.frame(Variable=corr\_vars) %>%  
 arrange(Variable) %>%  
 flextable() %>%  
 width(width = 2) %>%  
 fontsize(size = 10) %>%  
 line\_spacing(space = 1) %>%  
 hline(part = "all") %>%  
 set\_caption('Highly correlated variables') %>%  
 delete\_part( part = "header")

Highly correlated variables

|  |
| --- |
| Alch.Rel |
| Balling |
| Balling.Lvl |
| Filler.Level |
| Hyd.Pressure3 |

This is a manageable number of variables, so we’ll proceed with removing them from our data set.

# Remove highly correlated variables from the reduced data set  
dfm\_red <- dfm\_red[,-match(corr\_vars, colnames(dfm\_red))]

### Near-zero variance

There is only a single predictor with NZV (Hyd.Pressure1). Since this condition can negatively impact linear regression-based models, we’ll remove that from the reduced data set.

# Remove NZV variables from the reduced data set  
dfm\_red <- dfm\_red[,-match('Hyd.Pressure1', colnames(dfm\_red))]

### Skewness

We’ll first check for zero or negative values for the variables that were earlier identified as skewed. If there are any such values, the Box-Cox transformation will be infeasible and we’ll have to use a different method.

# Define variables id'ed as skewed from earlier  
skewed\_vars <- c('Filler.Speed', 'Oxygen.Filler', 'Temperature', 'Air.Pressurer', 'PSC.CO2')  
  
# Generate summary to look at min/max values - we're looking for zero or negative values  
summary(dfm\_red[,skewed\_vars])

## Filler.Speed Oxygen.Filler Temperature Air.Pressurer   
## Min. : 998 Min. :0.0024 Min. :63.60 Min. :140.8   
## 1st Qu.:3824 1st Qu.:0.0220 1st Qu.:65.20 1st Qu.:142.2   
## Median :3980 Median :0.0334 Median :65.60 Median :142.6   
## Mean :3649 Mean :0.0469 Mean :65.97 Mean :142.8   
## 3rd Qu.:3996 3rd Qu.:0.0600 3rd Qu.:66.40 3rd Qu.:143.0   
## Max. :4030 Max. :0.4000 Max. :76.20 Max. :148.2   
## PSC.CO2   
## Min. :0.00000   
## 1st Qu.:0.02000   
## Median :0.04000   
## Mean :0.05649   
## 3rd Qu.:0.08000   
## Max. :0.24000

Since PSC.CO2 contains zero values, we’ll use the Yeo-Johnson transformation instead. Because the caret package supports Yeo-Johnson natively, we’ll perform the transformations as part of the preprocessing component during modeling. This has the advantage that predictions made based on our models will be automatically back-transformed rather than requiring manual transformation.

### Outliers

Based on the outlier plots from earlier, most of the data points beyond the three-standard-deviation cutoff appear to be valid data points, though located on the extreme outer edges of the main body of data. One exception is Alch.Red, which includes six somewhat suspect points located along the left- and right-hand margins of the plot. The other possible exception is data point exhibiting a PH value of 9.36. It is unclear whether these are truly outliers that should be excluded. But in either case, this variable was already identified as exhibiting high collinearity and has already been removed from the reduced data set.

# Remove sus PH data point  
dfm\_red <- dfm\_red[dfm\_red$PH < 9.36,]  
  
# Alch.Red has already been removed, so no need to do anything there with outliers  
  
# Find cutoff value of Alch.Red (three sd's)  
#loval <- mean(dfm\_red$Alch.Rel) - (3 \* sd(dfm\_red$Alch.Rel))  
#hival <- mean(dfm\_red$Alch.Rel) + (3 \* sd(dfm\_red$Alch.Rel))  
  
# Remove sus Alch.Red data points  
#dfm\_red <- dfm\_red[dfm\_red$Alch.Rel >+ loval & dfm\_red$Alch.Rel <= hival,]

After all modifications to the reduced data set have been made, our final version of the reduced set contains 2569 observations of 28 predictors, reduced from the full set of 2570 observations of 34 predictors. As with the full data set, we’ll split the reduced set into training and test sets and verify that the number of predictors doesn’t exceed the number of observations.

# Create vector of training rows  
set.seed(77)  
train\_rows <- createDataPartition(dfm\_red$PH, p=0.8, list=F)  
  
# Separate training from test  
dfm\_red\_train <- dfm\_red[train\_rows,]  
dfm\_red\_test <- dfm\_red[-train\_rows,]  
  
# Separate outcome from predictors  
trainx\_red <- dfm\_red\_train[,2:ncol(dfm\_red\_train)]  
trainy\_red <- dfm\_red\_train[,1]  
  
# Separate outcome from predictors  
testx\_red <- dfm\_red\_test[,2:ncol(dfm\_red\_test)]  
testy\_red <- dfm\_red\_test[,1]  
  
# Generate a pretty table for the report  
data.frame(Set=c('Training', 'Test'), Observations=c(nrow(dfm\_red\_train), nrow(dfm\_red\_test))) %>%  
 flextable() %>%  
 width(width = 2) %>%  
 fontsize(size = 10) %>%  
 line\_spacing(space = 1) %>%  
 hline(part = "all") %>%  
 set\_caption('Data partiioning (reduced data set)')

Data partiioning (reduced data set)

| Set | Observations |
| --- | --- |
| Training | 2,057 |
| Test | 512 |

The table above shows that the test set contains 512 observations, far exceeding the number of predictors (27), so we won’t need to worry about models that perform poorly when there are more predictors than observations.

## Modeling

Now that we have a full and reduced set of data–and training and test sets within those two sets–we can begin modeling. As we mentioned, we’ll run both the full and reduced data sets through all models, as there is no inherent disadvantage to do so, while recognizing that some models will be unstable and perform poorly.

We’ll start by performing linear regression-based modeling, then move to non-linear regression models, followed by tree-based regression models.

# Create a data frame to store the results  
dfr <- data.frame(matrix(nrow=0, ncol=8))  
colnames(dfr) <- c('Data.Set', 'Model', 'Model.Class', 'Tuning.Parameters', 'RMSE.Train', 'RMSE.Test', 'MAPE.Test', 'Train.Time')  
  
# specify 10x cross-validation  
ctrl <- trainControl(method='cv', number=10)  
  
# Create function to calculate MAPE  
mape <- function(predicted, actual) {  
 mape <- mean(abs((actual - predicted) / actual)) \* 100  
 return (mape)  
}  
  
# Parallel processing; detect number of cores and start a parallel socket cluster;  
# all subsequent calls to caret::train() will use this cluster  
num\_cores <- detectCores()  
cl <- makePSOCKcluster(num\_cores)  
registerDoParallel(cl)

### Linear regression

# Reduced model  
  
# Linear model  
tstart <- Sys.time()  
set.seed(77)  
fitlm1 <- train(x=trainx\_red, y=trainy\_red, method='lm', trControl=ctrl, preProcess=c('center', 'scale', 'YeoJohnson'))  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitlm1

## Linear Regression   
##   
## 2057 samples  
## 27 predictor  
##   
## Pre-processing: centered (27), scaled (27), Yeo-Johnson transformation (13)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results:  
##   
## RMSE Rsquared MAE   
## 0.134185 0.3869258 0.1048349  
##   
## Tuning parameter 'intercept' was held constant at a value of TRUE

predlm1 <- predict(fitlm1, testx\_red)  
dfr[1,] <- data.frame(  
 Data.Set='Reduced',   
 Model='Linear model',   
 Model.Class='Linear',  
 Tuning.Parameters='',   
 RMSE.Train=min(fitlm1$results[['RMSE']]),  
 RMSE.Test=postResample(predlm1, testy\_red)[['RMSE']],  
 MAPE.Test=mape(predlm1, testy\_red),  
 Train.Time=round(telapsed, 3)  
)  
  
  
# Stepwise linear model using MASS package/caret  
stepGrid <- data.frame(.nvmax=seq(1, round(ncol(trainx\_red) / 2, 0))) # Max number of parameters to use  
tstart <- Sys.time()  
set.seed(77)  
fitlm2 <- train(x=trainx\_red, y=trainy\_red, method='leapSeq', trControl=ctrl, tuneGrid=stepGrid, preProcess=c('center', 'scale', 'YeoJohnson'))  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitlm2

## Linear Regression with Stepwise Selection   
##   
## 2057 samples  
## 27 predictor  
##   
## Pre-processing: centered (27), scaled (27), Yeo-Johnson transformation (13)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## nvmax RMSE Rsquared MAE   
## 1 0.1516762 0.2151989 0.1201559  
## 2 0.1445757 0.2871230 0.1137654  
## 3 0.1423568 0.3092628 0.1115074  
## 4 0.1408902 0.3229580 0.1111746  
## 5 0.1402803 0.3287130 0.1105128  
## 6 0.1483052 0.2421197 0.1184878  
## 7 0.1462415 0.2611569 0.1157892  
## 8 0.1444723 0.2873319 0.1147772  
## 9 0.1365521 0.3640521 0.1074052  
## 10 0.1355528 0.3730705 0.1063040  
## 11 0.1378036 0.3501343 0.1080006  
## 12 0.1371617 0.3582081 0.1078188  
## 13 0.1363741 0.3678644 0.1067986  
## 14 0.1353708 0.3758145 0.1060114  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was nvmax = 14.

predlm2 <- predict(fitlm2, testx\_red)  
dfr[2,] <- data.frame(  
 Data.Set='Reduced',   
 Model='Stepwise linear model',   
 Model.Class='Linear',  
 Tuning.Parameters=paste0('nvmax=', fitlm2$bestTune[['nvmax']]),   
 RMSE.Train=min(fitlm2$results[['RMSE']]),  
 RMSE.Test=postResample(predlm2, testy\_red)[['RMSE']],  
 MAPE.Test=mape(predlm2, testy\_red),  
 Train.Time=round(telapsed, 3)  
)

# Full model  
  
# Linear model  
tstart <- Sys.time()  
set.seed(77)  
fitlm1\_full <- train(x=trainx\_full, y=trainy\_full, method='lm', trControl=ctrl, preProcess=c('center', 'scale', 'YeoJohnson'))  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitlm1\_full

## Linear Regression   
##   
## 2057 samples  
## 34 predictor  
##   
## Pre-processing: centered (34), scaled (34), Yeo-Johnson transformation (17)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results:  
##   
## RMSE Rsquared MAE   
## 0.1330592 0.3998602 0.1023937  
##   
## Tuning parameter 'intercept' was held constant at a value of TRUE

predlm1\_full <- predict(fitlm1\_full, testx\_full)

## Warning in predict.lm(modelFit, newdata): prediction from a rank-deficient fit  
## may be misleading

dfr[19,] <- data.frame(  
 Data.Set='Full',   
 Model='Linear model',   
 Model.Class='Linear',  
 Tuning.Parameters='',   
 RMSE.Train=min(fitlm1\_full$results[['RMSE']]),  
 RMSE.Test=postResample(predlm1\_full, testy\_full)[['RMSE']],  
 MAPE.Test=mape(predlm1\_full, testy\_full),  
 Train.Time=round(telapsed, 3)  
)  
  
# Stepwise linear model using MASS package/caret  
stepGrid <- data.frame(.nvmax=seq(1, round(ncol(trainx\_red) / 2, 0))) # Max number of parameters to use  
tstart <- Sys.time()  
set.seed(77)  
fitlm2\_full <- train(x=trainx\_full, y=trainy\_full, method='leapSeq', trControl=ctrl, tuneGrid=stepGrid, preProcess=c('center', 'scale', 'YeoJohnson'))

## Warning in leaps.setup(x, y, wt = weights, nbest = nbest, nvmax = nvmax, : 1  
## linear dependencies found

telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitlm2\_full

## Linear Regression with Stepwise Selection   
##   
## 2057 samples  
## 34 predictor  
##   
## Pre-processing: centered (34), scaled (34), Yeo-Johnson transformation (17)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## nvmax RMSE Rsquared MAE   
## 1 0.1515736 0.2199293 0.1196964  
## 2 0.1449440 0.2868412 0.1134808  
## 3 0.1437745 0.2989205 0.1122623  
## 4 0.1421042 0.3144174 0.1115542  
## 5 0.1460343 0.2675475 0.1154810  
## 6 0.1388227 0.3452076 0.1083959  
## 7 0.1503904 0.2193939 0.1197165  
## 8 0.1362701 0.3700866 0.1060867  
## 9 0.1352675 0.3792565 0.1048030  
## 10 0.1367586 0.3635808 0.1052988  
## 11 0.1349831 0.3819604 0.1043793  
## 12 0.1346586 0.3850190 0.1041740  
## 13 0.1352751 0.3770644 0.1050725  
## 14 0.1358202 0.3721980 0.1051472  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was nvmax = 12.

predlm2\_full <- predict(fitlm2\_full, testx\_full)  
dfr[20,] <- data.frame(  
 Data.Set='Full',   
 Model='Stepwise linear model',   
 Model.Class='Linear',  
 Tuning.Parameters=paste0('nvmax=', fitlm2\_full$bestTune[['nvmax']]),   
 RMSE.Train=min(fitlm2\_full$results[['RMSE']]),  
 RMSE.Test=postResample(predlm2\_full, testy\_full)[['RMSE']],  
 MAPE.Test=mape(predlm2\_full, testy\_full),  
 Train.Time=round(telapsed, 3)  
)

### Robust linear regression

# Reduced model  
  
# Robust linear regression  
tstart <- Sys.time()  
set.seed(77)  
fitrlm <- train(x=trainx\_red, y=trainy\_red, method='rlm', preProcess=c('center', 'scale', 'pca'), trControl=ctrl)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitrlm

## Robust Linear Model   
##   
## 2057 samples  
## 27 predictor  
##   
## Pre-processing: centered (27), scaled (27), principal component  
## signal extraction (27)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## intercept psi RMSE Rsquared MAE   
## FALSE psi.huber 8.5474999 0.3397665 8.5463712  
## FALSE psi.hampel 8.5474999 0.3397665 8.5463712  
## FALSE psi.bisquare 8.5475006 0.3397641 8.5463718  
## TRUE psi.huber 0.1395675 0.3378528 0.1095205  
## TRUE psi.hampel 0.1392978 0.3391833 0.1098470  
## TRUE psi.bisquare 0.1396639 0.3370605 0.1095180  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were intercept = TRUE and psi = psi.hampel.

predrlm <- predict(fitrlm, testx\_red)  
dfr[3,] <- data.frame(  
 Data.Set='Reduced',   
 Model='Robust linear regression',   
 Model.Class='Linear',  
 Tuning.Parameters='',   
 RMSE.Train=min(fitrlm$results[['RMSE']]),  
 RMSE.Test=postResample(predrlm, testy\_red)[['RMSE']],  
 MAPE.Test=mape(predrlm, testy\_red),  
 Train.Time=round(telapsed, 3)  
)

# Full model  
  
# Robust linear regression  
tstart <- Sys.time()  
set.seed(77)  
fitrlm\_full <- train(x=trainx\_full, y=trainy\_full, method='rlm', preProcess=c('center', 'scale', 'pca'), trControl=ctrl)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitrlm\_full

## Robust Linear Model   
##   
## 2057 samples  
## 34 predictor  
##   
## Pre-processing: centered (34), scaled (34), principal component  
## signal extraction (34)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## intercept psi RMSE Rsquared MAE   
## FALSE psi.huber 8.5473695 0.3584838 8.5462645  
## FALSE psi.hampel 8.5473695 0.3584838 8.5462645  
## FALSE psi.bisquare 8.5473697 0.3584858 8.5462647  
## TRUE psi.huber 0.1377080 0.3571849 0.1075974  
## TRUE psi.hampel 0.1374821 0.3583385 0.1079832  
## TRUE psi.bisquare 0.1377869 0.3565534 0.1075631  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were intercept = TRUE and psi = psi.hampel.

predrlm\_full <- predict(fitrlm\_full, testx\_full)  
dfr[21,] <- data.frame(  
 Data.Set='Full',   
 Model='Robust linear regression',   
 Model.Class='Linear',  
 Tuning.Parameters='',   
 RMSE.Train=min(fitrlm\_full$results[['RMSE']]),  
 RMSE.Test=postResample(predrlm\_full, testy\_full)[['RMSE']],  
 MAPE.Test=mape(predrlm\_full, testy\_full),  
 Train.Time=round(telapsed, 3)  
)

### Partial least squares

# Reduced model  
  
# PLS  
tstart <- Sys.time()  
set.seed(77)  
fitpls <- train(x=trainx\_red, y=trainy\_red, method='pls', preProcess=c('center', 'scale'), trControl=ctrl, tuneLength=nrow(trainx\_red) / 2)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitpls

## Partial Least Squares   
##   
## 2057 samples  
## 27 predictor  
##   
## Pre-processing: centered (27), scaled (27)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## ncomp RMSE Rsquared MAE   
## 1 0.1466536 0.2677524 0.1163693  
## 2 0.1392938 0.3396920 0.1092523  
## 3 0.1376353 0.3549921 0.1083010  
## 4 0.1355121 0.3742149 0.1063971  
## 5 0.1348737 0.3803684 0.1053994  
## 6 0.1345054 0.3838881 0.1050085  
## 7 0.1344023 0.3849635 0.1050875  
## 8 0.1344200 0.3846628 0.1049843  
## 9 0.1344245 0.3846613 0.1049135  
## 10 0.1344355 0.3846050 0.1049067  
## 11 0.1344013 0.3849031 0.1048786  
## 12 0.1344266 0.3846926 0.1048857  
## 13 0.1344342 0.3846349 0.1048780  
## 14 0.1344347 0.3846144 0.1048868  
## 15 0.1344383 0.3845821 0.1048933  
## 16 0.1344459 0.3845221 0.1049027  
## 17 0.1344608 0.3843846 0.1049216  
## 18 0.1344628 0.3843672 0.1049220  
## 19 0.1344623 0.3843705 0.1049221  
## 20 0.1344627 0.3843665 0.1049229  
## 21 0.1344626 0.3843679 0.1049230  
## 22 0.1344625 0.3843685 0.1049228  
## 23 0.1344625 0.3843685 0.1049229  
## 24 0.1344625 0.3843684 0.1049229  
## 25 0.1344625 0.3843684 0.1049229  
## 26 0.1344625 0.3843685 0.1049229  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was ncomp = 11.

predpls <- predict(fitpls, testx\_red)  
dfr[4,] <- data.frame(  
 Data.Set='Reduced',   
 Model='Partial least squares',   
 Model.Class='Linear',  
 Tuning.Parameters=paste0('ncomp=', fitpls$bestTune),   
 RMSE.Train=min(fitpls$results[['RMSE']]),  
 RMSE.Test=postResample(predpls, testy\_red)[['RMSE']],  
 MAPE.Test=mape(predpls, testy\_red),  
 Train.Time=round(telapsed, 3)  
)

# Full model  
  
# PLS  
tstart <- Sys.time()  
set.seed(77)  
fitpls\_full <- train(x=trainx\_full, y=trainy\_full, method='pls', preProcess=c('center', 'scale'), trControl=ctrl, tuneLength=nrow(trainx\_full) / 2)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitpls\_full

## Partial Least Squares   
##   
## 2057 samples  
## 34 predictor  
##   
## Pre-processing: centered (34), scaled (34)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## ncomp RMSE Rsquared MAE   
## 1 0.1483614 0.2530155 0.1176618  
## 2 0.1409242 0.3263050 0.1103453  
## 3 0.1383259 0.3508667 0.1086910  
## 4 0.1363313 0.3692448 0.1067471  
## 5 0.1346929 0.3841141 0.1048690  
## 6 0.1339192 0.3913673 0.1032866  
## 7 0.1333170 0.3973496 0.1031336  
## 8 0.1329304 0.4009117 0.1025605  
## 9 0.1327438 0.4026789 0.1022695  
## 10 0.1325643 0.4045987 0.1019697  
## 11 0.1323755 0.4062922 0.1016576  
## 12 0.1323498 0.4064830 0.1017942  
## 13 0.1323828 0.4063496 0.1017682  
## 14 0.1323605 0.4064948 0.1016947  
## 15 0.1323169 0.4071857 0.1016004  
## 16 0.1323662 0.4068037 0.1015732  
## 17 0.1322956 0.4075016 0.1015388  
## 18 0.1322423 0.4080370 0.1014385  
## 19 0.1322447 0.4081076 0.1014486  
## 20 0.1322625 0.4079308 0.1015099  
## 21 0.1322192 0.4082513 0.1015102  
## 22 0.1322084 0.4083562 0.1014705  
## 23 0.1321669 0.4087361 0.1014426  
## 24 0.1321591 0.4088074 0.1014300  
## 25 0.1321643 0.4087712 0.1014343  
## 26 0.1321686 0.4087392 0.1014366  
## 27 0.1321625 0.4087997 0.1014332  
## 28 0.1321523 0.4088794 0.1014261  
## 29 0.1321480 0.4089193 0.1014264  
## 30 0.1321483 0.4089160 0.1014253  
## 31 0.1321485 0.4089140 0.1014252  
## 32 0.1321486 0.4089144 0.1014253  
## 33 0.1321487 0.4089140 0.1014255  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was ncomp = 29.

predpls\_full <- predict(fitpls\_full, testx\_full)  
dfr[22,] <- data.frame(  
 Data.Set='Full',   
 Model='Partial least squares',   
 Model.Class='Linear',  
 Tuning.Parameters=paste0('ncomp=', fitpls\_full$bestTune),   
 RMSE.Train=min(fitpls\_full$results[['RMSE']]),  
 RMSE.Test=postResample(predpls\_full, testy\_full)[['RMSE']],  
 MAPE.Test=mape(predpls\_full, testy\_full),  
 Train.Time=round(telapsed, 3)  
)

### Ridge regression

# Reduced model  
  
# Ridge regression  
tstart <- Sys.time()  
set.seed(77)  
ridgeGrid <- data.frame(.lambda=seq(0, 0.1, length=15))  
fitridge <- train(x=trainx\_red, y=trainy\_red, method='ridge', preProcess=c('center', 'scale'), trControl=ctrl, tuneGrid=ridgeGrid)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitridge

## Ridge Regression   
##   
## 2057 samples  
## 27 predictor  
##   
## Pre-processing: centered (27), scaled (27)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## lambda RMSE Rsquared MAE   
## 0.000000000 0.1344625 0.3843685 0.1049229  
## 0.007142857 0.1344273 0.3846792 0.1049072  
## 0.014285714 0.1344108 0.3848292 0.1049030  
## 0.021428571 0.1344074 0.3848668 0.1049055  
## 0.028571429 0.1344139 0.3848200 0.1049177  
## 0.035714286 0.1344281 0.3847075 0.1049327  
## 0.042857143 0.1344485 0.3845423 0.1049499  
## 0.050000000 0.1344740 0.3843343 0.1049678  
## 0.057142857 0.1345037 0.3840908 0.1049874  
## 0.064285714 0.1345371 0.3838179 0.1050108  
## 0.071428571 0.1345737 0.3835203 0.1050381  
## 0.078571429 0.1346129 0.3832019 0.1050668  
## 0.085714286 0.1346545 0.3828659 0.1050996  
## 0.092857143 0.1346982 0.3825152 0.1051395  
## 0.100000000 0.1347437 0.3821520 0.1051811  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was lambda = 0.02142857.

predridge <- predict(fitridge, testx\_red)  
dfr[5,] <- data.frame(  
 Data.Set='Reduced',   
 Model='Ridge regression',   
 Model.Class='Linear',  
 Tuning.Parameters=paste0('labmda=', round(fitridge$bestTune[['lambda']], 4)),   
 RMSE.Train=min(fitridge$results[['RMSE']]),  
 RMSE.Test=postResample(predridge, testy\_red)[['RMSE']],  
 MAPE.Test=mape(predridge, testy\_red),  
 Train.Time=round(telapsed, 3)  
)

# Full model  
  
# Ridge regression  
tstart <- Sys.time()  
set.seed(77)  
ridgeGrid <- data.frame(.lambda=seq(0, 0.1, length=15))  
fitridge\_full <- train(x=trainx\_full, y=trainy\_full, method='ridge', preProcess=c('center', 'scale'), trControl=ctrl, tuneGrid=ridgeGrid)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitridge\_full

## Ridge Regression   
##   
## 2057 samples  
## 34 predictor  
##   
## Pre-processing: centered (34), scaled (34)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## lambda RMSE Rsquared MAE   
## 0.000000000 0.1321487 0.4089140 0.1014255  
## 0.007142857 0.1321474 0.4082902 0.1016597  
## 0.014285714 0.1322653 0.4070207 0.1018795  
## 0.021428571 0.1323886 0.4057959 0.1020740  
## 0.028571429 0.1325107 0.4046223 0.1022479  
## 0.035714286 0.1326306 0.4034916 0.1024126  
## 0.042857143 0.1327479 0.4024004 0.1025656  
## 0.050000000 0.1328623 0.4013468 0.1027095  
## 0.057142857 0.1329738 0.4003293 0.1028424  
## 0.064285714 0.1330826 0.3993462 0.1029652  
## 0.071428571 0.1331887 0.3983958 0.1030883  
## 0.078571429 0.1332923 0.3974764 0.1032080  
## 0.085714286 0.1333935 0.3965862 0.1033215  
## 0.092857143 0.1334927 0.3957234 0.1034286  
## 0.100000000 0.1335899 0.3948863 0.1035304  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was lambda = 0.007142857.

predridge\_full <- predict(fitridge\_full, testx\_full)  
dfr[23,] <- data.frame(  
 Data.Set='Full',   
 Model='Ridge regression',   
 Model.Class='Linear',  
 Tuning.Parameters=paste0('labmda=', round(fitridge\_full$bestTune[['lambda']], 4)),   
 RMSE.Train=min(fitridge\_full$results[['RMSE']]),  
 RMSE.Test=postResample(predridge\_full, testy\_full)[['RMSE']],  
 MAPE.Test=mape(predridge\_full, testy\_full),  
 Train.Time=round(telapsed, 3)  
)

### Lasso regression

# Reduced model  
  
# Lasso regression  
enetGrid <- expand.grid(.lambda=c(0, 0.01, 0.1), .fraction=seq(0.05, 1, length=20))  
tstart <- Sys.time()  
set.seed(77)  
fitlasso <- train(x=trainx\_red, y=trainy\_red, method='enet', preProcess=c('center', 'scale'), trControl=ctrl, tuneGrid=enetGrid)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitlasso

## Elasticnet   
##   
## 2057 samples  
## 27 predictor  
##   
## Pre-processing: centered (27), scaled (27)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## lambda fraction RMSE Rsquared MAE   
## 0.00 0.05 0.1619122 0.2111523 0.1302430  
## 0.00 0.10 0.1556030 0.2455052 0.1245175  
## 0.00 0.15 0.1506658 0.2787316 0.1200516  
## 0.00 0.20 0.1468466 0.3040407 0.1168095  
## 0.00 0.25 0.1437238 0.3222844 0.1141992  
## 0.00 0.30 0.1414757 0.3317756 0.1122821  
## 0.00 0.35 0.1399791 0.3423663 0.1110087  
## 0.00 0.40 0.1386528 0.3523946 0.1098376  
## 0.00 0.45 0.1376807 0.3594120 0.1089256  
## 0.00 0.50 0.1368568 0.3658778 0.1080492  
## 0.00 0.55 0.1362034 0.3709262 0.1072998  
## 0.00 0.60 0.1357098 0.3747587 0.1067283  
## 0.00 0.65 0.1352442 0.3784037 0.1062433  
## 0.00 0.70 0.1348584 0.3814267 0.1058193  
## 0.00 0.75 0.1346149 0.3832203 0.1054789  
## 0.00 0.80 0.1344679 0.3842963 0.1052319  
## 0.00 0.85 0.1343835 0.3849265 0.1050289  
## 0.00 0.90 0.1343515 0.3851574 0.1049087  
## 0.00 0.95 0.1343656 0.3850788 0.1048753  
## 0.00 1.00 0.1344625 0.3843685 0.1049229  
## 0.01 0.05 0.1621007 0.2111523 0.1304141  
## 0.01 0.10 0.1558785 0.2433228 0.1247659  
## 0.01 0.15 0.1509739 0.2772553 0.1203126  
## 0.01 0.20 0.1471841 0.3020436 0.1170957  
## 0.01 0.25 0.1440559 0.3208747 0.1144896  
## 0.01 0.30 0.1417173 0.3308045 0.1124933  
## 0.01 0.35 0.1402320 0.3401211 0.1112358  
## 0.01 0.40 0.1388907 0.3504090 0.1100606  
## 0.01 0.45 0.1378694 0.3577237 0.1091100  
## 0.01 0.50 0.1370497 0.3640501 0.1082611  
## 0.01 0.55 0.1363532 0.3695087 0.1074800  
## 0.01 0.60 0.1358554 0.3733940 0.1068852  
## 0.01 0.65 0.1353928 0.3770513 0.1063747  
## 0.01 0.70 0.1349839 0.3803170 0.1059378  
## 0.01 0.75 0.1347067 0.3824401 0.1055780  
## 0.01 0.80 0.1345348 0.3837328 0.1053094  
## 0.01 0.85 0.1344224 0.3846212 0.1050927  
## 0.01 0.90 0.1343722 0.3850159 0.1049412  
## 0.01 0.95 0.1343549 0.3851996 0.1048841  
## 0.01 1.00 0.1344189 0.3847552 0.1049044  
## 0.10 0.05 0.1629155 0.2111523 0.1311365  
## 0.10 0.10 0.1571151 0.2321394 0.1258535  
## 0.10 0.15 0.1524446 0.2707200 0.1216635  
## 0.10 0.20 0.1487393 0.2923376 0.1185201  
## 0.10 0.25 0.1456622 0.3127041 0.1158916  
## 0.10 0.30 0.1431335 0.3254300 0.1137605  
## 0.10 0.35 0.1412792 0.3322719 0.1121844  
## 0.10 0.40 0.1400100 0.3398684 0.1110833  
## 0.10 0.45 0.1389004 0.3480417 0.1101169  
## 0.10 0.50 0.1379587 0.3550057 0.1092265  
## 0.10 0.55 0.1372096 0.3606323 0.1084512  
## 0.10 0.60 0.1366261 0.3652137 0.1077890  
## 0.10 0.65 0.1361851 0.3688449 0.1072018  
## 0.10 0.70 0.1358324 0.3719252 0.1067252  
## 0.10 0.75 0.1355144 0.3746643 0.1063377  
## 0.10 0.80 0.1352500 0.3770194 0.1059847  
## 0.10 0.85 0.1350400 0.3789448 0.1056836  
## 0.10 0.90 0.1348884 0.3804155 0.1054666  
## 0.10 0.95 0.1347946 0.3814416 0.1052989  
## 0.10 1.00 0.1347437 0.3821520 0.1051811  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were fraction = 0.9 and lambda = 0.

predlasso <- predict(fitlasso, testx\_red)  
dfr[6,] <- data.frame(  
 Data.Set='Reduced',  
 Model='Lasso (enlastic net)',   
 Model.Class='Linear',  
 Tuning.Parameters=paste0('lambda=', fitlasso$bestTune[['lambda']], ', fraction=', fitlasso$bestTune[['fraction']]),   
 RMSE.Train=min(fitlasso$results[['RMSE']]),  
 RMSE.Test=postResample(predlasso, testy\_red)[['RMSE']],  
 MAPE.Test=mape(predlasso, testy\_red),  
 Train.Time=round(telapsed, 3)  
)

# Full model  
  
# Lasso regression  
enetGrid <- expand.grid(.lambda=c(0, 0.01, 0.1), .fraction=seq(0.05, 1, length=20))  
tstart <- Sys.time()  
set.seed(77)  
fitlasso\_full <- train(x=trainx\_full, y=trainy\_full, method='enet', preProcess=c('center', 'scale'), trControl=ctrl, tuneGrid=enetGrid)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitlasso\_full

## Elasticnet   
##   
## 2057 samples  
## 34 predictor  
##   
## Pre-processing: centered (34), scaled (34)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## lambda fraction RMSE Rsquared MAE   
## 0.00 0.05 0.1565830 0.2343601 0.1250554  
## 0.00 0.10 0.1481077 0.2962105 0.1175128  
## 0.00 0.15 0.1425893 0.3318319 0.1127636  
## 0.00 0.20 0.1393083 0.3517983 0.1098282  
## 0.00 0.25 0.1371189 0.3673218 0.1077561  
## 0.00 0.30 0.1355873 0.3793009 0.1060796  
## 0.00 0.35 0.1346110 0.3867750 0.1050261  
## 0.00 0.40 0.1338742 0.3928152 0.1041839  
## 0.00 0.45 0.1333374 0.3972601 0.1035196  
## 0.00 0.50 0.1329041 0.4010156 0.1029559  
## 0.00 0.55 0.1325702 0.4039917 0.1024976  
## 0.00 0.60 0.1323927 0.4055815 0.1021859  
## 0.00 0.65 0.1323340 0.4060945 0.1020018  
## 0.00 0.70 0.1322399 0.4070293 0.1018438  
## 0.00 0.75 0.1321499 0.4079292 0.1017169  
## 0.00 0.80 0.1320837 0.4086426 0.1016105  
## 0.00 0.85 0.1320418 0.4091701 0.1015250  
## 0.00 0.90 0.1320404 0.4093710 0.1014590  
## 0.00 0.95 0.1320840 0.4092210 0.1014329  
## 0.00 1.00 0.1321487 0.4089140 0.1014255  
## 0.01 0.05 0.1589197 0.2157502 0.1270844  
## 0.01 0.10 0.1512958 0.2751554 0.1201652  
## 0.01 0.15 0.1459871 0.3102594 0.1156433  
## 0.01 0.20 0.1420101 0.3351085 0.1122288  
## 0.01 0.25 0.1394709 0.3511347 0.1100161  
## 0.01 0.30 0.1375868 0.3638957 0.1082877  
## 0.01 0.35 0.1362703 0.3740105 0.1068931  
## 0.01 0.40 0.1352139 0.3821201 0.1057377  
## 0.01 0.45 0.1345497 0.3873467 0.1049843  
## 0.01 0.50 0.1339370 0.3924269 0.1042817  
## 0.01 0.55 0.1335204 0.3958400 0.1037478  
## 0.01 0.60 0.1331507 0.3990108 0.1032928  
## 0.01 0.65 0.1328334 0.4017432 0.1028901  
## 0.01 0.70 0.1326253 0.4035654 0.1025826  
## 0.01 0.75 0.1325239 0.4043910 0.1023663  
## 0.01 0.80 0.1324596 0.4049954 0.1022110  
## 0.01 0.85 0.1323733 0.4058530 0.1020696  
## 0.01 0.90 0.1322949 0.4066397 0.1019448  
## 0.01 0.95 0.1322328 0.4073035 0.1018330  
## 0.01 1.00 0.1321926 0.4077819 0.1017508  
## 0.10 0.05 0.1621144 0.2157502 0.1300897  
## 0.10 0.10 0.1558262 0.2419751 0.1243575  
## 0.10 0.15 0.1508952 0.2785113 0.1198741  
## 0.10 0.20 0.1471022 0.3042011 0.1166430  
## 0.10 0.25 0.1440643 0.3227026 0.1140601  
## 0.10 0.30 0.1415888 0.3363949 0.1119217  
## 0.10 0.35 0.1398932 0.3455234 0.1104145  
## 0.10 0.40 0.1384291 0.3558998 0.1091110  
## 0.10 0.45 0.1373674 0.3628008 0.1080608  
## 0.10 0.50 0.1366200 0.3682048 0.1072284  
## 0.10 0.55 0.1360217 0.3730037 0.1065086  
## 0.10 0.60 0.1355127 0.3773404 0.1059154  
## 0.10 0.65 0.1350511 0.3813566 0.1054004  
## 0.10 0.70 0.1346919 0.3844629 0.1049893  
## 0.10 0.75 0.1343985 0.3870472 0.1046237  
## 0.10 0.80 0.1341266 0.3895344 0.1042859  
## 0.10 0.85 0.1338999 0.3916268 0.1040124  
## 0.10 0.90 0.1337354 0.3932178 0.1037892  
## 0.10 0.95 0.1336444 0.3941960 0.1036411  
## 0.10 1.00 0.1335899 0.3948863 0.1035304  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were fraction = 0.9 and lambda = 0.

predlasso\_full <- predict(fitlasso\_full, testx\_full)  
dfr[24,] <- data.frame(  
 Data.Set='Full',  
 Model='Lasso (enlastic net)',   
 Model.Class='Linear',  
 Tuning.Parameters=paste0('lambda=', fitlasso\_full$bestTune[['lambda']], ', fraction=', fitlasso\_full$bestTune[['fraction']]),   
 RMSE.Train=min(fitlasso\_full$results[['RMSE']]),  
 RMSE.Test=postResample(predlasso\_full, testy\_full)[['RMSE']],  
 MAPE.Test=mape(predlasso\_full, testy\_full),  
 Train.Time=round(telapsed, 3)  
)

### K nearest neighbors

# Reduced model  
  
# KNN model  
tstart <- Sys.time()  
set.seed(77)  
fitknn <- train(x=trainx\_red, y=trainy\_red, method='knn', preProc=c("center", "scale"), tuneLength=10)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitknn

## k-Nearest Neighbors   
##   
## 2057 samples  
## 27 predictor  
##   
## Pre-processing: centered (27), scaled (27)   
## Resampling: Bootstrapped (25 reps)   
## Summary of sample sizes: 2057, 2057, 2057, 2057, 2057, 2057, ...   
## Resampling results across tuning parameters:  
##   
## k RMSE Rsquared MAE   
## 5 0.1314143 0.4306006 0.09745828  
## 7 0.1282729 0.4464631 0.09616067  
## 9 0.1264662 0.4576983 0.09541239  
## 11 0.1257026 0.4624815 0.09529039  
## 13 0.1257556 0.4614384 0.09554690  
## 15 0.1258352 0.4602755 0.09575135  
## 17 0.1259081 0.4594948 0.09600391  
## 19 0.1261845 0.4572169 0.09646869  
## 21 0.1264689 0.4547017 0.09688449  
## 23 0.1265754 0.4537758 0.09715732  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was k = 11.

predknn <- predict(fitknn, testx\_red)  
dfr[7,] <- data.frame(  
 Data.Set='Reduced',  
 Model='knn',   
 Model.Class='Nonlinear',  
 Tuning.Parameters=paste0('k=', fitknn$bestTune[['k']]),   
 RMSE.Train=min(fitknn$results[['RMSE']]),  
 RMSE.Test=postResample(predknn, testy\_red)[['RMSE']],  
 MAPE.Test=mape(predknn, testy\_red),  
 Train.Time=round(telapsed, 3)  
)

# Full model  
  
# KNN model  
tstart <- Sys.time()  
set.seed(77)  
fitknn\_full <- train(x=trainx\_full, y=trainy\_full, method='knn', preProc=c("center", "scale"), tuneLength=10)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitknn\_full

## k-Nearest Neighbors   
##   
## 2057 samples  
## 34 predictor  
##   
## Pre-processing: centered (34), scaled (34)   
## Resampling: Bootstrapped (25 reps)   
## Summary of sample sizes: 2057, 2057, 2057, 2057, 2057, 2057, ...   
## Resampling results across tuning parameters:  
##   
## k RMSE Rsquared MAE   
## 5 0.1288378 0.4578731 0.09383796  
## 7 0.1270565 0.4635589 0.09385899  
## 9 0.1259860 0.4689028 0.09382485  
## 11 0.1256415 0.4702216 0.09423139  
## 13 0.1254663 0.4710856 0.09471716  
## 15 0.1255407 0.4701508 0.09514193  
## 17 0.1258225 0.4676819 0.09563485  
## 19 0.1260577 0.4660680 0.09603643  
## 21 0.1264291 0.4631933 0.09643394  
## 23 0.1267071 0.4610132 0.09685349  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was k = 13.

predknn\_full <- predict(fitknn\_full, testx\_full)  
dfr[25,] <- data.frame(  
 Data.Set='Full',  
 Model='knn',   
 Model.Class='Nonlinear',  
 Tuning.Parameters=paste0('k=', fitknn\_full$bestTune[['k']]),   
 RMSE.Train=min(fitknn\_full$results[['RMSE']]),  
 RMSE.Test=postResample(predknn\_full, testy\_full)[['RMSE']],  
 MAPE.Test=mape(predknn\_full, testy\_full),  
 Train.Time=round(telapsed, 3),  
 Train.Time=round(telapsed, 3)  
)

## Warning in `[<-.data.frame`(`\*tmp\*`, 25, , value = structure(list(Data.Set =  
## "Full", : provided 9 variables to replace 8 variables

### Multivariate adaptive regression splines

# Reduced model  
  
# MARS model  
marsGrid <- expand.grid(.degree=1:2, .nprune=2:10) # set tuning parameters  
tstart <- Sys.time()  
set.seed(77)  
fitmars <- train(x=trainx\_red, y=trainy\_red, method='earth', tuneGrid=marsGrid, trControl=ctrl)

## Loading required package: earth

## Warning: package 'earth' was built under R version 4.2.3

## Loading required package: Formula

## Loading required package: plotmo

## Warning: package 'plotmo' was built under R version 4.2.3

## Loading required package: plotrix

## Loading required package: TeachingDemos

## Warning: package 'TeachingDemos' was built under R version 4.2.3

##   
## Attaching package: 'TeachingDemos'

## The following object is masked \_by\_ '.GlobalEnv':  
##   
## outliers

telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitmars

## Multivariate Adaptive Regression Spline   
##   
## 2057 samples  
## 27 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## degree nprune RMSE Rsquared MAE   
## 1 2 0.1500203 0.2327610 0.1183358  
## 1 3 0.1429278 0.3033795 0.1123905  
## 1 4 0.1421726 0.3103223 0.1111960  
## 1 5 0.1406716 0.3249284 0.1098070  
## 1 6 0.1397526 0.3341066 0.1084891  
## 1 7 0.1382297 0.3487210 0.1070930  
## 1 8 0.1362527 0.3664370 0.1061403  
## 1 9 0.1348595 0.3796038 0.1044221  
## 1 10 0.1336323 0.3912945 0.1036141  
## 2 2 0.1502337 0.2307427 0.1184534  
## 2 3 0.1436318 0.2968835 0.1132934  
## 2 4 0.1410142 0.3222992 0.1116564  
## 2 5 0.1387281 0.3440733 0.1093017  
## 2 6 0.1362217 0.3685370 0.1070066  
## 2 7 0.1344652 0.3844757 0.1052823  
## 2 8 0.1335913 0.3925556 0.1041876  
## 2 9 0.1330987 0.3977140 0.1037799  
## 2 10 0.1307592 0.4178667 0.1018266  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were nprune = 10 and degree = 2.

predmars <- predict(fitmars, testx\_red)  
dfr[8,] <- data.frame(  
 Data.Set='Reduced',  
 Model='MARS',   
 Model.Class='Nonlinear',  
 Tuning.Parameters=paste0('degree=', fitmars$bestTune[['degree']], ', nprune=', fitmars$bestTune[['nprune']]),   
 RMSE.Train=min(fitmars$results[['RMSE']]),  
 RMSE.Test=postResample(predmars, testy\_red)[['RMSE']],  
 MAPE.Test=mape(predmars, testy\_red),  
 Train.Time=round(telapsed, 3)  
)

# Full model  
  
# MARS model  
marsGrid <- expand.grid(.degree=1:2, .nprune=2:10) # set tuning parameters  
tstart <- Sys.time()  
set.seed(77)  
fitmars\_full <- train(x=trainx\_full, y=trainy\_full, method='earth', tuneGrid=marsGrid, trControl=ctrl)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitmars\_full

## Multivariate Adaptive Regression Spline   
##   
## 2057 samples  
## 34 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## degree nprune RMSE Rsquared MAE   
## 1 2 0.1499608 0.2366677 0.1178955  
## 1 3 0.1433404 0.3023634 0.1120862  
## 1 4 0.1417624 0.3171547 0.1103154  
## 1 5 0.1406725 0.3279553 0.1093600  
## 1 6 0.1396052 0.3381953 0.1082347  
## 1 7 0.1366647 0.3657084 0.1063205  
## 1 8 0.1352593 0.3797853 0.1050733  
## 1 9 0.1344694 0.3869811 0.1041115  
## 1 10 0.1316427 0.4118818 0.1022380  
## 2 2 0.1499608 0.2366677 0.1178955  
## 2 3 0.1445028 0.2909385 0.1141277  
## 2 4 0.1412259 0.3222753 0.1109301  
## 2 5 0.1398911 0.3358413 0.1092719  
## 2 6 0.1365713 0.3666326 0.1060411  
## 2 7 0.1351956 0.3802651 0.1045677  
## 2 8 0.1350690 0.3813123 0.1042365  
## 2 9 0.1335278 0.3957169 0.1029514  
## 2 10 0.1316900 0.4115965 0.1018104  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were nprune = 10 and degree = 1.

predmars\_full <- predict(fitmars\_full, testx\_full)  
dfr[26,] <- data.frame(  
 Data.Set='Full',  
 Model='MARS',   
 Model.Class='Nonlinear',  
 Tuning.Parameters=paste0('degree=', fitmars\_full$bestTune[['degree']], ', nprune=', fitmars\_full$bestTune[['nprune']]),   
 RMSE.Train=min(fitmars\_full$results[['RMSE']]),  
 RMSE.Test=postResample(predmars\_full, testy\_full)[['RMSE']],  
 MAPE.Test=mape(predmars\_full, testy\_full),  
 Train.Time=round(telapsed, 3)  
)

### Support vector machine

# Reduced model  
  
# SVM model  
tstart <- Sys.time()  
set.seed(77)  
fitsvm <- train(x=trainx\_red, y=trainy\_red, method='svmRadial', preProc=c('center', 'scale'), tuneLength=14, trControl=ctrl)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitsvm

## Support Vector Machines with Radial Basis Function Kernel   
##   
## 2057 samples  
## 27 predictor  
##   
## Pre-processing: centered (27), scaled (27)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## C RMSE Rsquared MAE   
## 0.25 0.1238423 0.4837412 0.09255348  
## 0.50 0.1212604 0.5024025 0.08951038  
## 1.00 0.1191650 0.5182731 0.08741790  
## 2.00 0.1176763 0.5300929 0.08627946  
## 4.00 0.1166355 0.5389502 0.08583854  
## 8.00 0.1151704 0.5514872 0.08490687  
## 16.00 0.1156161 0.5522668 0.08566873  
## 32.00 0.1183428 0.5413365 0.08877973  
## 64.00 0.1238233 0.5162122 0.09356870  
## 128.00 0.1303421 0.4890316 0.09906939  
## 256.00 0.1351290 0.4716001 0.10298163  
## 512.00 0.1393520 0.4556512 0.10622967  
## 1024.00 0.1403929 0.4522898 0.10698540  
## 2048.00 0.1403929 0.4522898 0.10698540  
##   
## Tuning parameter 'sigma' was held constant at a value of 0.02383785  
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were sigma = 0.02383785 and C = 8.

predsvm <- predict(fitsvm, testx\_red)  
dfr[9,] <- data.frame(  
 Data.Set='Reduced',  
 Model='SVM',   
 Model.Class='Nonlinear',  
 Tuning.Parameters=paste0('C=', fitsvm$bestTune[['C']], ', sigma=', round(fitsvm$bestTune[['sigma']], 3)),   
 RMSE.Train=min(fitsvm$results[['RMSE']]),  
 RMSE.Test=postResample(predsvm, testy\_red)[['RMSE']],  
 MAPE.Test=mape(predsvm, testy\_red),  
 Train.Time=round(telapsed, 3)  
)

# Full model  
  
# SVM model  
tstart <- Sys.time()  
set.seed(77)  
fitsvm\_full <- train(x=trainx\_full, y=trainy\_full, method='svmRadial', preProc=c('center', 'scale'), tuneLength=14, trControl=ctrl)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitsvm\_full

## Support Vector Machines with Radial Basis Function Kernel   
##   
## 2057 samples  
## 34 predictor  
##   
## Pre-processing: centered (34), scaled (34)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## C RMSE Rsquared MAE   
## 0.25 0.1233769 0.4914059 0.09118605  
## 0.50 0.1205148 0.5118004 0.08803640  
## 1.00 0.1180841 0.5302624 0.08575334  
## 2.00 0.1160403 0.5453205 0.08412811  
## 4.00 0.1148630 0.5546048 0.08342717  
## 8.00 0.1134488 0.5669599 0.08256145  
## 16.00 0.1132817 0.5711227 0.08293834  
## 32.00 0.1155207 0.5618822 0.08512210  
## 64.00 0.1205846 0.5373840 0.08930497  
## 128.00 0.1265457 0.5104413 0.09351797  
## 256.00 0.1307327 0.4952022 0.09710549  
## 512.00 0.1343638 0.4809887 0.10021021  
## 1024.00 0.1356535 0.4762529 0.10114135  
## 2048.00 0.1356535 0.4762529 0.10114135  
##   
## Tuning parameter 'sigma' was held constant at a value of 0.01933698  
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were sigma = 0.01933698 and C = 16.

predsvm\_full <- predict(fitsvm\_full, testx\_full)  
dfr[27,] <- data.frame(  
 Data.Set='Full',  
 Model='SVM',   
 Model.Class='Nonlinear',  
 Tuning.Parameters=paste0('C=', fitsvm\_full$bestTune[['C']], ', sigma=', round(fitsvm\_full$bestTune[['sigma']], 3)),   
 RMSE.Train=min(fitsvm\_full$results[['RMSE']]),  
 RMSE.Test=postResample(predsvm\_full, testy\_full)[['RMSE']],  
 MAPE.Test=mape(predsvm\_full, testy\_full),  
 Train.Time=round(telapsed, 3)  
)

### Neural net

# Reduced model  
  
# nnet model using model averaging  
nnetGrid <- expand.grid(.decay=c(0, 0.01, 0.1), .size=c(1:10), .bag=F) # set tuning parameters  
tstart <- Sys.time()  
set.seed(77)  
fitnnet <- train(x=trainx\_red, y=trainy\_red, method='avNNet', preProc=c('center', 'scale'), tunGrid=nnetGrid, trControl=ctrl,  
 linout=T, trace=F, MaxNWts=10 \* (ncol(trainx\_red) + 1) + 10 + 1, maxit=500)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitnnet

## Model Averaged Neural Network   
##   
## 2057 samples  
## 27 predictor  
##   
## Pre-processing: centered (27), scaled (27)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## size decay RMSE Rsquared MAE   
## 1 0e+00 0.1356776 0.3876229 0.10502764  
## 1 1e-04 0.1334958 0.3921987 0.10330007  
## 1 1e-01 0.1344535 0.3846909 0.10505423  
## 3 0e+00 0.1408344 0.4439173 0.09573069  
## 3 1e-04 0.1203937 0.5077174 0.09195386  
## 3 1e-01 0.1221767 0.4930043 0.09315075  
## 5 0e+00 0.1890615 0.4850360 0.09858357  
## 5 1e-04 0.1174133 0.5333341 0.08717601  
## 5 1e-01 0.1171304 0.5320311 0.08893248  
##   
## Tuning parameter 'bag' was held constant at a value of FALSE  
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were size = 5, decay = 0.1 and bag = FALSE.

prednnet <- predict(fitnnet, testx\_red)  
dfr[10,] <- data.frame(  
 Data.Set='Reduced',  
 Model='Neural net',   
 Model.Class='Nonlinear',  
 Tuning.Parameters=paste0('decay=', fitnnet$bestTune[['decay']], ', size=', fitnnet$bestTune[['size']], ', bag=False'),   
 RMSE.Train=min(fitnnet$results[['RMSE']]),  
 RMSE.Test=postResample(prednnet, testy\_red)[['RMSE']],  
 MAPE.Test=mape(prednnet, testy\_red),  
 Train.Time=round(telapsed, 3)  
)

# Full model  
  
# nnet model using model averaging  
nnetGrid <- expand.grid(.decay=c(0, 0.01, 0.1), .size=c(1:10), .bag=F) # set tuning parameters  
tstart <- Sys.time()  
set.seed(77)  
fitnnet\_full <- train(x=trainx\_full, y=trainy\_full, method='avNNet', preProc=c('center', 'scale'), tunGrid=nnetGrid, trControl=ctrl,  
 linout=T, trace=F, MaxNWts=10 \* (ncol(trainx\_red) + 1) + 10 + 1, maxit=500)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitnnet\_full

## Model Averaged Neural Network   
##   
## 2057 samples  
## 34 predictor  
##   
## Pre-processing: centered (34), scaled (34)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## size decay RMSE Rsquared MAE   
## 1 0e+00 0.1338285 0.4031324 0.10242160  
## 1 1e-04 0.1293704 0.4332880 0.09885287  
## 1 1e-01 0.1324685 0.4065805 0.10176420  
## 3 0e+00 0.2283608 0.4084372 0.10541375  
## 3 1e-04 0.1202068 0.5119724 0.08984632  
## 3 1e-01 0.1181665 0.5270196 0.08890985  
## 5 0e+00 0.1266303 0.5017340 0.08762875  
## 5 1e-04 0.1175807 0.5343096 0.08556320  
## 5 1e-01 0.1156516 0.5455801 0.08504622  
##   
## Tuning parameter 'bag' was held constant at a value of FALSE  
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were size = 5, decay = 0.1 and bag = FALSE.

prednnet\_full <- predict(fitnnet\_full, testx\_full)  
dfr[28,] <- data.frame(  
 Data.Set='Full',  
 Model='Neural net',   
 Model.Class='Nonlinear',  
 Tuning.Parameters=paste0('decay=', fitnnet\_full$bestTune[['decay']], ', size=', fitnnet\_full$bestTune[['size']], ', bag=False'),   
 RMSE.Train=min(fitnnet\_full$results[['RMSE']]),  
 RMSE.Test=postResample(prednnet\_full, testy\_full)[['RMSE']],  
 MAPE.Test=mape(prednnet\_full, testy\_full),  
 Train.Time=round(telapsed, 3)  
)

### Basic CART (tuned with complexity parameter)

# Reduced model  
  
# Basic regression tree  
tstart <- Sys.time()  
set.seed(77)  
fitcart1 <- train(trainx\_red, trainy\_red, method='rpart', tuneLength=10, trControl=ctrl)

## Warning in nominalTrainWorkflow(x = x, y = y, wts = weights, info = trainInfo,  
## : There were missing values in resampled performance measures.

telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitcart1

## CART   
##   
## 2057 samples  
## 27 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## cp RMSE Rsquared MAE   
## 0.01357298 0.1294817 0.4299279 0.1016763  
## 0.01507482 0.1315484 0.4114373 0.1037085  
## 0.01518019 0.1315621 0.4113615 0.1036591  
## 0.01700480 0.1327487 0.4004372 0.1052938  
## 0.01985238 0.1354591 0.3759198 0.1074626  
## 0.02035720 0.1358861 0.3718874 0.1080209  
## 0.03040543 0.1393628 0.3381923 0.1105669  
## 0.03819526 0.1428590 0.3047208 0.1130577  
## 0.06318453 0.1479550 0.2547228 0.1163053  
## 0.22770278 0.1644174 0.1852943 0.1325356  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was cp = 0.01357298.

predcart1 <- predict(fitcart1, testx\_red)  
dfr[11,] <- data.frame(  
 Data.Set='Reduced',  
 Model='Basic CART (tuned w/complexity parameter)',   
 Model.Class='Tree',  
 Tuning.Parameters=paste0('cp=', round(fitcart1$bestTune[['cp']], 4)),   
 Train.RMSE=min(fitcart1$results[['RMSE']]),  
 RMSE.Test=postResample(predcart1, testy\_red)[['RMSE']],  
 MAPE.Test=mape(predcart1, testy\_red),  
 Train.Time=round(telapsed, 3)  
)

# Full model  
  
# Basic regression tree  
tstart <- Sys.time()  
set.seed(77)  
fitcart1\_full <- train(trainx\_full, trainy\_full, method='rpart', tuneLength=10, trControl=ctrl)

## Warning in nominalTrainWorkflow(x = x, y = y, wts = weights, info = trainInfo,  
## : There were missing values in resampled performance measures.

telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitcart1\_full

## CART   
##   
## 2057 samples  
## 34 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## cp RMSE Rsquared MAE   
## 0.01117229 0.1303481 0.4245083 0.1002387  
## 0.01265519 0.1303116 0.4246404 0.1007602  
## 0.01485787 0.1322427 0.4079816 0.1025305  
## 0.01603486 0.1346208 0.3853861 0.1049177  
## 0.01618742 0.1349788 0.3821285 0.1053609  
## 0.02058156 0.1367880 0.3661095 0.1076246  
## 0.02997564 0.1399454 0.3352646 0.1100741  
## 0.03798147 0.1433795 0.3030211 0.1126455  
## 0.05609127 0.1486733 0.2496651 0.1162471  
## 0.23155650 0.1649129 0.1830906 0.1324499  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was cp = 0.01265519.

predcart1\_full <- predict(fitcart1\_full, testx\_full)  
dfr[29,] <- data.frame(  
 Data.Set='Full',  
 Model='Basic CART (tuned w/complexity parameter)',   
 Model.Class='Tree',  
 Tuning.Parameters=paste0('cp=', round(fitcart1\_full$bestTune[['cp']], 4)),   
 Train.RMSE=min(fitcart1\_full$results[['RMSE']]),  
 RMSE.Test=postResample(predcart1\_full, testy\_full)[['RMSE']],  
 MAPE.Test=mape(predcart1\_full, testy\_full),  
 Train.Time=round(telapsed, 3)  
)

### Basic CART (tuned with node depth)

# Reduced model  
  
# Basic CART model - tuned using node depth  
tstart <- Sys.time()  
set.seed(77)  
fitcart2 <- train(trainx\_red, trainy\_red, method='rpart2', tuneLength=10, trControl=ctrl)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitcart2

## CART   
##   
## 2057 samples  
## 27 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## maxdepth RMSE Rsquared MAE   
## 1 0.1500398 0.2325647 0.11835736  
## 2 0.1439974 0.2933324 0.11376092  
## 3 0.1401681 0.3312361 0.11167370  
## 4 0.1369519 0.3612627 0.10826574  
## 5 0.1346940 0.3827560 0.10702281  
## 6 0.1333698 0.3950273 0.10591506  
## 7 0.1322822 0.4043102 0.10470834  
## 8 0.1313359 0.4132750 0.10325055  
## 9 0.1298080 0.4268184 0.10169133  
## 10 0.1280129 0.4423434 0.09928189  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was maxdepth = 10.

predcart2 <- predict(fitcart2, testx\_red)  
dfr[12,] = data.frame(  
 Data.Set='Reduced',  
 Model='Basic CART (tuned w/node depth)',   
 Model.Class='Tree',  
 Tuning.Parameters=paste0('maxdepth=', fitcart2$bestTune[['maxdepth']]),   
 Train.RMSE=min(fitcart2$results[['RMSE']]),  
 RMSE.Test=postResample(predcart2, testy\_red)[['RMSE']],  
 MAPE.Test=mape(predcart2, testy\_red),  
 Train.Time=round(telapsed, 3)  
)

# Full model  
  
# Basic CART model - tuned using node depth  
tstart <- Sys.time()  
set.seed(77)  
fitcart2\_full <- train(trainx\_full, trainy\_full, method='rpart2', tuneLength=10, trControl=ctrl)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitcart2\_full

## CART   
##   
## 2057 samples  
## 34 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## maxdepth RMSE Rsquared MAE   
## 1 0.1499804 0.2364712 0.11791753  
## 2 0.1445118 0.2913946 0.11345441  
## 3 0.1407659 0.3281268 0.11118113  
## 4 0.1376659 0.3569824 0.10783248  
## 5 0.1362558 0.3704418 0.10728251  
## 6 0.1355590 0.3770927 0.10654245  
## 8 0.1330339 0.4004570 0.10358066  
## 9 0.1316132 0.4135042 0.10184891  
## 10 0.1307655 0.4207524 0.10095750  
## 11 0.1291112 0.4366913 0.09922121  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was maxdepth = 11.

predcart2\_full <- predict(fitcart2\_full, testx\_full)  
dfr[30,] = data.frame(  
 Data.Set='Full',  
 Model='Basic CART (tuned w/node depth)',   
 Model.Class='Tree',  
 Tuning.Parameters=paste0('maxdepth=', fitcart2\_full$bestTune[['maxdepth']]),   
 Train.RMSE=min(fitcart2\_full$results[['RMSE']]),  
 RMSE.Test=postResample(predcart2\_full, testy\_full)[['RMSE']],  
 MAPE.Test=mape(predcart2\_full, testy\_full),  
 Train.Time=round(telapsed, 3)  
)

### Regression model tree

# Reduced model  
  
# Model tree  
mtreeGrid1 <- expand.grid(.pruned=c('Yes', 'No'), .smoothed=c('Yes', 'No'), .rules=c('Yes', 'No'))  
tstart <- Sys.time()  
set.seed(77)  
fitmtree1 <- train(trainx\_red, trainy\_red, method='M5', trControl=ctrl, control=Weka\_control(M=10), tuneGrid=mtreeGrid1)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitmtree1

## Model Tree   
##   
## 2057 samples  
## 27 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## pruned smoothed rules RMSE Rsquared MAE   
## Yes Yes Yes 0.8142254 0.1944074 0.54995791  
## Yes Yes No 1.6165991 0.3100470 1.29526342  
## Yes No Yes 0.1234258 0.4870007 0.09212447  
## Yes No No 0.1301195 0.4625868 0.09267575  
## No Yes Yes 1.1799054 0.0475526 0.67607168  
## No Yes No 1.6296728 0.2793657 1.29490132  
## No No Yes 0.1360553 0.4269615 0.09831818  
## No No No 0.1327188 0.4574814 0.09359387  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were pruned = Yes, smoothed = No and  
## rules = Yes.

predmtree1 <- predict(fitmtree1, testx\_red)  
dfr[13,] <- data.frame(  
 Data.Set='Reduced',  
 Model='Regression model tree',   
 Model.Class='Tree',  
 Tuning.Parameters=paste0('pruned=', fitmtree1$bestTune[['pruned']],  
 ', smoothed=', fitmtree1$bestTune[['smoothed']],  
 ', rules=', fitmtree1$bestTune[['rules']]),   
 RMSE.Train=min(fitmtree1$results[['RMSE']]),  
 RMSE.Test=postResample(predmtree1, testy\_red)[['RMSE']],  
 MAPE.Test=mape(predmtree1, testy\_red),  
 Train.Time=round(telapsed, 3)  
)

# Full model  
  
# Model tree  
mtreeGrid1 <- expand.grid(.pruned=c('Yes', 'No'), .smoothed=c('Yes', 'No'), .rules=c('Yes', 'No'))  
tstart <- Sys.time()  
set.seed(77)  
fitmtree1\_full <- train(trainx\_full, trainy\_full, method='M5', trControl=ctrl, control=Weka\_control(M=10), tuneGrid=mtreeGrid1)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitmtree1\_full

## Model Tree   
##   
## 2057 samples  
## 34 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## pruned smoothed rules RMSE Rsquared MAE   
## Yes Yes Yes 0.1411463 0.4608343 0.09869940  
## Yes Yes No 0.1215009 0.5209332 0.08616200  
## Yes No Yes 0.1267215 0.4919783 0.08861583  
## Yes No No 0.1371021 0.4558072 0.09104518  
## No Yes Yes 0.1462965 0.3866693 0.09677091  
## No Yes No 0.1319478 0.5177587 0.08515102  
## No No Yes 0.1398519 0.3971567 0.09982814  
## No No No 0.1285780 0.4928285 0.09014244  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were pruned = Yes, smoothed = Yes and  
## rules = No.

predmtree1\_full <- predict(fitmtree1\_full, testx\_full)  
dfr[31,] <- data.frame(  
 Data.Set='Full',  
 Model='Regression model tree',   
 Model.Class='Tree',  
 Tuning.Parameters=paste0('pruned=', fitmtree1\_full$bestTune[['pruned']],  
 ', smoothed=', fitmtree1\_full$bestTune[['smoothed']],  
 ', rules=', fitmtree1\_full$bestTune[['rules']]),   
 RMSE.Train=min(fitmtree1\_full$results[['RMSE']]),  
 RMSE.Test=postResample(predmtree1\_full, testy\_full)[['RMSE']],  
 MAPE.Test=mape(predmtree1\_full, testy\_full),  
 Train.Time=round(telapsed, 3)  
)

### Regression model tree (rule-based)

# Reduced model  
  
# Model tree (rule-based)  
mtreeGrid2 <- expand.grid(.pruned=c('Yes', 'No'), .smoothed=c('Yes', 'No'))  
tstart <- Sys.time()  
set.seed(77)  
fitmtree2 <- train(trainx\_red, trainy\_red, method='M5Rules', trControl=ctrl, control=Weka\_control(M=10), tuneGrid=mtreeGrid2)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitmtree2

## Model Rules   
##   
## 2057 samples  
## 27 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## pruned smoothed RMSE Rsquared MAE   
## Yes Yes 0.8142254 0.1944074 0.54995791  
## Yes No 0.1234258 0.4870007 0.09212447  
## No Yes 1.1799054 0.0475526 0.67607168  
## No No 0.1360553 0.4269615 0.09831818  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were pruned = Yes and smoothed = No.

predmtree2 <- predict(fitmtree2, testx\_red)  
dfr[14,] <- data.frame(  
 Data.Set='Reduced',  
 Model='Regression model tree (rule-based)',   
 Model.Class='Tree',  
 Tuning.Parameters=paste0('pruned=', fitmtree2$bestTune[['pruned']],  
 ', smoothed=', fitmtree2$bestTune[['smoothed']]),   
 RMSE.Train=min(fitmtree2$results[['RMSE']]),  
 RMSE.Test=postResample(predmtree2, testy\_red)[['RMSE']],  
 MAPE.Test=mape(predmtree2, testy\_red),  
 Train.Time=round(telapsed, 3)  
)

# Full model  
  
# Model tree (rule-based)  
mtreeGrid2 <- expand.grid(.pruned=c('Yes', 'No'), .smoothed=c('Yes', 'No'))  
tstart <- Sys.time()  
set.seed(77)  
fitmtree2\_full <- train(trainx\_full, trainy\_full, method='M5Rules', trControl=ctrl, control=Weka\_control(M=10), tuneGrid=mtreeGrid2)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitmtree2\_full

## Model Rules   
##   
## 2057 samples  
## 34 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## pruned smoothed RMSE Rsquared MAE   
## Yes Yes 0.1411463 0.4608343 0.09869940  
## Yes No 0.1267215 0.4919783 0.08861583  
## No Yes 0.1462965 0.3866693 0.09677091  
## No No 0.1398519 0.3971567 0.09982814  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were pruned = Yes and smoothed = No.

predmtree2\_full <- predict(fitmtree2\_full, testx\_full)  
dfr[32,] <- data.frame(  
 Data.Set='Full',  
 Model='Regression model tree (rule-based)',   
 Model.Class='Tree',  
 Tuning.Parameters=paste0('pruned=', fitmtree2\_full$bestTune[['pruned']],  
 ', smoothed=', fitmtree2\_full$bestTune[['smoothed']]),   
 RMSE.Train=min(fitmtree2\_full$results[['RMSE']]),  
 RMSE.Test=postResample(predmtree2\_full, testy\_full)[['RMSE']],  
 MAPE.Test=mape(predmtree2\_full, testy\_full),  
 Train.Time=round(telapsed, 3)  
)

### Bagged tree

# Reduced model  
  
# Bagged tree  
tstart <- Sys.time()  
set.seed(77)  
fitbag <- train(trainx\_red, trainy\_red, method='treebag', trControl=ctrl)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitbag

## Bagged CART   
##   
## 2057 samples  
## 27 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results:  
##   
## RMSE Rsquared MAE   
## 0.120808 0.5054884 0.0940176

predbag <- predict(fitbag, testx\_red)  
dfr[15,] <- data.frame(  
 Data.Set='Reduced',  
 Model='Bagged tree',   
 Model.Class='Tree',  
 Tuning.Parameters='',   
 RMSE.Train=min(fitbag$results[['RMSE']]),  
 RMSE.Test=postResample(predbag, testy\_red)[['RMSE']],  
 MAPE.Test=mape(predbag, testy\_red),  
 Train.Time=round(telapsed, 3)  
)

# Full model  
  
# Bagged tree  
tstart <- Sys.time()  
set.seed(77)  
fitbag\_full <- train(trainx\_full, trainy\_full, method='treebag', trControl=ctrl)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitbag\_full

## Bagged CART   
##   
## 2057 samples  
## 34 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results:  
##   
## RMSE Rsquared MAE   
## 0.1196042 0.5184879 0.09189329

predbag\_full <- predict(fitbag\_full, testx\_full)  
dfr[33,] <- data.frame(  
 Data.Set='Full',  
 Model='Bagged tree',   
 Model.Class='Tree',  
 Tuning.Parameters='',   
 RMSE.Train=min(fitbag\_full$results[['RMSE']]),  
 RMSE.Test=postResample(predbag\_full, testy\_full)[['RMSE']],  
 MAPE.Test=mape(predbag\_full, testy\_full),  
 Train.Time=round(telapsed, 3)  
)

### Random Forest

# Reduced model  
  
# Random Forest  
tstart <- Sys.time()  
set.seed(77)  
fitrf <- train(trainx\_red, trainy\_red, method='rf', tuneLength=10, trControl=ctrl)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitrf

## Random Forest   
##   
## 2057 samples  
## 27 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## mtry RMSE Rsquared MAE   
## 2 0.11138594 0.6210057 0.08539792  
## 4 0.10459405 0.6559599 0.07895597  
## 7 0.10072279 0.6736790 0.07535658  
## 10 0.09926557 0.6790399 0.07387694  
## 13 0.09842976 0.6823617 0.07301778  
## 15 0.09811115 0.6830458 0.07268104  
## 18 0.09756142 0.6847613 0.07201186  
## 21 0.09768625 0.6823476 0.07195857  
## 24 0.09779231 0.6796462 0.07156735  
## 27 0.09810925 0.6760813 0.07165332  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was mtry = 18.

predrf <- predict(fitrf, testx\_red)  
dfr[16,] <- data.frame(  
 Data.Set='Reduced',  
 Model='Random Forest',   
 Model.Class='Tree',  
 Tuning.Parameters=paste0('mtry=', fitrf$bestTune[['mtry']]),   
 RMSE.Train=min(fitrf$results[['RMSE']]),  
 RMSE.Test=postResample(predrf, testy\_red)[['RMSE']],  
 MAPE.Test=mape(predrf, testy\_red),  
 Train.Time=round(telapsed, 3)  
)

# Full model  
  
# Random Forest  
tstart <- Sys.time()  
set.seed(77)  
fitrf\_full <- train(trainx\_full, trainy\_full, method='rf', tuneLength=10, trControl=ctrl)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitrf\_full

## Random Forest   
##   
## 2057 samples  
## 34 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## mtry RMSE Rsquared MAE   
## 2 0.10969339 0.6364946 0.08269610  
## 5 0.10170872 0.6766512 0.07481933  
## 9 0.09851986 0.6907957 0.07187600  
## 12 0.09755366 0.6951100 0.07086797  
## 16 0.09678181 0.6969948 0.07015688  
## 19 0.09621101 0.6990340 0.06937812  
## 23 0.09580612 0.7002582 0.06914438  
## 26 0.09573711 0.6989187 0.06876045  
## 30 0.09602612 0.6948898 0.06907601  
## 34 0.09615467 0.6924977 0.06894969  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was mtry = 26.

predrf\_full <- predict(fitrf\_full, testx\_full)  
dfr[34,] <- data.frame(  
 Data.Set='Full',  
 Model='Random Forest',   
 Model.Class='Tree',  
 Tuning.Parameters=paste0('mtry=', fitrf\_full$bestTune[['mtry']]),   
 RMSE.Train=min(fitrf\_full$results[['RMSE']]),  
 RMSE.Test=postResample(predrf\_full, testy\_full)[['RMSE']],  
 MAPE.Test=mape(predrf\_full, testy\_full),  
 Train.Time=round(telapsed, 3)  
)

### Stochastic gradient boosted tree

# Had to set message=FALSE to prevent thousands of trace messages  
  
# Reduced model  
  
# Stochastic gradient boosting  
gbmGrid <- expand.grid(.interaction.depth=seq(1, 7, by=2),  
 .n.trees=seq(100, 1000, by=50),  
 .shrinkage=c(0.01, 0.1),  
 .n.minobsinnode=10)  
tstart <- Sys.time()  
set.seed(77)  
fitgbm <- train(trainx\_red, trainy\_red, method='gbm', tuneGrid=gbmGrid, trControl=ctrl)

## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0271 nan 0.1000 0.0021  
## 2 0.0255 nan 0.1000 0.0017  
## 3 0.0241 nan 0.1000 0.0013  
## 4 0.0228 nan 0.1000 0.0012  
## 5 0.0219 nan 0.1000 0.0008  
## 6 0.0209 nan 0.1000 0.0009  
## 7 0.0201 nan 0.1000 0.0007  
## 8 0.0194 nan 0.1000 0.0006  
## 9 0.0188 nan 0.1000 0.0005  
## 10 0.0183 nan 0.1000 0.0005  
## 20 0.0150 nan 0.1000 0.0002  
## 40 0.0126 nan 0.1000 -0.0000  
## 60 0.0112 nan 0.1000 0.0000  
## 80 0.0102 nan 0.1000 -0.0000  
## 100 0.0093 nan 0.1000 -0.0000  
## 120 0.0087 nan 0.1000 -0.0000  
## 140 0.0082 nan 0.1000 -0.0000  
## 160 0.0077 nan 0.1000 -0.0000  
## 180 0.0072 nan 0.1000 -0.0000  
## 200 0.0068 nan 0.1000 -0.0000  
## 220 0.0065 nan 0.1000 -0.0000  
## 240 0.0062 nan 0.1000 -0.0000  
## 260 0.0059 nan 0.1000 -0.0000  
## 280 0.0056 nan 0.1000 -0.0000  
## 300 0.0053 nan 0.1000 -0.0000  
## 320 0.0050 nan 0.1000 -0.0000  
## 340 0.0048 nan 0.1000 -0.0000  
## 360 0.0046 nan 0.1000 -0.0000  
## 380 0.0044 nan 0.1000 -0.0000  
## 400 0.0042 nan 0.1000 -0.0000  
## 420 0.0040 nan 0.1000 -0.0000  
## 440 0.0039 nan 0.1000 -0.0000  
## 460 0.0037 nan 0.1000 -0.0000  
## 480 0.0036 nan 0.1000 -0.0000  
## 500 0.0034 nan 0.1000 -0.0000  
## 520 0.0033 nan 0.1000 -0.0000  
## 540 0.0031 nan 0.1000 -0.0000  
## 560 0.0030 nan 0.1000 -0.0000  
## 580 0.0029 nan 0.1000 -0.0000  
## 600 0.0028 nan 0.1000 -0.0000  
## 620 0.0027 nan 0.1000 -0.0000  
## 640 0.0026 nan 0.1000 0.0000  
## 650 0.0025 nan 0.1000 -0.0000

telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))

# Reduced model, cont'd  
fitgbm

## Stochastic Gradient Boosting   
##   
## 2057 samples  
## 27 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## shrinkage interaction.depth n.trees RMSE Rsquared MAE   
## 0.01 1 100 0.1514534 0.2993319 0.12095173  
## 0.01 1 150 0.1468278 0.3333372 0.11693073  
## 0.01 1 200 0.1434727 0.3528591 0.11400995  
## 0.01 1 250 0.1409347 0.3658203 0.11179929  
## 0.01 1 300 0.1389288 0.3763155 0.11009762  
## 0.01 1 350 0.1374682 0.3822737 0.10884084  
## 0.01 1 400 0.1363623 0.3871211 0.10788512  
## 0.01 1 450 0.1355462 0.3916628 0.10721737  
## 0.01 1 500 0.1348241 0.3958898 0.10660579  
## 0.01 1 550 0.1342087 0.4005767 0.10609580  
## 0.01 1 600 0.1336051 0.4051967 0.10557888  
## 0.01 1 650 0.1331503 0.4085511 0.10513930  
## 0.01 1 700 0.1326769 0.4122775 0.10469235  
## 0.01 1 750 0.1322956 0.4150638 0.10434721  
## 0.01 1 800 0.1319398 0.4175431 0.10402404  
## 0.01 1 850 0.1316367 0.4195576 0.10375037  
## 0.01 1 900 0.1313370 0.4220415 0.10345379  
## 0.01 1 950 0.1310534 0.4241710 0.10318088  
## 0.01 1 1000 0.1307844 0.4260354 0.10294418  
## 0.01 3 100 0.1412604 0.4131203 0.11285058  
## 0.01 3 150 0.1352051 0.4351897 0.10760507  
## 0.01 3 200 0.1313014 0.4518363 0.10426971  
## 0.01 3 250 0.1288188 0.4639266 0.10197338  
## 0.01 3 300 0.1270951 0.4734369 0.10039870  
## 0.01 3 350 0.1257396 0.4818171 0.09914606  
## 0.01 3 400 0.1246057 0.4893713 0.09805610  
## 0.01 3 450 0.1235667 0.4963207 0.09704682  
## 0.01 3 500 0.1227278 0.5019509 0.09624601  
## 0.01 3 550 0.1219519 0.5072832 0.09551164  
## 0.01 3 600 0.1213381 0.5113161 0.09492565  
## 0.01 3 650 0.1207644 0.5150063 0.09438664  
## 0.01 3 700 0.1203051 0.5179522 0.09392215  
## 0.01 3 750 0.1197690 0.5214464 0.09342147  
## 0.01 3 800 0.1192863 0.5246167 0.09291366  
## 0.01 3 850 0.1188158 0.5278009 0.09243729  
## 0.01 3 900 0.1184803 0.5299225 0.09208051  
## 0.01 3 950 0.1181591 0.5318073 0.09176637  
## 0.01 3 1000 0.1178629 0.5338639 0.09141386  
## 0.01 5 100 0.1370687 0.4556823 0.10927472  
## 0.01 5 150 0.1305278 0.4774205 0.10352833  
## 0.01 5 200 0.1265078 0.4934627 0.09993692  
## 0.01 5 250 0.1238360 0.5061041 0.09751851  
## 0.01 5 300 0.1220107 0.5157654 0.09565084  
## 0.01 5 350 0.1206065 0.5235584 0.09424696  
## 0.01 5 400 0.1194191 0.5305237 0.09309491  
## 0.01 5 450 0.1184478 0.5364023 0.09215262  
## 0.01 5 500 0.1175913 0.5417957 0.09133266  
## 0.01 5 550 0.1168710 0.5460383 0.09063889  
## 0.01 5 600 0.1161643 0.5505180 0.09000747  
## 0.01 5 650 0.1154992 0.5547791 0.08935671  
## 0.01 5 700 0.1149650 0.5580755 0.08885791  
## 0.01 5 750 0.1144960 0.5609130 0.08843571  
## 0.01 5 800 0.1141199 0.5631862 0.08808765  
## 0.01 5 850 0.1137466 0.5656587 0.08771257  
## 0.01 5 900 0.1134513 0.5673512 0.08741780  
## 0.01 5 950 0.1131525 0.5693105 0.08710958  
## 0.01 5 1000 0.1128704 0.5710747 0.08675346  
## 0.01 7 100 0.1340072 0.4899336 0.10670807  
## 0.01 7 150 0.1271864 0.5089159 0.10060576  
## 0.01 7 200 0.1231045 0.5225263 0.09687063  
## 0.01 7 250 0.1204155 0.5341522 0.09430579  
## 0.01 7 300 0.1185183 0.5426571 0.09245960  
## 0.01 7 350 0.1170853 0.5501595 0.09103728  
## 0.01 7 400 0.1159050 0.5566640 0.08989576  
## 0.01 7 450 0.1150181 0.5614349 0.08901491  
## 0.01 7 500 0.1142530 0.5661006 0.08825055  
## 0.01 7 550 0.1135663 0.5700751 0.08760788  
## 0.01 7 600 0.1129179 0.5740001 0.08696894  
## 0.01 7 650 0.1122789 0.5780642 0.08637747  
## 0.01 7 700 0.1117564 0.5814854 0.08588859  
## 0.01 7 750 0.1113220 0.5841051 0.08544836  
## 0.01 7 800 0.1109366 0.5863455 0.08507333  
## 0.01 7 850 0.1105248 0.5889509 0.08470194  
## 0.01 7 900 0.1102254 0.5908448 0.08438713  
## 0.01 7 950 0.1099529 0.5925292 0.08409013  
## 0.01 7 1000 0.1096710 0.5942747 0.08383001  
## 0.10 1 100 0.1308237 0.4246850 0.10296337  
## 0.10 1 150 0.1291968 0.4360575 0.10110209  
## 0.10 1 200 0.1281847 0.4423040 0.09991397  
## 0.10 1 250 0.1276375 0.4464092 0.09931089  
## 0.10 1 300 0.1271268 0.4507590 0.09874557  
## 0.10 1 350 0.1267732 0.4533111 0.09843859  
## 0.10 1 400 0.1269115 0.4521453 0.09826434  
## 0.10 1 450 0.1265304 0.4554138 0.09784067  
## 0.10 1 500 0.1268939 0.4522538 0.09792089  
## 0.10 1 550 0.1266920 0.4538305 0.09762103  
## 0.10 1 600 0.1265628 0.4551739 0.09752553  
## 0.10 1 650 0.1266712 0.4543535 0.09759317  
## 0.10 1 700 0.1269270 0.4523877 0.09765520  
## 0.10 1 750 0.1265744 0.4552834 0.09729871  
## 0.10 1 800 0.1266615 0.4547703 0.09734945  
## 0.10 1 850 0.1266893 0.4546184 0.09727533  
## 0.10 1 900 0.1267673 0.4536767 0.09747714  
## 0.10 1 950 0.1267638 0.4537997 0.09743547  
## 0.10 1 1000 0.1266605 0.4546388 0.09736147  
## 0.10 3 100 0.1188540 0.5223555 0.09214040  
## 0.10 3 150 0.1165187 0.5393074 0.08968610  
## 0.10 3 200 0.1154183 0.5469606 0.08870301  
## 0.10 3 250 0.1146297 0.5526134 0.08797730  
## 0.10 3 300 0.1140693 0.5563845 0.08744451  
## 0.10 3 350 0.1137878 0.5585383 0.08719424  
## 0.10 3 400 0.1130460 0.5639831 0.08636924  
## 0.10 3 450 0.1127392 0.5664445 0.08611796  
## 0.10 3 500 0.1124562 0.5686648 0.08586087  
## 0.10 3 550 0.1118840 0.5731548 0.08560318  
## 0.10 3 600 0.1115060 0.5759057 0.08519825  
## 0.10 3 650 0.1112138 0.5782717 0.08483611  
## 0.10 3 700 0.1111990 0.5783943 0.08471046  
## 0.10 3 750 0.1111266 0.5790494 0.08455836  
## 0.10 3 800 0.1108866 0.5808665 0.08418636  
## 0.10 3 850 0.1108634 0.5810822 0.08417169  
## 0.10 3 900 0.1107114 0.5821243 0.08400222  
## 0.10 3 950 0.1105969 0.5828300 0.08381183  
## 0.10 3 1000 0.1104555 0.5838619 0.08374130  
## 0.10 5 100 0.1133158 0.5653545 0.08730600  
## 0.10 5 150 0.1112570 0.5798015 0.08563286  
## 0.10 5 200 0.1102193 0.5862799 0.08462774  
## 0.10 5 250 0.1093795 0.5919260 0.08380279  
## 0.10 5 300 0.1085085 0.5979987 0.08300133  
## 0.10 5 350 0.1082484 0.6001446 0.08274143  
## 0.10 5 400 0.1078662 0.6023357 0.08235776  
## 0.10 5 450 0.1077402 0.6030747 0.08215852  
## 0.10 5 500 0.1074821 0.6047740 0.08182938  
## 0.10 5 550 0.1073669 0.6057997 0.08160555  
## 0.10 5 600 0.1072465 0.6065943 0.08145662  
## 0.10 5 650 0.1072293 0.6067260 0.08155766  
## 0.10 5 700 0.1073303 0.6061534 0.08162338  
## 0.10 5 750 0.1074497 0.6052282 0.08170290  
## 0.10 5 800 0.1074321 0.6054409 0.08180552  
## 0.10 5 850 0.1073550 0.6058366 0.08177233  
## 0.10 5 900 0.1073940 0.6057408 0.08182247  
## 0.10 5 950 0.1073392 0.6063282 0.08179713  
## 0.10 5 1000 0.1073669 0.6061726 0.08177139  
## 0.10 7 100 0.1119967 0.5738393 0.08556106  
## 0.10 7 150 0.1105225 0.5837556 0.08430629  
## 0.10 7 200 0.1102128 0.5855022 0.08370136  
## 0.10 7 250 0.1094563 0.5905758 0.08330224  
## 0.10 7 300 0.1089161 0.5941425 0.08292861  
## 0.10 7 350 0.1083675 0.5982640 0.08254295  
## 0.10 7 400 0.1081660 0.6000329 0.08235076  
## 0.10 7 450 0.1080919 0.6005691 0.08235699  
## 0.10 7 500 0.1078667 0.6021912 0.08206404  
## 0.10 7 550 0.1078453 0.6023709 0.08202240  
## 0.10 7 600 0.1079278 0.6017869 0.08201953  
## 0.10 7 650 0.1080180 0.6013319 0.08201933  
## 0.10 7 700 0.1081281 0.6004376 0.08217736  
## 0.10 7 750 0.1080205 0.6014138 0.08208361  
## 0.10 7 800 0.1079921 0.6016509 0.08194262  
## 0.10 7 850 0.1079486 0.6020635 0.08191578  
## 0.10 7 900 0.1081598 0.6006269 0.08204670  
## 0.10 7 950 0.1080886 0.6012484 0.08201608  
## 0.10 7 1000 0.1080326 0.6017889 0.08199123  
##   
## Tuning parameter 'n.minobsinnode' was held constant at a value of 10  
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were n.trees = 650, interaction.depth =  
## 5, shrinkage = 0.1 and n.minobsinnode = 10.

predgbm <- predict(fitgbm, testx\_red)  
dfr[17,] <- data.frame(  
 Data.Set='Reduced',  
 Model='Stochastic gradient boosted tree',   
 Model.Class='Tree',  
 Tuning.Parameters=paste0('interaction.depth=', fitgbm$bestTune[['interaction.depth']],   
 ', n.trees=', fitgbm$bestTune[['n.trees']],   
 ', shrinkage=', fitgbm$bestTune[['shrinkage']],  
 ', n.minobsinnode=10'),   
 Train.RMSE=min(fitgbm$results[['RMSE']]),  
 RMSE.Test=postResample(predgbm, testy\_red)[['RMSE']],  
 MAPE.Test=mape(predgbm, testy\_red),  
 Train.Time=round(telapsed, 3)  
)

# Had to set message=FALSE to prevent thousands of trace messages  
  
# Full model  
  
# Stochastic gradient boosting  
gbmGrid <- expand.grid(.interaction.depth=seq(1, 7, by=2),  
 .n.trees=seq(100, 1000, by=50),  
 .shrinkage=c(0.01, 0.1),  
 .n.minobsinnode=10)  
tstart <- Sys.time()  
set.seed(77)  
fitgbm\_full <- train(trainx\_full, trainy\_full, method='gbm', tuneGrid=gbmGrid, trControl=ctrl)

## Iter TrainDeviance ValidDeviance StepSize Improve  
## 1 0.0271 nan 0.1000 0.0022  
## 2 0.0252 nan 0.1000 0.0019  
## 3 0.0236 nan 0.1000 0.0016  
## 4 0.0222 nan 0.1000 0.0012  
## 5 0.0211 nan 0.1000 0.0010  
## 6 0.0201 nan 0.1000 0.0008  
## 7 0.0192 nan 0.1000 0.0008  
## 8 0.0185 nan 0.1000 0.0006  
## 9 0.0179 nan 0.1000 0.0005  
## 10 0.0173 nan 0.1000 0.0004  
## 20 0.0137 nan 0.1000 0.0001  
## 40 0.0109 nan 0.1000 0.0001  
## 60 0.0095 nan 0.1000 0.0000  
## 80 0.0083 nan 0.1000 0.0000  
## 100 0.0074 nan 0.1000 0.0000  
## 120 0.0068 nan 0.1000 -0.0000  
## 140 0.0062 nan 0.1000 -0.0000  
## 160 0.0057 nan 0.1000 -0.0000  
## 180 0.0052 nan 0.1000 -0.0000  
## 200 0.0049 nan 0.1000 -0.0000  
## 220 0.0045 nan 0.1000 -0.0000  
## 240 0.0042 nan 0.1000 -0.0000  
## 260 0.0039 nan 0.1000 -0.0000  
## 280 0.0036 nan 0.1000 -0.0000  
## 300 0.0034 nan 0.1000 -0.0000  
## 320 0.0031 nan 0.1000 -0.0000  
## 340 0.0030 nan 0.1000 -0.0000  
## 360 0.0028 nan 0.1000 -0.0000  
## 380 0.0026 nan 0.1000 -0.0000  
## 400 0.0025 nan 0.1000 -0.0000  
## 420 0.0023 nan 0.1000 -0.0000  
## 440 0.0022 nan 0.1000 -0.0000  
## 460 0.0020 nan 0.1000 -0.0000  
## 480 0.0019 nan 0.1000 -0.0000  
## 500 0.0018 nan 0.1000 -0.0000  
## 520 0.0017 nan 0.1000 -0.0000  
## 540 0.0016 nan 0.1000 -0.0000  
## 560 0.0015 nan 0.1000 -0.0000  
## 580 0.0015 nan 0.1000 -0.0000  
## 600 0.0014 nan 0.1000 -0.0000  
## 620 0.0013 nan 0.1000 -0.0000  
## 640 0.0012 nan 0.1000 -0.0000  
## 660 0.0012 nan 0.1000 -0.0000  
## 680 0.0011 nan 0.1000 -0.0000  
## 700 0.0010 nan 0.1000 -0.0000  
## 720 0.0010 nan 0.1000 -0.0000  
## 740 0.0009 nan 0.1000 -0.0000  
## 760 0.0009 nan 0.1000 -0.0000  
## 780 0.0008 nan 0.1000 -0.0000  
## 800 0.0008 nan 0.1000 -0.0000  
## 820 0.0008 nan 0.1000 -0.0000  
## 840 0.0007 nan 0.1000 -0.0000  
## 860 0.0007 nan 0.1000 -0.0000  
## 880 0.0006 nan 0.1000 -0.0000  
## 900 0.0006 nan 0.1000 -0.0000  
## 920 0.0006 nan 0.1000 -0.0000  
## 940 0.0006 nan 0.1000 -0.0000  
## 950 0.0005 nan 0.1000 -0.0000

telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))

# Full model, cont'd  
fitgbm\_full

## Stochastic Gradient Boosting   
##   
## 2057 samples  
## 34 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## shrinkage interaction.depth n.trees RMSE Rsquared MAE   
## 0.01 1 100 0.1516169 0.2965532 0.12065412  
## 0.01 1 150 0.1470644 0.3307479 0.11668929  
## 0.01 1 200 0.1438096 0.3500969 0.11378642  
## 0.01 1 250 0.1412309 0.3646822 0.11155778  
## 0.01 1 300 0.1392719 0.3752164 0.10988190  
## 0.01 1 350 0.1377780 0.3830922 0.10857653  
## 0.01 1 400 0.1366073 0.3898670 0.10757851  
## 0.01 1 450 0.1356628 0.3957048 0.10676953  
## 0.01 1 500 0.1348482 0.4013941 0.10611603  
## 0.01 1 550 0.1341483 0.4064020 0.10555548  
## 0.01 1 600 0.1335160 0.4111349 0.10503733  
## 0.01 1 650 0.1329571 0.4152976 0.10455356  
## 0.01 1 700 0.1324594 0.4190025 0.10411442  
## 0.01 1 750 0.1319805 0.4226904 0.10368171  
## 0.01 1 800 0.1315879 0.4254343 0.10333964  
## 0.01 1 850 0.1312263 0.4281409 0.10300064  
## 0.01 1 900 0.1308648 0.4307788 0.10265987  
## 0.01 1 950 0.1305436 0.4330258 0.10236308  
## 0.01 1 1000 0.1302723 0.4348677 0.10210694  
## 0.01 3 100 0.1418508 0.4096210 0.11263519  
## 0.01 3 150 0.1356683 0.4342978 0.10728669  
## 0.01 3 200 0.1316281 0.4530289 0.10380336  
## 0.01 3 250 0.1289142 0.4674015 0.10130706  
## 0.01 3 300 0.1269908 0.4787622 0.09947005  
## 0.01 3 350 0.1255715 0.4872312 0.09813305  
## 0.01 3 400 0.1242946 0.4958380 0.09691703  
## 0.01 3 450 0.1232390 0.5026688 0.09589897  
## 0.01 3 500 0.1223052 0.5090485 0.09502955  
## 0.01 3 550 0.1215228 0.5141192 0.09419896  
## 0.01 3 600 0.1208550 0.5182966 0.09349850  
## 0.01 3 650 0.1202692 0.5220864 0.09288672  
## 0.01 3 700 0.1197197 0.5256077 0.09233344  
## 0.01 3 750 0.1191823 0.5288563 0.09178687  
## 0.01 3 800 0.1187244 0.5317257 0.09130419  
## 0.01 3 850 0.1182570 0.5347308 0.09082809  
## 0.01 3 900 0.1178829 0.5371047 0.09046141  
## 0.01 3 950 0.1176037 0.5385635 0.09012704  
## 0.01 3 1000 0.1172118 0.5412055 0.08976686  
## 0.01 5 100 0.1372797 0.4600530 0.10875837  
## 0.01 5 150 0.1303889 0.4844696 0.10265453  
## 0.01 5 200 0.1261284 0.5019713 0.09877653  
## 0.01 5 250 0.1233088 0.5152469 0.09609489  
## 0.01 5 300 0.1213795 0.5251847 0.09417565  
## 0.01 5 350 0.1198077 0.5339797 0.09261309  
## 0.01 5 400 0.1185743 0.5408825 0.09137054  
## 0.01 5 450 0.1175546 0.5464815 0.09031909  
## 0.01 5 500 0.1167390 0.5512543 0.08945240  
## 0.01 5 550 0.1159878 0.5557163 0.08867069  
## 0.01 5 600 0.1152396 0.5604684 0.08795031  
## 0.01 5 650 0.1146607 0.5637281 0.08739635  
## 0.01 5 700 0.1141517 0.5667397 0.08691846  
## 0.01 5 750 0.1137608 0.5691071 0.08653992  
## 0.01 5 800 0.1132995 0.5719919 0.08611446  
## 0.01 5 850 0.1129684 0.5739772 0.08577233  
## 0.01 5 900 0.1125949 0.5761766 0.08542599  
## 0.01 5 950 0.1122796 0.5782094 0.08513427  
## 0.01 5 1000 0.1119500 0.5804125 0.08480894  
## 0.01 7 100 0.1340651 0.4960263 0.10590186  
## 0.01 7 150 0.1269031 0.5157230 0.09945327  
## 0.01 7 200 0.1224209 0.5327056 0.09522510  
## 0.01 7 250 0.1195750 0.5444730 0.09247602  
## 0.01 7 300 0.1175394 0.5540784 0.09041953  
## 0.01 7 350 0.1160728 0.5615177 0.08899416  
## 0.01 7 400 0.1149069 0.5674650 0.08782378  
## 0.01 7 450 0.1139575 0.5726598 0.08685696  
## 0.01 7 500 0.1131251 0.5774134 0.08607723  
## 0.01 7 550 0.1122439 0.5828072 0.08524807  
## 0.01 7 600 0.1116891 0.5858896 0.08467137  
## 0.01 7 650 0.1109989 0.5901894 0.08407402  
## 0.01 7 700 0.1104246 0.5938730 0.08355009  
## 0.01 7 750 0.1099630 0.5966825 0.08307071  
## 0.01 7 800 0.1095712 0.5989592 0.08267422  
## 0.01 7 850 0.1091625 0.6014596 0.08233323  
## 0.01 7 900 0.1087899 0.6038230 0.08199770  
## 0.01 7 950 0.1085559 0.6050002 0.08174194  
## 0.01 7 1000 0.1082505 0.6068105 0.08149276  
## 0.10 1 100 0.1306079 0.4303362 0.10211709  
## 0.10 1 150 0.1285523 0.4454200 0.10008541  
## 0.10 1 200 0.1274737 0.4521043 0.09882272  
## 0.10 1 250 0.1268684 0.4564036 0.09785470  
## 0.10 1 300 0.1270686 0.4537467 0.09740670  
## 0.10 1 350 0.1266961 0.4565190 0.09701685  
## 0.10 1 400 0.1264373 0.4584313 0.09657533  
## 0.10 1 450 0.1266033 0.4569432 0.09660651  
## 0.10 1 500 0.1266289 0.4564243 0.09646201  
## 0.10 1 550 0.1265200 0.4573541 0.09628500  
## 0.10 1 600 0.1262480 0.4597446 0.09594310  
## 0.10 1 650 0.1264071 0.4582548 0.09591095  
## 0.10 1 700 0.1262024 0.4601620 0.09594026  
## 0.10 1 750 0.1260601 0.4616756 0.09588188  
## 0.10 1 800 0.1259965 0.4621678 0.09568532  
## 0.10 1 850 0.1260276 0.4618959 0.09560980  
## 0.10 1 900 0.1261019 0.4613296 0.09563636  
## 0.10 1 950 0.1261290 0.4613479 0.09561117  
## 0.10 1 1000 0.1259047 0.4630499 0.09547339  
## 0.10 3 100 0.1177367 0.5342576 0.09036985  
## 0.10 3 150 0.1161257 0.5444437 0.08842833  
## 0.10 3 200 0.1149763 0.5519346 0.08701112  
## 0.10 3 250 0.1140851 0.5584593 0.08625025  
## 0.10 3 300 0.1131893 0.5649447 0.08523867  
## 0.10 3 350 0.1124510 0.5705766 0.08454569  
## 0.10 3 400 0.1125425 0.5699336 0.08443652  
## 0.10 3 450 0.1124198 0.5707678 0.08420465  
## 0.10 3 500 0.1117948 0.5752560 0.08383309  
## 0.10 3 550 0.1115803 0.5768187 0.08365691  
## 0.10 3 600 0.1116102 0.5770429 0.08366011  
## 0.10 3 650 0.1117126 0.5764823 0.08356187  
## 0.10 3 700 0.1118575 0.5756215 0.08367566  
## 0.10 3 750 0.1116278 0.5774684 0.08350139  
## 0.10 3 800 0.1114358 0.5791254 0.08339987  
## 0.10 3 850 0.1111210 0.5815451 0.08312627  
## 0.10 3 900 0.1107535 0.5842497 0.08287520  
## 0.10 3 950 0.1105064 0.5859409 0.08269659  
## 0.10 3 1000 0.1103248 0.5873061 0.08260825  
## 0.10 5 100 0.1136791 0.5636649 0.08597172  
## 0.10 5 150 0.1117034 0.5772645 0.08392815  
## 0.10 5 200 0.1106362 0.5844543 0.08272617  
## 0.10 5 250 0.1098590 0.5901721 0.08174078  
## 0.10 5 300 0.1091304 0.5951445 0.08109624  
## 0.10 5 350 0.1083976 0.6005191 0.08028685  
## 0.10 5 400 0.1078662 0.6041720 0.08006535  
## 0.10 5 450 0.1076770 0.6057767 0.07976945  
## 0.10 5 500 0.1070236 0.6104684 0.07939927  
## 0.10 5 550 0.1069616 0.6110871 0.07925481  
## 0.10 5 600 0.1066665 0.6132077 0.07892373  
## 0.10 5 650 0.1065797 0.6140588 0.07875958  
## 0.10 5 700 0.1064541 0.6149550 0.07859642  
## 0.10 5 750 0.1060881 0.6174494 0.07839130  
## 0.10 5 800 0.1058318 0.6193545 0.07822110  
## 0.10 5 850 0.1057057 0.6204496 0.07811664  
## 0.10 5 900 0.1056907 0.6205255 0.07811226  
## 0.10 5 950 0.1057533 0.6200250 0.07802107  
## 0.10 5 1000 0.1056767 0.6205548 0.07797698  
## 0.10 7 100 0.1100181 0.5907155 0.08284482  
## 0.10 7 150 0.1085224 0.6004445 0.08127241  
## 0.10 7 200 0.1073081 0.6086363 0.08036778  
## 0.10 7 250 0.1069342 0.6109883 0.07991477  
## 0.10 7 300 0.1063191 0.6154779 0.07966079  
## 0.10 7 350 0.1057507 0.6195429 0.07919605  
## 0.10 7 400 0.1054345 0.6216173 0.07886365  
## 0.10 7 450 0.1053520 0.6221053 0.07872664  
## 0.10 7 500 0.1052379 0.6229127 0.07859769  
## 0.10 7 550 0.1050757 0.6240469 0.07847338  
## 0.10 7 600 0.1051576 0.6234871 0.07846683  
## 0.10 7 650 0.1049422 0.6251051 0.07834374  
## 0.10 7 700 0.1049521 0.6249250 0.07847109  
## 0.10 7 750 0.1049551 0.6251459 0.07847534  
## 0.10 7 800 0.1048070 0.6260880 0.07837932  
## 0.10 7 850 0.1048718 0.6256342 0.07838855  
## 0.10 7 900 0.1048022 0.6261885 0.07835244  
## 0.10 7 950 0.1047144 0.6268838 0.07833654  
## 0.10 7 1000 0.1047254 0.6270007 0.07840933  
##   
## Tuning parameter 'n.minobsinnode' was held constant at a value of 10  
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were n.trees = 950, interaction.depth =  
## 7, shrinkage = 0.1 and n.minobsinnode = 10.

predgbm\_full <- predict(fitgbm\_full, testx\_full)  
dfr[35,] <- data.frame(  
 Data.Set='Full',  
 Model='Stochastic gradient boosted tree',   
 Model.Class='Tree',  
 Tuning.Parameters=paste0('interaction.depth=', fitgbm\_full$bestTune[['interaction.depth']],   
 ', n.trees=', fitgbm\_full$bestTune[['n.trees']],   
 ', shrinkage=', fitgbm\_full$bestTune[['shrinkage']],  
 ', n.minobsinnode=10'),   
 Train.RMSE=min(fitgbm\_full$results[['RMSE']]),  
 RMSE.Test=postResample(predgbm\_full, testy\_full)[['RMSE']],  
 MAPE.Test=mape(predgbm\_full, testy\_full),  
 Train.Time=round(telapsed, 3)  
)

### Cubist

# Reduced model  
  
# Cubist  
cubGrid <- expand.grid(.committees=c(seq(1, 10), seq(20, 100, by=10)), .neighbors=c(0, 1, 5, 9))  
tstart <- Sys.time()  
set.seed(77)  
fitcub <- train(trainx\_red, trainy\_red, method='cubist', tuneGrid=cubGrid, trControl=ctrl)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitcub

## Cubist   
##   
## 2057 samples  
## 27 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## committees neighbors RMSE Rsquared MAE   
## 1 0 0.11753807 0.5430817 0.08419136  
## 1 1 0.12358456 0.5559536 0.08832263  
## 1 5 0.11104317 0.5949272 0.07944739  
## 1 9 0.11093968 0.5918229 0.07942745  
## 2 0 0.10937538 0.5939833 0.07899014  
## 2 1 0.11507837 0.5945792 0.08291930  
## 2 5 0.10284563 0.6416201 0.07389068  
## 2 9 0.10278802 0.6399241 0.07417903  
## 3 0 0.10657331 0.6127189 0.07751382  
## 3 1 0.11308524 0.6039183 0.08124609  
## 3 5 0.10072360 0.6540925 0.07293580  
## 3 9 0.10035278 0.6550692 0.07288513  
## 4 0 0.10445606 0.6286539 0.07646422  
## 4 1 0.11050704 0.6178421 0.07928184  
## 4 5 0.09847717 0.6681269 0.07172270  
## 4 9 0.09826812 0.6687915 0.07174342  
## 5 0 0.10517159 0.6251988 0.07723810  
## 5 1 0.11066027 0.6167603 0.07942606  
## 5 5 0.09867039 0.6667919 0.07192673  
## 5 9 0.09843513 0.6677069 0.07201308  
## 6 0 0.10475006 0.6284828 0.07732441  
## 6 1 0.10980407 0.6205844 0.07870829  
## 6 5 0.09828429 0.6690116 0.07184135  
## 6 9 0.09806019 0.6703028 0.07209055  
## 7 0 0.10463849 0.6295355 0.07740874  
## 7 1 0.10924129 0.6225085 0.07851916  
## 7 5 0.09806833 0.6700327 0.07185361  
## 7 9 0.09766042 0.6728627 0.07201048  
## 8 0 0.10455958 0.6297629 0.07750703  
## 8 1 0.10908378 0.6236740 0.07837432  
## 8 5 0.09791906 0.6711060 0.07188675  
## 8 9 0.09771335 0.6725367 0.07217897  
## 9 0 0.10452895 0.6306322 0.07731180  
## 9 1 0.10937498 0.6224676 0.07844670  
## 9 5 0.09793594 0.6712218 0.07190209  
## 9 9 0.09767969 0.6730523 0.07207499  
## 10 0 0.10423194 0.6334888 0.07720777  
## 10 1 0.10920966 0.6229114 0.07832516  
## 10 5 0.09767238 0.6730209 0.07168414  
## 10 9 0.09733478 0.6756204 0.07186975  
## 20 0 0.10305591 0.6441441 0.07624987  
## 20 1 0.10840452 0.6270627 0.07757154  
## 20 5 0.09651965 0.6806561 0.07093454  
## 20 9 0.09620508 0.6837536 0.07112292  
## 30 0 0.10256729 0.6483752 0.07589228  
## 30 1 0.10821355 0.6283542 0.07733199  
## 30 5 0.09611500 0.6834779 0.07057858  
## 30 9 0.09590937 0.6858825 0.07095174  
## 40 0 0.10268380 0.6477189 0.07582014  
## 40 1 0.10809581 0.6286775 0.07738487  
## 40 5 0.09622810 0.6828993 0.07049827  
## 40 9 0.09602395 0.6853228 0.07086943  
## 50 0 0.10274467 0.6478078 0.07588152  
## 50 1 0.10824435 0.6276098 0.07755851  
## 50 5 0.09637364 0.6819052 0.07057554  
## 50 9 0.09612846 0.6846359 0.07099144  
## 60 0 0.10285300 0.6469992 0.07594770  
## 60 1 0.10818834 0.6279490 0.07764380  
## 60 5 0.09633559 0.6822148 0.07057543  
## 60 9 0.09613462 0.6846121 0.07099822  
## 70 0 0.10294508 0.6464670 0.07604374  
## 70 1 0.10815101 0.6280471 0.07763359  
## 70 5 0.09634220 0.6822865 0.07060911  
## 70 9 0.09614404 0.6846369 0.07104286  
## 80 0 0.10282906 0.6475149 0.07603631  
## 80 1 0.10801783 0.6287069 0.07757256  
## 80 5 0.09618043 0.6833782 0.07049379  
## 80 9 0.09600390 0.6856749 0.07095991  
## 90 0 0.10284121 0.6473039 0.07603902  
## 90 1 0.10789656 0.6292593 0.07749718  
## 90 5 0.09616181 0.6834629 0.07045800  
## 90 9 0.09599867 0.6856746 0.07093702  
## 100 0 0.10280064 0.6476708 0.07607652  
## 100 1 0.10780271 0.6296635 0.07747905  
## 100 5 0.09609998 0.6838337 0.07043556  
## 100 9 0.09594412 0.6860345 0.07093380  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were committees = 30 and neighbors = 9.

predcub <- predict(fitcub, testx\_red)  
dfr[18,] <- data.frame(  
 Data.Set='Reduced',  
 Model='Cubist',   
 Model.Class='Tree',  
 Tuning.Parameters=paste0('committees=', fitcub$bestTune[['committees']],   
 ', neighbors=', fitcub$bestTune[['neighbors']]),   
 Train.RMSE=min(fitcub$results[['RMSE']]),  
 RMSE.Test=postResample(predcub, testy\_red)[['RMSE']],  
 MAPE.Test=mape(predcub, testy\_red),  
 Train.Time=round(telapsed, 3)  
)

# Full model  
  
# Cubist  
cubGrid <- expand.grid(.committees=c(seq(1, 10), seq(20, 100, by=10)), .neighbors=c(0, 1, 5, 9))  
tstart <- Sys.time()  
set.seed(77)  
fitcub\_full <- train(trainx\_full, trainy\_full, method='cubist', tuneGrid=cubGrid, trControl=ctrl)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitcub\_full

## Cubist   
##   
## 2057 samples  
## 34 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## committees neighbors RMSE Rsquared MAE   
## 1 0 0.12324356 0.5120344 0.08615993  
## 1 1 0.12756948 0.5419603 0.08684881  
## 1 5 0.11723308 0.5664312 0.08092588  
## 1 9 0.11829580 0.5545895 0.08165593  
## 2 0 0.11375784 0.5694351 0.08016531  
## 2 1 0.11582219 0.5987423 0.08013666  
## 2 5 0.10680570 0.6249464 0.07475103  
## 2 9 0.10826014 0.6120589 0.07595567  
## 3 0 0.11211130 0.5801312 0.07935794  
## 3 1 0.11502872 0.6005284 0.07897949  
## 3 5 0.10544070 0.6327363 0.07358300  
## 3 9 0.10682859 0.6205434 0.07492630  
## 4 0 0.10840910 0.6056259 0.07781206  
## 4 1 0.11061920 0.6214530 0.07660254  
## 4 5 0.10142708 0.6550944 0.07211743  
## 4 9 0.10270693 0.6448422 0.07329953  
## 5 0 0.10650438 0.6164060 0.07705943  
## 5 1 0.10907909 0.6271934 0.07624287  
## 5 5 0.09991310 0.6627820 0.07145178  
## 5 9 0.10095933 0.6545442 0.07277106  
## 6 0 0.10551090 0.6226436 0.07661002  
## 6 1 0.10792654 0.6323512 0.07543820  
## 6 5 0.09888991 0.6680740 0.07082196  
## 6 9 0.10001190 0.6595968 0.07205916  
## 7 0 0.10536708 0.6236451 0.07633674  
## 7 1 0.10797444 0.6315967 0.07521327  
## 7 5 0.09889414 0.6680104 0.07063612  
## 7 9 0.10002833 0.6595435 0.07192059  
## 8 0 0.10510260 0.6260277 0.07633199  
## 8 1 0.10759048 0.6325700 0.07497627  
## 8 5 0.09867958 0.6687418 0.07054706  
## 8 9 0.09971458 0.6611868 0.07180276  
## 9 0 0.10471918 0.6292236 0.07591085  
## 9 1 0.10735219 0.6335727 0.07489513  
## 9 5 0.09830285 0.6708757 0.07042337  
## 9 9 0.09932589 0.6635021 0.07156221  
## 10 0 0.10397767 0.6353999 0.07547692  
## 10 1 0.10667050 0.6374062 0.07471526  
## 10 5 0.09758953 0.6757439 0.07015186  
## 10 9 0.09856977 0.6688580 0.07125919  
## 20 0 0.10258138 0.6474768 0.07455443  
## 20 1 0.10528606 0.6441709 0.07325703  
## 20 5 0.09582257 0.6866190 0.06885643  
## 20 9 0.09680262 0.6806613 0.07009682  
## 30 0 0.10267904 0.6466798 0.07459747  
## 30 1 0.10478166 0.6467478 0.07292351  
## 30 5 0.09582643 0.6863762 0.06859599  
## 30 9 0.09679289 0.6805235 0.06993219  
## 40 0 0.10254325 0.6480816 0.07439884  
## 40 1 0.10466162 0.6471268 0.07273376  
## 40 5 0.09572027 0.6870494 0.06852769  
## 40 9 0.09671979 0.6811069 0.06981629  
## 50 0 0.10233081 0.6500874 0.07429009  
## 50 1 0.10448940 0.6479698 0.07274105  
## 50 5 0.09548679 0.6886128 0.06843824  
## 50 9 0.09652227 0.6825740 0.06974585  
## 60 0 0.10217727 0.6516272 0.07410657  
## 60 1 0.10427060 0.6492225 0.07249397  
## 60 5 0.09523365 0.6903918 0.06818088  
## 60 9 0.09626511 0.6844922 0.06955859  
## 70 0 0.10200375 0.6529643 0.07408275  
## 70 1 0.10405361 0.6505538 0.07245484  
## 70 5 0.09494954 0.6921933 0.06808015  
## 70 9 0.09597877 0.6864039 0.06945161  
## 80 0 0.10204801 0.6526205 0.07409251  
## 80 1 0.10412382 0.6501302 0.07244502  
## 80 5 0.09500916 0.6918602 0.06810394  
## 80 9 0.09605792 0.6859452 0.06946947  
## 90 0 0.10209122 0.6525081 0.07410229  
## 90 1 0.10406291 0.6503529 0.07235492  
## 90 5 0.09501288 0.6919250 0.06808770  
## 90 9 0.09604969 0.6861328 0.06941596  
## 100 0 0.10195593 0.6532509 0.07397710  
## 100 1 0.10388401 0.6514226 0.07225663  
## 100 5 0.09489731 0.6925810 0.06804535  
## 100 9 0.09595237 0.6866563 0.06935027  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were committees = 100 and neighbors = 5.

predcub\_full <- predict(fitcub\_full, testx\_full)  
dfr[36,] <- data.frame(  
 Data.Set='Full',  
 Model='Cubist',   
 Model.Class='Tree',  
 Tuning.Parameters=paste0('committees=', fitcub\_full$bestTune[['committees']],   
 ', neighbors=', fitcub\_full$bestTune[['neighbors']]),   
 Train.RMSE=min(fitcub\_full$results[['RMSE']]),  
 RMSE.Test=postResample(predcub\_full, testy\_full)[['RMSE']],  
 MAPE.Test=mape(predcub\_full, testy\_full),  
 Train.Time=round(telapsed, 3)  
)

# Stop the parallel processing cluster  
stopCluster(cl)

## Modeling Results

Model performance can be compared using a variety of metrics. One metric commonly used is root mean square error (RMSE), which measures the difference between actual outcome values (pH in this case) and those predicted by the model. RMSE units are in the same units as the outcome variable, pH, making it easy to compare to the original variable.

Another useful metric is the mean absolute percentage error (MAPE), which measures the percentage difference between predicted and actual values of the outcome. Below is a summary of RMSE and MAPE values, along with the tuning parameters of the best-performing models:

# Results table  
dfr %>%  
 arrange(MAPE.Test) %>%  
 select(Model, Data.Set, Tuning.Parameters, Train.Time, RMSE.Train, RMSE.Test, MAPE.Test) %>%  
 flextable() %>%  
 width(width = 2) %>%  
 fontsize(size = 10) %>%  
 line\_spacing(space = 1) %>%  
 hline(part = "all") %>%  
 set\_caption('Modeling Results')

Modeling Results

| Model | Data.Set | Tuning.Parameters | Train.Time | RMSE.Train | RMSE.Test | MAPE.Test |
| --- | --- | --- | --- | --- | --- | --- |
| Cubist | Full | committees=100, neighbors=5 | 93.480 | 0.09489731 | 0.09467403 | 0.8069488 |
| Random Forest | Full | mtry=26 | 156.898 | 0.09573711 | 0.09518857 | 0.8278027 |
| Cubist | Reduced | committees=30, neighbors=9 | 97.206 | 0.09590937 | 0.09602074 | 0.8406549 |
| Random Forest | Reduced | mtry=18 | 128.451 | 0.09756142 | 0.10008600 | 0.8564273 |
| Stochastic gradient boosted tree | Full | interaction.depth=7, n.trees=950, shrinkage=0.1, n.minobsinnode=10 | 37.298 | 0.10471437 | 0.10147753 | 0.8862444 |
| Stochastic gradient boosted tree | Reduced | interaction.depth=5, n.trees=650, shrinkage=0.1, n.minobsinnode=10 | 24.547 | 0.10722935 | 0.10653321 | 0.9463547 |
| Regression model tree | Full | pruned=Yes, smoothed=Yes, rules=No | 59.656 | 0.12150091 | 0.11406403 | 0.9841826 |
| SVM | Full | C=16, sigma=0.019 | 27.106 | 0.11328172 | 0.11362331 | 1.0158661 |
| SVM | Reduced | C=8, sigma=0.024 | 24.904 | 0.11517041 | 0.11670584 | 1.0427894 |
| Neural net | Full | decay=0.1, size=5, bag=False | 47.146 | 0.11565164 | 0.11789163 | 1.0522013 |
| Neural net | Reduced | decay=0.1, size=5, bag=False | 41.423 | 0.11713042 | 0.11587517 | 1.0535517 |
| Regression model tree (rule-based) | Full | pruned=Yes, smoothed=No | 57.651 | 0.12672150 | 0.13331952 | 1.1181864 |
| knn | Reduced | k=11 | 3.144 | 0.12570259 | 0.12448787 | 1.1280221 |
| Bagged tree | Full |  | 2.131 | 0.11960417 | 0.12225904 | 1.1282624 |
| Regression model tree | Reduced | pruned=Yes, smoothed=No, rules=Yes | 61.791 | 0.12342576 | 0.13725888 | 1.1370836 |
| Regression model tree (rule-based) | Reduced | pruned=Yes, smoothed=No | 47.728 | 0.12342576 | 0.13725888 | 1.1370836 |
| knn | Full | k=13 | 3.861 | 0.12546626 | 0.12635171 | 1.1488225 |
| Bagged tree | Reduced |  | 1.646 | 0.12080801 | 0.12566115 | 1.1556535 |
| MARS | Reduced | degree=2, nprune=10 | 6.792 | 0.13075924 | 0.13523319 | 1.1976969 |
| Basic CART (tuned w/node depth) | Reduced | maxdepth=10 | 1.003 | 0.12801291 | 0.13305594 | 1.2089476 |
| Basic CART (tuned w/complexity parameter) | Reduced | cp=0.0136 | 0.857 | 0.12948167 | 0.13469959 | 1.2183462 |
| Basic CART (tuned w/node depth) | Full | maxdepth=11 | 0.505 | 0.12911119 | 0.13328713 | 1.2259351 |
| MARS | Full | degree=1, nprune=10 | 7.349 | 0.13164275 | 0.13438371 | 1.2379820 |
| Partial least squares | Reduced | ncomp=11 | 0.839 | 0.13440134 | 0.13419731 | 1.2442610 |
| Linear model | Reduced |  | 15.123 | 0.13418504 | 0.13426328 | 1.2442876 |
| Ridge regression | Reduced | labmda=0.0214 | 2.244 | 0.13440744 | 0.13416671 | 1.2445097 |
| Lasso (enlastic net) | Reduced | lambda=0, fraction=0.9 | 1.189 | 0.13435146 | 0.13448619 | 1.2471906 |
| Ridge regression | Full | labmda=0.0071 | 2.320 | 0.13214741 | 0.13687962 | 1.2653748 |
| Lasso (enlastic net) | Full | lambda=0, fraction=0.9 | 0.910 | 0.13204044 | 0.13763948 | 1.2671424 |
| Partial least squares | Full | ncomp=29 | 0.494 | 0.13214800 | 0.13763492 | 1.2671462 |
| Linear model | Full |  | 0.759 | 0.13305920 | 0.13768953 | 1.2735829 |
| Basic CART (tuned w/complexity parameter) | Full | cp=0.0127 | 0.578 | 0.13031164 | 0.13833394 | 1.2770764 |
| Stepwise linear model | Full | nvmax=12 | 1.072 | 0.13465862 | 0.13991498 | 1.2830543 |
| Robust linear regression | Reduced |  | 1.372 | 0.13929776 | 0.13920669 | 1.2980118 |
| Robust linear regression | Full |  | 1.247 | 0.13748209 | 0.13930736 | 1.3025277 |
| Stepwise linear model | Reduced | nvmax=14 | 1.187 | 0.13537079 | 0.15091506 | 1.3898956 |

dfr %>%  
 ggplot(aes(x=reorder(Model, desc(MAPE.Test)), y=MAPE.Test, fill=Data.Set)) +  
 geom\_bar(stat='identity', position='dodge', width=0.75) +  
 coord\_flip() +  
 xlab('') +  
 ylab('MAPE (Test set)') +  
 scale\_fill\_manual(values=c('#c03333', '#808080')) +  
 ggtitle('Modeling Results')
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Our preliminary runs show that tree-based models were the best performers by a significant margin. Nonlinear regression-based models outperformed those that are linear based, but were still outclassed by the tree-based models. The Cubist and random forest models were the top performers, followed by the stochastic gradient boosted tree and regression model tree. It is not surprising that the tree-based models performed better when fed the full data set, as there was a richer feature set to inform the outcome. It was, however, surprising that the test data set outperformed the training set; typically models perform slightly worse against data they haven’t encountered before. This was the case with the linear and nonlinear regression-based models.

We also gauged accuracy against how long it took to train the various models (see plot below). As expected, the more accurate models generally took much longer to run than those that were less accurate.The model with the best MAPE score was also one of the longest to train.

# Performance vs accuracy  
dfr %>%   
 ggplot(aes(x=MAPE.Test, y=Train.Time, color=Model.Class)) +  
 geom\_point() +  
 xlab('Accuracy % (MAPE)') +  
 ylab('Training time (seconds)') +  
 ggtitle('Accuracy and training time by model class')

![](data:image/png;base64,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)

It should be noted that if this model is to be used in a real-time, production environment, a model with faster runtimes would be preferred over those that perform better but are slower to train.

### Model selection

While our modeling yielded very good results by the top performers, we’ll take a closer look at the top two models to see if there are ways to improve it before selecting a final model. As indicated above, the top two performers were the Cubist model run against the full data set with 100 committees and five neighbors, and the random forest model with 26 predictors, also run against the full data set.

Because it was unclear whether the missing values in the categorical variable (Brand.Code) were intentionally uncoded or indeed missing, we decided to try rerunning the top two best-performing models after adjusting this variable. On the first run, we dropped the variable altogether. On the second run, we recoded missing Brand.Code values as “U” to represent unbranded products.

# Rerun top 2 models - full set, but drop Brand.Code  
dfm\_nobrand <- dfm\_full %>%  
 select(-starts\_with('Brand.Code'))  
  
# Create vector of training rows  
set.seed(77)  
train\_rows <- createDataPartition(dfm\_nobrand$PH, p=0.8, list=F)  
  
# Separate training from test  
dfm\_nobrand\_train <- dfm\_nobrand[train\_rows,]  
dfm\_nobrand\_test <- dfm\_nobrand[-train\_rows,]  
  
# Separate outcome from predictors  
trainx\_nobrand <- dfm\_nobrand\_train[,2:ncol(dfm\_nobrand\_train)]  
trainy\_nobrand <- dfm\_nobrand\_train[,1]  
testx\_nobrand <- dfm\_nobrand\_test[,2:ncol(dfm\_nobrand\_test)]  
testy\_nobrand <- dfm\_nobrand\_test[,1]  
  
# Parallel processing  
cl <- makePSOCKcluster(num\_cores)  
registerDoParallel(cl)  
  
# Cubist  
cubGrid <- expand.grid(.committees=c(seq(1, 10), seq(20, 100, by=10)), .neighbors=c(0, 1, 5, 9))  
tstart <- Sys.time()  
set.seed(77)  
fitcub\_nobrand <- train(trainx\_nobrand, trainy\_nobrand, method='cubist', tuneGrid=cubGrid, trControl=ctrl)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitcub\_nobrand

## Cubist   
##   
## 2057 samples  
## 30 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## committees neighbors RMSE Rsquared MAE   
## 1 0 0.12626451 0.4861681 0.08812001  
## 1 1 0.13170303 0.5075798 0.09031592  
## 1 5 0.12063699 0.5383388 0.08332942  
## 1 9 0.12110068 0.5299044 0.08332173  
## 2 0 0.11365427 0.5646656 0.08171497  
## 2 1 0.12091586 0.5583723 0.08502770  
## 2 5 0.10870609 0.6062200 0.07773272  
## 2 9 0.10879290 0.6023358 0.07784898  
## 3 0 0.11204938 0.5740299 0.08117831  
## 3 1 0.11795967 0.5672557 0.08305185  
## 3 5 0.10619987 0.6195681 0.07654765  
## 3 9 0.10674708 0.6135485 0.07681595  
## 4 0 0.11012438 0.5889544 0.07995557  
## 4 1 0.11556456 0.5794814 0.08151551  
## 4 5 0.10423095 0.6316284 0.07544198  
## 4 9 0.10468293 0.6270554 0.07572163  
## 5 0 0.10839919 0.6020189 0.07888746  
## 5 1 0.11311564 0.5930169 0.07999878  
## 5 5 0.10209865 0.6453112 0.07404965  
## 5 9 0.10279965 0.6396502 0.07464249  
## 6 0 0.10753965 0.6082921 0.07800725  
## 6 1 0.11237960 0.5979348 0.07896898  
## 6 5 0.10131106 0.6504646 0.07331514  
## 6 9 0.10202799 0.6449381 0.07386916  
## 7 0 0.10722234 0.6108337 0.07766381  
## 7 1 0.11162334 0.6013705 0.07830861  
## 7 5 0.10086956 0.6531664 0.07276698  
## 7 9 0.10163474 0.6475421 0.07345961  
## 8 0 0.10644077 0.6169391 0.07693634  
## 8 1 0.11109122 0.6038623 0.07771361  
## 8 5 0.10014573 0.6578160 0.07216065  
## 8 9 0.10085537 0.6528724 0.07270960  
## 9 0 0.10678964 0.6151299 0.07685132  
## 9 1 0.11131699 0.6023343 0.07746848  
## 9 5 0.10040773 0.6561918 0.07192890  
## 9 9 0.10121365 0.6506152 0.07267129  
## 10 0 0.10677835 0.6157543 0.07696117  
## 10 1 0.11101332 0.6042034 0.07715878  
## 10 5 0.10020739 0.6574573 0.07189911  
## 10 9 0.10105305 0.6517285 0.07270905  
## 20 0 0.10623486 0.6211612 0.07608492  
## 20 1 0.10996836 0.6096264 0.07616097  
## 20 5 0.09940407 0.6629591 0.07112271  
## 20 9 0.10047335 0.6560703 0.07209777  
## 30 0 0.10637295 0.6209405 0.07584207  
## 30 1 0.10990051 0.6094694 0.07585369  
## 30 5 0.09957720 0.6617496 0.07083820  
## 30 9 0.10060066 0.6553216 0.07174287  
## 40 0 0.10608975 0.6230654 0.07569644  
## 40 1 0.10948213 0.6120404 0.07548637  
## 40 5 0.09930844 0.6637216 0.07066591  
## 40 9 0.10031127 0.6574869 0.07153948  
## 50 0 0.10597194 0.6240252 0.07569191  
## 50 1 0.10941173 0.6123532 0.07544820  
## 50 5 0.09906810 0.6654940 0.07050356  
## 50 9 0.10007285 0.6593516 0.07142655  
## 60 0 0.10571584 0.6263847 0.07546012  
## 60 1 0.10925776 0.6131538 0.07522105  
## 60 5 0.09884057 0.6671902 0.07027063  
## 60 9 0.09977826 0.6616443 0.07114803  
## 70 0 0.10569199 0.6265192 0.07537887  
## 70 1 0.10929274 0.6131253 0.07528212  
## 70 5 0.09882926 0.6672874 0.07020407  
## 70 9 0.09981373 0.6614084 0.07114883  
## 80 0 0.10577576 0.6259747 0.07545873  
## 80 1 0.10927269 0.6131956 0.07530479  
## 80 5 0.09887852 0.6669247 0.07029516  
## 80 9 0.09985748 0.6610919 0.07125919  
## 90 0 0.10582938 0.6255437 0.07553334  
## 90 1 0.10941774 0.6124831 0.07541584  
## 90 5 0.09891681 0.6666236 0.07035676  
## 90 9 0.09988352 0.6608583 0.07125757  
## 100 0 0.10574799 0.6259430 0.07549924  
## 100 1 0.10941594 0.6124631 0.07538594  
## 100 5 0.09897469 0.6661536 0.07036095  
## 100 9 0.09989340 0.6606719 0.07125748  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were committees = 70 and neighbors = 5.

predcub\_nobrand <- predict(fitcub\_nobrand, testx\_nobrand)  
dfr[37,] <- data.frame(  
 Data.Set='Rerun (no Brand.Code)',  
 Model='Cubist',   
 Model.Class='Tree',  
 Tuning.Parameters=paste0('committees=', fitcub\_nobrand$bestTune[['committees']],   
 ', neighbors=', fitcub\_nobrand$bestTune[['neighbors']]),   
 Train.RMSE=min(fitcub\_nobrand$results[['RMSE']]),  
 RMSE.Test=postResample(predcub\_nobrand, testy\_nobrand)[['RMSE']],  
 MAPE.Test=mape(predcub\_nobrand, testy\_nobrand),  
 Train.Time=round(telapsed, 3)  
)  
  
# Random Forest  
tstart <- Sys.time()  
set.seed(77)  
fitrf\_nobrand <- train(trainx\_nobrand, trainy\_nobrand, method='rf', tuneLength=10, trControl=ctrl)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitrf\_nobrand

## Random Forest   
##   
## 2057 samples  
## 30 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## mtry RMSE Rsquared MAE   
## 2 0.1135070 0.6035870 0.08503529  
## 5 0.1068205 0.6385893 0.07815294  
## 8 0.1046906 0.6482408 0.07597988  
## 11 0.1039851 0.6493865 0.07473214  
## 14 0.1039872 0.6466970 0.07465143  
## 17 0.1035683 0.6482981 0.07409688  
## 20 0.1035383 0.6470818 0.07383649  
## 23 0.1033868 0.6466763 0.07330656  
## 26 0.1036122 0.6435805 0.07347634  
## 30 0.1043717 0.6360368 0.07374588  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was mtry = 23.

predrf\_nobrand <- predict(fitrf\_nobrand, testx\_nobrand)  
dfr[39,] <- data.frame(  
 Data.Set='Rerun (no Brand.Code)',  
 Model='Random forest',   
 Model.Class='Tree',  
 Tuning.Parameters=paste0('mtry=', fitrf\_nobrand$bestTune[['mtry']]),   
 Train.RMSE=min(fitrf\_nobrand$results[['RMSE']]),  
 RMSE.Test=postResample(predrf\_nobrand, testy\_nobrand)[['RMSE']],  
 MAPE.Test=mape(predrf\_nobrand, testy\_nobrand),  
 Train.Time=round(telapsed, 3)  
)  
  
# Stop the parallel processing cluster  
stopCluster(cl)

# Rerun top 2 models - full set, but add uncoded Brand.Code values as U  
  
# Init the full data set  
dfm\_unbrand <- dfm  
  
# Remove observation with 12 missing values  
dfm\_unbrand <- dfm\_unbrand[(rowSums(is.na(dfm\_unbrand)) < 12),]  
  
# Remove the MFR predictor because it has 212 missing values (8.2% of the data)  
dfm\_unbrand <- dfm\_unbrand %>% select(-MFR)  
  
# Recode blank brand codes as "U"  
dfm\_unbrand <- dfm\_unbrand %>%  
 mutate(Brand.Code=ifelse(Brand.Code=='', 'U', as.character(Brand.Code)))  
  
# Factor Brand.Code (needed for imputation)  
dfm\_unbrand$Brand.Code <- factor(dfm\_unbrand$Brand.Code)  
  
# Use knnImputation to impute values  
dfm\_unbrand <- knnImputation(dfm\_unbrand, k=9)  
  
# Create dummies for factor and character variables  
dfm\_unbrand <- dummy\_cols(dfm\_unbrand, select\_columns='Brand.Code', remove\_first\_dummy=F, remove\_selected\_columns=T)  
  
# Create vector of training rows  
set.seed(77)  
train\_rows <- createDataPartition(dfm\_unbrand$PH, p=0.8, list=F)  
  
# Separate training from test  
dfm\_unbrand\_train <- dfm\_unbrand[train\_rows,]  
dfm\_unbrand\_test <- dfm\_unbrand[-train\_rows,]  
  
# Separate outcome from predictors  
trainx\_unbrand <- dfm\_unbrand\_train[,2:ncol(dfm\_unbrand\_train)]  
trainy\_unbrand <- dfm\_unbrand\_train[,1]  
testx\_unbrand <- dfm\_unbrand\_test[,2:ncol(dfm\_unbrand\_test)]  
testy\_unbrand <- dfm\_unbrand\_test[,1]  
  
# Parallel processing  
cl <- makePSOCKcluster(num\_cores)  
registerDoParallel(cl)  
  
# Cubist - full set - wider range of neighbors and committees  
cubGrid <- expand.grid(.committees=c(seq(1, 10), seq(20, 100, by=10)), .neighbors=c(0, 1, 5, 9))  
tstart <- Sys.time()  
set.seed(77)  
fitcub\_unbrand <- train(trainx\_unbrand, trainy\_unbrand, method='cubist', tuneGrid=cubGrid, trControl=ctrl)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitcub\_unbrand

## Cubist   
##   
## 2057 samples  
## 35 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## committees neighbors RMSE Rsquared MAE   
## 1 0 0.12412270 0.5054824 0.08649641  
## 1 1 0.12799490 0.5371339 0.08686286  
## 1 5 0.11817971 0.5609414 0.08152246  
## 1 9 0.11902054 0.5496626 0.08189944  
## 2 0 0.11407614 0.5677405 0.08080758  
## 2 1 0.11783609 0.5845353 0.08111840  
## 2 5 0.10854603 0.6142159 0.07573761  
## 2 9 0.10892678 0.6075029 0.07664333  
## 3 0 0.11096925 0.5873198 0.07891778  
## 3 1 0.11427271 0.5990879 0.07849846  
## 3 5 0.10482270 0.6340617 0.07330758  
## 3 9 0.10529375 0.6282797 0.07402083  
## 4 0 0.10865972 0.6009369 0.07758308  
## 4 1 0.11162483 0.6116080 0.07709184  
## 4 5 0.10277996 0.6441464 0.07202641  
## 4 9 0.10310703 0.6398997 0.07257684  
## 5 0 0.10675971 0.6134463 0.07710230  
## 5 1 0.10933376 0.6226512 0.07598604  
## 5 5 0.10059222 0.6566482 0.07145067  
## 5 9 0.10134439 0.6503919 0.07229524  
## 6 0 0.10653967 0.6153175 0.07671117  
## 6 1 0.10882386 0.6249369 0.07550469  
## 6 5 0.09982842 0.6610301 0.07078486  
## 6 9 0.10076878 0.6537173 0.07166664  
## 7 0 0.10550875 0.6232784 0.07634316  
## 7 1 0.10738383 0.6320788 0.07472010  
## 7 5 0.09868280 0.6681344 0.07035662  
## 7 9 0.09978678 0.6601442 0.07144896  
## 8 0 0.10577855 0.6213331 0.07618897  
## 8 1 0.10760095 0.6307589 0.07466829  
## 8 5 0.09898659 0.6660845 0.07037650  
## 8 9 0.10002418 0.6585752 0.07144333  
## 9 0 0.10513938 0.6262089 0.07573748  
## 9 1 0.10700075 0.6342014 0.07435525  
## 9 5 0.09856561 0.6690332 0.07021906  
## 9 9 0.09955231 0.6619258 0.07115986  
## 10 0 0.10419276 0.6333785 0.07536002  
## 10 1 0.10633129 0.6384377 0.07408386  
## 10 5 0.09765714 0.6748089 0.06979606  
## 10 9 0.09855999 0.6684628 0.07080485  
## 20 0 0.10310737 0.6426130 0.07464766  
## 20 1 0.10538332 0.6435104 0.07329765  
## 20 5 0.09640017 0.6830904 0.06904171  
## 20 9 0.09735250 0.6768015 0.07002948  
## 30 0 0.10257009 0.6468441 0.07436280  
## 30 1 0.10454474 0.6485129 0.07267273  
## 30 5 0.09588598 0.6864255 0.06853726  
## 30 9 0.09687230 0.6800895 0.06969291  
## 40 0 0.10240260 0.6488035 0.07414859  
## 40 1 0.10440480 0.6490419 0.07261282  
## 40 5 0.09573666 0.6873671 0.06846659  
## 40 9 0.09669534 0.6814161 0.06964237  
## 50 0 0.10229557 0.6498529 0.07399498  
## 50 1 0.10399275 0.6507816 0.07231667  
## 50 5 0.09558272 0.6882274 0.06836046  
## 50 9 0.09653857 0.6824421 0.06950072  
## 60 0 0.10244807 0.6487723 0.07397115  
## 60 1 0.10427812 0.6489839 0.07245858  
## 60 5 0.09581195 0.6867411 0.06838811  
## 60 9 0.09674185 0.6811023 0.06953441  
## 70 0 0.10257803 0.6482685 0.07410448  
## 70 1 0.10439581 0.6481409 0.07248401  
## 70 5 0.09590453 0.6862188 0.06841731  
## 70 9 0.09681871 0.6807158 0.06956398  
## 80 0 0.10254290 0.6485763 0.07401352  
## 80 1 0.10425662 0.6488319 0.07239392  
## 80 5 0.09581602 0.6867890 0.06840347  
## 80 9 0.09674228 0.6812647 0.06951705  
## 90 0 0.10261014 0.6481073 0.07405724  
## 90 1 0.10422788 0.6488876 0.07233599  
## 90 5 0.09580230 0.6868472 0.06832401  
## 90 9 0.09675547 0.6811628 0.06945463  
## 100 0 0.10250247 0.6489148 0.07401285  
## 100 1 0.10421408 0.6489631 0.07234258  
## 100 5 0.09569293 0.6875442 0.06826539  
## 100 9 0.09667801 0.6817039 0.06944783  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were committees = 50 and neighbors = 5.

predcub\_unbrand <- predict(fitcub\_unbrand, testx\_unbrand)  
dfr[38,] <- data.frame(  
 Data.Set='Rerun (keep unbranded)',  
 Model='Cubist',   
 Model.Class='Tree',  
 Tuning.Parameters=paste0('committees=', fitcub\_unbrand$bestTune[['committees']],   
 ', neighbors=', fitcub\_unbrand$bestTune[['neighbors']]),   
 Train.RMSE=min(fitcub\_unbrand$results[['RMSE']]),  
 RMSE.Test=postResample(predcub\_unbrand, testy\_unbrand)[['RMSE']],  
 MAPE.Test=mape(predcub\_unbrand, testy\_unbrand),  
 Train.Time=round(telapsed, 3)  
)  
  
# Random Forest  
tstart <- Sys.time()  
set.seed(77)  
fitrf\_unbrand <- train(trainx\_unbrand, trainy\_unbrand, method='rf', tuneLength=10, trControl=ctrl)  
telapsed <- as.numeric(difftime(Sys.time(), tstart ,units='secs'))  
fitrf\_unbrand

## Random Forest   
##   
## 2057 samples  
## 35 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1851, 1852, 1851, 1852, 1852, 1853, ...   
## Resampling results across tuning parameters:  
##   
## mtry RMSE Rsquared MAE   
## 2 0.11031920 0.6316910 0.08322477  
## 5 0.10211927 0.6740283 0.07517161  
## 9 0.09891726 0.6881494 0.07206146  
## 13 0.09748799 0.6942881 0.07063506  
## 16 0.09715729 0.6942899 0.07019715  
## 20 0.09627306 0.6980683 0.06947132  
## 24 0.09598435 0.6982115 0.06918184  
## 27 0.09583820 0.6978868 0.06893135  
## 31 0.09582768 0.6960199 0.06877324  
## 35 0.09615945 0.6923151 0.06892777  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was mtry = 31.

predrf\_unbrand <- predict(fitrf\_unbrand, testx\_unbrand)  
dfr[40,] <- data.frame(  
 Data.Set='Rerun (keep unbranded)',  
 Model='Random forest',   
 Model.Class='Tree',  
 Tuning.Parameters=paste0('mtry=', fitrf\_unbrand$bestTune[['mtry']]),   
 Train.RMSE=min(fitrf\_unbrand$results[['RMSE']]),  
 RMSE.Test=postResample(predrf\_unbrand, testy\_unbrand)[['RMSE']],  
 MAPE.Test=mape(predrf\_unbrand, testy\_unbrand),  
 Train.Time=round(telapsed, 3)  
)  
  
# Stop the parallel processing cluster  
stopCluster(cl)

# Reprint top results  
dfr[c(16,18,34,36,37:40),] %>%  
 arrange(MAPE.Test) %>%  
 select(Model, Data.Set, Tuning.Parameters, Train.Time, RMSE.Train, RMSE.Test, MAPE.Test) %>%  
 flextable() %>%  
 width(width = 2) %>%  
 fontsize(size = 10) %>%  
 line\_spacing(space = 1) %>%  
 hline(part = "all") %>%  
 set\_caption('Cubist/Random forest results (including reruns)')

Cubist/Random forest results (including reruns)

| Model | Data.Set | Tuning.Parameters | Train.Time | RMSE.Train | RMSE.Test | MAPE.Test |
| --- | --- | --- | --- | --- | --- | --- |
| Cubist | Full | committees=100, neighbors=5 | 93.480 | 0.09489731 | 0.09467403 | 0.8069488 |
| Cubist | Rerun (keep unbranded) | committees=50, neighbors=5 | 107.842 | 0.09558272 | 0.09502358 | 0.8090312 |
| Random Forest | Full | mtry=26 | 156.898 | 0.09573711 | 0.09518857 | 0.8278027 |
| Random forest | Rerun (keep unbranded) | mtry=31 | 127.127 | 0.09582768 | 0.09605555 | 0.8292539 |
| Cubist | Reduced | committees=30, neighbors=9 | 97.206 | 0.09590937 | 0.09602074 | 0.8406549 |
| Cubist | Rerun (no Brand.Code) | committees=70, neighbors=5 | 103.008 | 0.09882926 | 0.10185535 | 0.8444153 |
| Random Forest | Reduced | mtry=18 | 128.451 | 0.09756142 | 0.10008600 | 0.8564273 |
| Random forest | Rerun (no Brand.Code) | mtry=23 | 116.865 | 0.10338676 | 0.10653838 | 0.9037640 |

As shown, rerunning the models using different Brand.Code combinations did not improve the MAPE of the models run with the full data set. As such, the top-performing model remains the Cubist model run against the full data set (imputing missing Brand.Code values), having 100 committees and five neighbors. As shown on the plot below, performance drops sharply from 0 to around 5 committees, followed by a more gradual decline thereafter. Assuming that more committees means longer runtimes, it would be feasible to decrease the number of committees from 100 to 20 and still obtain almost equivalent performance. But if runtime isn’t a concern, we recommend 100 committees.

# Plot  
plot(fitcub\_full)

![](data:image/png;base64,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)

### Variable importance

Having selected the optimal model, we’ll examine the importance of individual predictors within the model.

# Variable importance - cubist full set  
tmpdf <- varImp(fitcub\_full)$importance  
tmpdf$Variable <- row.names(tmpdf)  
tmpdf %>%  
 select(Variable, Overall) %>%  
 arrange(desc(Overall)) %>%  
 head(10) %>%  
 flextable() %>%  
 width(width = 2) %>%  
 fontsize(size = 10) %>%  
 line\_spacing(space = 1) %>%  
 hline(part = "all") %>%  
 set\_caption('Top 10 variables - Cubist model (full set)')

Top 10 variables - Cubist model (full set)

| Variable | Overall |
| --- | --- |
| Mnf.Flow | 100.00000 |
| Balling.Lvl | 64.81481 |
| Alch.Rel | 56.17284 |
| Balling | 54.93827 |
| Pressure.Vacuum | 51.23457 |
| Density | 51.23457 |
| Oxygen.Filler | 50.00000 |
| Bowl.Setpoint | 43.82716 |
| Air.Pressurer | 41.97531 |
| Temperature | 41.97531 |

As shown, Mnf.Flow was the most informative predictor in the model, followed by Bailing.Lvl and Alch.Rel. *[discuss what the variable importance value means]*

from the docs:

Cubist: The Cubist output contains variable usage statistics. It gives the percentage of times where each variable was used in a condition and/or a linear model. Note that this output will probably be inconsistent with the rules shown in the output from summary.cubist. At each split of the tree, Cubist saves a linear model (after feature selection) that is allowed to have terms for each variable used in the current split or any split above it. Quinlan (1992) discusses a smoothing algorithm where each model prediction is a linear combination of the parent and child model along the tree. As such, the final prediction is a function of all the linear models from the initial node to the terminal node. The percentages shown in the Cubist output reflects all the models involved in prediction (as opposed to the terminal models shown in the output). The variable importance used here is a linear combination of the usage in the rule conditions and the model.

## Evaluation data

Before we generate predictions on the evaluation data set, we’ll take do some cursory exploratory data analysis to verify that the evaluation data set isn’t vastly different than the training set.

### Exploratory data analysis

# Move outcome variable pH to front for easier access  
dfe <- dfe\_raw %>%  
 dplyr::select(PH, !matches('Brand.Code'), Brand.Code)  
summary(dfe)

## PH Carb.Volume Fill.Ounces PC.Volume   
## Mode:logical Min. :5.147 Min. :23.75 Min. :0.09867   
## NA's:267 1st Qu.:5.287 1st Qu.:23.92 1st Qu.:0.23333   
## Median :5.340 Median :23.97 Median :0.27533   
## Mean :5.369 Mean :23.97 Mean :0.27769   
## 3rd Qu.:5.465 3rd Qu.:24.01 3rd Qu.:0.32200   
## Max. :5.667 Max. :24.20 Max. :0.46400   
## NA's :1 NA's :6 NA's :4   
## Carb.Pressure Carb.Temp PSC PSC.Fill   
## Min. :60.20 Min. :130.0 Min. :0.00400 Min. :0.0200   
## 1st Qu.:65.30 1st Qu.:138.4 1st Qu.:0.04450 1st Qu.:0.1000   
## Median :68.00 Median :140.8 Median :0.07600 Median :0.1800   
## Mean :68.25 Mean :141.2 Mean :0.08545 Mean :0.1903   
## 3rd Qu.:70.60 3rd Qu.:143.8 3rd Qu.:0.11200 3rd Qu.:0.2600   
## Max. :77.60 Max. :154.0 Max. :0.24600 Max. :0.6200   
## NA's :1 NA's :5 NA's :3   
## PSC.CO2 Mnf.Flow Carb.Pressure1 Fill.Pressure   
## Min. :0.00000 Min. :-100.20 Min. :113.0 Min. :37.80   
## 1st Qu.:0.02000 1st Qu.:-100.00 1st Qu.:120.2 1st Qu.:46.00   
## Median :0.04000 Median : 0.20 Median :123.4 Median :47.80   
## Mean :0.05107 Mean : 21.03 Mean :123.0 Mean :48.14   
## 3rd Qu.:0.06000 3rd Qu.: 141.30 3rd Qu.:125.5 3rd Qu.:50.20   
## Max. :0.24000 Max. : 220.40 Max. :136.0 Max. :60.20   
## NA's :5 NA's :4 NA's :2   
## Hyd.Pressure1 Hyd.Pressure2 Hyd.Pressure3 Hyd.Pressure4   
## Min. :-50.00 Min. :-50.00 Min. :-50.00 Min. : 68.00   
## 1st Qu.: 0.00 1st Qu.: 0.00 1st Qu.: 0.00 1st Qu.: 90.00   
## Median : 10.40 Median : 26.80 Median : 27.70 Median : 98.00   
## Mean : 12.01 Mean : 20.11 Mean : 19.61 Mean : 97.84   
## 3rd Qu.: 20.40 3rd Qu.: 34.80 3rd Qu.: 33.00 3rd Qu.:104.00   
## Max. : 50.00 Max. : 61.40 Max. : 49.20 Max. :140.00   
## NA's :1 NA's :1 NA's :4   
## Filler.Level Filler.Speed Temperature Usage.cont Carb.Flow   
## Min. : 69.2 Min. :1006 Min. :63.80 Min. :12.90 Min. : 0   
## 1st Qu.:100.6 1st Qu.:3812 1st Qu.:65.40 1st Qu.:18.12 1st Qu.:1083   
## Median :118.6 Median :3978 Median :65.80 Median :21.44 Median :3038   
## Mean :110.3 Mean :3581 Mean :66.23 Mean :20.90 Mean :2409   
## 3rd Qu.:120.2 3rd Qu.:3996 3rd Qu.:66.60 3rd Qu.:23.74 3rd Qu.:3215   
## Max. :153.2 Max. :4020 Max. :75.40 Max. :24.60 Max. :3858   
## NA's :2 NA's :10 NA's :2 NA's :2   
## Density MFR Balling Pressure.Vacuum   
## Min. :0.060 Min. : 15.6 Min. :0.902 Min. :-6.400   
## 1st Qu.:0.920 1st Qu.:707.0 1st Qu.:1.498 1st Qu.:-5.600   
## Median :0.980 Median :724.6 Median :1.648 Median :-5.200   
## Mean :1.177 Mean :697.8 Mean :2.203 Mean :-5.174   
## 3rd Qu.:1.600 3rd Qu.:731.5 3rd Qu.:3.242 3rd Qu.:-4.800   
## Max. :1.840 Max. :784.8 Max. :3.788 Max. :-3.600   
## NA's :1 NA's :31 NA's :1 NA's :1   
## Oxygen.Filler Bowl.Setpoint Pressure.Setpoint Air.Pressurer   
## Min. :0.00240 Min. : 70.0 Min. :44.00 Min. :141.2   
## 1st Qu.:0.01960 1st Qu.:100.0 1st Qu.:46.00 1st Qu.:142.2   
## Median :0.03370 Median :120.0 Median :46.00 Median :142.6   
## Mean :0.04666 Mean :109.6 Mean :47.73 Mean :142.8   
## 3rd Qu.:0.05440 3rd Qu.:120.0 3rd Qu.:50.00 3rd Qu.:142.8   
## Max. :0.39800 Max. :130.0 Max. :52.00 Max. :147.2   
## NA's :3 NA's :1 NA's :2 NA's :1   
## Alch.Rel Carb.Rel Balling.Lvl Brand.Code   
## Min. :6.400 Min. :5.18 Min. :0.000 Length:267   
## 1st Qu.:6.540 1st Qu.:5.34 1st Qu.:1.380 Class :character   
## Median :6.580 Median :5.40 Median :1.480 Mode :character   
## Mean :6.907 Mean :5.44 Mean :2.051   
## 3rd Qu.:7.180 3rd Qu.:5.56 3rd Qu.:3.080   
## Max. :7.820 Max. :5.74 Max. :3.420   
## NA's :3 NA's :2

At first glance the evaluation set appears to be roughly on par with the training set. A number of missing values exist, but not in vast proportions.

# Factor categorical variable Brand.Code  
dfe$Brand.Code <- factor(dfe$Brand.Code)  
  
# Generate corr plot for pairwise correlations  
corr1 <- cor(dfe[,2:(ncol(dfe)-1)], use='complete')  
corrplot::corrplot(corr1, method='square', order='hclust', type='full', diag=T, tl.cex=0.75, cl.cex=0.75)
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Like the training set data, some collinearity exists between pairs of variables. The same variables appear to be correlated as in the training set:

* Carb.Volume
* Carb.Rel
* Alch.Rel
* Density
* Bailing
* Bailing.Lvl

# Count NAs per column  
missing\_values <- data.frame(colSums(is.na(dfe[,-1])))  
missing\_values$Variable <- row.names(missing\_values)  
colnames(missing\_values) <- c('Missing.values', 'Variable')  
missing\_values %>%  
 dplyr::select(Variable, Missing.values) %>%  
 arrange(desc(Missing.values)) %>%  
 flextable() %>%  
 width(width = 2) %>%  
 fontsize(size = 10) %>%  
 line\_spacing(space = 1) %>%  
 hline(part = "all") %>%  
 set\_caption('Missing values')

Missing values

| Variable | Missing.values |
| --- | --- |
| MFR | 31 |
| Filler.Speed | 10 |
| Fill.Ounces | 6 |
| PSC | 5 |
| PSC.CO2 | 5 |
| PC.Volume | 4 |
| Carb.Pressure1 | 4 |
| Hyd.Pressure4 | 4 |
| PSC.Fill | 3 |
| Oxygen.Filler | 3 |
| Alch.Rel | 3 |
| Fill.Pressure | 2 |
| Filler.Level | 2 |
| Temperature | 2 |
| Usage.cont | 2 |
| Pressure.Setpoint | 2 |
| Carb.Rel | 2 |
| Carb.Volume | 1 |
| Carb.Temp | 1 |
| Hyd.Pressure2 | 1 |
| Hyd.Pressure3 | 1 |
| Density | 1 |
| Balling | 1 |
| Pressure.Vacuum | 1 |
| Bowl.Setpoint | 1 |
| Air.Pressurer | 1 |
| Carb.Pressure | 0 |
| Mnf.Flow | 0 |
| Hyd.Pressure1 | 0 |
| Carb.Flow | 0 |
| Balling.Lvl | 0 |
| Brand.Code | 0 |

# Missing value patterns  
md.pattern(dfe[,-1], rotate.names=T, plot=T)
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## Carb.Pressure Mnf.Flow Hyd.Pressure1 Carb.Flow Balling.Lvl Brand.Code  
## 206 1 1 1 1 1 1  
## 19 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 5 1 1 1 1 1 1  
## 5 1 1 1 1 1 1  
## 3 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 3 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 3 1 1 1 1 1 1  
## 3 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 0 0 0 0 0 0  
## Carb.Volume Carb.Temp Hyd.Pressure2 Hyd.Pressure3 Density Balling  
## 206 1 1 1 1 1 1  
## 19 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 5 1 1 1 1 1 1  
## 5 1 1 1 1 1 1  
## 3 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 3 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 3 1 1 1 1 1 1  
## 3 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 0 0  
## 1 1 1 0 0 1 1  
## 1 1 0 1 1 1 1  
## 1 0 1 1 1 1 1  
## 1 1 1 1 1 1  
## Pressure.Vacuum Bowl.Setpoint Air.Pressurer Fill.Pressure Filler.Level  
## 206 1 1 1 1 1  
## 19 1 1 1 1 1  
## 1 1 1 1 1 1  
## 5 1 1 1 1 1  
## 5 1 1 1 1 1  
## 3 1 1 1 1 1  
## 1 1 1 1 1 1  
## 3 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 2 1 1 1 1 1  
## 3 1 1 1 1 1  
## 3 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 2 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 0 0 0 0 0  
## 1 1 1 1 0 0  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 1 1 1  
## 1 1 1 2 2  
## Temperature Usage.cont Pressure.Setpoint Carb.Rel PSC.Fill Oxygen.Filler  
## 206 1 1 1 1 1 1  
## 19 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 5 1 1 1 1 1 1  
## 5 1 1 1 1 1 1  
## 3 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 3 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1  
## 3 1 1 1 1 1 1  
## 3 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 0  
## 1 1 1 1 1 0 1  
## 1 1 1 1 1 0 0  
## 2 1 1 0 1 1 1  
## 1 1 0 1 1 1 1  
## 1 1 0 1 1 1 1  
## 1 0 1 1 1 1 1  
## 1 0 1 1 0 0 0  
## 1 1 1 1 0 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1  
## 2 2 2 2 3 3  
## Alch.Rel PC.Volume Carb.Pressure1 Hyd.Pressure4 PSC PSC.CO2 Fill.Ounces  
## 206 1 1 1 1 1 1 1  
## 19 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 5 1 1 1 1 1 1 1  
## 5 1 1 1 1 1 1 0  
## 3 1 1 1 1 1 0 1  
## 1 1 1 1 1 1 0 1  
## 3 1 1 1 1 0 1 1  
## 1 1 1 1 1 0 1 0  
## 1 1 1 1 0 1 1 1  
## 2 1 1 1 0 1 1 1  
## 3 1 1 0 1 1 1 1  
## 3 1 0 1 1 1 1 1  
## 1 0 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 2 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 1 1 1 1 0 1 1  
## 1 1 1 1 1 1 1 1  
## 1 0 1 0 0 1 1 1  
## 1 0 0 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 1 1  
## 1 1 1 1 1 1 0 1  
## 3 4 4 4 5 5 6  
## Filler.Speed MFR   
## 206 1 1 0  
## 19 1 0 1  
## 1 0 1 1  
## 5 0 0 2  
## 5 1 1 1  
## 3 1 1 1  
## 1 1 0 2  
## 3 1 1 1  
## 1 1 1 2  
## 1 1 1 1  
## 2 1 0 2  
## 3 1 1 1  
## 3 1 1 1  
## 1 1 1 1  
## 1 0 0 3  
## 1 1 1 1  
## 1 0 0 4  
## 2 1 1 1  
## 1 1 1 1  
## 1 1 1 2  
## 1 0 0 3  
## 1 0 0 14  
## 1 1 1 7  
## 1 1 1 2  
## 1 1 1 1  
## 1 1 1 2  
## 10 31 99

Missing values also appear to be on par with the training set, with MFR having the most missing values. There is one observation that contains 14 missing values, but since we’ll need to predict against every row in the evaluation set, we won’t remove it.

# Generate histograms of continuous variables  
dfe %>%  
 dplyr::select(c(2:(ncol(dfe)-1))) %>%  
 gather() %>%  
 ggplot(aes(x=value)) +  
 geom\_histogram(bins=20) +  
 facet\_wrap(~key, scales = 'free\_x') +  
 ggtitle('Histograms of continuous variables')

![](data:image/png;base64,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)

# Calculate skewness on columns  
colskewness <- data.frame(apply(dfe[,2:(ncol(dfe)-1)], 2, calcSkewness, type=1))  
colskewness$Variable <- row.names(colskewness)  
colnames(colskewness) <- c('Skewness', 'Variable')  
  
# Graph skewness values  
colskewness %>%  
 dplyr::select(Variable, Skewness) %>%  
 arrange(desc(abs(Skewness))) %>%  
 ggplot(aes(x=reorder(Variable, desc(Skewness)), y=Skewness)) +  
 geom\_bar(stat='identity') +  
 coord\_flip() +  
 ggtitle('Variable skewness') +  
 xlab('')
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Roughly the same variables appear to be skewed.

# Set multiplier; outliers are considered as such when they lie outside of (multiplier) standard deviations from the mean  
mult <- 3  
outliers <- apply(dfe[,2:(ncol(dfe)-1)], 2, getOutliers, mult=mult)  
dfout <- data.frame(outliers)  
dfout <- data.frame(colSums(outliers))  
dfout$Variable <- row.names(dfout)  
colnames(dfout) <- c('Outlier.count', 'Variable')  
  
# Filter just those variables with outliers and sort by outlier count  
dfout <- dfout %>%  
 dplyr::select(Variable, Outlier.count) %>%  
 arrange(desc(Outlier.count)) %>%  
 filter(Outlier.count > 0)  
  
# Generate bar graph of outlier counts  
dfout %>%  
 ggplot(aes(x=reorder(Variable, Outlier.count), y=Outlier.count, label=Outlier.count)) +  
 geom\_bar(stat='identity') +  
 coord\_flip() +  
 geom\_text(check\_overlap=T, hjust=-0.1, nudge\_x=0.05) +  
 ggtitle('Outliers (only variables with outliers shown)') +  
 xlab('') + ylab('Outlier count')
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The proportion of outliers also seems to be similar to that of the training set.

### Data preparation

Now that we’ve verified the evaluation data is on par with the training data, we’ll proceed with data preparation. Since our best-performing model used the full data set, we’ll perform the same steps on the evaluation set that we used earlier on the full training set, namely the following:

1. Remove the MFR predictor because it has a high proportion of missing values (31 values, or 11.6% of the data).
2. Change the blank brand codes to NA so that they will be imputed.
3. Impute the missing values using KNN imputation.
4. Create dummy variables for the Brand.Code predictor.

# Init data frame, removing outcome variable, PH  
dfe\_eval <- dfe[,-1]  
  
# Remove the MFR predictor because it has a high proportion of missing data  
dfe\_eval <- dfe\_eval %>% select(-MFR)  
  
# Change blank brand codes to NA so they will be imputed  
dfe\_eval <- dfe\_eval %>%  
 mutate(Brand.Code=ifelse(Brand.Code=='', NA, as.character(Brand.Code)))  
  
# Factor Brand.Code (needed for imputation)  
dfe\_eval$Brand.Code <- factor(dfe\_eval$Brand.Code)  
  
# Use knnImputation to impute values  
dfe\_eval <- knnImputation(dfe\_eval, k=9)  
  
# Create dummies for factor and character variables  
dfe\_eval <- dummy\_cols(dfe\_eval, select\_columns='Brand.Code', remove\_first\_dummy=F, remove\_selected\_columns=T)

After preparing the data, we have 266 observations in 34 variables. The data is now ready for prediction.

### Prediction

To predict pH in the evaluation data set, we’ll use the modeling results from the top performing model (Cubist run against the full data set). The first few predicted values are included below.

# Predict using the Cubist full model  
pred\_eval <- predict(fitcub\_full, dfe\_eval)  
df\_ph <- data.frame(pred\_eval)  
colnames(df\_ph) <- c('PH')  
  
# Show first few values  
data.frame(pred\_eval) %>%  
 head(10) %>%  
 flextable() %>%  
 width(width = 2) %>%  
 fontsize(size = 10) %>%  
 line\_spacing(space = 1) %>%  
 hline(part = "all") %>%  
 set\_caption('Predicted pH (first few values)') %>%  
 delete\_part( part = "header")

Predicted pH (first few values)

|  |
| --- |
| 8.628850 |
| 8.376658 |
| 8.519270 |
| 8.634902 |
| 8.452495 |
| 8.577147 |
| 8.453360 |
| 8.550534 |
| 8.566530 |
| 8.643949 |

# Save to csv  
write.csv(df\_ph, 'predicted\_ph.csv', row.names=F)

We’ll also generate some summary statistics for comparison purposes.

# Generate summary stats for predicted pH values  
tmpdf <- data.frame(as.matrix(summary(pred\_eval)))  
tmpdf$Statistic <- row.names(tmpdf)  
colnames(tmpdf) <- c('Evaluation', 'Statistic')  
tmpdf <- tmpdf %>%  
 rbind(data.frame(Evaluation=sd(pred\_eval), Statistic='Std dev'))  
  
# Generate summary stats for training pH values  
tmpdfm <- data.frame(as.matrix(summary(dfm\_full$PH)))  
tmpdfm$Statistic <- row.names(tmpdfm)  
colnames(tmpdfm) <- c('Training', 'Statistic')  
tmpdfm <- tmpdfm %>%  
 rbind(data.frame(Training=sd(dfm\_full$PH), Statistic='Std dev'))  
  
# Merge the summary stats to display in a table  
tmpdf2 <- tmpdfm %>%  
 merge(tmpdf, by=c('Statistic'))  
  
# Display summary  
tmpdf2 %>%  
 select(Statistic, Training, Evaluation) %>%  
 flextable() %>%  
 width(width = 2) %>%  
 fontsize(size = 10) %>%  
 line\_spacing(space = 1) %>%  
 hline(part = "all") %>%  
 set\_caption('Comparison of pH statistics')

Comparison of pH statistics

| Statistic | Training | Evaluation |
| --- | --- | --- |
| 1st Qu. | 8.4400000 | 8.4597397 |
| 3rd Qu. | 8.6800000 | 8.6659360 |
| Max. | 9.3600000 | 8.9317131 |
| Mean | 8.5457724 | 8.5525592 |
| Median | 8.5400000 | 8.5318241 |
| Min. | 7.8800000 | 8.1460953 |
| Std dev | 0.1724898 | 0.1459234 |

As shown in the table above, the mean, median, and first and third quartiles are all roughly even between the training and evaluation data. The minimum, maximum, and standard deviation of the training data show a wider range than that of the evaluation data, but this is natural given the greater number of samples in the training set.

# Display summary  
tmpdf2 %>%  
 select(Statistic, Training, Evaluation) %>%  
 flextable() %>%  
 width(width = 2) %>%  
 fontsize(size = 10) %>%  
 line\_spacing(space = 1) %>%  
 hline(part = "all") %>%  
 set\_caption('Comparison of pH statistics')

Comparison of pH statistics

| Statistic | Training | Evaluation |
| --- | --- | --- |
| 1st Qu. | 8.4400000 | 8.4597397 |
| 3rd Qu. | 8.6800000 | 8.6659360 |
| Max. | 9.3600000 | 8.9317131 |
| Mean | 8.5457724 | 8.5525592 |
| Median | 8.5400000 | 8.5318241 |
| Min. | 7.8800000 | 8.1460953 |
| Std dev | 0.1724898 | 0.1459234 |

# Generate histogram of training vs predicted PH  
tmpdf3 <- df\_ph %>%  
 mutate(Set='Predicted') %>%  
 rbind(data.frame(PH=dfm\_full$PH) %>% mutate(Set='Training'))  
tmpdf3 %>%   
 ggplot(aes(x=PH, y=after\_stat(density))) +  
 geom\_histogram(bins=30) +  
 facet\_wrap('Set')
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The distributions look to be similar.

## Conclusion

*[insert cool text here]*
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