**Assignment 4**

**Due date**

* 11.59 PM EST, July 20th

**Git url**

* [TO BE PROVIDED](https://384193043-atari-embeds.googleusercontent.com/embeds/16cb204cf3a9d4d223a0a3fd8b0eec5d/TO%20BE%20PROVIDED)

Submit your code as per the provided instructions.

**Assignment Goal**

Apply the design principles you have learned so far to develop software for the given problem.

**Team Work**

* You are required to work in a team of 2 students for this project.
* You cannot discuss with anyone other than your teammate the design patterns(s) to be used for this assignment.

**Programming Language**

You are required to use Java.

**Compiling and Running Commands**

* Compilation: Your code should compile on remote.cs.binghamton.edu
* You are required to use ANT as the build tool for this assignment.

**Policy on sharing of code**

EVERY line of code that you submit in this assignment should be written by members of your team. Do NOT show your code to any other group. Our code-comparison software can very easily detect similarities.

Post to piazza if you have any questions about the requirements. Do not send emails. Do not post your code asking for help with debugging. However, it is okay to post design/concept questions on programming in Java/C/C++.

Code snippets, for File I/O, if used from an online source should be cited by mentioning it in the README.md and also in the documentation of every source file in which that code appears.

**Project Description**

**Program with visitors to determine features in two input files that have integers.**

* The input for the program consists of two separate input files, both with a positive 2 digit integer in each line. Assume that the input may contain duplicates in the individual files.
* Create an interface MyArrayI that defines an API for an Abstract Data Type (ADT) representing an array. In addition, MyArrayI is an *Element*.
* Define an ADT, MyArray, that implements MyArrayI and stores an internal array of integers. The internal array should be created with an initial capacity of 10 and increased by 50% in capacity each time an integer has to be added beyond the current capacity.
* Each MyArray object will store the integers from a single input file.
* Design a visitor, PopulateMyArrayVisitor, that reads from a file and populates MyArray one integer at a time. The visitor should use an instance of the FileProcessor to read from the input file one line at a time (one integer at a time). Check for the boundary condition that the input file does not exist or is empty. Throw an exception and exit if a string from the file cannot be converted to an integer. Other than that, assume the input file is well formed and no other exceptions need to be handled.
* The PopulateMyArrayVisitor can take the name of the input file in its constructor or have a setX(..) method for it. You need to apply this visitor once for each of the two input files to get two instances of MyArray that are populated with integers.
* Create an interface MyArrayListI that defines an API for a ADT representing an arraylist. In addition, MyArrayListI is an *Element*.
* Define an ADT, MyArrayList, that implements MyArrayListI and maintains an internal array of the MyArray objects.
* Design a visitor, CommonIntsVisitor, that determines the integers that are common in the two ADTs stored in MyArrayList, and stores those integers (without duplicates) in an appropriate data structure in Results.
* Design a visitor, MissingIntsVisitor that determines the 2 digit integers (between 00 and 99) that are missing in MyArray and stores them in an appropriate data structure in Results.
* The output files should contain a single integer per line.
* Use a singleton Logger and design your own debugging scheme.
* The driver should accept the input file names, output file names, and debug value, via the command line.
  1. *-Dinput1* - First input file containing 2 digits integers per line.
  2. *-Dinput2* - Second input file containing 2 digits integers per line.
  3. *-Dcommonintsout* - Output file to store results of applying CommonIntsVisitor.
  4. *-Dmissingintsout* - Output file to store results of applying MissingIntsVisitor.
  5. *-Ddebug* - Debug value.
* The driver should do the following:
  1. Create required instances of Results.
  2. Create instance of FileProcessor.
  3. Create instances of the visitors.
  4. Create two instances of MyArray.
  5. Use the PopulateMyArrayVisitor to populate two instances of MyArray.
  6. Apply CommonIntsVisitor to determine common ints in ADTs stored in MyArrayList.
  7. Apply MissingIntsVisitor separately to each of the MyArray instances.
  8. Call appropriate methods in Result instances to print the output of each of the visitors.
* Helpers:
  1. There is only a single visitor interface.
  2. Unlike the traditional viistor pattern where there is just a single visit(...) method in the Visitor interface, you will need to overload the method here for each of the two visitors.
  3. When calling methods on the ADTs/Elements make sure to cast to the appropriate interface and then call the method. For example, ADT methods should be called by casting to the interface that defines the API for the ADT.
  4. No business logic should be written in the driver code.
  5. **ADT design**
     + Empty constructor.
     + Explicit value constructor.
     + Getters and Setters.
     + Override toString.
     + Empty finalize method.
     + Override Clone.
  6. **Driver code**
     + Driver code should not include business logic.
     + Simple and concise.

**NOTES ON GRADING**

* Class participation points will be given to students who post good questions on piazza seeking clarification on the assignment or finding ambiguities, and also to those who respond and participate to help make the discussion interesting and informative.
* Class participation points will be given to students who also post sample interesting input examples with corresponding output and metrics.

**Sample Input Files sent by students in this course**

Please check piazza.

**Compiling and Running Java code**

* Your submission must include a readme in markdown format with the name **README.md**.
* Your README.md file should have the following information:
  + instructions on how to compile the code
  + instructions on how to run the code
  + justification for the choice of data structures (in terms of time and/or space complexity).
  + citations for external material utilized.

**Code Organization**

* You should have the following directory structure (replace username with github username).
* ./csx42-summer-2020-assign4-username
* ./csx42-summer-2020-assign4-username/README.md
* ./csx42-summer-2020-assign4-username/.gitignore
* ./csx42-summer-2020-assign4-username/arrayvisitors
* ./csx42-summer-2020-assign4-username/arrayvisitors/src
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/build.xml
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/arrayvisitors
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/arrayvisitors/driver
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/arrayvisitors/driver/Driver.java
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/arrayvisitors/adt
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/arrayvisitors/adt/MyArrayI.java
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/arrayvisitors/adt/MyArrayListI.java
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/arrayvisitors/adt/MyArray.java
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/arrayvisitors/adt/MyArrayList.java
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/arrayvisitors/visitors
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/arrayvisitors/visitors/Element.java
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/arrayvisitors/visitors/Visitor.java
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/arrayvisitors/visitors/PopulateMyArrayVisitor.java
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/arrayvisitors/visitors/CommonIntsVisitor.java
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/arrayvisitors/visitors/MissingIntsVisitor.java
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/arrayvisitors/util
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/arrayvisitors/util/FileProcessor.java
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/arrayvisitors/util/Results.java
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/arrayvisitors/util/FileDisplayInterface.java
* ./csx42-summer-2020-assign4-username/arrayvisitors/src/arrayvisitors/util/StdoutDisplayInterface.java
* [Other classes and packages that you may want to add]

**Submission**

* Make sure all class files, object files (.o files), executables, and backup files are deleted before creating a zip or tarball (use the gitignore file for this). To create a tarball, you need to "tar" and then "gzip" your top level directory. Create a tarball of the directory csx42-summer-2020-assign4-username. We should be able to compile and execute your code using the commands listed in the README.md file.
* Instructions to create a tarball
  + Make sure you are one level above the directory csx42-summer-2020-assign4-username.
  + tar -cvzf csx42-summer-2020-assign4-username.tar.gz csx42-summer-2020-assign4-username/
  + gzip csx42-summer-2020-assign4-username.tar
* Upload your assignment to Blackboard, assignment-4.

**General Requirements**

* Start early and avoid panic during the last couple of days.
* Separate out code appropriately into methods, one for each purpose.
* Class names should be nouns. Method names should be verbs.
* The name of the method should tell us what the method is doing, nothing more or nothing less.
* Always program to an interface.
* You should document your code. The comments should not exceed 72 columns in width. Use javadoc style comments if you are coding in Java. Include javadoc style documentation. It is acceptable for this assignment to just have the return type described for each method's documentation.
* Do not use "import XYZ.\*" in your code. Instead, import each required type individually.
* All objects, in Java, that may be needed for debugging purposes should have the "toString()" method defined. By default, just place a toString() in every class.
* Every class that has data members, should have corresponding accessors and mutators (unless the data member(s) is/are for use just within the method.).
* [Java naming conventions](https://www.oracle.com/java/technologies/javase/codeconventions-namingconventions.html) MUST be followed.

**Late Submissions**

* The policy for late submissions is that you will lose 10% of the grade for each day that your submission is delayed. **There is NO difference in penalty for assignments that are submitted 1 second late or 23 hours late**.

**Grading Guidelines**

Grading guidelines have been posted[here](https://sites.google.com/binghamton.edu/csx42-summer-2020/assignments/assign4/grading-instructions-html).