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# Задание 1

## 1.1. Общая постановка задачи

Переделать программу задания 3 лабораторной работы 9. Массив данных записан в файл и считывается в программе для обработки. Результаты обработки массива согласно вопросам задания 3 лабораторной работы 9 записываются в конец файла построчно с заголовками расшифровывающими, что за данные представлены ниже.

## 1.2. Решение задачи, код программы

**import** java.io.\*;  
  
**public class** Task101 {  
 **public static void** main(String[] args) **throws** IOException {  
 File file = **new** File(**"C:\\Users\\pc\\OneDrive\\Документы\\Инфа\\Java\\Лаба 10(7) Java\\Для 1.txt"**);  
 FileOutputStream fileOutputStream = **new** FileOutputStream(file, **true**);  
 FileInputStream fileInputStream = **new** FileInputStream(file);  
 **int** n = (**int**) file.length();  
 **byte**[] masByte = **new byte**[n];  
 fileInputStream.read(masByte);  
 String string = **new** String(masByte);  
 String[] stringSplit = string.split(**"\s"**);  
 **char**[] masChar = **new char**[stringSplit.**length**];  
 **for** (**int** i = 0; i < stringSplit.**length**; i++) {  
 masChar[i] = stringSplit[i].charAt(0);  
 }  
  
 *// проверка на вхождение символов* **int** countLat = 0, countCommas = 0, parameterI = 0;  
 **boolean** checkU = **false**;  
 **boolean** checkBo = **false**;  
 **boolean** checkOb = **false**;  
 **boolean** checkDigit = **false**;  
 **boolean** checkSiSi1 = **false**;  
 **boolean** checkSjSj1 = **false**;  
 **for** (**int** i = 0; i < masChar.**length**; i++) { *// по длине всего массива* **for** (**int** k = 97; k <= 122; k++) { *// вхождение прописных латинских букв* **if** (masChar[i] == k) {  
 countLat++;  
 }  
 }  
 **if** (masChar[i] == **'ю'** | masChar[i] == **'Ю'**) { *// вхождение буквы "ю"* checkU = **true**;  
 }  
 **if** (masChar[i] == **','**) { *// вхождение запятой* countCommas++;  
 }  
 }  
 **for** (**int** i = 0; i < masChar.**length** - 1; i++) { *// идёт до предпоследнего символа* **if** (masChar[i] == **'в'** & masChar[i + 1] == **'о'**) { *// вхождение 'во'* checkBo = **true**;  
 }  
 **if** (masChar[i] == **'о'** & masChar[i + 1] == **'в'**) {*// вхождение 'ов'* checkOb = **true**;  
 }  
 **if** (Character.*isDigit*(masChar[i]) & Character.*isDigit*(masChar[i + 1])) { *// пара соседних одинаковых чисел* **if** (masChar[i] == masChar[i + 1]) {  
 checkDigit = **true**;  
 }  
 }  
 }  
 **for** (**int** k = 2; k < masChar.**length** - 1; k++) { *// идёт до предпоследнего символа* **if** ((Character.*isLowerCase*(masChar[k]) & Character.*isUpperCase*(masChar[k + 1])) |  
 (Character.*isUpperCase*(masChar[k]) & Character.*isLowerCase*(masChar[k + 1]))) {  
 *// si, si+1 это одинаковые буквы отличающиеся регистром* checkSiSi1 = **true**;  
 parameterI = k;  
 **break**;  
 }  
 }  
 **for** (**int** c = parameterI + 1; c < masChar.**length** - 1; c++) { *// идёт до предпоследнего символа* **if** (Character.*isDigit*(masChar[c])) {  
 **if** ((Character.*digit*(masChar[c], 10) == 0) & (Character.*digit*(masChar[c + 1], 10) == 0)) {  
 *// sj, sj+1 это 0* checkSjSj1 = **true**;  
 **break**;  
 }  
 }  
 }  
  
 *// вывод* String stringForOutput = **"\nКоличество латинских прописных букв: "** + String.*valueOf*(countLat);  
 **byte**[] byteForOutput1 = stringForOutput.getBytes();  
 fileOutputStream.write(byteForOutput1);  
 **if** (checkU) {  
 stringForOutput = **"\nВ массив входит буква 'ю'"**;  
 **byte**[] byteForOutput2 = stringForOutput.getBytes();  
 fileOutputStream.write(byteForOutput2);  
 }  
 **if** (countCommas >= 2) {  
 stringForOutput = **"\nВ массиве имеются две или более запятые"**;  
 **byte**[] byteForOutput3 = stringForOutput.getBytes();  
 fileOutputStream.write(byteForOutput3);  
 }  
 **if** (checkBo) {  
 stringForOutput = **"\nВ массив входит последовательность 'во'"**;  
 **byte**[] byteForOutput4 = stringForOutput.getBytes();  
 fileOutputStream.write(byteForOutput4);  
 }  
 **if** (checkOb) {  
 stringForOutput = **"\nВ массив входит последовательность 'ов'"**;  
 **byte**[] byteForOutput5 = stringForOutput.getBytes();  
 fileOutputStream.write(byteForOutput5);  
 }  
 **if** (checkDigit) {  
 stringForOutput = **"\nВ массив входит пара соседствующих одинаковых цифр"**;  
 **byte**[] byteForOutput6 = stringForOutput.getBytes();  
 fileOutputStream.write(byteForOutput6);  
 }  
 **if** (checkSiSi1 & checkSjSj1) {  
 stringForOutput = **"\nВ массиве есть такие натуральные i и j, что 1 < i < j < n и что si, si+1 "** +  
 **"это одинаковые буквы отличающиеся регистром, a sj, sj+1 это 0"**;  
 **byte**[] byteForOutput7 = stringForOutput.getBytes();  
 fileOutputStream.write(byteForOutput7);  
 }  
 fileOutputStream.close();  
 }  
}

## 1.3. Тестирование программы с проверкой

Для проверки задания в MS Excel создана таблица данных. В таблицу B2:O3 записаны индексы массива и их значения. Далее по строкам идёт проверка A5, A13, A16 – аналитическая, A7, A9, A11 – с помощью формулы,

A7=ЕСЛИ(ИЛИ(B3="Ю"; B3="ю");1;0)

A9=ЕСЛИ(B3=",";1;0)

A11=ЕСЛИ(ИЛИ(И(B3="в";C3="о");И(B3="о";C3="в"));1;0)

В таблице 1 представлено тестирование работы программы с проверкой решения задачи на языке Java с решением в MS Excel.

Таблица 1

Тестирование работы программы и проверка решения задачи 1

|  |  |
| --- | --- |
| № п/п | Решение Java |
| 1 | До    После |
| № п/п | Решение MS Excel |
| 1 |  |

Сравнение решения задачи с использованием одного прикладного пакета показало, что решения задачи в Java и в MS Excel совпадают. Данный факт подтверждает правильность написанного кода программы. Неопределенностей при решении задачи выявлено не было, возможно данная ситуация связанна с малым количеством проверок данных.

# Задание 2

## 2.1. Общая постановка задачи

Записать в файл таблицу из задания 7 лабораторной работы 6. Если в таблице присутствуют дробные ответы, то вывести данные в формате 4 знака после запятой.

## 2.2. Решение задачи, код программы

**import** java.io.\*;  
  
**public class** Task102 {  
 **public static void** main(String[] args) **throws** IOException {  
 File file = **new** File(**"C:\\Users\\pc\\OneDrive\\Документы\\Инфа\\Java\\Лаба 10(7) Java\\Для 2.txt"**);  
 FileOutputStream fileOS = **new** FileOutputStream(file, **true**);  
 **int** i, j;  
 String stringOS = **""**;  
 **byte**[] byteOS;  
 **for** (i = 1; i <= 9; i++) {  
 **for** (j = 1; j <= 9; j++) {  
 stringOS = String.*valueOf*(i) + **" x "** + String.*valueOf*(j) + **" = "** + String.*valueOf*(i \* j) + **"\t"**;  
 byteOS = stringOS.getBytes();  
 fileOS.write(byteOS);  
 }  
 stringOS = **"\n"**;  
 byteOS = stringOS.getBytes();  
 fileOS.write(byteOS);  
 }  
 fileOS.close();  
 }  
}

## 2.3. Тестирование программы с проверкой

Блок-схема 1. Решение задачи 2
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Пустое слово
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В таблице 2 представлено тестирование работы программы на языке Java.

Таблица 2

Тестирование работы программы на языке Java для задачи 2

|  |  |
| --- | --- |
| Этап | Решение Java |
| До |  |
| После |  |

Сравнение решения задачи с использованием одного прикладного пакета показала, что решения задачи в Java и блок-схемы совпадает. Данный факт подтверждает правильность написанного кода программы. Неопределенностей при решении задачи выявлено не было, возможно данная ситуация связанна с малым количеством проверок данных.

# Задание 3

## 3.1. Общая постановка задачи

Напечатать все слова из текстового файла, состоящие только из маленьких латинских букв.

## 3.2. Решение задачи, код программы

**import** java.io.\*;  
  
**import static** java.lang.System.***out***;  
  
**public class** Task103 {  
 **public static void** main(String[] args) **throws** IOException {  
 File file = **new** File(**"C:\\Users\\pc\\OneDrive\\Документы\\Инфа\\Java\\Лаба 10(7) Java\\Для 3.txt"**);  
 FileInputStream fileIS = **new** FileInputStream(file);  
 **int** n = (**int**) file.length();  
 **byte**[] byteIS = **new byte**[n];  
 fileIS.read(byteIS);  
 String string = **new** String(byteIS);  
 String[] stringSplit = string.split(**"\s"**);  
 **for** (**int** i = 0; i < stringSplit.**length**; i++) {  
 **if** (*check*(stringSplit[i].toCharArray())) {  
 ***out***.println(stringSplit[i]);  
 }  
 }  
 }  
  
 **public static boolean** check(**char**[] array) {  
 **int** count = 0;  
 **for** (**int** k = 97; k <= 122; k++) {  
 **for** (**int** i = 0; i < array.**length**; i++) {  
 **if** (array[i] == k) {  
 count++;  
 }  
 }  
 }  
 **return** count == array.**length**;  
 }  
}

## 3.3. Тестирование программы с проверкой

Для тестирования в MS Excel создана таблица данных с исходной строкой и преобразованной.

В таблице 3 представлено тестирование работы программы с проверкой решения задачи на языке Java с решением в MS Excel.

Таблица 3

Тестирование работы программы и проверка решения задачи 3

|  |  |
| --- | --- |
| № п/п | Решение Java |
| 1 | Сам файл    Слова по условию |
| № п/п | Решение MS Excel |
| 1 |  |

Сравнение решения задачи с использованием одного прикладного пакета показало, что решения задачи в Java и в MS Excel совпадают. Данный факт подтверждает правильность написанного кода программы. Неопределенностей при решении задачи выявлено не было, возможно данная ситуация связанна с малым количеством проверок данных.

# Задание 4

## 4.1. Общая остановка задачи

Выделить в текстовом файле все слова, разделенные символами-разделителями «\_.,;:\n\t!?», и все слова, в которых гласных русских букв меньше чем согласных букв, построчно записать в другой текстовый файл.

## 4.2. Решение задачи, код программы

**import** java.io.\*;  
**import** java.util.ArrayList;  
**import** java.util.List;  
**import** java.util.regex.Matcher;  
**import** java.util.regex.Pattern;  
  
**public class** Task104 {  
  
 **static** ArrayList<String> *listWordsCondition1* = **new** ArrayList<>();  
 **static** ArrayList<String> *listWordsCondition2* = **new** ArrayList<>();  
 **static** ArrayList<String> *listAllWords* = **new** ArrayList<>();  
  
 **public static void** main(String[] args) **throws** IOException{  
 File file1 = **new** File(**"C:\\Users\\pc\\OneDrive\\Документы\\Инфа\\Java\\Лаба 10(7) Java\\Для 4\_1.txt"**);  
 File directory = **new** File(**"C:\\Users\\pc\\OneDrive\\Документы\\Инфа\\Java\\Лаба 10(7) Java"**);  
 File file2 = **new** File(directory, **"Для 4\_2.txt"**);  
 FileInputStream file1IS = **new** FileInputStream(file1);  
 FileOutputStream file2OS = **new** FileOutputStream(file2);  
  
 **int** n = (**int**) file1.length();  
 **byte**[] byteIS = **new byte**[n];  
 file1IS.read(byteIS);  
 String stringIS = **new** String(byteIS);  
  
 String[] stringIS\_SplitSpace = stringIS.split(**"\s"**);  
 String[] masPattern = {**"\_"**, **"\\."**, **"\\;"**, **":"**, **"\\\n"**, **"\\\t"**, **"\\!"**, **"\\?"**};  
 String[] stringsIS\_SplitSpace\_SplitPattern;  
 Pattern pattern;  
 Matcher matcher;  
 **for** (**int** i = 0 ; i < stringIS\_SplitSpace.**length**; i++) {  
 **int** countPattern = 0;  
 **for** (String s : masPattern) {  
 pattern = Pattern.*compile*(s);  
 matcher = pattern.matcher(stringIS\_SplitSpace[i]);  
 **if** (matcher.find()) {  
 countPattern++;  
 stringsIS\_SplitSpace\_SplitPattern = stringIS\_SplitSpace[i].split(s);  
 **if** (i == 0) {  
 *listWordsCondition1*.addAll(List.*of*(stringsIS\_SplitSpace\_SplitPattern));  
 } **else** {  
 **for** (String value : stringsIS\_SplitSpace\_SplitPattern) {  
 **if** (*listWordsCondition1*.contains(value)) {  
 **int** index = *listWordsCondition1*.indexOf(value);  
 *listWordsCondition1*.set(index, value);  
 } **else if** (!*listWordsCondition1*.contains(value)) {  
 *listWordsCondition1*.add(value);  
 }  
 }  
 }  
 }  
 }  
 **if** (countPattern == 0) {  
 *listAllWords*.add(stringIS\_SplitSpace[i]);  
 }  
 }  
  
 *listAllWords*.addAll(*listWordsCondition1*);  
 **int**[] symbolVowel = {1040, 1045, 1025, 1048, 1054, 1059, 1067, 1069, 1070, 1071,1072, 1077, 1105, 1080, 1086, 1091,  
 1099, 1101, 1102, 1103};  
 **char**[] masChar;  
 **for** (**int** i = 0; i < *listAllWords*.size(); i++) {  
 **int** countSymbolVowel = 0;  
 **int** countSymbolConsonant = 0;  
 masChar = *listAllWords*.get(i).toCharArray();  
 **for** (**char** c : masChar) {  
 **int** countEntering = 0;  
 **if** (Character.*isLetter*(c)) { *// проверка: гласных русских букв меньше чем согласных букв* **for** (**int** j : symbolVowel) {  
 **if** (c == j) {  
 countSymbolVowel++; *// считает кол-во гласных букв* countEntering++;  
 }  
 }  
 **if** (countEntering == 0) {  
 countSymbolConsonant++; *// если ни разу не вошла гласная, то это согласная* }  
 }  
 }  
 **if** (countSymbolConsonant > countSymbolVowel) {  
 **if** (i == 0) {  
 *listWordsCondition2*.add(*listAllWords*.get(i));  
 }  
 **else** {  
 **if** (*listWordsCondition2*.contains(*listAllWords*.get(i))) {  
 **int** index = *listWordsCondition2*.indexOf(*listAllWords*.get(i));  
 *listWordsCondition2*.set(index, *listAllWords*.get(i));  
 }  
 **else if** (!*listWordsCondition2*.contains(*listAllWords*.get(i))) {  
 *listWordsCondition2*.add(*listAllWords*.get(i));  
 }  
 }  
 }  
 }  
  
 *output*(file2OS);  
 }  
  
 **public static void** output(FileOutputStream file2OS) **throws** IOException {  
 String stringOS = **"Слова, разделенные символами-разделителями «\_.,;:\\n\\t!?»:"**;  
 **byte**[] byteOS = stringOS.getBytes();  
 file2OS.write(byteOS);  
  
 **for** (String str : *listWordsCondition1*) {  
 stringOS = **"\n"** + str;  
 byteOS = stringOS.getBytes();  
 file2OS.write(byteOS);  
 }  
  
 stringOS = **"\n"** + **"Слова, в которых гласных русских букв меньше чем согласных букв"**;  
 byteOS = stringOS.getBytes();  
 file2OS.write(byteOS);  
  
 **for** (String str : *listWordsCondition2*) {  
 stringOS = **"\n"** + str;  
 byteOS = stringOS.getBytes();  
 file2OS.write(byteOS);  
 }  
  
 file2OS.close();  
 }  
}

## 4.3. Тестирование программы с проверкой

Для тестирования в MS Excel создана таблица данных, содержащая исходные слова и выборку по условию задачи.

В таблице 4 представлено тестирование работы программы с проверкой решения задачи на языке Java с решением в MS Excel.

Таблица 4

Тестирование работы программы и проверка решения задачи 4

|  |  |
| --- | --- |
| № п/п | Решение Java |
| 1 | Исходный файл    Файл со словами по условию |
| № п/п | Решение MS Excel |
| 1 |  |

Сравнение решения задачи с использованием одного прикладного пакета показало, что решения задачи в Java и в MS Excel совпадают. Данный факт подтверждает правильность написанного кода программы. Неопределенностей при решении задачи выявлено не было, возможно данная ситуация связанна с малым количеством проверок данных.

# Задание 5

## 5.1. Общая постановка задачи

Дано два файла с предложениями. Дописать в конец второго файла предложения из первого файла, в которых есть слова, которые пишутся через дефис.

## 5.2. Решение задачи, код программы

**import** java.io.\*;  
**import** java.util.ArrayList;  
  
**public class** Task105 {  
  
 **static** ArrayList<String> *listOfWords* = **new** ArrayList<>();  
  
 **public static void** main(String[] args) **throws** IOException{  
 File file1 = **new** File(**"C:\\Users\\pc\\OneDrive\\Документы\\Инфа\\Java\\Лаба 10(7) Java\\Для 5\_1.txt"**);  
 File file2 = **new** File(**"C:\\Users\\pc\\OneDrive\\Документы\\Инфа\\Java\\Лаба 10(7) Java\\Для 5\_2.txt"**);  
 FileInputStream fileIS = **new** FileInputStream(file1);  
 FileOutputStream fileOS = **new** FileOutputStream(file2, **true**);  
  
 **int** n = (**int**) file1.length();  
 **byte**[] byteIS = **new byte**[n];  
 fileIS.read(byteIS);  
 String stringIS = **new** String(byteIS);  
 String[] stringIS\_SplitSentence = stringIS.split(**"\\.\s"**);  
 String[] stringIS\_SplitWords;  
  
 **for** (**int** i = 0; i < stringIS\_SplitSentence.**length**; i++) {  
 stringIS\_SplitWords = stringIS\_SplitSentence[i].split(**"\s"**);  
 **for** ( **int** j = 0; j < stringIS\_SplitWords.**length**; j++) {  
 **if** (stringIS\_SplitWords[j].contains(**"-"**)) {  
 *listOfWords*.add(stringIS\_SplitWords[j]);  
 }  
 }  
 }  
  
 StringBuilder stringOS = **new** StringBuilder();  
 **for** (**int** i = 0; i < *listOfWords*.size(); i++) {  
 stringOS.append(**"\n"**);  
 stringOS.append(*listOfWords*.get(i));  
 }  
 **byte**[] byteOS = stringOS.toString().getBytes();  
 fileOS.write(byteOS);  
 fileOS.close();  
 }  
}

## 5.3. Тестирование программы с проверкой

Для проверки в MS Excel создана таблица данных, содержащая предложения из 1 файла и преобразованные предложения 2 файла.

В таблице 5 представлено тестирование работы программы с проверкой решения задачи на языке Java с решением в MS Excel.

Таблица 5

Тестирование работы программы и проверка решения задачи 5

|  |  |
| --- | --- |
| № п/п | Решение Java |
| 1 | Файл 1    Файл 2 до    Файл 2 после |
| № п/п | Решение MS Excel |
| 1 |  |

Сравнение решения задачи с использованием одного прикладного пакета показало, что решения задачи в Java и в MS Excel совпадают. Данный факт подтверждает правильность написанного кода программы. Неопределенностей при решении задачи выявлено не было, возможно данная ситуация связанна с малым количеством проверок данных.

# Задание 6

## 6.1. Общая постановка задачи

Входной файл содержит сведения о волейболистах пермского края: ФИО, клуб за который выступает, с какого года, результативность в очках, цена контракта. Подсчитать количество волейболистов по клубам и их общую результативность в очках, дописать ответы построчно в конец файла.

## 6.2. Решение задачи, код программы

**import** java.io.\*;  
**import** java.util.ArrayList;  
  
  
**public class** Task106 {  
  
 **static** ArrayList<String> *listOfNameOfClubs* = **new** ArrayList<>();  
 **static** ArrayList<Integer> *listOfResult* = **new** ArrayList<>();  
 **static** ArrayList<Integer> *listOfMembers* = **new** ArrayList<>();  
  
 **public static void** main(String[] args) **throws** IOException {  
 File file = **new** File(**"C:\\Users\\pc\\OneDrive\\Документы\\Инфа\\Java\\Лаба 10(7) Java\\Для 6.txt"**);  
 FileInputStream fileIS = **new** FileInputStream(file);  
 FileOutputStream fileOS = **new** FileOutputStream(file,**true**);  
  
 **int** n = (**int**) file.length();  
 **byte**[] byteIS = **new byte**[n];  
 fileIS.read(byteIS);  
 String stringIS = **new** String(byteIS);  
 String[] stringIS\_SplitSentence = stringIS.split(**"\\.\s"**);  
 String[] stringIS\_SplitWords;  
  
 **for** (**int** i = 0; i < stringIS\_SplitSentence.**length**; i++) {  
 stringIS\_SplitWords = stringIS\_SplitSentence[i].split(**",\s"**);  
 String club = stringIS\_SplitWords[1];  
 **int** score = Integer.*parseInt*(stringIS\_SplitWords[3]);  
 **if** (i == 0) {  
 *listOfNameOfClubs*.add(club);  
 *listOfResult*.add(score);  
 *listOfMembers*.add(1);  
 }  
 **else** {  
 **if** (!*listOfNameOfClubs*.contains(club)) {  
 *listOfNameOfClubs*.add(club);  
 *listOfResult*.add(score);  
 *listOfMembers*.add(1);  
 }  
 **else if** (*listOfNameOfClubs*.contains(club)) {  
 **int** index;  
 index = *listOfNameOfClubs*.indexOf(club);  
 *listOfResult*.set(index, *listOfResult*.get(index) + score);  
 *listOfMembers*.set(index, *listOfMembers*.get(index) + 1);  
 }  
 }  
 }  
  
 String stringOS\_InfAboutClub;  
 **byte**[] byteOS;  
 **for** (**int** i = 0; i < *listOfNameOfClubs*.size(); i++) {  
 String club = *listOfNameOfClubs*.get(i);  
 String members = String.*valueOf*(*listOfMembers*.get(i));  
 String score = String.*valueOf*(*listOfResult*.get(i));  
 stringOS\_InfAboutClub = **"\n"** + club + **". Количество участников: "** + members + **", общий результат: "** + score;  
 byteOS = stringOS\_InfAboutClub.getBytes();  
 fileOS.write(byteOS);  
 }  
 fileOS.close();  
 }  
}

## 6.3. Тестирование программы с проверкой

Для тестирования в MS Excel созданы таблицы данных, содержащие исходную информацию и преобразованную.

В таблице 6 представлено тестирование работы программы с проверкой решения задачи на языке Java с решением в MS Excel.

Таблица 6

Тестирование работы программы и проверка решения задачи 6

|  |  |
| --- | --- |
| № п/п | Решение Java |
| 1 | До    После |
| № п/п | Решение MS Excel |
| 1 |  |

Сравнение решения задачи с использованием одного прикладного пакета показало, что решения задачи в Java и в MS Excel совпадают. Данный факт подтверждает правильность написанного кода программы. Неопределенностей при решении задачи выявлено не было, возможно данная ситуация связанна с малым количеством проверок данных.

# Задание 7

## 7.1. Общая постановка задачи

Записать в файл значения функции f(x) из задания 3 лабораторной работы 5 для всего диапазона переменной в виде: значение x; значение f(x). В начале файла должна быть указана постановка задачи, т.е. диапазон аргумента и вид функции (запись на языке java). Перед выводом цифровых значений должен быть сделан заголовок о том, в каком порядке идет вывод.

## 7.2. Решение задачи, код программы

**import** java.io.\*;  
**import** java.text.DecimalFormat;  
  
**import static** java.lang.Math.\*;  
  
**public class** Task107 {  
 **public static void** main(String[] args) **throws** IOException {  
 File file = **new** File(**"C:\\Users\\pc\\OneDrive\\Документы\\Инфа\\Java\\Лаба 10(7) Java\\Для 7.txt"**);  
 FileOutputStream fileOS = **new** FileOutputStream(file);  
 String stringOS = **"Постановка задачи:"**;  
 **byte**[] byteOS = stringOS.getBytes();  
 fileOS.write(byteOS);  
  
 stringOS = **"""  
  
 for (double x = -3; x <= 3; x += 0.5) {  
 if (x >= -1) {  
 f = cos(x) + sin(x);  
 } else {  
 f = -(pow((x + 1), 2));  
 }  
 }"""**;  
 byteOS = stringOS.getBytes();  
 fileOS.write(byteOS);  
  
 stringOS = **"\n"** + **"значение x"** + **"\t"** + **"значение f(x)"**;  
 byteOS = stringOS.getBytes();  
 fileOS.write(byteOS);  
  
 DecimalFormat decimalFormat = **new** DecimalFormat(**"0.000"**); *// число f до двух знаков после запятой* **double** f;  
 **for** (**double** x = -3; x <= 3; x += 0.5) {  
 **if** (x >= -1) {  
 f = *cos*(x) + *sin*(x);  
 stringOS = **"\n"** + **"\s\s\s"** + x + **"\s\s\s\s\s\s\s"** + decimalFormat.format(f);  
 byteOS = stringOS.getBytes();  
 fileOS.write(byteOS);  
 } **else** {  
 f = -(*pow*((x + 1), 2));  
 stringOS = **"\n"** + **"\s\s\s"** + x + **"\s\s\s\s\s\s\s"** + decimalFormat.format(f);  
 byteOS = stringOS.getBytes();  
 fileOS.write(byteOS);  
 }  
 }  
 fileOS.close();  
 }  
}

## 7.3. Тестирование программы с проверкой

Для тестирования в MS Excel создана таблица данных, содержащая значение аргумента x и значение функции f(x).

В таблице 7 представлено тестирование работы программы с проверкой решения задачи на языке Java с решением в MS Excel.

Таблица 7

Тестирование работы программы и проверка решения задачи 7

|  |  |
| --- | --- |
| № п/п | Решение Java |
| 1 | До    После |
| № п/п | Решение MS Excel |
| 1 |  |

Сравнение решения задачи с использованием одного прикладного пакета показало, что решения задачи в Java и в MS Excel совпадают. Данный факт подтверждает правильность написанного кода программы. Неопределенностей при решении задачи выявлено не было, возможно данная ситуация связанна с малым количеством проверок данных.

# Задание 8

## 8.1. Общая постановка задачи

Составить файл постановки и решения задачи для попадания точки в область лабораторная работа 5 задание 5. Структура файла: постановка задачи; массив точек для проверки; стилизованный ответ. Постановка задачи (для каждой фигуры, с заголовком о номере фигуры): уравнение кривой с порядковым номером, отрезок на котором она определена. Массив точек для проверки: номер точки, координата x; координата y. Стилизованный ответ: номер точки, ответ о попадании точки в область, на границу или о том, что точка не попала.

## 8.2. Решение задачи, код программы

**import** java.io.\*;  
**import** java.util.Scanner;  
  
**import static** java.lang.System.***out***;  
  
**public class** Task108 {  
 **public static void** main(String[] args) **throws** IOException {  
 File directory = **new** File(**"C:\\Users\\pc\\OneDrive\\Документы\\Инфа\\Java\\Лаба 10(7) Java"**);  
 File file = **new** File(directory, **"Для 8.txt"**);  
 FileWriter fileWriter = **new** FileWriter(file);  
 BufferedWriter fileBW = **new** BufferedWriter(fileWriter);  
  
 fileBW.write(**"Уравнения кривых первой фигуры:\n"**);  
 String[][] equationsOfTheFirstFigure = {{**"y = x + 4"**, **"x ∈ [-5, -3]"**},  
 {**"y = Math.sqrt(4 - Math.pow((x + 1), 2)) + 1"**, **"x ∈ [-3, -1]"**},  
 {**"y = 2.0 / 3 \* x + 11.0 / 3"**, **"x ∈ [-1, 2]"**},  
 {**"y = 5.0 / 3 \* x + 5.0 / 3"**, **"x ∈ [-1, 2]"**},  
 {**"y = x + 1"**, **"x ∈ [-1, 4]"**},  
 {**"y = -x / 2 + 7"**, **"x ∈ [4, 6]"**},  
 {**"y = x - 2"**, **"x ∈ [4, 6]"**},  
 {**"y = x / 3 + 2.0 / 3"**, **"x ∈ [1, 4]"**},  
 {**"y = -Math.sqrt(4 - Math.pow((x + 1), 2)) + 1"**, **"x ∈ [-1, 1]"**},  
 {**"y = x"**, **"x ∈ [-2, -1]"**},  
 {**"y = -2 \* x - 6"**, **"x ∈ [-3, -2]"**},  
 {**"y = 2 \* x + 6"**, **"x ∈ [-4, -3]"**},  
 {**"-x - 6"**, **"x ∈ [-5, -4]"**}};  
 **for** (**int** i = 0; i < 13; i++) {  
 **for** (**int** j = 0; j < 2 - 1; j++) {  
 String equation = (i + 1) + **") "** + equationsOfTheFirstFigure[i][j] + **", "** + equationsOfTheFirstFigure[i][j+1];  
 fileBW.write(equation);  
 }  
 fileBW.newLine();  
 }  
  
 fileBW.newLine();  
 fileBW.write(**"Уравнения кривых второй фигуры:\n"**);  
 String[][] equationsOfTheSecondFigure = {{**"y = x / 2 - 5"**, **"x ∈ [0, 4]"**},  
 {**"y = -Math.sqrt(4 - Math.pow((x - 4), 2)) - 1"**, **"x ∈ [2, 4]"**},  
 {**"y = 1 - x"**, **"x ∈ [2, 3]"**},  
 {**"y = x - 5"**, **"x ∈ [3, 4]"**},  
 {**"y = 0"**, **"x = 4"**},  
 {**"y = 0"**, **"x ∈ [4, 5]"**},  
 {**"y = 5 - x"**, **"x ∈ [4, 5]"**},  
 {**"y = Math.sqrt(4 - Math.pow((x - 4), 2)) - 1"**, **"x ∈ [4, 6]"**},  
 {**"y = 5 - x"**, **"x ∈ [6, 7]"**},  
 {**"y = -2"**, **"x ∈ [4, 7]"**},  
 {**"y = -3 \* x + 10"**, **"x ∈ [4, 5]"**},  
 {**"y = -x"**, **"x ∈ [4, 5]"**},  
 {**"y = x / 4 - 5)"**, **"x ∈ [0, 4]"**}};  
 **for** (**int** i = 0; i < 13; i++) {  
 **for** (**int** j = 0; j < 2 - 1; j++) {  
 String equation = (i + 1) + **") "** + equationsOfTheSecondFigure[i][j] + **", "** + equationsOfTheSecondFigure[i][j+1];  
 fileBW.write(equation);  
 }  
 fileBW.newLine();  
 }  
  
 *inputCoordinates*(fileBW);  
  
 fileBW.close();  
 }  
  
 **public static void** inputCoordinates (BufferedWriter fileBW) **throws** IOException{  
 Scanner scanner = **new** Scanner(System.***in***);  
 ***out***.println(**"Введите количество точек на проверку:"**);  
 **int** n = scanner.nextInt();  
 fileBW.write(**"\nМассив точек на проверку:"**);  
 String coordinates = **""**;  
 **double**[][] points = **new double**[2][n];  
 **for** (**int** j = 0; j < n; j++) {  
 fileBW.newLine();  
  
 ***out***.printf(**"Введите координату x%d:"**, j+1);  
 ***out***.println();  
 points[0][j] = scanner.nextDouble();  
 coordinates = (j + 1) + **") x = "** + points[0][j] + **", "**;  
 fileBW.write(coordinates);  
  
 ***out***.printf(**"Введите координату y%d:"**, j+1);  
 ***out***.println();  
 points[1][j] = scanner.nextDouble();  
 coordinates = **"y = "** + points[1][j];  
 fileBW.write(coordinates);  
 }  
 *printCheckHitting*(points, n, fileBW);  
 }  
  
 **public static void** printCheckHitting(**double**[][] points, **int** n, BufferedWriter fileBW) **throws** IOException{  
 fileBW.newLine();  
 fileBW.write(**"\nОтвет:\n"**);  
 String answer;  
 **for** (**int** j = 0; j < n; j++) {  
 **if** (*checkHitting*(points[0][j], points[1][j]) == 1) {  
 answer = (**"Точка "** + (j + 1) + **" ("** + points[0][j] + **","** + points[1][j] + **")"** +  
 **" попала в область первой фигуры"**);  
 fileBW.write(answer + **"\n"**);  
 }  
 **if** (*checkHitting*(points[0][j], points[1][j]) == 10) {  
 answer = (**"Точка "** + (j + 1) + **" ("** + points[0][j] + **","** + points[1][j] + **")"** +  
 **" попала на границу первой фигуры"**);  
 fileBW.write(answer + **"\n"**);  
 }  
 **if** (*checkHitting*(points[0][j], points[1][j]) == 2) {  
 answer = (**"Точка "** + (j + 1) + **" ("** + points[0][j] + **","** + points[1][j] + **")"** +  
 **" попала в область второй фигуры"**);  
 fileBW.write(answer + **"\n"**);  
 }  
 **if** (*checkHitting*(points[0][j], points[1][j]) == 20) {  
 answer = (**"Точка "** + (j + 1) + **" ("** + points[0][j] + **","** + points[1][j] + **")"** +  
 **" попала на границу второй фигуры"**);  
 fileBW.write(answer + **"\n"**);  
 }  
 **if** (*checkHitting*(points[0][j], points[1][j]) == -1) {  
 answer = (**"Точка "** + (j + 1) + **" ("** + points[0][j] + **","** + points[1][j] + **")"** +  
 **" не попала ни в область, ни на границу фигур"**);  
 fileBW.write(answer + **"\n"**);  
 }  
 }  
 }  
  
 **public static int** checkHitting(**double** x, **double** y) {  
 **if** (y >= x - 2) { *// попадание в область первой фигуры* **int** Count1 = 0;  
 **if** ((x >= -5) & (x <= -3) & (y < x + 4) & (y > -x - 6) & (y > 2 \* x + 6)) *//1 область* Count1++;  
 **if** ((x >= -3) & (x <= -1) & (y < Math.*sqrt*(4 - Math.*pow*((x + 1), 2)) + 1) & (y > x + 4)) *//2 область* Count1++;  
 **if** ((x >= -1) & (x <= 2) & (y < 2.0 / 3 \* x + 11.0 / 3) & (y > 5.0 / 3 \* x + 5.0 / 3)) *//3 область* Count1++;  
 **if** ((x >= -3) & (x <= -1) & (y < x + 4) & (y > -2 \* x - 6) & (y > x)) *//4 область* Count1++;  
 **if** ((x >= 1) & (x <= 6) & (y < x + 1) & (y < -x / 2 + 7) &  
 (y > x - 2) & (y > x / 3 + 2.0 / 3)) { *//5 область* Count1++;  
 }  
 **if** ((x >= -2) & (x <= 1) & (y < 5 \* x / 3 + 5.0 / 3) & (y > x) & (y > x + 1)) *//6 область* Count1++;  
 **if** ((x >= -1) & (x <= 1) & (y < x) & (y > -Math.*sqrt*(4 - Math.*pow*((x + 1), 2)) + 1)) *//7 область* Count1++;  
 **if** (Count1 > 0)  
 **return** 1;  
 **else** { *// попадание на границу первой фигуры* **int** count1 = 0;  
 **if** ((x >= -5) & (x <= -3) & ((y == x + 4) | (y == -x - 6) | (y == 2 \* x + 6))) *//1 область* count1++;  
 **if** ((x >= -3) & (x <= -1) & ((y == Math.*sqrt*(4 - Math.*pow*((x + 1), 2)) + 1) | (y == x + 4))) *//2 область* count1++;  
 **if** ((x >= -1) & (x <= 2) & ((y == 2.0 / 3 \* x + 11.0 / 3) | (y == 5.0 / 3 \* x + 5.0 / 3))) *//3 область* count1++;  
 **if** ((x >= -3) & (x <= -1) & ((y == x + 4) | (y == -2 \* x - 6) | (y == x))) *//4 область* count1++;  
 **if** ((x >= 1) & (x <= 6) & ((y == x + 1) | (y == -x / 2 + 7) |  
 (y == x - 2) | (y == x / 3 + 2.0 / 3))) { *//5 область* count1++;  
 }  
 **if** ((x >= -2) & (x <= 1) & ((y == 5 \* x / 3 + 5.0 / 3) | (y == x) | (y == x + 1))) *//6 область* count1++;  
 **if** ((x >= -1) & (x <= 1) & ((y == x) | (y == -Math.*sqrt*(4 - Math.*pow*((x + 1), 2)) + 1))) *//7 область* count1++;  
 **if** (count1 > 0)  
 **return** 10;  
 }  
 } **else if** (y < x - 2) { *//попадание в область второй фигуры* **int** Count2 = 0;  
 **if** ((x >= 0) & (x <= 4) & (y < x / 2 - 5) & (y > x / 4 - 5)) { *//1 область* Count2++;  
 }  
 **if** ((x >= 2) & (x <= 4) & (y > -Math.*sqrt*(4 - Math.*pow*((x - 4), 2)) - 1) & (y < 1 - x)) { *//2 область* Count2++;  
 }  
 **if** ((x >= 3) & (x <= 4) & (y > 1 - x) & (y < x - 5) & (y > 1 - x)) { *//3 область* Count2++;  
 }  
 **if** ((x >= 4) & (x <= 6) & (y < Math.*sqrt*(4 - Math.*pow*((x - 4), 2)) - 1) & (y > 5 - x)) { *//4 область* Count2++;  
 }  
 **if** ((x >= 4) & (x <= 7) & (y < 0) & (y < -x + 5) & (y > -2)) { *//5 область* Count2++;  
 }  
 **if** ((x >= 4) & (x >= 5) & (y < -3 \* x + 10) & (y > -x)) { *//6 область* Count2++;  
 }  
 **if** (Count2 > 0) {  
 **return** 2;  
 }  
 **else** {  
 **int** count2 = 0; *// попадание на границу второй фигуры* **if** ((x >= 0) & (x <= 4) & ((y == x / 2 - 5) | (y == x / 4 - 5))) { *//1 область* count2++;  
 }  
 **if** ((x >= 2) & (x <= 4) & ((y == -Math.*sqrt*(4 - Math.*pow*((x - 4), 2)) - 1) | (y < 1 - x))) { *//2 область* count2++;  
 }  
 **if** ((x >= 3) & (x <= 4) & ((y == 1 - x) | (y == x - 5) | (y == 1 - x))) { *//3 область* count2++;  
 }  
 **if** ((x >= 4) & (x <= 6) & ((y == Math.*sqrt*(4 - Math.*pow*((x - 4), 2)) - 1) | (y == 5 - x))) { *//4 область* count2++;  
 }  
 **if** ((x >= 4) & (x <= 7) & ((y == 0) | (y == -x + 5) | (y == -2))) { *//5 область* count2++;  
 }  
 **if** ((x >= 4) & (x >= 5) & ((y == -3 \* x + 10) | (y == -x))) { *//6 область* count2++;  
 }  
 **if** (count2 > 0) {  
 **return** 20;  
 }  
 }  
 }  
 **return** -1;  
 }  
}

## 8.3. Тестирование программы с проверкой

В таблице 8 представлено тестирование работы программы с проверкой решения задачи на языке Java с решением в MS Excel.

Таблица 8

Тестирование работы программы и проверка решения задачи 8

|  |  |
| --- | --- |
| № п/п | Решение Java |
| 1 |  |
| № п/п | Решение MS Excel |
| 1 |  |

Сравнение решения задачи с использованием одного прикладного пакета показало, что решения задачи в Java и в MS Excel совпадают. Данный факт подтверждает правильность написанного кода программы. Неопределенностей при решении задачи выявлено не было, возможно данная ситуация связанна с малым количеством проверок данных.

# Задание 9

## 9.1. Общая остановка задачи

Создать файл с данными по структурированному вводу данных согласно постановке задачи 6 лабораторной работы 9. Изменить программу задания 6 лабораторной работы 9 с анализом данных по тем же критериям из файла. Ответы построчно дописать в исходный файл.

## 9.2. Решение задачи, код программы

**import** java.io.\*;  
**import** java.util.ArrayList;  
**import** java.util.Arrays;  
  
**import static** java.lang.System.***out***;  
  
**public class** Task109 {  
  
 **static** ArrayList<String> *listInf* = **new** ArrayList<>(); *// конструкция* **static** ArrayList<String> *listDistrict* = **new** ArrayList<>(); *// районы* **static** ArrayList<Integer> *listDistrictInf* = **new** ArrayList<>(); *// данные по районам* **public static void** main(String[] args) **throws** Exception {  
 String[] masList = {**"Район города"**, **"Номер/Название ветеринарной клиники"**, **"Количество работников"**,  
 **"Количество врачей"**, **"Количество врачей высшей категории"**,  
 **"Количество врачей прошедших повышение квалификации за последние 5 лет"**,  
 **"Общее число пациентов в базе"**, **"Число пациентов собак"**, **"Число пациентов кошек"**, **"Наличие рентгена"**,  
 **"Наличие компьютеров"**, **"Количество компьютеров"**, **"Число клеток для передержки животных"**,  
 **"Средний суммарный доход клиники"**, **"Общая стоимость оборудования клиники"**};  
 *listInf*.addAll(Arrays.*asList*(masList));  
  
 File file = **new** File(**"C:\\Users\\pc\\OneDrive\\Документы\\Инфа\\Java\\Лаба 10(7) Java\\Для 9.txt"**);  
 FileOutputStream fileOS = **new** FileOutputStream(file, **true**);  
 FileInputStream fileIS = **new** FileInputStream(file);  
 **int** fileLength = (**int**) file.length();  
 **byte**[] byteIS = **new byte**[fileLength];  
 fileIS.read(byteIS);  
 String stringIS\_InfAboutVetClinics = **new** String(byteIS);  
  
 **int** n = 20; *// количество клиник* String[] infAboutVetClinic = stringIS\_InfAboutVetClinics.split(**"\n"**);  
  
 *checkInfAboutVetClinics*(fileOS, n, infAboutVetClinic);  
  
 *analyzeInfAboutVetClinics*(infAboutVetClinic, n, fileOS);  
 }  
  
 *// анализируем данные и выделяем то, что нужно по условию задачи* **public static void** analyzeInfAboutVetClinics (String[] infAboutVetClinic, **int** n, FileOutputStream fileOS)  
 **throws** IOException {  
 String[] splitInf;  
 **int**[] answer = **new int**[2];  
 **for** (**int** i = 0; i < n; i++) {  
 splitInf = infAboutVetClinic[i].split(**";"**);  
 **if** (splitInf[1].contains(**"/"**)) { *// если строка содержит "/", то это автоматически значит, что есть номер* answer[0]++;  
 }  
  
 **int** numberDocHighCategory = Integer.*parseInt*(splitInf[4]);  
 **int** numberDocHighCategoryFive = Integer.*parseInt*(splitInf[5]);  
 **int** totalNumberDoc = Integer.*parseInt*(splitInf[2]);  
 **int** totalNumberPatient = Integer.*parseInt*(splitInf[6]);  
 **boolean** conditions = numberDocHighCategory >= 2 & numberDocHighCategoryFive > totalNumberDoc \* 3.0 / 10 &  
 totalNumberPatient > 100;  
 **if** (i == 0) {  
 *listDistrict*.add(splitInf[0]);  
 **if** (conditions) {  
 *listDistrictInf*.add(1);  
 }  
 }  
 **else** {  
 **if** (!*listDistrict*.contains(splitInf[0])) {  
 *listDistrict*.add(splitInf[0]);  
 **if** (conditions) {  
 *listDistrictInf*.add(1);  
 }  
 **else** {  
 *listDistrictInf*.add(0);  
 }  
 } **else if** (*listDistrict*.contains(splitInf[0])) {  
 **if** (conditions) {  
 **int** index = *listDistrict*.indexOf(splitInf[0]);  
 **int** newElement = *listDistrictInf*.get(index) + 1;  
 *listDistrictInf*.set(index, newElement);  
 }  
 }  
 }  
 **int** totalCostEquipment = Integer.*parseInt*(splitInf[14]);  
 **if** ((splitInf[9].equals(**"есть"**) | splitInf[9].equals(**"Есть"**)) & totalCostEquipment > 5000000) {  
 answer[1]++;  
 }  
 }  
 *output*(answer, fileOS);  
 }  
  
 *// проверка на структуру данных* **public static void** checkInfAboutVetClinics(FileOutputStream fileOS, **int** n, String[] infAboutVetClinic) {  
 String[] strMasVetClinic; *// создаем массив, в каждой ячейке - инф. в опр. виде* **for** (**int** w = 0; w < n; w++) {  
 strMasVetClinic = infAboutVetClinic[w].split(**";"**);  
 **if** (*cycleCheckInfAboutVetClinics*(strMasVetClinic, w)) {  
 ***out***.println(**"Пожалуйста повторите ввод данных"**);  
 }  
 **else** {  
 ***out***.println(**"Всё в порядке"**);  
 }  
 }  
 }  
  
 *// сама проверка* **public static boolean** cycleCheckInfAboutVetClinics(String[] strMasVetClinic, **int** w) {  
 ***out***.println(**"Клиника в строке "** + (w + 1) + **":"**);  
 **boolean** marker = **false**;  
 **for** (**char** ch : strMasVetClinic[0].toCharArray()) {  
 **if** (Character.*isDigit*(ch)) {  
 ***out***.println(**"В позиции 1, где указывается "** + *listInf*.get(0) +  
 **", вы ввели не буквы, там должна быть буквенная строка!"**);  
 marker = **true**;  
 }  
 }  
  
 String[] strMasVetClinicBoxTwo = strMasVetClinic[1].split(**"/"**);  
 **if** (strMasVetClinic[1].contains(**"/"**)) {  
 **int** countTwoFirst = 0;  
 **int** countTwoSecond = 0;  
 **for** (**char** ch : strMasVetClinicBoxTwo[0].toCharArray()) {  
 **if** (!Character.*isDigit*(ch)) {  
 marker = **true**;  
 countTwoFirst++;  
 }  
 }  
 **for** (**char** ch : strMasVetClinicBoxTwo[1].toCharArray()) {  
 **if** (!Character.*isLetter*(ch)) {  
 marker = **true**;  
 countTwoSecond++;  
 }  
 }  
 **if** (countTwoFirst > 0) {  
 ***out***.println(**"В позиции 2, где указывается номер клиники, вы ввели не число!"**);  
 }  
 **if** (countTwoSecond > 0) {  
 ***out***.println(**"В позиции 2, где указывается название клиники, вы ввели не буквы!"**);  
 }  
 }  
 **else if** (!strMasVetClinic[1].contains(**"/"**)) {  
 **int** countTwo = 0;  
 **for** (**char** ch : strMasVetClinic[1].toCharArray()) {  
 **if** (!Character.*isLetter*(ch)) {  
 countTwo++;  
 }  
 }  
 **if** (countTwo > 0) {  
 ***out***.println(**"В позиции 2, где указывается название клиники, вы ввели не буквы!"**);  
 }  
 }  
  
 **for** (**int** i = 2; i < 9; i++) {  
 **int** countThreeToNine = 0;  
 **for** (**char** ch : strMasVetClinic[i].toCharArray()) {  
 **if** (Character.*isLetter*(ch)) {  
 countThreeToNine++;  
 }  
 }  
 **if**(countThreeToNine > 0) {  
 marker = **true**;  
 ***out***.println(**"В позиции "** + (i + 1) + **" ("** + *listInf*.get(i) + **") "** + **"вы ввели не число!"**);  
 }  
 }  
  
 **for** (**int** i = 9; i < 11; i++) {  
 **int** countTenToEleven = 0;  
 **for** (**char** ch : strMasVetClinic[i].toCharArray()) {  
 **if** (!Character.*isLetter*(ch)) {  
 countTenToEleven++;  
 }  
 }  
 **if** (countTenToEleven > 0) {  
 marker = **true**;  
 ***out***.println(**"В позиции "** + (i + 1) + **" ("** + *listInf*.get(i) + **") "** + **"вы ввели не буквы, "** +  
 **"укажите наличие (есть/нет)!"**);  
 }  
 **if**(countTenToEleven == 0 & !strMasVetClinic[i].equals(**"есть"**) & !strMasVetClinic[i].equals(**"Есть"**) &  
 !strMasVetClinic[i].equals(**"нет"**) & !strMasVetClinic[i].equals(**"Нет"**)) {  
 ***out***.println(**"В позиции "** + (i + 1) + **" ("** + *listInf*.get(i) + **") "** + **"укажите наличие (есть/нет)"**);  
 }  
 }  
  
 **for** (**int** i = 11; i < 15; i++) {  
 **int** countTwelveToFifteen = 0;  
 **for** (**char** ch : strMasVetClinic[i].toCharArray()) {  
 **if** (!Character.*isDigit*(ch)) {  
 countTwelveToFifteen++;  
 }  
 }  
 **if** (countTwelveToFifteen > 0) {  
 marker = **true**;  
 ***out***.println(**"В позиции "** + (i + 1) + **" ("** + *listInf*.get(i) + **") "** + **"вы ввели не число!"**);  
 }  
 }  
  
 **return** marker;  
 }  
  
 **public static void** output(**int**[] answer, FileOutputStream fileOS) **throws** IOException{  
 String stringOS = **"\n"**;  
 **byte**[] byteOS = stringOS.getBytes();  
 fileOS.write(byteOS);  
  
 stringOS += **"Количество клиник с номером: "** + answer[0];  
 byteOS = stringOS.getBytes();  
 fileOS.write(byteOS);  
  
 stringOS = **"\n"** + **"------------------------------------------------------------------------------------------------"**;  
 byteOS = stringOS.getBytes();  
 fileOS.write(byteOS);  
  
 **for** (**int** i = 0; i < *listDistrict*.size(); i++) {  
 stringOS = **"\n"** + **"Район: "** + *listDistrict*.get(i) + **", количество клиник, удовлетворяющих условию: "** +  
 *listDistrictInf*.get(i);  
 byteOS = stringOS.getBytes();  
 fileOS.write(byteOS);  
 }  
  
 stringOS = **"\n"** + **"------------------------------------------------------------------------------------------------"**;  
 byteOS = stringOS.getBytes();  
 fileOS.write(byteOS);  
  
 stringOS = **"\n"** + **"Количество клиник, где есть рентген с общей стоимостью оборудования клиники более 5 млн. руб: "** +  
 answer[1];  
 byteOS = stringOS.getBytes();  
 fileOS.write(byteOS);  
  
 fileOS.close();  
 }  
}

## 9.3. Тестирование программы с проверкой

Для тестирования в MS Excel создана таблица данных, содержащая информацию о ветеринарных клиниках.

В таблице 9 представлено тестирование работы программы с проверкой решения задачи на языке Java с решением в MS Excel.

Таблица 9

Тестирование работы программы и проверка решения задачи 9

|  |  |
| --- | --- |
| № п/п | Решение Java |
| 1 | До    После |
| № п/п | Решение MS Excel |
| 1 |  |

Сравнение решения задачи с использованием одного прикладного пакета показало, что решения задачи в Java и в MS Excel совпадают. Данный факт подтверждает правильность написанного кода программы. Неопределенностей при решении задачи выявлено не было, возможно данная ситуация связанна с малым количеством проверок данных.

# Задание 10

## 10.1. Общая постановка задачи

На основе программы задания 5 лабораторной работы 6 организовать запись в файл данных о результатах нахождения функции по ряду Маклорена.

Примерный вид файла ответов:

Функция f(x) = … для x = … равняется …

Результаты определения значений функции f(x) = … с помощью ряда Маклорена

Погрешность итерационной процедуры …

Значение функции по Маклорену Погрешность, % Число итераций

10 4 1

## 10.2. Решение задачи, код программы

**import** java.io.\*;  
**import** java.text.DecimalFormat;  
**import** java.util.Scanner;  
  
**import static** java.lang.Math.\*;  
**import static** java.lang.System.***out***;  
  
**public class** Task1010 {  
 **public static void** main(String[] args) **throws** IOException{  
 File directory = **new** File(**"C:\\Users\\pc\\OneDrive\\Документы\\Инфа\\Java\\Лаба 10(7) Java"**);  
 File file = **new** File(directory, **"Для 10.txt"**);  
 FileWriter fileWr = **new** FileWriter(file);  
 BufferedWriter fileBF = **new** BufferedWriter(fileWr);  
 *McLarenSeries*(fileBF);  
 }  
  
 **public static void** McLarenSeries(BufferedWriter fileBF) **throws** IOException{  
 Scanner scanner = **new** Scanner(System.***in***);  
 ***out***.println(**"Введите переменную x меньше 1:"**);  
 **double** x = scanner.nextDouble();  
  
 *output*(fileBF, x);  
  
 **double** Eps = *pow*(10, -2);  
 **if** (x >= 1) {  
 ***out***.println(**"Ошибка"** +  
 **"\nВведите x меньше 1"**);  
 }  
 **else** {  
 **while** (Eps >= *pow*(10, -4)) {  
 **int** count = 0;  
 **double** summ = 0;  
 **int** n = 1;  
 **while** ((*abs*(*pow*(*sin*(x), 3) - summ/4)) >= Eps) {  
 summ += *pow*(-1, (n + 1)) \* ((*pow*(3, (2 \* n + 1)) - 3) / *Fact*(2 \* n + 1)) \* *pow*(x, (2 \* n + 1));  
 n++;  
 count++;  
 }  
 *outputResult*(fileBF, x, Eps, count,((1.0 / 4) \* summ));  
 Eps \*= 0.1;  
 }  
 }  
  
 fileBF.close();  
 }  
  
 **public static int** Fact(**int** n) {  
 **int** result = 1;  
 **for** (**int** j = 1; j <= n; j++) {  
 result \*= j;  
 }  
 **return** result;  
 }  
  
 **public static void** output(BufferedWriter fileBF, **double** x) **throws** IOException{  
 DecimalFormat decimalFormat = **new** DecimalFormat(**"0.000000000000"**);  
 String stringOS = **"Функция f(x) = sin(pow(x, 3)) для x = "** + x + **" равняется "** + decimalFormat.format(*function*(x));  
 fileBF.write(stringOS);  
  
 stringOS = **"\n"** + **"Результаты определения значений функции f(x) = pow(-1, (n + 1)) \* ((pow(3, (2 \* n + 1)) - 3) / Fact(2 \* n + 1)) \* pow(x, (2 \* n + 1))"** +  
 **"\nс помощью ряда Маклорена"**;  
 fileBF.write(stringOS);  
  
 stringOS = **"\n"** + **"Где Fact(2 \* n + 1) - цикл по нахождению факториала:"** + **"\n"** +  
 **" int result = 1;\n"** +  
 **" for (int j = 1; j <= n; j++) {\n"** +  
 **" result \*= j;\n"** +  
 **" }\n"** +  
 **" return result;"**;  
 fileBF.write(stringOS);  
  
 stringOS = **"\n"** + **"Значение функции по Маклорену \tПогрешность итерационной процедуры \tПогрешность решения, % \tЧисло итераций"**;  
 fileBF.write(stringOS);  
 }  
  
 **public static void** outputResult(BufferedWriter fileBF, **double** x, **double** Eps, **int** count, **double** result)  
 **throws** IOException {  
 String formatResult = String.*format*(**"%.12f"**, result);  
 String error = String.*format*(**"%.1f"**,*abs*(result - *function*(x)) / *function*(x) \* 100);  
 fileBF.newLine();  
 String stringOS\_Result = **"\t"** + formatResult + **"\t\t\t\t\t\s\s\s"** + Eps +  
 **"\t\t\t\t\s\s\s"** + error + **"\t\t\s\s\s\s\s"** + count;  
 fileBF.write(stringOS\_Result);  
 }  
  
 **public static double** function(**double** x) {  
 **return** *sin*(*pow*(x, 3));  
 }  
}

## 10.3. Тестирование программы с проверкой

Для поверки в MS Excel создана таблица, в которой в ячейку B1 записано значение x, в ячейку B2 значение ![](data:image/x-wmf;base64,183GmgAAAAAAAKAEQAIACQAAAADxWAEACQAAA6IBAAACAJMAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAqAEEwAAACYGDwAcAP////8AAAAAEAAAAMD///+1////YAQAAPUBAAALAAAAJgYPAAwATWF0aFR5cGUAAFAABQAAAAkCAAAAAgUAAAAUAvQABAIcAAAA+wIi/wAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AsM0ZADBPKnag2DB2AAAAAAQAAAAtAQAACQAAADIKAAAAAAEAAAAzALwBBQAAABQCoAEuABwAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgCwzRkAME8qdqDYMHYAAAAABAAAAC0BAQAEAAAA8AEAAA8AAAAyCgAAAAAFAAAAc2luKCnilgBsAGcBUAEAAwUAAAAUAqABMwMcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AsM0ZADBPKnag2DB2AAAAAAQAAAAtAQAABAAAAPABAQAJAAAAMgoAAAAAAQAAAHh5AAOTAAAAJgYPABsBQXBwc01GQ0MBAPQAAAD0AAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABgBEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAQACAoJzAAIAgmkAAgCCbgADABwAAAsBAQEAAgCIMwAAAAoCAIIoAAIAg3gAAgCCKQAAAFcLAAAAJgYPAAwA/////wEATgAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAKEhAIoCAAAKAJ8UZqGfFGahIQCKAnjXGQAEAAAALQEBAAQAAADwAQAAAwAAAAAA), в ячейку B3 значение ![](data:image/x-wmf;base64,183GmgAAAAAAAEABgAEDCQAAAADSXgEACQAAAyMBAAACAH4AAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAKAAUABEwAAACYGDwAcAP////8AAAAAEAAAAMD///83AAAAAAEAALcBAAALAAAAJgYPAAwATWF0aFR5cGUAADAABQAAAAkCAAAAAgUAAAAUAiABMgAcAAAA+wJA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAd3g9O3dAAAAAUM0ZADc3PHdAnUR3AAAAAAQAAAAtAQAACQAAADIKAAAAAAEAAABlAIADfgAAACYGDwDxAEFwcHNNRkNDAQDKAAAAygAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYARFNNVDYAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAEgAIIU9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgIAAgACAAEBAQADAAEABAAACgEAAgSEtQNlAAACCwAAACYGDwAMAP////8BAE4AAAAAABwAAAD7AhAABwAAAAAAvAIAAADMAQICIlN5c3RlbQAA0wCKAwAACgDqFGYz6hRmM9MAigMY1xkABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==), в ячейки A5:A34 значение i, в ячейки B5:B34 функция для нахождения значения ряда Маклорена, в ячейки C5:C34, в ячейки С5:С34 функция для нахождения суммы ряда Маклорена.

B5)=1/4\*(-1)^(A5+1)\*(3^(2\*A5+1)-3)/ФАКТР(2\*A5+1)\*$B$1^(2\*A5+1)

C5)=B5

C6)=ЕСЛИ(ABS($B$2-C5)>=$B$3;C5+B6;"Otvet vishe")

На рис.1 представлен вид решения в MS Excel.

![](data:image/png;base64,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)

Рисунок 1. Вид решения в MS Excel задания 10

В таблице 10 представлено тестирование работы программы с проверкой решения задачи на языке Java с решением в MS Excel.

Таблица 10

Тестирование работы программы и проверка решения задачи 10

|  |  |
| --- | --- |
| № п/п | Решение Java |
| 1 |  |
| 2 |  |
| 3 |  |
| № п/п | Решение MS Excel |
| 1 |  |
| 2 |  |
| 3 |  |

Сравнение решения задачи с использованием трех прикладных пакетов показало, что решения задачи в Java и в MS Excel совпадают. Данный факт подтверждает правильность написанного кода программы. Неопределенностей при решении задачи выявлено не было, возможно данная ситуация связанна с малым количеством проверок данных.

# Задание 11

## 11.1. Общая постановка задачи

Организовать запись данных о поверхности из лабораторной работы по диаграммам из УИР в файл. Файл содержит шапку о содержимом: формула поверхности, интервалы определения по координатам x и y. Запись выполнить в определенном формате с понятными заголовками: массив координат x, массив координат y, матрица значений поверхности (z).

## 11.2. Решение задачи, код программы

**import** java.io.\*;  
**import** java.text.DecimalFormat;  
**import** java.util.ArrayList;  
  
**public class** Task1011 {  
  
 **static** ArrayList<Double> *listX* = **new** ArrayList<>();  
 **static** ArrayList<Double> *listY* = **new** ArrayList<>();  
  
 **public static void** main(String[] args) **throws** IOException{  
 File directory = **new** File(**"C:\\Users\\pc\\OneDrive\\Документы\\Инфа\\Java\\Лаба 10(7) Java"**);  
 File file = **new** File(directory, **"Для 11.txt"**);  
 FileWriter fileWr = **new** FileWriter(file);  
 FileOutputStream fileOS = **new** FileOutputStream(file);  
 BufferedWriter fileBW = **new** BufferedWriter(fileWr);  
  
 String stringOS = **"Формула поверхности: "** + **"Math.cos(Math.sin(x) + y)."** +  
 **"\nИнтервал x: [0,6] с шагом 0,1."** +  
 **"\nИнтервал y: [0,5] с шагом 0,2"**;  
 fileBW.write(stringOS);  
  
 fileBW.newLine();  
 stringOS = **"Массив значений x:"** + **"\n"**;  
 fileBW.write(stringOS);  
 **for** (**double** i = 0; i <= 6; i += 0.1) {  
 *listX*.add(i);  
 stringOS = String.*format*(**"%.1f"**, i) + **"\t"**;  
 fileBW.write(stringOS);  
 }  
  
 fileBW.newLine();  
 stringOS = **"Массив значений y:"** + **"\n"**;  
 fileBW.write(stringOS);  
 **for** (**double** j = 0; j <= 5.2; j += 0.2) {  
 *listY*.add(j);  
 stringOS = String.*format*(**"%.1f"**, j) + **"\t"**;  
 fileBW.write(stringOS);  
 }  
  
 fileBW.newLine();  
 stringOS = **"Матрица значений z:"** + **"\n"**;  
 fileBW.write(stringOS);  
 DecimalFormat decimalFormat = **new** DecimalFormat(**"0.00"**);  
 **double**[][] masZ = **new double**[*listX*.size()][*listY*.size()] ;  
 **for** (**int** i = 0; i < *listX*.size(); i++) {  
 **for** (**int** j = 0; j < *listY*.size(); j++) {  
 masZ[i][j] = *function*(*listX*.get(i), *listY*.get(j));  
 stringOS = decimalFormat.format(masZ[i][j]) + **"\t"**;  
 fileBW.write(stringOS);  
 }  
 fileBW.newLine();  
 }  
  
 fileBW.close();  
 }  
  
 **public static double** function(**double** x, **double** y) {  
 **return** Math.*cos*(Math.*sin*(x) + y);  
 }  
}

## 11.3. Тестирование программы с проверкой

В таблице 11 представлено тестирование работы программы с проверкой решения задачи на языке Java с решением в MS Excel.

Таблица 11

Тестирование работы программы и проверка решения задачи 11

|  |  |
| --- | --- |
| № п/п | Решение Java |
| 1 |  |
| № п/п | Решение MS Excel |
| 1 |  |

Сравнение решения задачи с использованием одного прикладного пакета показало, что решения задачи в Java и в MS Excel совпадают. Данный факт подтверждает правильность написанного кода программы. Неопределенностей при решении задачи выявлено не было, возможно данная ситуация связанна с малым количеством проверок данных.

# 12 Задание

## 12.1. Общая постановка задачи

Переделать программу задания 12 лабораторной работы 9 по работе с регулярными выражениями. Дан файл с текстом, применить анализ и редактирование текст файла с использованием ранее написанного алгоритма форматирования текста. Записать отредактированный текст в файл после исходного текста через пустую строку и заголовок.

## 12.2. Решение задачи, код программы

**import** java.io.\*;  
**import** java.util.regex.Matcher;  
**import** java.util.regex.Pattern;  
  
**public class** Task1012 {  
 **public static void** main(String[] args) **throws** IOException {  
 File file = **new** File(**"C:\\Users\\pc\\OneDrive\\Документы\\Инфа\\Java\\Лаба 10(7) Java\\Для 12.txt"**);  
 FileReader fileReader = **new** FileReader(file);  
 FileWriter fileWriter = **new** FileWriter(file, **true**);  
 BufferedReader fileBR = **new** BufferedReader(fileReader);  
 BufferedWriter fileBW = **new** BufferedWriter(fileWriter);  
  
 **int** numberOfStudent = 1;  
 **while** (fileBR.ready()) {  
 String infAboutStudent = fileBR.readLine();  
 *check*(infAboutStudent, fileBW, numberOfStudent);  
 numberOfStudent++;  
 }  
  
 fileBW.close();  
 }  
  
 **public static void** check(String infAboutStudents, BufferedWriter fileBW, **int** numberOfStudent) **throws** IOException{  
 String[][] masPatternAll = {{**"Мужской"**, **"мужской"**, **"мужск"**, **"Мужск"**, **"Муж"**, **"муж"**},  
 {**"Женский"**, **"женский"**, **"женск"**, **"Женск"**, **"Жен"**, **"жен"**}, {**"Город"**, **"город"**, **"Гор"**, **"гор"**},  
 {**"Область"**, **"область"**, **"Обл"**, **"обл"**}, {**"Край"**, **"край"**, **"Кр"**, **"кр"**}, {**"\\.\\.\\."**}};  
 String[] replaceAll = {**"м\\."**, **"ж\\."**, **"г\\."**, **"обл\\."**, **"кр\\."**, **"Заполнить"**};  
 Pattern pattern;  
 Matcher matcher;  
  
 fileBW.newLine();  
 fileBW.write(**"----------------------------------------------------------------------------------"**);  
  
 fileBW.newLine();  
 fileBW.write((numberOfStudent) + **" ученик:"**);  
  
 fileBW.newLine();  
 fileBW.write(infAboutStudents);  
  
 **for** (**int** i = 0; i < masPatternAll.**length**; i++) {  
 **for** ( **int** j = 0; j < masPatternAll[i].**length**; j++) {  
 pattern = Pattern.*compile*(masPatternAll[i][j]);  
 matcher = pattern.matcher(infAboutStudents);  
 **if** (matcher.find()) {  
 infAboutStudents = matcher.replaceAll(replaceAll[i]);  
 **break**;  
 }  
 }  
 }  
 fileBW.newLine();  
 fileBW.write(infAboutStudents);  
 fileBW.newLine();  
 }  
}

## 12.3. Тестирование программы с проверкой

Для тестирования в MS Excel создана таблица данных, содержащая исходные строки и преобразованные.

В таблице 12 представлено тестирование работы программы с проверкой решения задачи на языке Java с решением в MS Excel.

Таблица 12

Тестирование работы программы и проверка решения задачи 12

|  |  |
| --- | --- |
| № п/п | Решение Java |
| 1 |  |
| № п/п | Решение MS Excel |
| 1 |  |

Сравнение решения задачи с использованием одного прикладного пакета показало, что решения задачи в Java и в MS Excel совпадают. Данный факт подтверждает правильность написанного кода программы. Неопределенностей при решении задачи выявлено не было, возможно данная ситуация связанна с малым количеством проверок данных.

# Задание 13

## 13.1. Общая постановка задачи

В первом файле хранится k матриц размерности m ×n, во втором – k матриц размерности n ×1. Перемножить матрицы из первого и второго файла. Записать третий файл в виде компонент структуры, где каждая компонента содержит три матрицы: первая размерности m ×n из первого файла; вторая размерности n ×1 из второго файла; третья, матрица размерности m ×1, результат произведения. Вывести на экран содержимое всех файлов.

## 13.2. Решение задачи, код программы

**import** java.io.\*;  
**import** java.util.ArrayList;  
  
**public class** Task1013 {  
  
 **static** ArrayList<String> *matrix\_1String* = **new** ArrayList<>();  
 **static** ArrayList<**int**[]> *matrix\_1Integer* = **new** ArrayList<>();  
 **static** ArrayList<Integer> *matrix\_1QuantityRow* = **new** ArrayList<>();  
 **static** ArrayList<String> *matrix\_2String* = **new** ArrayList<>();  
 **static** ArrayList<**int**[]> *matrix\_2Integer* = **new** ArrayList<>();  
 **static** ArrayList<Integer> *matrix\_2QuantityRow* = **new** ArrayList<>();  
 **static** ArrayList<**int**[]> *matrixResultInteger* = **new** ArrayList<>();  
 **static** ArrayList<String> *matrixResultString* = **new** ArrayList<>();  
  
 **public static void** main(String[] args) **throws** IOException {  
 File file\_1 = **new** File(**"C:\\Users\\pc\\OneDrive\\Документы\\Инфа\\Java\\Лаба 10(7) Java\\Для 13\_1.txt"**);  
 FileReader fileReader\_1 = **new** FileReader(file\_1);  
 BufferedReader fileBF\_1 = **new** BufferedReader(fileReader\_1);  
  
 File file\_2 = **new** File(**"C:\\Users\\pc\\OneDrive\\Документы\\Инфа\\Java\\Лаба 10(7) Java\\Для 13\_2.txt"**);  
 FileReader fileReader\_2 = **new** FileReader(file\_2);  
 BufferedReader fileBR\_2 = **new** BufferedReader(fileReader\_2);  
  
 File directory = **new** File(**"C:\\Users\\pc\\OneDrive\\Документы\\Инфа\\Java\\Лаба 10(7) Java"**);  
 File fileWithResult = **new** File(directory, **"Для 13\_3.txt"**);  
 FileWriter fileWriter\_Result = **new** FileWriter(fileWithResult);  
 BufferedWriter fileBW\_Result = **new** BufferedWriter(fileWriter\_Result);  
  
 *readMatrices*(fileBF\_1, fileBR\_2, fileBW\_Result);  
 }  
  
 **public static void** readMatrices(BufferedReader fileBR\_1, BufferedReader fileBR\_2, BufferedWriter fileBW\_Result)  
 **throws** IOException{  
 String line;  
 **int** countRowMatrix1 = 0;  
 **while** (fileBR\_1.ready()) { *// считываем матрицы из первого файла* line = fileBR\_1.readLine();  
 **if** (!line.equals(**""**)) { *// вычисление количества строк до предпоследней матрицы* countRowMatrix1++;  
 *matrix\_1String*.add(line);  
 }  
 **else** {  
 *matrix\_1QuantityRow*.add(countRowMatrix1);  
 countRowMatrix1 = 0;  
 }  
  
 }  
  
 **int** countRowMatrix2 = 0;  
 **while** (fileBR\_2.ready()) { *// считываем матрицы из второго файла* line = fileBR\_2.readLine();  
 **if** (!line.equals(**""**)) { *// вычисление количества строк до предпоследней матрицы* countRowMatrix2++;  
 *matrix\_2String*.add(line);  
 }  
 **else** {  
 *matrix\_2QuantityRow*.add(countRowMatrix2);  
 countRowMatrix2 = 0;  
 }  
  
 }  
  
 fileBR\_1.close();  
 fileBR\_2.close();  
 *transferToInteger*(fileBW\_Result);  
 }  
  
 **public static void** transferToInteger(BufferedWriter fileBW\_Result) **throws** IOException {  
 String[] row;  
 **int**[] rowInteger;  
 **int** matrix\_1quantityRowLast;  
 **int** matrix\_1QuantityRowSum = 0;  
 **for** (**int** d : *matrix\_1QuantityRow*) {  
 matrix\_1QuantityRowSum += d;  
 }  
 **for** (String value : *matrix\_1String*) { *// переводим String в int, 1 файл* row = value.split(**"\s"**);  
 rowInteger = **new int**[row.**length**];  
 **for** (**int** j = 0; j < row.**length**; j++) {  
 rowInteger[j] = Integer.*parseInt*(row[j]);  
 }  
 *matrix\_1Integer*.add(rowInteger);  
 }  
 matrix\_1quantityRowLast = *matrix\_1Integer*.size() - matrix\_1QuantityRowSum;  
 *matrix\_1QuantityRow*.add(matrix\_1quantityRowLast); *// добавляем кол-во строк последней матрицы, 1 файл* **int** matrix\_2quantityRowLast;  
 **int** matrix\_2QuantityRowSum = 0;  
 **for** (**int** d : *matrix\_2QuantityRow*) {  
 matrix\_2QuantityRowSum += d;  
 }  
 **for** (String s : *matrix\_2String*) { *// переводим String в int, 2 файл* row = s.split(**"\s"**);  
 rowInteger = **new int**[row.**length**];  
 **for** (**int** j = 0; j < row.**length**; j++) {  
 rowInteger[j] = Integer.*parseInt*(row[j]);  
 }  
 *matrix\_2Integer*.add(rowInteger);  
 }  
 matrix\_2quantityRowLast = *matrix\_2Integer*.size() - matrix\_2QuantityRowSum;  
 *matrix\_2QuantityRow*.add(matrix\_2quantityRowLast); *// добавляем кол-во строк последней матрицы, 2 файл  
  
 multiply*();  
 *output*(fileBW\_Result);  
 }  
  
 **public static void** multiply() {  
 **int** rowLengthMatrix1; *// количество строк матрицы 1 файла* **int** columnLengthMatrix1; *// количество столбцов матрицы 1 файла* **int** rowLengthMatrix2; *// количество строк матрицы 2 файла* **int** columnLengthMatrix2; *// количество столбцов матрицы 2 файла* **for** (**int** c = 0; c < *matrix\_1QuantityRow*.size(); c++) { *// в 1 и 2 лежит одиннаковое кол-во размеров* ArrayList<**int**[]> copyOfMatrix\_1Integer = **new** ArrayList<>(*matrix\_1Integer*);  
 ArrayList<**int**[]> copyOfMatrix\_2Integer = **new** ArrayList<>(*matrix\_2Integer*);  
  
 rowLengthMatrix1 = *matrix\_1QuantityRow*.get(c);  
 columnLengthMatrix1 = *matrix\_1Integer*.get(rowLengthMatrix1 - 1).**length**;  
  
 rowLengthMatrix2 = *matrix\_2QuantityRow*.get(c);  
 columnLengthMatrix2 = *matrix\_2Integer*.get(rowLengthMatrix2 - 1).**length**;  
  
 String[] gettingMatrixRowString = **new** String[rowLengthMatrix1];  
 **int**[][] gettingMatrix = **new int**[rowLengthMatrix1][columnLengthMatrix2];  
 **for** (**int** i = 0; i < rowLengthMatrix1; i++) {*// перемножение матриц из 1 и 2 файлов* **for** (**int** j = 0; j < columnLengthMatrix2; j++) {  
 **for** (**int** k = 0; k < columnLengthMatrix1; k++) {  
 gettingMatrix[i][j] += *matrix\_1Integer*.get(i)[k] \* *matrix\_2Integer*.get(k)[j];  
 }  
 gettingMatrixRowString[i] = String.*valueOf*(gettingMatrix[i][j]);  
 }  
 *matrixResultString*.add(gettingMatrixRowString[i]);  
 *matrixResultInteger*.add(gettingMatrix[i]);  
 }  
  
  
 *matrix\_1Integer*.clear();  
 **for** (**int** u = rowLengthMatrix1; u < copyOfMatrix\_1Integer.size(); u++) {  
 *matrix\_1Integer*.add(copyOfMatrix\_1Integer.get(u));  
 }  
  
 *matrix\_2Integer*.clear();  
 **for** (**int** u = rowLengthMatrix2; u < copyOfMatrix\_2Integer.size(); u++) {  
 *matrix\_2Integer*.add(copyOfMatrix\_2Integer.get(u));  
 }  
 }  
 }  
  
 **public static void** output(BufferedWriter fileBW\_Result) **throws** IOException {  
 ArrayList<String> cloneOfMatrix\_1String = **new** ArrayList<>(*matrix\_1String*);  
 ArrayList<String> cloneOfMatrix\_2String = **new** ArrayList<>(*matrix\_2String*);  
 ArrayList<String> cloneOfMatrixResultString = **new** ArrayList<>(*matrixResultString*);  
 **int** indexOfBeginningMatrix1 = 0;  
 **int** indexOfBeginningMatrix2 = 0;  
  
 **for** (**int** i = 0; i < *matrix\_1QuantityRow*.size(); i++) {  
 String result = **"\t\t\t\t\t\t\tБлок матриц №"** + (i + 1);  
 fileBW\_Result.write(result);  
  
 result = **"Матрица из 1-го файла\t\t\t"** + **"Матрица из 2-го файла\t\t\t"** +  
 **"Матрица, полученная умножением предыдущих"**;  
 fileBW\_Result.newLine();  
 fileBW\_Result.write(result);  
  
 **int** maxQuantityRow;  
 **if** (*matrix\_1QuantityRow*.get(i) > *matrix\_2QuantityRow*.get(i)) {  
 maxQuantityRow = *matrix\_1QuantityRow*.get(i);  
 }  
 **else** {  
 maxQuantityRow = *matrix\_2QuantityRow*.get(i);  
 }  
 *//System.out.println(maxQuantityRow);  
 // добавляем пустые строки, чтобы можно было вывести* **for** (**int** t = 0; t < maxQuantityRow; t++) {  
 **if** (*matrix\_1QuantityRow*.get(i) < t + 1) {  
 cloneOfMatrix\_1String.add(t, **""**);  
  
 }  
 **if** (*matrix\_2QuantityRow*.get(i) < t + 1) {  
 cloneOfMatrix\_2String.add(t, **""**);  
  
 }  
 **if** (*matrix\_1QuantityRow*.get(i) < t + 1) {  
 cloneOfMatrixResultString.add(t, **""**);  
  
 }  
 }  
 String matrix1Output;  
 String matrix2Output;  
 String matrixResultOutput;  
 **for** (**int** l = 0; l < maxQuantityRow; l++) {  
 matrix1Output = cloneOfMatrix\_1String.get(l);  
 matrix2Output = cloneOfMatrix\_2String.get(l);  
 matrixResultOutput = cloneOfMatrixResultString.get(l);  
 result = **"\t"** + matrix1Output + **"\t\t\t\t\t\t"** + matrix2Output + **"\t\t\t\t\t\t"** + matrixResultOutput;  
 fileBW\_Result.newLine();  
 fileBW\_Result.write(result);  
 }  
  
 indexOfBeginningMatrix1 += *matrix\_1QuantityRow*.get(i);  
 indexOfBeginningMatrix2 += *matrix\_2QuantityRow*.get(i);  
  
 cloneOfMatrix\_1String.clear();  
 **for** (**int** u = indexOfBeginningMatrix1; u < *matrix\_1String*.size(); u++) {  
 cloneOfMatrix\_1String.add(*matrix\_1String*.get(u));  
 }  
 cloneOfMatrix\_2String.clear();  
 **for** (**int** u = indexOfBeginningMatrix2; u < *matrix\_2String*.size(); u++) {  
 cloneOfMatrix\_2String.add(*matrix\_2String*.get(u));  
 }  
 cloneOfMatrixResultString.clear();  
 **for** (**int** u = indexOfBeginningMatrix1; u < *matrix\_1String*.size(); u++) {  
 cloneOfMatrixResultString.add(*matrixResultString*.get(u));  
 }  
  
  
 fileBW\_Result.newLine();  
 }  
  
 fileBW\_Result.close();  
 }  
}

## 13.3. Тестирование программы с проверкой

Для тестирования в MS Excel созданы таблицы данных, содержащие элементы двумерного массива.

На рис. 2 и рис. 3 представлены данные 1-го и 2-го файла соответственно.
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Рисунок 3. Данные 2-го файла

В таблице 13 представлено тестирование работы программы с проверкой решения задачи на языке Java с решением в MS Excel.

Таблица 13

Тестирование работы программы и проверка решения задачи 13

|  |  |
| --- | --- |
| № п/п | Решение Java |
| 1 |  |
| № п/п | Решение MS Excel |
| 1 |  |

Сравнение решения задачи с использованием одного прикладного пакета показало, что решения задачи в Java и в MS Excel совпадают. Данный факт подтверждает правильность написанного кода программы. Неопределенностей при решении задачи выявлено не было, возможно данная ситуация связанна с малым количеством проверок данных.

# Задание 14

## 14.1. Общая постановка задачи

Дан файл результатов исследования (листинг натурного эксперимента, результаты численного решения задачи и т.п.). Выполнить анализ данных: 1. Найти максимальное, минимальное и среднее значение параметров по столбцу; 2. Отклонение каждого значения параметра от среднего. Записать данные в конец файла построчно. Сначала ответ на первый вопрос, потом ответ на 2 вопрос.

## 14.2. Решение задачи, код программы

**import** java.io.\*;  
**import** java.util.ArrayList;  
  
**public class** Task1014 {  
  
 **static** ArrayList<String> *data* = **new** ArrayList<>();  
 **static** ArrayList<String> *firstLine* = **new** ArrayList<>();  
 **static** ArrayList<**double**[]> *dataDouble* = **new** ArrayList<>();  
 **static** ArrayList<**double**[]> *dataDoubleDeviation* = **new** ArrayList<>();  
  
 **public static void** main (String[] args) **throws** IOException{  
 File file = **new** File(**"C:\\Users\\pc\\OneDrive\\Документы\\Инфа\\Java\\Лаба 10(7) Java\\Файлы к заданию\\Variant\_5,15.txt"**);  
 FileReader fileReader = **new** FileReader(file);  
 BufferedReader fileBR = **new** BufferedReader(fileReader);  
  
 FileWriter fileWriter = **new** FileWriter(file, **true**);  
 BufferedWriter fileBW = **new** BufferedWriter(fileWriter);  
  
 *readData*(fileBR);  
 *analyzes*(fileBW);  
 }  
  
 **public static void** readData (BufferedReader fileBR) **throws** IOException{  
 String line;  
 **int** count = 0, marker = 0;  
 String[] lineSplit;  
 **while** (fileBR.ready()) {  
 line = fileBR.readLine();  
 **if** (count == 0) {  
 marker = Integer.*parseInt*(line);  
 }  
  
 **if** (count == marker) {  
 lineSplit = line.split(**"\s"**);  
 **for** (**int** i = 0; i < lineSplit.**length**; i++) {  
 *firstLine*.add(lineSplit[i]);  
 }  
 }  
 **if** (count > marker) {  
 lineSplit = line.split(**"\s"**);  
 **double**[] lineInteger = **new double**[lineSplit.**length**];  
 **for** (**int** i = 0; i < lineSplit.**length**; i++) {  
 lineInteger[i] = Double.*parseDouble*(lineSplit[i]);  
 }  
 *data*.add(line);  
 *dataDouble*.add(lineInteger);  
 }  
 count++;  
 }  
  
 fileBR.close();  
 }  
  
 **public static void** analyzes(BufferedWriter fileBW) **throws** IOException{  
 **double**[][] answer = **new double**[3][*dataDouble*.get(0).**length**];  
 **for** (**int** j = 0; j < *dataDouble*.get(0).**length**; j++) { *// max, min, middle value* **double** max = *dataDouble*.get(0)[j], min = *dataDouble*.get(0)[j];  
  
 **for** (**int** i = 0; i < *dataDouble*.size(); i++) {  
 **if** (*dataDouble*.get(i)[j] > max) {  
 max = *dataDouble*.get(i)[j];  
 }  
  
 **if** (*dataDouble*.get(i)[j] < min) {  
 min = *dataDouble*.get(i)[j];  
 }  
  
 answer[2][j] += *dataDouble*.get(i)[j]/ *dataDouble*.size();  
 }  
  
 answer[1][j] = min;  
 answer[0][j] = max;  
 }  
  
 **for** (**int** i = 0; i < *dataDouble*.size(); i++) { *// отклонение от средненего значения* **double** deviation;  
 **double**[] masDeviation = **new double**[*dataDouble*.get(0).**length**];  
  
 **for** (**int** j = 0; j < *dataDouble*.get(0).**length**; j++) {  
 deviation = Math.*abs*(answer[2][j] - *dataDouble*.get(i)[j]);  
 masDeviation[j] = deviation;  
 }  
  
 *dataDoubleDeviation*.add(masDeviation);  
 }  
 *output*(fileBW, answer);  
 }  
  
 **public static void** output(BufferedWriter fileBW, **double**[][] answer) **throws** IOException {  
 fileBW.newLine();  
 String print = **"\nОтвет на первый вопрос:"**;  
 fileBW.write(print);  
 fileBW.newLine();  
  
 **for** (**int** i = 0; i < 3; i++) {  
 print = **""**;  
 **if** (i == 0) {  
 print = **"max\t"**;  
 }  
 **else if** (i == 1) {  
 print = **"min\t"**;  
 }  
 **else** {  
 print = **"middle value\t"**;  
 }  
 fileBW.write(print);  
  
 **for** (**int** j = 0; j < *dataDouble*.get(0).**length**; j++) {  
 print = String.*format*(**"%.4e\t"**, answer[i][j]);  
 fileBW.write(print);  
 }  
  
 fileBW.newLine();  
 }  
  
 fileBW.newLine();  
 print = **"Ответ на второй вопрос:"**;  
 fileBW.write(print);  
 fileBW.newLine();  
  
 **for** (**int** i = 0; i < *dataDoubleDeviation*.size(); i++) {  
 **for** (**int** j = 0; j < *dataDoubleDeviation*.get(0).**length**; j++) {  
 print = String.*format*(**"%.4e\t"**, *dataDoubleDeviation*.get(i)[j]);  
 fileBW.write(print);  
 }  
 fileBW.newLine();  
 }  
  
 fileBW.close();  
 }  
}

## 14.3. Тестирование программы с проверкой

Для тестирования в MS Excel создана таблица с исходными данными

В таблице 14 представлено тестирование работы программы с проверкой решения задачи на языке Java с решением в MS Excel.

Таблица 14

Тестирование работы программы и проверка решения задачи 14

|  |  |
| --- | --- |
| № п/п | Решение Java |
| 1 |  |
| № п/п | Решение MS Excel |
| 1 |  |

Сравнение решения задачи с использованием одним прикладным пакетом показало, что решения задачи в Java и в MS Excel совпадают. Данный факт подтверждает правильность написанного кода программы. Неопределенностей при решении задачи выявлено не было, возможно данная ситуация связанна с малым количеством проверок данных.