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## Part One

Windows

The preferred method of driver writing on Windows is to write a Universal Windows Driver using the User-Mode Driver Framework (3). This is implemented using Visual Studio and the Windows Driver Kit (2). Once the driver is made it is ran through the Windows Driver Verifier. This program detects unauthorized function calls that can damage the OS and tests to verify there aren’t any memory leaks (1). I got my information directly from Microsoft so my information is valid since I can’t know more than the manufacturer.
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Linux

The preferred method of driver writing on Linux is to decide on using the user space or kernal space with access to the devices which will be created as virtual mounted files (1). Once the space is defined you can begin coding in C and include the OS’s kernal (1). Then you can code the events, reading, writing, and loading actions of the driver and then compile with the use of a makefile (2). Different tools are used for Linux but a good one is the Linux Driver Verification (LDV) program (3). This program is an integrated platform that makes for a modular development approach in an open source environment (3). My reference are valid because they agree with one another and I found similar answers from the community on stack overflow.
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OSX

The preferred method of driver writing on OSX is to use C++ and communicate through a provider object using the IO Kit (1). OSX must also decide on whether the drivers must be written for the user or kernal space (2). Once the code is written you must update the kextd daemon to load the extension with a property list (2). Quality control is performed by checking permissions, checking for memory leaks, and are versions up to date (3). These references are all valid because they are from apple themselves.
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## Part Two

Windows

Windows uses driver signatures to verify the driver is valid (1). The File Signature Verification tool can scan all drivers to make sure they are approved by windows (1). They use the RSA cryptography to allow for remote verifying using a message from the signature (2). My sources are valid because I have had some experience installing drivers and both sources agree.
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Linux

Linux checks driver signatures by having the creater sign them upon release (1). The keys are encrypted with RSA and SHA encryption methods (1). This public key encryption is similar to how windows validates signatures, although these signatures are commonly stored in elf files (2). These sources are valid because they are similar to the methods used by windows and both sources agree with each other.
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OSX

OSX checks driver signatures by validating SHA and MD5 fingerprints (1). Again a similar method of generating a secure hash is made for the driver which can then report if there is any tampering (2). They can use Gatekeeper and manually check the fingerprint to verify file integrety (2). My sources are valid because one is from apple and the other is from a known reputable source.
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