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# Broom

## [Broom by blog post by David Robinson](http://varianceexplained.org/r/broom-intro/)

The concept of “tidy data” offers a powerful framework for data manipulation, analysis and visualization. Popular packages like dplyr, tidyr and ggplot2 take greate advantage of this framework. Please explore several recent posts by others.

But there is an important step in a tidy data workflow that so far has been missing: the **output** of R statistical modeling functions isn’t tidy, meaning it’s difficult to manipulate and recombine in downstream analyses and visualizations. Hadley’s paper makes a convincing statement of this problem.

While model inputs usually require tidy inputs, such attention to detail doesn’t carry over to model outputs. Outputs such as predictions and estimated coefficients aren’t always tidy. This makes it more difficult to combine results from multiple models. For example, in R, the default representation of model coefficients is not tidy because it does not have an explicit variable that records the variable name for each estimate, they are instead recorded as row names. In R, row names must be unique, so combining coefficients from many models (e.g., from bootstrap resamples, or subgroups) requires workarounds to avoid losing important information. This knocks you out of the flow of analysis and makes it harder to combine the results from multiple models. I’m not currently aware of any packages that resolve this problem.

In this [new paper](https://arxiv.org/abs/1412.3565) I introduce the broom package available on CRAN, which bridges the gap from untidy outputs of predictions and estimations to the tidy data we want to work with. It takes the messy output of built-in statistical functions in R, such as lm, nls, kmeans, or t.test as well as popular third-party packages, like gam, glmnet, survival or lme4, and turns them into tidy data frames. This allows the results to be handed to other tidy packages for downstream analysis: they can be recombined using dplyr or visualized using ggplot2.

### Example: linear regression

As a simple example, consider alinear regression on the built-in mtcars dataset:

fit <- lm(mpg~wt+qsec, data=mtcars)  
summary(fit)

##   
## Call:  
## lm(formula = mpg ~ wt + qsec, data = mtcars)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -4.3962 -2.1431 -0.2129 1.4915 5.7486   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 19.7462 5.2521 3.760 0.000765 \*\*\*  
## wt -5.0480 0.4840 -10.430 2.52e-11 \*\*\*  
## qsec 0.9292 0.2650 3.506 0.001500 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 2.596 on 29 degrees of freedom  
## Multiple R-squared: 0.8264, Adjusted R-squared: 0.8144   
## F-statistic: 69.03 on 2 and 29 DF, p-value: 9.395e-12

This summary shows many kinds of statistics describing the regression: coefficient estimates and p-values, information about the residuals, and model statistics like and the F-statistics. But, this format isn’t convenient if you want to combine and compare multiple models, or plot it using ggplot2: you need to turn it into a data frame.

The broom package provides three tidying methods for turning the contents of this object into a data frame, depending on the level of statistics you’re interested in. If you want statistics about each of the coefficients fit by the model, use the tidy() method:

broom::tidy(fit)

## # A tibble: 3 x 5  
## term estimate std.error statistic p.value  
## <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 (Intercept) 19.7 5.25 3.76 7.65e- 4  
## 2 wt -5.05 0.484 -10.4 2.52e-11  
## 3 qsec 0.929 0.265 3.51 1.50e- 3

Note that the rownames are now added as a column, term, meaning that the data can be combined with other models. Note also that the columns have been given names like std\_error and p.value that are more easily accessed than std\_error and Pr(>|t|). This is true of all data frames broom returns: they’re designed so they can be processed in additional steps.

If you are interested in extracting **per-observation information**, such as fitted values and residuals, use the argument method, which adds these to the original data.

fit %>%   
 broom::augment()

## # A tibble: 32 x 11  
## .rownames mpg wt qsec .fitted .se.fit .resid .hat .sigma  
## \* <chr> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 Mazda RX4 21 2.62 16.5 21.8 0.683 -0.815 0.0693 2.64  
## 2 Mazda RX~ 21 2.88 17.0 21.0 0.547 -0.0482 0.0444 2.64  
## 3 Datsun 7~ 22.8 2.32 18.6 25.3 0.640 -2.53 0.0607 2.60  
## 4 Hornet 4~ 21.4 3.22 19.4 21.6 0.623 -0.181 0.0576 2.64  
## 5 Hornet S~ 18.7 3.44 17.0 18.2 0.512 0.504 0.0389 2.64  
## 6 Valiant 18.1 3.46 20.2 21.1 0.803 -2.97 0.0957 2.58  
## 7 Duster 3~ 14.3 3.57 15.8 16.4 0.701 -2.14 0.0729 2.61  
## 8 Merc 240D 24.4 3.19 20 22.2 0.730 2.17 0.0791 2.61  
## 9 Merc 230 22.8 3.15 22.9 25.1 1.41 -2.32 0.295 2.59  
## 10 Merc 280 19.2 3.44 18.3 19.4 0.491 -0.185 0.0358 2.64  
## # ... with 22 more rows, and 2 more variables: .cooksd <dbl>,  
## # .std.resid <dbl>

Finally, glance() computes per-model statistics such as , AIC, BIC:

fit %>%   
 glance()

## # A tibble: 1 x 11  
## r.squared adj.r.squared sigma statistic p.value df logLik AIC BIC  
## \* <dbl> <dbl> <dbl> <dbl> <dbl> <int> <dbl> <dbl> <dbl>  
## 1 0.826 0.814 2.60 69.0 9.39e-12 3 -74.4 157. 163.  
## # ... with 2 more variables: deviance <dbl>, df.residual <int>

The tidy method makes it easy to construct coefficient plots using **ggplot2**:

library(ggplot2)

## Warning: package 'ggplot2' was built under R version 3.5.1

td <- fit %>%   
 broom::tidy(conf.int=TRUE)  
  
td %>% head()

## # A tibble: 3 x 7  
## term estimate std.error statistic p.value conf.low conf.high  
## <chr> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 (Intercept) 19.7 5.25 3.76 7.65e- 4 9.00 30.5   
## 2 wt -5.05 0.484 -10.4 2.52e-11 -6.04 -4.06  
## 3 qsec 0.929 0.265 3.51 1.50e- 3 0.387 1.47

ggplot(td, aes(estimate, term, color = term)) +  
 geom\_point() +  
 geom\_errorbarh(aes(xmin = conf.low, xmax = conf.high)) +  
 geom\_vline(xintercept = 0)
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When combined with dplyr’s group\_by and do, **broom** also lets you perform regression within groups, such as within automatic and manual cars separately;

library(dplyr)  
  
mtcars %>%   
 group\_by(am) %>%   
 do(broom::tidy(lm(mpg ~ wt, .)))

## # A tibble: 4 x 6  
## # Groups: am [2]  
## am term estimate std.error statistic p.value  
## <dbl> <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 0 (Intercept) 31.4 2.95 10.7 0.00000000601  
## 2 0 wt -3.79 0.767 -4.94 0.000125   
## 3 1 (Intercept) 46.3 3.12 14.8 0.0000000128   
## 4 1 wt -9.08 1.26 -7.23 0.0000169

This is useful for performing regressions or other analyses within each gene, country, or any other kind of division in your tidy dataset.

### Using tidiers for visualization with ggplot2

The broom package provides tidying methods for many otherp packages as well. These tidiers serve to connect various statistical models seamlessly with packages like dplyr and ggplot2 . For instance, we could create a LASSO regression with the glmenet package.

library(glmnet)  
set.seed(03-19-2015)  
  
# generate data with 5 real variables and 45 null, on 100 observations  
  
nobs <- 100  
nvar <- 50  
real <- 5  
x <- matrix(rnorm(nobs\*nvar), nobs)  
beta <- c(rnorm(real, 0,1), rep(0, nvar - real))  
y <- c(t(beta) %\*% t(x)) + rnorm(nvar, sd=3)  
  
glmnet\_fit <- cv.glmnet(x,y)

Then, we tidy it with broom and plot it using ggplot2:

tidied\_cv <- glmnet\_fit %>% broom::tidy()  
glance\_cv <- glmnet\_fit %>% broom::tidy()  
  
tidied\_cv %>% ggplot(aes(lambda, estimate))+  
 geom\_line(color="red")+  
 geom\_ribbon(aes(ymin = conf.low, ymax = conf.high, alpha = .2))+  
 scale\_x\_log10()
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# geom\_vline(xintercept = glance\_cv$lambda.min) +  
 # geom\_vline(xintercept = glance\_cv$lambda.1se, lty = 2)

By plotting with ggplot2, rather than relying on glmnet’s built in plotting methods, we gain access to all the tools and framework of the package. This allows us to customize or add attributes, or even to cmplare multiple LASSO cross-validations in the same plot.

The same is true of the [survivial](https://cran.r-project.org/web/packages/survival/index.html) package.

library(survival)

## Warning: package 'survival' was built under R version 3.5.1

surv\_fit <- survfit(coxph(Surv(time, status) ~ age + sex, lung))  
td <- broom::tidy(surv\_fit)  
ggplot(td, aes(time, estimate))+ geom\_line()+  
 geom\_ribbon(aes(ymin=conf.low, ymax=conf.high),alpha=.2)
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Others have explored how broom can help visualize [random effects estimated with lme4](https://rstudio-pubs-static.s3.amazonaws.com/38628_54b19baf70b64eb5936a3f1f84beb7da.html). Other packages for which tidiers are implemented include gam, zoo, lfe, and multcomp.

The vignettes for the broom package offer other useful examples, including one on [combining broom and dplyr](https://cran.r-project.org/web/packages/broom/vignettes/broom_and_dplyr.html), a demonstration of [bootstrapping with broom](https://cran.r-project.org/web/packages/broom/vignettes/bootstrapping.html), and a simulation of [k-means clustering](https://cran.r-project.org/web/packages/broom/vignettes/kmeans.html). The broom manuscript offers still more examples.

Tidying model outputs is not an exact science, and it is based on a judgment of the kinds of values a data scientist typically wants out of a tidy analysis (for instance, estimates, test statistics, and p-values). It is my hope that data scientists will propose and contribute their own features feature requests are welcome!) to help expand the universe of tidy analysis tools.

## Visualizing Imer model random effects

I will be exploring the differences between three models:

library(lme4)  
subj\_intercepts\_mod <- lmer(rt ~ A + (1|Subject))  
subjA\_intercepts\_mod <- lmer(rt ~ 1 + (1|Subject:A))  
subj\_slopes\_mod <- lmer(rt ~ A + (A|Subject))

Granted, the second model is rarely encounted in practice. More common would be a nested structure (see this [crossvalidated post](https://stats.stackexchange.com/questions/121504/how-many-random-effects-to-specify-in-lmer))

lmer(rt ~ 1 + (1|Subject) + (1|Subject:A))  
## the above random effects structure is often written as `(1|Subject/A)` the   
## same way `y ~ A + B + A:B` is usually written as `y ~ A \* B`.

Even though the non-nested (1|)

I will work with a modified version of the sleepstudy dataset from lme4.

library(lme4)

## Warning: package 'lme4' was built under R version 3.5.2

library(ggplot2)  
library(reshape2)  
library(dplyr)  
library(broom)  
library(stringr)

head(sleepstudy)

## Reaction Days Subject  
## 1 249.5600 0 308  
## 2 258.7047 1 308  
## 3 250.8006 2 308  
## 4 321.4398 3 308  
## 5 356.8519 4 308  
## 6 414.6901 5 308

example <- sleepstudy %>%   
 mutate(A = ifelse(Days<5, -0.5, 0.5)) %>%   
 select(Subject, A, Reaction)  
  
example %>% head(n=11)

## Subject A Reaction  
## 1 308 -0.5 249.5600  
## 2 308 -0.5 258.7047  
## 3 308 -0.5 250.8006  
## 4 308 -0.5 321.4398  
## 5 308 -0.5 356.8519  
## 6 308 0.5 414.6901  
## 7 308 0.5 382.2038  
## 8 308 0.5 290.1486  
## 9 308 0.5 430.5853  
## 10 308 0.5 466.3535  
## 11 309 -0.5 222.7339

Let’s plot means using ggplot and stat\_summary functions.

base\_plot <- ggplot(example, aes(x=A, y=Reaction))+  
 stat\_summary(aes(fill=factor(A)), fun.y=mean, geom="bar")+  
 scale\_fill\_manual(values=c("#66c2a5", "#8da0cb"))+ #colorbrewer2.rog  
 theme(legend.position = "above")  
  
base\_plot
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### Part1: subj\_intercepts\_mod

First, I will fit an lmer model that allows the intercept to vary across subjects.

subj\_intercepts\_mod <- lmer(Reaction ~ A + (1|Subject), data=example)  
# broom::tidy turns fixef(subj\_intercepts\_mod)` into a data.frame  
  
fixed\_params <- subj\_intercepts\_mod %>%   
 broom::tidy(effects="fixed") %>%   
 select(term, estimate)  
  
fixed\_params

## # A tibble: 2 x 2  
## term estimate  
## <chr> <dbl>  
## 1 (Intercept) 299.   
## 2 A 53.8

Although its sometimes helpful to think about model parameters (and you can draw them easily with ggplot::geom\_abline()), I find it more beneficial in a simple design like this to deal in estimates. I will write a little function to speed up this conversion that seems like overkill now but it will come in handy later.

# converts parameters of a `Reaction ~ (Intercept) + A` model into estimates,  
# assumes A is a 0-centered, unit-weighted, dichotomous variable  
  
convert\_parameters\_to\_estimates <- function(tidy\_frame,id\_var="."){  
 tidy\_frame %>%   
 dcast(as.formula(paste(id\_var, "term", sep="~")), value.var = "estimate") %>%   
 mutate(`-0.5` = `(Intercept)` - A/2, `0.5` = `(Intercept)` + A/2) %>%  
 select(-`(Intercept)`, -A) %>%  
 melt(idvars = id\_var, measure.vars = c("-0.5", "0.5"),  
 variable.name = "A", value.name = "Reaction") %>%  
 mutate(A = as.numeric(as.character(A)))  
}  
  
fixed\_estimates <- convert\_parameters\_to\_estimates(fixed\_params)[,c("A","Reaction")]  
  
fixed\_estimates

## A Reaction  
## 1 -0.5 271.6302  
## 2 0.5 325.3856

#sanity check  
example %>%   
 group\_by(A) %>%   
 summarise(Reaction = mean(Reaction)) %>%   
 merge(., fixed\_estimates, by="A", suffixes = c("\_mean", "\_model"))

## A Reaction\_mean Reaction\_model  
## 1 -0.5 271.6302 271.6302  
## 2 0.5 325.3856 325.3856

It is possible to turn parameters from the model into estimates that make sense; now let’s do the same thing with random effects. How will the model’s random effect parameters, when converted to estimates, compare to the average for each subject that we can calculate by hand?

random\_params <- broom::tidy(subj\_intercepts\_mod, effect = "random")  
random\_estimates <- convert\_parameters\_to\_estimates(random\_params, id\_var = "level")  
  
fixed\_slopes\_plot <- base\_plot +   
 geom\_point(data = random\_estimates, shape = 17, size = 3) +  
 geom\_line(aes(group = level), data = random\_estimates)  
fixed\_slopes\_plot

fixed\_slopes\_plot +  
 stat\_summary(aes(group = Subject), fun.y = mean, # means from raw data  
 geom = "point", shape = 19, size = 4, color = "#fc8d62", alpha = 0.6)

Of course, the reason the two sets of points don’t line up is because we are only allowing the subject’s overall Reaction to vary, not the subject’s overall Reaction in each condition. Applying the same slope to each subject, this is the best we can do to account for variance.

base\_plot+  
 geom\_line(aes(group = level), data = random\_estimates)+  
 ## calculate mean Reaction by subject using `stat\_summary`  
 stat\_summary(aes(x=0.0, y=Reaction, group=level), data = random\_estimates, fun.y = mean, geom = "point", shape = 17, size = 3) +  
 stat\_summary(aes(x=0.0, group=Subject), fun.y = mean,  
 geom = "point", shape = 19, size = 4, color = "#fc8d62", alpha = 0.6)

A model that allows intercepts to vary across subjects does just that: it does a great job of estimating overall Reaction for each subject, but it is limited in estimating the effect of A on Reaction.

### Part2: subjA\_intercepts\_mod

We are looking for a way to capture the fact that all of the following by-subject lines don’t have the same slope.

subj\_means\_plot <- base\_plot +  
 stat\_summary(aes(group = Subject), fun.y = mean, geom = "point", shape =19, size =4, color = "#fc8d62")+  
 stat\_summary(aes(group = Subject), fun.y = mean, geom = "line", size = 1.2, color = "#fc8d62")

One way to give the model some flexibility would be to “serve the connection” between the measurements on the left bar from those in the right bar.

example$SubAject <- with(example, paste(Subject, A, sep = ":"))  
subjA\_intercepts\_mod <- lmer(Reaction ~ 1 + (1|SubAject), data = example)

Why make a new, hideously-named variable SubAject? Because if the model can’t understand the relationship between Subject and A, I shouldn’t be able to either! We’ve severed the connection between scores on the left and scores on the right, and given the model more flexibility to estimate the effects.

Of course, nothing is preventing

## [broom and dplyr](https://broom.tidyverse.org/articles/broom_and_dplyr.html)

While broom is useful for summarizing the result of a single analysis in a consistent format, it is really designed for high-throughput applications, where you must combine results from multiple analyses. These could be subgrouped of data, analyses using different models, bootstrap replicates, permutations, and so on. In particular, it plays well with the nest/unnest functions in tidyr and the map function in purrr.

For purrr package, please refer this [RStudio tutorial](https://www.rstudio.com/resources/videos/happy-r-users-purrr-tutorial/).

Let’s try this on a simple dataset, the built-in Orange. We start by coercing Orange to a tibble. This gives a nicer method that will especially useful later on when we start working with list-columns.

library(broom)  
library(tibble)  
  
data("Orange")  
  
  
Orange <- as\_tibble(Orange)  
Orange

## # A tibble: 35 x 3  
## Tree age circumference  
## \* <ord> <dbl> <dbl>  
## 1 1 118 30  
## 2 1 484 58  
## 3 1 664 87  
## 4 1 1004 115  
## 5 1 1231 120  
## 6 1 1372 142  
## 7 1 1582 145  
## 8 2 118 33  
## 9 2 484 69  
## 10 2 664 111  
## # ... with 25 more rows

This contains 35 observations of three variables: Tree, age and circumference. Tree is a factor with five levels describing five trees. As might be expected, age and circumference are correlated:

cor(Orange$age, Orange$circumference)

## [1] 0.9135189

ggplot2::ggplot(Orange,  
 aes(age, circumference, color=Tree))+  
 geom\_line(size=1)+  
 theme\_minimal()
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Suppose you want to test for correlations individually within each tree. You can do this with dplyr’s group\_by:

library(dplyr)  
  
Orange %>%   
 group\_by(Tree) %>%   
 summarise(correlations=cor(age,circumference))

## # A tibble: 5 x 2  
## Tree correlations  
## <ord> <dbl>  
## 1 3 0.988  
## 2 1 0.985  
## 3 5 0.988  
## 4 2 0.987  
## 5 4 0.984

Note that the correlations are much higher than the aggregated one, and furthermore we can now see it is similar across trees. Suppose that instead of simply estimating a correlation, we want to perform a hypothesis test with cor.test:

ct <- cor.test(Orange$age, Orange$circumference)  
ct

##   
## Pearson's product-moment correlation  
##   
## data: Orange$age and Orange$circumference  
## t = 12.9, df = 33, p-value = 1.931e-14  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## 0.8342364 0.9557955  
## sample estimates:  
## cor   
## 0.9135189

This contains multiple values we could want in our output. Some are vectors of length 1, such as the p-value and the estimate, and some are longer, such as the confidence interval. We can get this into a nicely organized tibble using the tidy function:

ct %>% broom::tidy()

## # A tibble: 1 x 8  
## estimate statistic p.value parameter conf.low conf.high method  
## <dbl> <dbl> <dbl> <int> <dbl> <dbl> <chr>   
## 1 0.914 12.9 1.93e-14 33 0.834 0.956 Pears~  
## # ... with 1 more variable: alternative <chr>

Often, we want to perform multiple tests or fit multiple models, each on different part of the data. In this case, we recommend a nest-map-unnest workflow. For example, suppose we want to perform correlation tests for each different tree. We start by nest ing our data based on the group of interest.

library(tidymodels)  
library(tidyverse)  
  
nested <- Orange %>%   
 nest(-Tree)  
  
nested

## # A tibble: 5 x 2  
## Tree data   
## <ord> <list>   
## 1 1 <tibble [7 x 2]>  
## 2 2 <tibble [7 x 2]>  
## 3 3 <tibble [7 x 2]>  
## 4 4 <tibble [7 x 2]>  
## 5 5 <tibble [7 x 2]>

Then we run a correlation test for each nested tibble using purrr::map:

nested %>%   
 mutate(test = map(data, ~ cor.test(.x$age, .x$circumference)))

## # A tibble: 5 x 3  
## Tree data test   
## <ord> <list> <list>   
## 1 1 <tibble [7 x 2]> <S3: htest>  
## 2 2 <tibble [7 x 2]> <S3: htest>  
## 3 3 <tibble [7 x 2]> <S3: htest>  
## 4 4 <tibble [7 x 2]> <S3: htest>  
## 5 5 <tibble [7 x 2]> <S3: htest>

# i come up with this formula - does this work as well?  
nested %>%   
 mutate(test = map(data, ~ cor.test(.$age, .$circumference)))

## # A tibble: 5 x 3  
## Tree data test   
## <ord> <list> <list>   
## 1 1 <tibble [7 x 2]> <S3: htest>  
## 2 2 <tibble [7 x 2]> <S3: htest>  
## 3 3 <tibble [7 x 2]> <S3: htest>  
## 4 4 <tibble [7 x 2]> <S3: htest>  
## 5 5 <tibble [7 x 2]> <S3: htest>

This results in a list-column of S3 objects. We want to tidy each of the objects, which we can also do with map.

nested %>%   
 mutate(  
 test = map(data, ~ cor.test(.x$age, .x$circumference)), # S3 list-col  
 tidied = map(test, broom::tidy)  
 ) %>%   
 select(Tree, tidied) %>%   
 unnest()

## # A tibble: 5 x 9  
## Tree estimate statistic p.value parameter conf.low conf.high method  
## <ord> <dbl> <dbl> <dbl> <int> <dbl> <dbl> <chr>   
## 1 1 0.985 13.0 4.85e-5 5 0.901 0.998 Pears~  
## 2 2 0.987 13.9 3.43e-5 5 0.914 0.998 Pears~  
## 3 3 0.988 14.4 2.90e-5 5 0.919 0.998 Pears~  
## 4 4 0.984 12.5 5.73e-5 5 0.895 0.998 Pears~  
## 5 5 0.988 14.1 3.18e-5 5 0.916 0.998 Pears~  
## # ... with 1 more variable: alternative <chr>

nested2 <- nested %>%   
 mutate(  
 test = map(data, ~ cor.test(.x$age, .x$circumference)), # S3 list-col  
 tidied = map(test, broom::tidy)  
 )  
   
nested2 %>%   
 select(Tree, tidied) %>%   
 unnest()

## # A tibble: 5 x 9  
## Tree estimate statistic p.value parameter conf.low conf.high method  
## <ord> <dbl> <dbl> <dbl> <int> <dbl> <dbl> <chr>   
## 1 1 0.985 13.0 4.85e-5 5 0.901 0.998 Pears~  
## 2 2 0.987 13.9 3.43e-5 5 0.914 0.998 Pears~  
## 3 3 0.988 14.4 2.90e-5 5 0.919 0.998 Pears~  
## 4 4 0.984 12.5 5.73e-5 5 0.895 0.998 Pears~  
## 5 5 0.988 14.1 3.18e-5 5 0.916 0.998 Pears~  
## # ... with 1 more variable: alternative <chr>

Finally, we want to unnest the tidied data frames so we can see the results in a flat tibble. All together, this looks like:

Orange %>%   
 nest(-Tree) %>%   
 mutate(  
 test = map(data, ~ cor.test(.x$age, .x$circumference)), # S3 list-col  
 tidied = map(test, broom::tidy)  
 ) %>%   
 unnest(tidied, .drop = TRUE)

## # A tibble: 5 x 9  
## Tree estimate statistic p.value parameter conf.low conf.high method  
## <ord> <dbl> <dbl> <dbl> <int> <dbl> <dbl> <chr>   
## 1 1 0.985 13.0 4.85e-5 5 0.901 0.998 Pears~  
## 2 2 0.987 13.9 3.43e-5 5 0.914 0.998 Pears~  
## 3 3 0.988 14.4 2.90e-5 5 0.919 0.998 Pears~  
## 4 4 0.984 12.5 5.73e-5 5 0.895 0.998 Pears~  
## 5 5 0.988 14.1 3.18e-5 5 0.916 0.998 Pears~  
## # ... with 1 more variable: alternative <chr>

Note that the .drop argument to tidyr::unnest is often useful. This workflow becomes even more useful when applied to regression. Untidy output for a regression looks like:

lm\_fit <- lm(age ~ circumference, data=Orange)  
summary(lm\_fit)

##   
## Call:  
## lm(formula = age ~ circumference, data = Orange)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -317.88 -140.90 -17.20 96.54 471.16   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 16.6036 78.1406 0.212 0.833   
## circumference 7.8160 0.6059 12.900 1.93e-14 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 203.1 on 33 degrees of freedom  
## Multiple R-squared: 0.8345, Adjusted R-squared: 0.8295   
## F-statistic: 166.4 on 1 and 33 DF, p-value: 1.931e-14

Orange %>%   
 ggplot()+  
 geom\_point(aes(x=circumference, y=age))+  
 geom\_abline(xintercept=lm\_fit$coefficients[[1]], slope=lm\_fit$coefficients[[2]])

## Warning: Ignoring unknown parameters: xintercept
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where we tidy these results, we get multiple rows of output for each model:

broom::tidy(lm\_fit)

## # A tibble: 2 x 5  
## term estimate std.error statistic p.value  
## <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 (Intercept) 16.6 78.1 0.212 8.33e- 1  
## 2 circumference 7.82 0.606 12.9 1.93e-14

Now we can handle multiple regressions at once using exactly the same workflow as before:

Orange %>%   
 nest(-Tree) %>%   
 mutate(  
 fit = map(data, ~ lm(age~circumference, data=.x)),  
 tidied = map(fit, broom::tidy)  
 ) %>%   
 unnest(tidied)

## # A tibble: 10 x 6  
## Tree term estimate std.error statistic p.value  
## <ord> <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 1 (Intercept) -265. 98.6 -2.68 0.0436   
## 2 1 circumference 11.9 0.919 13.0 0.0000485  
## 3 2 (Intercept) -132. 83.1 -1.59 0.172   
## 4 2 circumference 7.80 0.560 13.9 0.0000343  
## 5 3 (Intercept) -210. 85.3 -2.46 0.0574   
## 6 3 circumference 12.0 0.835 14.4 0.0000290  
## 7 4 (Intercept) -76.5 88.3 -0.867 0.426   
## 8 4 circumference 7.17 0.572 12.5 0.0000573  
## 9 5 (Intercept) -54.5 76.9 -0.709 0.510   
## 10 5 circumference 8.79 0.621 14.1 0.0000318

You can just as easily use multiple predictors in the regressions, as shown here on the mtcars dataset. We nest the data into automatic and manual cars (the am column), then peform the regression within each nested tibble.

data("mtcars")  
mtcars <- as\_tibble(mtcars) # to play nicely with list-cols  
mtcars

## # A tibble: 32 x 11  
## mpg cyl disp hp drat wt qsec vs am gear carb  
## \* <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 21 6 160 110 3.9 2.62 16.5 0 1 4 4  
## 2 21 6 160 110 3.9 2.88 17.0 0 1 4 4  
## 3 22.8 4 108 93 3.85 2.32 18.6 1 1 4 1  
## 4 21.4 6 258 110 3.08 3.22 19.4 1 0 3 1  
## 5 18.7 8 360 175 3.15 3.44 17.0 0 0 3 2  
## 6 18.1 6 225 105 2.76 3.46 20.2 1 0 3 1  
## 7 14.3 8 360 245 3.21 3.57 15.8 0 0 3 4  
## 8 24.4 4 147. 62 3.69 3.19 20 1 0 4 2  
## 9 22.8 4 141. 95 3.92 3.15 22.9 1 0 4 2  
## 10 19.2 6 168. 123 3.92 3.44 18.3 1 0 4 4  
## # ... with 22 more rows

mtcars %>%   
 nest(-am) %>%   
 mutate(  
 fit = map(data, ~ lm(wt ~ mpg + qsec + gear, data=.x)),  
 tidied = map(fit, broom::tidy)  
 ) %>%   
 unnest(tidied)

## # A tibble: 8 x 6  
## am term estimate std.error statistic p.value  
## <dbl> <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 1 (Intercept) 4.28 3.46 1.24 0.247   
## 2 1 mpg -0.101 0.0294 -3.43 0.00750   
## 3 1 qsec 0.0398 0.151 0.264 0.798   
## 4 1 gear -0.0229 0.349 -0.0656 0.949   
## 5 0 (Intercept) 4.92 1.40 3.52 0.00309   
## 6 0 mpg -0.192 0.0443 -4.33 0.000591  
## 7 0 qsec 0.0919 0.0983 0.935 0.365   
## 8 0 gear 0.147 0.368 0.398 0.696

What if you want not just the tidy output, but the argument and glance outputs as well, while still performing each regression only once? Since we are using list-columns, we can just fit the model once and use multiple list-columns to store the tidied, glanced and augmented outputs.

regressions <- mtcars %>%   
 nest(-am) %>%   
 mutate(  
 fit = map(data, ~ lm(wt ~ mpg + qsec + gear, data = .x)),  
 tidied = map(fit, broom::tidy),  
 glanced = map(fit, glance),  
 augumented = map(fit, augment)  
 )  
  
regressions %>%   
 unnest(tidied)

## # A tibble: 8 x 6  
## am term estimate std.error statistic p.value  
## <dbl> <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 1 (Intercept) 4.28 3.46 1.24 0.247   
## 2 1 mpg -0.101 0.0294 -3.43 0.00750   
## 3 1 qsec 0.0398 0.151 0.264 0.798   
## 4 1 gear -0.0229 0.349 -0.0656 0.949   
## 5 0 (Intercept) 4.92 1.40 3.52 0.00309   
## 6 0 mpg -0.192 0.0443 -4.33 0.000591  
## 7 0 qsec 0.0919 0.0983 0.935 0.365   
## 8 0 gear 0.147 0.368 0.398 0.696

regressions %>%   
 unnest(glanced, .drop=T)

## # A tibble: 2 x 12  
## am r.squared adj.r.squared sigma statistic p.value df logLik  
## <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <int> <dbl>  
## 1 1 0.833 0.778 0.291 15.0 7.59e-4 4 -5.80e-3  
## 2 0 0.625 0.550 0.522 8.32 1.70e-3 4 -1.24e+1  
## # ... with 4 more variables: AIC <dbl>, BIC <dbl>, deviance <dbl>,  
## # df.residual <int>

regressions %>%   
 unnest(augumented)

## # A tibble: 32 x 12  
## am wt mpg qsec gear .fitted .se.fit .resid .hat .sigma  
## <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 1 2.62 21 16.5 4 2.73 0.209 -0.107 0.517 0.304  
## 2 1 2.88 21 17.0 4 2.75 0.152 0.126 0.273 0.304  
## 3 1 2.32 22.8 18.6 4 2.63 0.163 -0.310 0.312 0.279  
## 4 1 2.2 32.4 19.5 4 1.70 0.137 0.505 0.223 0.233  
## 5 1 1.62 30.4 18.5 4 1.86 0.151 -0.244 0.269 0.292  
## 6 1 1.84 33.9 19.9 4 1.56 0.156 0.274 0.286 0.286  
## 7 1 1.94 27.3 18.9 4 2.19 0.113 -0.253 0.151 0.293  
## 8 1 2.14 26 16.7 5 2.21 0.153 -0.0683 0.277 0.307  
## 9 1 1.51 30.4 16.9 5 1.77 0.191 -0.259 0.430 0.284  
## 10 1 3.17 15.8 14.5 5 3.15 0.157 0.0193 0.292 0.308  
## # ... with 22 more rows, and 2 more variables: .cooksd <dbl>,  
## # .std.resid <dbl>

regressions %>%   
 unnest(augumented) %>%   
 ggplot(aes(x=wt, y=.fitted))+  
 geom\_point()
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By combining the estimates and p-values across all groups into the same tidy data frame (instead of a list of output model objects), a new class of analyses and visualizations becomes straightforward. This includes

* Sorting by p-value or estimate to find the most significant terms across all tests
* P-value histograms
* Volcano plots comparing p-values to effect size estimates

In each of these cases, we can easily filter, facet, or distinguish based on the term column. In short, this makes the tools of tidy data analysis available for the results of data analysis and models, not just the inputs.

## [Tidy bootstrapping](https://cran.r-project.org/web/packages/broom/vignettes/bootstrapping.html)

Another place where combining model fits in a tidy way becomes useful is when performing bootstrapping or permutation tests. These approach have been explored, for instance, by [Andrew MacDonald here](http://rstudio-pubs-static.s3.amazonaws.com/19698_a4c472606e3c43e4b94720506e49bb7b.html), and [Hadley has explored efficient support for bootstrapping](https://github.com/hadley/dplyr/issues/269) as a potential enhancement to dplyr. broom fits naturally with dplyr in performing these analyses.

Bootstrapping consists of randomly sampling a dataset with replacement, then performing the analysis individually on each bootstrapped replicate. The variation in the resulting estimate is then a reasonable approximation of the variance in our estimate.

Let’s say we want to fit a nonlinear model to the weight/mileage relationship in the mtcars dataset.

library(ggplot2)  
ggplot(mtcars, aes(mpg, wt)) +   
 geom\_point()
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We might use the method of nonlinear least squares (via the nls function) to fit a model.

nlsfit <- nls(mpg~k/wt+b,  
 data = mtcars,  
 start = list(k=1, b=0))  
  
summary(nlsfit)

##   
## Formula: mpg ~ k/wt + b  
##   
## Parameters:  
## Estimate Std. Error t value Pr(>|t|)   
## k 45.829 4.249 10.786 7.64e-12 \*\*\*  
## b 4.386 1.536 2.855 0.00774 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 2.774 on 30 degrees of freedom  
##   
## Number of iterations to convergence: 1   
## Achieved convergence tolerance: 2.877e-08

ggplot(mtcars, aes(wt,mpg))+  
 geom\_point()+  
 geom\_line(aes(y=predict(nlsfit)))
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While this does provide a p-value and confidence intervals for the parameters, these are based on model assumptions that may not hold in real data. Bootstrapping is a popular method for providing confidence intervals and predictions that are more robust to the nature of the data.

We cna use the bootstraps function in the rsample package to sample bootstrap replications. First, we construct 100 bootstrap replications of the data, each of which as been randomly sampled with replacement. The resulting object is an rset, which is a dataframe with a column of rsplit objects.

an rsplit object has two main components: an analysis dataset and an assessment dataset, accessible via analysis(rsplit) and asessement(rsplit) respectively. For bootstrap samples, the analysis dataset is the bootstrap sample itself, and the assessment dataset consists of all the out of bag samples.

library(dplyr)  
library(rsample)  
library(broom)  
library(purrr)

set.seed(27)  
boots <- rsample::bootstraps(mtcars, times = 100)  
  
boots %>% head()

## # A tibble: 6 x 2  
## splits id   
## \* <list> <chr>   
## 1 <split [32/12]> Bootstrap001  
## 2 <split [32/15]> Bootstrap002  
## 3 <split [32/10]> Bootstrap003  
## 4 <split [32/10]> Bootstrap004  
## 5 <split [32/12]> Bootstrap005  
## 6 <split [32/12]> Bootstrap006

boots$splits[[1]]

## <32/12/32>

We create a helper function to fit an nls model on each bootstrap sample, and then use purrr::map to apply this to function to all the bootstrap samples at once. Similarly, we create an column of tidy coefficient information by unnesting.

fit\_nls\_on\_bootstrap <- function(split) {  
 nls(mpg ~ k / wt + b, analysis(split), start = list(k = 1, b = 0))  
}  
  
boot\_models <- boots %>%   
 mutate(model = map(splits, fit\_nls\_on\_bootstrap),  
 coef\_info = map(model, broom::tidy))  
  
boot\_coefs <- boot\_models %>%   
 unnest(coef\_info)

The unnested coefficient information contains a summary of each replication combined in a single data frame:

boot\_coefs

## # A tibble: 200 x 6  
## id term estimate std.error statistic p.value  
## <chr> <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 Bootstrap001 k 42.1 3.76 11.2 2.99e-12  
## 2 Bootstrap001 b 5.76 1.43 4.02 3.60e- 4  
## 3 Bootstrap002 k 46.3 3.72 12.4 2.26e-13  
## 4 Bootstrap002 b 4.10 1.43 2.87 7.38e- 3  
## 5 Bootstrap003 k 56.1 3.80 14.7 2.77e-15  
## 6 Bootstrap003 b 0.935 1.31 0.713 4.82e- 1  
## 7 Bootstrap004 k 43.5 3.39 12.8 1.06e-13  
## 8 Bootstrap004 b 4.83 1.33 3.62 1.06e- 3  
## 9 Bootstrap005 k 41.3 3.74 11.0 4.26e-12  
## 10 Bootstrap005 b 5.37 1.31 4.11 2.81e- 4  
## # ... with 190 more rows

We can then calculate confidence intervals (using what is called the [percentile method](https://www.uvm.edu/~dhowell/StatPages/Randomization%20Tests/ResamplingWithR/BootstMeans/bootstrapping_means.html))

alpha <- .05  
boot\_coefs %>%   
 group\_by(term) %>%   
 summarise(  
 low = quantile(estimate, alpha /2),  
 high = quantile(estimate, 1-alpha/2)  
 )

## # A tibble: 2 x 3  
## term low high  
## <chr> <dbl> <dbl>  
## 1 b -0.695 7.40  
## 2 k 38.7 62.3

or we can use histograms to get a more detailed idea of the uncertainty in each estimate:

ggplot(boot\_coefs, aes(estimate))+  
 geom\_histogram(binwidth = 2)+  
 facet\_wrap(~term, scales = "free")
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or we can use augment to visualize the uncertainty in the curve.

boot\_aug <- boot\_models %>%   
 mutate(augmented = map(model,augment)) %>%   
 unnest(augmented)  
  
boot\_aug

## # A tibble: 3,200 x 5  
## id mpg wt .fitted .resid  
## <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 Bootstrap001 21.4 2.78 20.9 0.484  
## 2 Bootstrap001 22.8 2.32 23.9 -1.12   
## 3 Bootstrap001 30.4 1.51 33.6 -3.20   
## 4 Bootstrap001 17.8 3.44 18.0 -0.209  
## 5 Bootstrap001 24.4 3.19 19.0 5.43   
## 6 Bootstrap001 17.3 3.73 17.1 0.243  
## 7 Bootstrap001 22.8 2.32 23.9 -1.12   
## 8 Bootstrap001 21 2.62 21.8 -0.841  
## 9 Bootstrap001 18.7 3.44 18.0 0.691  
## 10 Bootstrap001 14.3 3.57 17.6 -3.26   
## # ... with 3,190 more rows

ggplot(boot\_aug, aes(wt, mpg))+  
 geom\_point()+  
 geom\_line(aes(y=.fitted,group=id),alpha=.2)
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With only a few small changes, we could easily perform bootstrapping with other kinds of predictive or hypothetical tesing models, since the tidy functions work for many statistical outputs. As another example, we could use smooth.spline which fits a cubic smoothing spline to data:

fit\_spline\_on\_bootstrap <- function(split){  
 data <- analysis(split)  
 smooth.spline(data$wt, data$mpg, df=4)  
}  
  
boot\_splines <- boots %>%   
 mutate(spline = map(splits, fit\_spline\_on\_bootstrap),  
 aug\_train = map(spline, augment))  
  
splines\_aug <- boot\_splines %>%   
 unnest(aug\_train)  
  
ggplot(splines\_aug, aes(x,y,))+  
 geom\_point()+  
 geom\_line(aes(y = .fitted,group = id), alpha = .2)
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## [kmeans with dplyr and broom](https://cran.r-project.org/web/packages/broom/vignettes/kmeans.html)

### Tidy k-means clustering

K-means clustering serves as a very useful example of tidy data, and especially the distinction between the three tidying functions: tidy, agument and glance.

Let’s start by generating some random two-dimensional data with three clusters. Data in each cluster will come from a multivariate gaussian distribution with different means for each cluster:

library(dplyr)  
library(ggplot2)  
library(purrr)  
library(tibble)  
library(tidyr)

set.seed(27)  
  
centers <- tibble(  
 cluster = factor(1:3),  
 num\_points = c(100, 150, 50), # the number in each cluster  
 x1 = c(5, 0, -3), # x1 coordinate of cluster center  
 x2 = c(-1, 1, -2) # x2 coordinate of cluster center  
)  
  
labeled\_points <- centers %>%   
 mutate(  
 x1 = map2(num\_points, x1, rnorm),  
 x2 = map2(num\_points, x2, rnorm)  
 ) %>%   
 select(-num\_points) %>%   
 unnest(x1, x2)  
  
ggplot(labeled\_points, aes(x1, x2, color=cluster))+  
 geom\_point()
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This is an ideal case for k-means clustering. We’ll use the built-in kmeans function, which accepts a data frame with all numeric columns as its prinary argument.

points <- labeled\_points %>%   
 select(-cluster)  
  
points %>% head()

## # A tibble: 6 x 2  
## x1 x2  
## <dbl> <dbl>  
## 1 6.91 -2.74   
## 2 6.14 -2.45   
## 3 4.24 -0.946  
## 4 3.54 0.287  
## 5 3.91 0.408  
## 6 5.30 -1.58

kclust <- kmeans(points, centers = 3)  
kclust

## K-means clustering with 3 clusters of sizes 51, 101, 148  
##   
## Cluster means:  
## x1 x2  
## 1 -3.14292460 -2.000043  
## 2 5.00401249 -1.045811  
## 3 0.08853475 1.045461  
##   
## Clustering vector:  
## [1] 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2  
## [36] 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2  
## [71] 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 3 3 3 3 3  
## [106] 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3  
## [141] 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3  
## [176] 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 2 3 3 3 3 3 3 3 3 3 3 3  
## [211] 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 1 3  
## [246] 3 3 3 3 3 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1  
## [281] 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1  
##   
## Within cluster sum of squares by cluster:  
## [1] 108.8112 243.2092 298.9415  
## (between\_SS / total\_SS = 82.5 %)  
##   
## Available components:  
##   
## [1] "cluster" "centers" "totss" "withinss"   
## [5] "tot.withinss" "betweenss" "size" "iter"   
## [9] "ifault"

summary(kclust)

## Length Class Mode   
## cluster 300 -none- numeric  
## centers 6 -none- numeric  
## totss 1 -none- numeric  
## withinss 3 -none- numeric  
## tot.withinss 1 -none- numeric  
## betweenss 1 -none- numeric  
## size 3 -none- numeric  
## iter 1 -none- numeric  
## ifault 1 -none- numeric

The output is a list of vectors, where each component has a different length. There’s one of length 300: the same as our original dataset. There are number of elements of length 3: withiness, tot.withiness and betweeness and centers is a matrix with 3 rows. And then there are the elements of length 1: totss, tot.withiness, betweenss and iter.

These differing lengths have a deeper meaning when we want to tidy our dataset: they signify that each type of component communicates a *different kind* of information.

* cluster (300 values) contains information about each *point*
* centers, withinss and size (3 values) contain information about each *cluster*
* totss, tot.withinss, betweenss, and iter (1 value) contain information about the *full clustering*

Which of these do we want to extract? There is no right answer: each of them may be interesting to an analyst. Because they communicate entirely different information (not to mention there is no straightfoward way to combine them), they are extracted by separate functions. augment adds the point classifications to the original dataset:

library(broom)  
broom::augment(kclust, points)

## # A tibble: 300 x 3  
## x1 x2 .cluster  
## <dbl> <dbl> <fct>   
## 1 6.91 -2.74 2   
## 2 6.14 -2.45 2   
## 3 4.24 -0.946 2   
## 4 3.54 0.287 2   
## 5 3.91 0.408 2   
## 6 5.30 -1.58 2   
## 7 5.01 -1.77 2   
## 8 6.16 -1.68 2   
## 9 7.13 -2.17 2   
## 10 5.24 -2.42 2   
## # ... with 290 more rows

The tidy function summarizes on a per-cluster level:

broom::tidy(kclust)

## # A tibble: 3 x 5  
## x1 x2 size withinss cluster  
## \* <dbl> <dbl> <int> <dbl> <fct>   
## 1 -3.14 -2.00 51 109. 1   
## 2 5.00 -1.05 101 243. 2   
## 3 0.0885 1.05 148 299. 3

And as it always does, the glance function extracts a single-row summary:

glance(kclust)

## # A tibble: 1 x 4  
## totss tot.withinss betweenss iter  
## <dbl> <dbl> <dbl> <int>  
## 1 3724. 651. 3073. 2

### broom and dplyr for exploratory clustering

While these summaries are useful, they would not have been too difficult to extract out from the dataset yourself. The real power comes from combining these analyses with dplyr.

Let’s say we want to explore theeffects of different choices of k, from 1 to 9, on this clustering. First, cluster the data 9 times, each using a different value of k, then create columns containing the tidied, glanced and augmented data:

kclusts <- tibble(k = 1:9) %>%  
 mutate(  
 kclust = map(k, ~kmeans(points, .x)),  
 tidied = map(kclust, broom::tidy),  
 glanced = map(kclust, glance),  
 augmented = map(kclust, augment, points)  
 )  
  
kclusts

## # A tibble: 9 x 5  
## k kclust tidied glanced augmented   
## <int> <list> <list> <list> <list>   
## 1 1 <S3: kmeans> <tibble [1 x 5]> <tibble [1 x 4]> <tibble [300 x 3]>  
## 2 2 <S3: kmeans> <tibble [2 x 5]> <tibble [1 x 4]> <tibble [300 x 3]>  
## 3 3 <S3: kmeans> <tibble [3 x 5]> <tibble [1 x 4]> <tibble [300 x 3]>  
## 4 4 <S3: kmeans> <tibble [4 x 5]> <tibble [1 x 4]> <tibble [300 x 3]>  
## 5 5 <S3: kmeans> <tibble [5 x 5]> <tibble [1 x 4]> <tibble [300 x 3]>  
## 6 6 <S3: kmeans> <tibble [6 x 5]> <tibble [1 x 4]> <tibble [300 x 3]>  
## 7 7 <S3: kmeans> <tibble [7 x 5]> <tibble [1 x 4]> <tibble [300 x 3]>  
## 8 8 <S3: kmeans> <tibble [8 x 5]> <tibble [1 x 4]> <tibble [300 x 3]>  
## 9 9 <S3: kmeans> <tibble [9 x 5]> <tibble [1 x 4]> <tibble [300 x 3]>

We can turn these into three separate datasets each representing a different type of data: Then tidy the clusterings three ways: using tidy, using augment, and using glance. Each of these goes into a separate dataset as they represent different types of data.

clusters <- kclusts %>%  
 unnest(tidied)

## Warning in bind\_rows\_(x, .id): Unequal factor levels: coercing to character

## Warning in bind\_rows\_(x, .id): binding character and factor vector,  
## coercing into character vector  
  
## Warning in bind\_rows\_(x, .id): binding character and factor vector,  
## coercing into character vector  
  
## Warning in bind\_rows\_(x, .id): binding character and factor vector,  
## coercing into character vector  
  
## Warning in bind\_rows\_(x, .id): binding character and factor vector,  
## coercing into character vector  
  
## Warning in bind\_rows\_(x, .id): binding character and factor vector,  
## coercing into character vector  
  
## Warning in bind\_rows\_(x, .id): binding character and factor vector,  
## coercing into character vector  
  
## Warning in bind\_rows\_(x, .id): binding character and factor vector,  
## coercing into character vector  
  
## Warning in bind\_rows\_(x, .id): binding character and factor vector,  
## coercing into character vector  
  
## Warning in bind\_rows\_(x, .id): binding character and factor vector,  
## coercing into character vector

assignments <- kclusts %>%   
 unnest(augmented)

## Warning in bind\_rows\_(x, .id): Unequal factor levels: coercing to character  
  
## Warning in bind\_rows\_(x, .id): binding character and factor vector,  
## coercing into character vector  
  
## Warning in bind\_rows\_(x, .id): binding character and factor vector,  
## coercing into character vector  
  
## Warning in bind\_rows\_(x, .id): binding character and factor vector,  
## coercing into character vector  
  
## Warning in bind\_rows\_(x, .id): binding character and factor vector,  
## coercing into character vector  
  
## Warning in bind\_rows\_(x, .id): binding character and factor vector,  
## coercing into character vector  
  
## Warning in bind\_rows\_(x, .id): binding character and factor vector,  
## coercing into character vector  
  
## Warning in bind\_rows\_(x, .id): binding character and factor vector,  
## coercing into character vector  
  
## Warning in bind\_rows\_(x, .id): binding character and factor vector,  
## coercing into character vector  
  
## Warning in bind\_rows\_(x, .id): binding character and factor vector,  
## coercing into character vector

clusterings <- kclusts %>%   
 unnest(glanced, .drop=TRUE)

Now we can plot the original points, with each point colored according to the predicted cluster.

p1 <- ggplot(assignments, aes(x1, x2))+  
 geom\_point(aes(color=.cluster))+  
 facet\_wrap(~k)  
  
p1
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Already we get a good sense of the proper number of clusters (3), and how the k-means algorithm functions when k is too high or too low. We can then add the centers using the data from tidy:

p2 <- p1 + geom\_point(data=clusters, size=3, shape="X")  
p2
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The data from glance fits a diffrent but equally important purpose: it lets you view trends of some summary statistics across values of k. Of particular interest is the total within sum of squares, saved in the tot.withinss column.

ggplot(clusterings, aes(k, tot.withinss))+  
 geom\_line()
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This represents the variance within clusters. It decreases as k increases, but one can notice a bed (or elborw) right at k=3. This bend indicates that additional clusters beyond the third little value. (See [here](http://web.stanford.edu/~hastie/Papers/gap.pdf) for a more mathematically rigorous interpretation and implementation of this method). Thus, all three methods of tidying data provided by broom are useful for summarizing clustering output.

## Rererence

[Broom Vignette](https://broom.tidyverse.org/)

# rsample

rsample contains a set of functions that can create different types of resamples and corresponding classses for their analysis. The goal is to have modular set of methods that can be used across different R packages for:

* traditional resampling techniques for estimating the sampling distribution of a statistic and
* estimating model performance using a holdout set

The scope of rsample is to provide the basic building blocks for creating and analyzing resamples of a data set but does not include for modeling or calculating statistics. The “Workking with Resample Sets” vignette gives demonstrations of how rsample tools can be used.

install.packages("rsample")  
  
# for the devel version::  
require(devtools)  
devtools::install\_github("tidymodels/rsample")

Note that resampled data sets created by rsample are directly accessible ina resampling object but do not contain much overhead in memory. Since the original data is not modified, R does not make an automatic copy.

For example, creating 50 bootstraps of a data set does not create an object that is 50-fold larger inmemory.

library(rsample)  
library(mlbench)

## Warning: package 'mlbench' was built under R version 3.5.1

library(pryr)

##   
## Attaching package: 'pryr'

## The following objects are masked from 'package:purrr':  
##   
## compose, partial

data(LetterRecognition)  
object\_size(LetterRecognition)

## 2.64 MB

set.seed(35222)  
boots <- rsample::bootstraps(LetterRecognition, times=50)  
  
object\_size(boots)

## 6.69 MB

# object size per resample  
object\_size(boots)/nrow(boots)

## 134 kB

# Fold increase is <<< 50  
as.numeric(object\_size(boots)/object\_size(LetterRecognition))

## [1] 2.529808

## Nested resampling

(A version of this article was originally published in the [*Applied Predictive Modeling* blog](http://appliedpredictivemodeling.com/blog/2017/9/2/njdc83d01pzysvvlgik02t5qnaljnd))

A typical scheme for splitting the data when developing a predictive model is to create an initial split of the data into a training and test set. If resampling is used, it is executed on the training set. A series of binary splits is created. In rsample, we use the term *analysis set* for the data that are used to fit the model and *assessment set* is used to compute performance

A common method for tuning models is grid search where a candidate set of tuning parameters is created. The full set of models for every combination of the tuning parameter grid and the resamples is created. Each time, the assessment data are used to measure performance and the average value is determined for each tuning parameter.

The potential problem is, once we pick the tuning parameter associated with the bet performance, this performance value is usually quoted as the performance of the model. There is a serious potential for *optimization bias* since we uses the same data to tune the model and quote performance. This would result in an optimistinc estimate of performance.

Nested resampling does an additional layer of resampling that separates the tuning activities from the process used to estimate the efficacy of the model. An *outer* resampling scheme is used and, for every split in the outer resample, another full set of resampling splits are created on the original analysis set. For example, if 10-fold cross-validation is used on the outside and 5-fold cross-validation on the inside, a total of 500 models will be fit. The parameter tuning will be conducted 10 times and thebest parameters are determined from the average of the 5 assessment sets. This process occurs 10 times.

We will simulate some regression data to illustrate the methods. The mlbench function mlbench::mlbench.friedman1 can simulate a complex regression data structure from the [original MARS publication](https://scholar.google.com/scholar?hl=en&q=%22Multivariate+adaptive+regression+splines%22&btnG=&as_sdt=1%2C7&as_sdtp=). A training set size of 100 data points are generated as well as a large set that will be used to characterize how well the resampling procedure performed.

library(mlbench)  
sim\_data <- function(n){  
 tmp <- mlbench.friedman1(n, sd=1)  
 tmp <- cbind(tmp$x, tmp$y)  
 tmp <- as.data.frame(tmp)  
 names(tmp)[ncol(tmp)] <- "y"  
 tmp  
}  
  
set.seed(9815)  
train\_dat <- sim\_data(100)  
large\_dat <- sim\_data(10^5)  
  
train\_dat %>% head()

## V1 V2 V3 V4 V5 V6 V7  
## 1 0.1945697 0.6418371 0.9530617 0.7961244 0.2175547 0.9341119 0.1990057  
## 2 0.2281191 0.1046035 0.8010136 0.6872665 0.7132849 0.5495135 0.4451621  
## 3 0.0237278 0.0983911 0.5911238 0.2729825 0.3486822 0.5970778 0.9879835  
## 4 0.7073537 0.8550995 0.8232934 0.5859757 0.5678440 0.1095951 0.6397121  
## 5 0.7844861 0.2843560 0.3885567 0.1277830 0.6481253 0.8126577 0.3983826  
## 6 0.5669030 0.9980239 0.7295834 0.1901266 0.5859250 0.2845121 0.7643961  
## V8 V9 V10 y  
## 1 0.2106022 0.57407261 0.1958863 16.36389  
## 2 0.7320519 0.08607139 0.3788550 12.90426  
## 3 0.6377623 0.56391894 0.9798512 4.12934  
## 4 0.9254958 0.79069775 0.3709754 21.72215  
## 5 0.5251866 0.62025157 0.1792105 11.59917  
## 6 0.2775036 0.82434996 0.1619205 14.79745

train\_dat %>% dim()

## [1] 100 11

To get started, the types of resampling methods need to be specified. This isn’t a large data set, so 5 repeates of 10-fold cross validation will be used as the *outer* resampling method that will be used to generate the estimate of overall performance. To tune the model, it would be good to have precise estimates for each of the values of the tuning parameter so 25 iterations of the bootstrap will be used. fit This means that there will eventually be 5 \* 10 \* 25 = 1250 models that are fit to the data per tuning parameter. These will be discarded once the performance of the model has been quantified.

library(rsample)   
results <- nested\_cv(train\_dat,   
 outside = vfold\_cv(repeats = 5),   
 inside = bootstraps(times = 25))  
results

## [1] "nested\_cv" "vfold\_cv" "rset" "tbl\_df" "tbl"   
## [6] "data.frame"  
## # Nested resampling:  
## # outer: 10-fold cross-validation repeated 5 times  
## # inner: Bootstrap sampling  
## # A tibble: 50 x 4  
## splits id id2 inner\_resamples   
## <list> <chr> <chr> <list>   
## 1 <split [90/10]> Repeat1 Fold01 <tibble [25 x 2]>  
## 2 <split [90/10]> Repeat1 Fold02 <tibble [25 x 2]>  
## 3 <split [90/10]> Repeat1 Fold03 <tibble [25 x 2]>  
## 4 <split [90/10]> Repeat1 Fold04 <tibble [25 x 2]>  
## 5 <split [90/10]> Repeat1 Fold05 <tibble [25 x 2]>  
## 6 <split [90/10]> Repeat1 Fold06 <tibble [25 x 2]>  
## 7 <split [90/10]> Repeat1 Fold07 <tibble [25 x 2]>  
## 8 <split [90/10]> Repeat1 Fold08 <tibble [25 x 2]>  
## 9 <split [90/10]> Repeat1 Fold09 <tibble [25 x 2]>  
## 10 <split [90/10]> Repeat1 Fold10 <tibble [25 x 2]>  
## # ... with 40 more rows

The splitting information for each resample is contained in the split objects. Focusing on the second fold of the first repeat:

results$splits[[2]]

## <90/10/100>

<90/10/100> indicates the number of data in the analysis set, assessment set, and the original data.

Each element of inner\_resamples has its own tibble with the bootstrapping splits.

results$inner\_resamples[[5]]

## # Bootstrap sampling   
## # A tibble: 25 x 2  
## splits id   
## <list> <chr>   
## 1 <split [90/37]> Bootstrap01  
## 2 <split [90/31]> Bootstrap02  
## 3 <split [90/28]> Bootstrap03  
## 4 <split [90/37]> Bootstrap04  
## 5 <split [90/32]> Bootstrap05  
## 6 <split [90/34]> Bootstrap06  
## 7 <split [90/32]> Bootstrap07  
## 8 <split [90/30]> Bootstrap08  
## 9 <split [90/35]> Bootstrap09  
## 10 <split [90/41]> Bootstrap10  
## # ... with 15 more rows

These are self-contained, meaning that the bootstrap sample is aware that it is a sample of a specific 90% of the data:

results$inner\_resamples[[5]]$splits[[1]]

## <90/37/90>

To start, we need to define how the model will be created and measured. For our example, a **radial basis support vector machine** model will be created using the function kernlab::ksvm. This model is generally thought of as having *two* tuning parameters: the SVM cost value and the kernel parameter sigma. For illustration, only the cost value will be tuned and the function kernlab::sigest will be used to estimate sigma during each model fit. This is automatically done by ksvm.

After the model is fit to the analysis set, the root-mean squared error (RMSE) is computed on the assessment set. One important note: for this model, it is critical to center and scale the predictors before computing dot products. We don’t do this operation here because mlbench.friedman1 simulates all of the predictors to be standard uniform random variables.

Our function to fit the model and compute the RMSE is:

library(kernlab)  
  
# `object` will be an `rsplit` object from our `results` tibble  
# `cost` is the tuning parameter  
svm\_rmse <- function(object, cost = 1) {  
 y\_col <- ncol(object$data)  
 mod <- ksvm(y ~ ., data = analysis(object), C = cost)  
 holdout\_pred <- predict(mod, assessment(object)[-y\_col])  
 rmse <- sqrt(mean((assessment(object)$y - holdout\_pred) ^ 2, na.rm = TRUE))  
 rmse  
}  
  
# In some case, we want to parameterize the function over the tuning parameter:  
rmse\_wrapper <- function(cost, object) svm\_rmse(object, cost)

For the nested resampling, a model needs to be fit for each tuning parameter and each bootstrap split. To do this, a wrapper can be created:

library(purrr)  
library(dplyr)  
  
# `object` will be an `rsplit` object for the bootstrap samples  
tune\_over\_cost <- function(object) {  
 results <- tibble(cost = 2 ^ seq(-2, 8, by = 1))  
 results$RMSE <- map\_dbl(results$cost,   
 rmse\_wrapper,  
 object = object)  
 results  
}

Since this will be called across the set of outer cross-validation splits, another wrapper is required:

# `object` is an `rsplit` object in `results$inner\_resamples`   
summarize\_tune\_results <- function(object) {  
 # Return row-bound tibble that has the 25 bootstrap results  
 map\_df(object$splits, tune\_over\_cost) %>%  
 # For each value of the tuning parameter, compute the   
 # average RMSE which is the inner bootstrap estimate.   
 group\_by(cost) %>%  
 summarize(mean\_RMSE = mean(RMSE, na.rm = TRUE),  
 n = length(RMSE))  
}

Now that those functions are defined, we can execute all the inner resampling loops:

tuning\_results <- map(results$inner\_resamples, summarize\_tune\_results)

tuning\_results is a list of data frames for each of the 50 outer resamples.

Let’s make a plot of the averaged results to see what the relationship is between the RMSE and the tuning parameters for each of the inner bootstrapping operations:

library(ggplot2)  
library(scales)  
  
pooled\_inner <- tuning\_results %>% bind\_rows  
  
best\_cost <- function(dat) dat[which.min(dat$mean\_RMSE),]  
  
p <- ggplot(pooled\_inner, aes(x=cost, y=mean\_RMSE))+  
 scale\_x\_continuous(trans="log2")+  
 xlab("SVM Cost")+ylab("Inner RMSE")  
  
for (i in 1:length(tuning\_results)){  
 p <- p +   
 geom\_line(data=tuning\_results[[i]], alpha=.2)+  
 geom\_point(data=best\_cost(tuning\_results[[i]]), pch = 16)  
}  
  
p <- p+geom\_smooth(data=pooled\_inner, se=FALSE)  
p

## `geom\_smooth()` using method = 'loess' and formula 'y ~ x'
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Each grey line is a separate bootstrap resampling curve created from a different 90% of the data. The blue line is a loess smooth of all the results pooled together.

To determine the best parameter estimate for each of the outer resampling iterations:

cost\_vals <- tuning\_results %>%   
 map\_df(best\_cost) %>%   
 select(cost)  
  
results <- bind\_cols(results, cost\_vals)  
results$cost <- factor(results$cost, levels=paste(2^seq(-2,8,by=1)))  
  
ggplot(results, aes(x=cost))+  
 geom\_bar()+  
 xlab("SVM Cost")+  
 scale\_x\_discrete(drop=FALSE)
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Most of the resampling produced and optimal cost values of 2.0 but the distribution is right-skewed due to the flat trend in the resampling profile once the cost value becomes 10 or larger.

Now that we have these estimates, we can compute the outer resampling results for each of the 50 splits using the corresponding tuning parameter value:

results$RMSE <- map2\_dbl(results$splits, results$cost, svm\_rmse)  
summary(results$RMSE)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 1.095 2.099 2.636 2.682 3.093 4.177

What is the RMSE estimate for non-nested procedure when only the outer resampling method is used? For each cost value in the tuning grid, 50 SVM models are fit and their RMSE values are averaged. The table of cost values and mean RMSE estimates is used to determine the best cost value. The associated RMSE is the biased estimate.

not\_nested <- map(results$splits, tune\_over\_cost) %>%   
 bind\_rows  
  
outer\_summary <- not\_nested %>%   
 group\_by(cost) %>%   
 summarise(outer\_RMSE = mean(RMSE),  
 n = length(RMSE))  
outer\_summary

## # A tibble: 11 x 3  
## cost outer\_RMSE n  
## <dbl> <dbl> <int>  
## 1 0.25 3.57 50  
## 2 0.5 3.12 50  
## 3 1 2.78 50  
## 4 2 2.61 50  
## 5 4 2.64 50  
## 6 8 2.76 50  
## 7 16 2.83 50  
## 8 32 2.84 50  
## 9 64 2.83 50  
## 10 128 2.83 50  
## 11 256 2.84 50

ggplot(outer\_summary, aes(x = cost, y = outer\_RMSE))+  
 geom\_point()+  
 geom\_line()+  
 scale\_x\_continuous(trans="log2")+  
 xlab("SVM cost")+ylab("RMSE")
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The non-nested procedure estimates the RMSE to be 2.61. Both estimates are fairly close.

finalModel <- kernlab::ksvm(y~., data=train\_dat, C = 2)  
large\_pred <- predict(finalModel, large\_dat[, -ncol(large\_dat)])  
sqrt(mean((large\_dat$y - large\_pred)^2, na.rm=TRUE))

## [1] 2.696096

The nested procedure produces a closer estimate to the approximate truth but the non-nested estimate is very similar.

## Recipes with rsample

library(rsample)  
library(recipes)  
library(purrr)

The [recipes](https://topepo.github.io/recipes/) package contains a data preprocessor that can be used to avoid the potentially expensive formula methods as well as providing a richer set of data manipulation tools than base R can provide. This document uses version 0.1.4 of recipes.

In many cases, the preprocessing steps might contain quantities that require statistical estimation of parameters, such as

* signal extraction using principal component analysis
* imputation of missing values
* transformations of individual variables (e.g., Box-Cox transformations)

It is critical that any complex preprocessing steps be contained *inside* of resampling so that the model performance estimates take into account the variability of these steps. Before discussing how rsample can use recipes, let’s look at an example recipe for the Ames housing data.

### An example recipe

For illustration, the Ames housing data will be used. There are sale prices of homes along with various other descriptions for the property:

library(AmesHousing)

## Warning: package 'AmesHousing' was built under R version 3.5.1

ames <- make\_ames()  
names(ames)

## [1] "MS\_SubClass" "MS\_Zoning" "Lot\_Frontage"   
## [4] "Lot\_Area" "Street" "Alley"   
## [7] "Lot\_Shape" "Land\_Contour" "Utilities"   
## [10] "Lot\_Config" "Land\_Slope" "Neighborhood"   
## [13] "Condition\_1" "Condition\_2" "Bldg\_Type"   
## [16] "House\_Style" "Overall\_Qual" "Overall\_Cond"   
## [19] "Year\_Built" "Year\_Remod\_Add" "Roof\_Style"   
## [22] "Roof\_Matl" "Exterior\_1st" "Exterior\_2nd"   
## [25] "Mas\_Vnr\_Type" "Mas\_Vnr\_Area" "Exter\_Qual"   
## [28] "Exter\_Cond" "Foundation" "Bsmt\_Qual"   
## [31] "Bsmt\_Cond" "Bsmt\_Exposure" "BsmtFin\_Type\_1"   
## [34] "BsmtFin\_SF\_1" "BsmtFin\_Type\_2" "BsmtFin\_SF\_2"   
## [37] "Bsmt\_Unf\_SF" "Total\_Bsmt\_SF" "Heating"   
## [40] "Heating\_QC" "Central\_Air" "Electrical"   
## [43] "First\_Flr\_SF" "Second\_Flr\_SF" "Low\_Qual\_Fin\_SF"   
## [46] "Gr\_Liv\_Area" "Bsmt\_Full\_Bath" "Bsmt\_Half\_Bath"   
## [49] "Full\_Bath" "Half\_Bath" "Bedroom\_AbvGr"   
## [52] "Kitchen\_AbvGr" "Kitchen\_Qual" "TotRms\_AbvGrd"   
## [55] "Functional" "Fireplaces" "Fireplace\_Qu"   
## [58] "Garage\_Type" "Garage\_Finish" "Garage\_Cars"   
## [61] "Garage\_Area" "Garage\_Qual" "Garage\_Cond"   
## [64] "Paved\_Drive" "Wood\_Deck\_SF" "Open\_Porch\_SF"   
## [67] "Enclosed\_Porch" "Three\_season\_porch" "Screen\_Porch"   
## [70] "Pool\_Area" "Pool\_QC" "Fence"   
## [73] "Misc\_Feature" "Misc\_Val" "Mo\_Sold"   
## [76] "Year\_Sold" "Sale\_Type" "Sale\_Condition"   
## [79] "Sale\_Price" "Longitude" "Latitude"

Suppose that we will again fit a simple regression model with the formula:

log10(Sale\_Price)~Neighborhood+House\_Style+Year\_Sold+Lot\_Area

The distribution of the lot size is right-skewed:

library(ggplot2)  
theme\_set(theme\_bw())  
ggplot(ames, aes(x=Lot\_Area))+  
 geom\_histogram(binwidth = 5000, col = "red", fill = "red", alpha = .5)
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It might benefit the model if we estimate a transformation of the data using the Box-Cox procedure. Also, note that the frequencies of the neighborhoods can vary:

ggplot(ames, aes(x = Neighborhood))+  
 geom\_bar()+  
 coord\_flip()+  
 xlab("")
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When these are resampled, some neighborhood will not be included in the test set and this will result in a column of dummy variables with zero entires. The same is true for the House\_Style variable. We might want to collapse rarely occuring values into other categories.

To define the design matrix, an initial recipe is created:

library(recipes)  
  
rec <- recipe(Sale\_Price ~ Neighborhood + House\_Style + Year\_Sold + Lot\_Area,  
 data = ames) %>%   
 # log the outcome  
 step\_log(Sale\_Price, base = 10) %>%   
 # Collapse rarely occuring jobs into "other"  
 step\_other(Neighborhood, House\_Style, threshold = 0.05) %>%   
 # dummy variables on the qualitative predictors  
 step\_dummy(all\_nominal()) %>%   
 # Unskew a predictor  
 step\_BoxCox(Lot\_Area) %>%   
 # Normalize   
 step\_center(all\_predictors()) %>%   
 step\_scale(all\_predictors())  
  
rec

## Data Recipe  
##   
## Inputs:  
##   
## role #variables  
## outcome 1  
## predictor 4  
##   
## Operations:  
##   
## Log transformation on Sale\_Price  
## Collapsing factor levels for Neighborhood, House\_Style  
## Dummy variables from all\_nominal()  
## Box-Cox transformation on Lot\_Area  
## Centering for all\_predictors()  
## Scaling for all\_predictors()

This recreates the work that the fomula method traditionally uses with the additional steps. While the original data object ames is used in the call, it is only used to define the variables and their characteristics so a single recipe is valid across all resampled versions of the data. The recipe can be estimated on the analysis component of the resample.

If we execute the recipe on the entire data set:

rec\_training\_set <- prep(rec, training=ames)  
rec\_training\_set

## Data Recipe  
##   
## Inputs:  
##   
## role #variables  
## outcome 1  
## predictor 4  
##   
## Training data contained 2930 data points and no missing data.  
##   
## Operations:  
##   
## Log transformation on Sale\_Price [trained]  
## Collapsing factor levels for Neighborhood, House\_Style [trained]  
## Dummy variables from Neighborhood, House\_Style [trained]  
## Box-Cox transformation on Lot\_Area [trained]  
## Centering for Year\_Sold, ... [trained]  
## Scaling for Year\_Sold, ... [trained]

To get the values of the data, the bake function can be used:

# By default, the selector `everything` is used to  
# return all the variables. Other selectors can be used too.  
rec\_training\_set %>%   
 bake(new\_data = ames[1:20,])

## # A tibble: 20 x 14  
## Lot\_Area Year\_Sold Sale\_Price Neighborhood\_Co~ Neighborhood\_Ol~  
## <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 2.70 1.68 5.33 -0.317 -0.298  
## 2 0.506 1.68 5.02 -0.317 -0.298  
## 3 0.930 1.68 5.24 -0.317 -0.298  
## 4 0.423 1.68 5.39 -0.317 -0.298  
## 5 0.865 1.68 5.28 -0.317 -0.298  
## 6 0.197 1.68 5.29 -0.317 -0.298  
## 7 -1.16 1.68 5.33 -0.317 -0.298  
## 8 -1.12 1.68 5.28 -0.317 -0.298  
## 9 -0.988 1.68 5.37 -0.317 -0.298  
## 10 -0.364 1.68 5.28 -0.317 -0.298  
## 11 0.202 1.68 5.25 -0.317 -0.298  
## 12 -0.244 1.68 5.27 -0.317 -0.298  
## 13 -0.143 1.68 5.26 -0.317 -0.298  
## 14 0.237 1.68 5.23 -0.317 -0.298  
## 15 -0.546 1.68 5.33 -0.317 -0.298  
## 16 3.95 1.68 5.73 -0.317 -0.298  
## 17 0.594 1.68 5.21 -0.317 -0.298  
## 18 0.465 1.68 5.60 -0.317 -0.298  
## 19 1.56 1.68 5.15 -0.317 -0.298  
## 20 0.764 1.68 5.32 -0.317 -0.298  
## # ... with 9 more variables: Neighborhood\_Edwards <dbl>,  
## # Neighborhood\_Somerset <dbl>, Neighborhood\_Northridge\_Heights <dbl>,  
## # Neighborhood\_Gilbert <dbl>, Neighborhood\_Sawyer <dbl>,  
## # Neighborhood\_other <dbl>, House\_Style\_One\_Story <dbl>,  
## # House\_Style\_Two\_Story <dbl>, House\_Style\_other <dbl>

Note that there are fewer dummy variables for Neighborhood and House\_Style than in the data. Also, the above code using prep benefits from the default argument of retain=TRUE, which keeps the processed version of the data set so that we don’t have to reapply the steps to extract the processed values. For the data used to train the recipe, we would have used:

rec\_training\_set %>%   
 juice() %>%   
 head()

## # A tibble: 6 x 14  
## Year\_Sold Lot\_Area Sale\_Price Neighborhood\_Co~ Neighborhood\_Ol~  
## <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 1.68 2.70 5.33 -0.317 -0.298  
## 2 1.68 0.506 5.02 -0.317 -0.298  
## 3 1.68 0.930 5.24 -0.317 -0.298  
## 4 1.68 0.423 5.39 -0.317 -0.298  
## 5 1.68 0.865 5.28 -0.317 -0.298  
## 6 1.68 0.197 5.29 -0.317 -0.298  
## # ... with 9 more variables: Neighborhood\_Edwards <dbl>,  
## # Neighborhood\_Somerset <dbl>, Neighborhood\_Northridge\_Heights <dbl>,  
## # Neighborhood\_Gilbert <dbl>, Neighborhood\_Sawyer <dbl>,  
## # Neighborhood\_other <dbl>, House\_Style\_One\_Story <dbl>,  
## # House\_Style\_Two\_Story <dbl>, House\_Style\_other <dbl>

The next section will explore recipes and bootstrap resampling for modeling:

library(rsample)  
set.seed(7712)  
bt\_samples <- bootstraps(ames)  
bt\_samples

## # Bootstrap sampling   
## # A tibble: 25 x 2  
## splits id   
## <list> <chr>   
## 1 <split [2.9K/1.1K]> Bootstrap01  
## 2 <split [2.9K/1.1K]> Bootstrap02  
## 3 <split [2.9K/1.1K]> Bootstrap03  
## 4 <split [2.9K/1K]> Bootstrap04  
## 5 <split [2.9K/1.1K]> Bootstrap05  
## 6 <split [2.9K/1.1K]> Bootstrap06  
## 7 <split [2.9K/1.1K]> Bootstrap07  
## 8 <split [2.9K/1K]> Bootstrap08  
## 9 <split [2.9K/1.1K]> Bootstrap09  
## 10 <split [2.9K/1.1K]> Bootstrap10  
## # ... with 15 more rows

bt\_samples$splits[[1]]

## <2930/1076/2930>

### Working with Rsamples

We can add a recipe column to the tibble. recipes has a connivence function called prepper that can be used to call prep but has the split object as the first argument (for easier purring):

library(purrr)  
  
bt\_samples$recipes <- map(bt\_samples$splits, prepper, recipe=rec)  
bt\_samples

## # Bootstrap sampling   
## # A tibble: 25 x 3  
## splits id recipes   
## <list> <chr> <list>   
## 1 <split [2.9K/1.1K]> Bootstrap01 <S3: recipe>  
## 2 <split [2.9K/1.1K]> Bootstrap02 <S3: recipe>  
## 3 <split [2.9K/1.1K]> Bootstrap03 <S3: recipe>  
## 4 <split [2.9K/1K]> Bootstrap04 <S3: recipe>  
## 5 <split [2.9K/1.1K]> Bootstrap05 <S3: recipe>  
## 6 <split [2.9K/1.1K]> Bootstrap06 <S3: recipe>  
## 7 <split [2.9K/1.1K]> Bootstrap07 <S3: recipe>  
## 8 <split [2.9K/1K]> Bootstrap08 <S3: recipe>  
## 9 <split [2.9K/1.1K]> Bootstrap09 <S3: recipe>  
## 10 <split [2.9K/1.1K]> Bootstrap10 <S3: recipe>  
## # ... with 15 more rows

bt\_samples$recipes[[1]]

## Data Recipe  
##   
## Inputs:  
##   
## role #variables  
## outcome 1  
## predictor 4  
##   
## Training data contained 2930 data points and no missing data.  
##   
## Operations:  
##   
## Log transformation on Sale\_Price [trained]  
## Collapsing factor levels for Neighborhood, House\_Style [trained]  
## Dummy variables from Neighborhood, House\_Style [trained]  
## Box-Cox transformation on Lot\_Area [trained]  
## Centering for Year\_Sold, ... [trained]  
## Scaling for Year\_Sold, ... [trained]

Now to fit the model, the fit function only needs the recipe as input. This is because the above code implicitly used the retain=TRUE option in prep. Otherwise, the split objects would also be needed to bake the recipe (as it will in the prediction function below).

fit\_lm <- function(rec\_obj, ...){  
 lm(..., data = juice(rec\_obj, everything()))  
}  
  
bt\_samples$lm\_mod <-   
 map(bt\_samples$recipes,  
 fit\_lm,  
 Sale\_Price ~.  
 )  
  
  
bt\_samples

## # Bootstrap sampling   
## # A tibble: 25 x 4  
## splits id recipes lm\_mod   
## <list> <chr> <list> <list>   
## 1 <split [2.9K/1.1K]> Bootstrap01 <S3: recipe> <S3: lm>  
## 2 <split [2.9K/1.1K]> Bootstrap02 <S3: recipe> <S3: lm>  
## 3 <split [2.9K/1.1K]> Bootstrap03 <S3: recipe> <S3: lm>  
## 4 <split [2.9K/1K]> Bootstrap04 <S3: recipe> <S3: lm>  
## 5 <split [2.9K/1.1K]> Bootstrap05 <S3: recipe> <S3: lm>  
## 6 <split [2.9K/1.1K]> Bootstrap06 <S3: recipe> <S3: lm>  
## 7 <split [2.9K/1.1K]> Bootstrap07 <S3: recipe> <S3: lm>  
## 8 <split [2.9K/1K]> Bootstrap08 <S3: recipe> <S3: lm>  
## 9 <split [2.9K/1.1K]> Bootstrap09 <S3: recipe> <S3: lm>  
## 10 <split [2.9K/1.1K]> Bootstrap10 <S3: recipe> <S3: lm>  
## # ... with 15 more rows

bt\_samples$lm\_mod[[1]] %>% broom::tidy()

## # A tibble: 15 x 5  
## term estimate std.error statistic p.value  
## <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 (Intercept) 5.22 0.00230 2275. 0.   
## 2 Year\_Sold -0.00242 0.00230 -1.05 2.92e- 1  
## 3 Lot\_Area 0.0723 0.00239 30.3 2.81e-175  
## 4 Neighborhood\_College\_Creek 0.0374 0.00281 13.3 2.91e- 39  
## 5 Neighborhood\_Old\_Town -0.0176 0.00285 -6.18 7.52e- 10  
## 6 Neighborhood\_Edwards -0.00900 0.00270 -3.34 8.54e- 4  
## 7 Neighborhood\_Somerset 0.0504 0.00271 18.6 2.90e- 73  
## 8 Neighborhood\_Northridge\_Heights 0.0734 0.00266 27.6 6.55e-149  
## 9 Neighborhood\_Gilbert 0.0164 0.00276 5.96 2.90e- 9  
## 10 Neighborhood\_Sawyer -0.00647 0.00260 -2.48 1.30e- 2  
## 11 Neighborhood\_Northwest\_Ames 0.0156 0.00261 5.96 2.88e- 9  
## 12 Neighborhood\_other 0.0416 0.00349 11.9 5.70e- 32  
## 13 House\_Style\_One\_Story 0.0162 0.00396 4.10 4.18e- 5  
## 14 House\_Style\_Two\_Story 0.0427 0.00385 11.1 4.93e- 28  
## 15 House\_Style\_other 0.00950 0.00296 3.21 1.33e- 3

To get predictions, the function needs three arguments: the splits (to get the assessment data), the recipe (to process them), and the model. To iterate over these, the function purrr: pmap is used:

pred\_lm <- function(split\_obj, rec\_obj, model\_obj, ...){  
 mod\_data <- bake(  
 rec\_obj,  
 new\_data = assessment(split\_obj),  
 all\_predictors(),  
 all\_outcomes()  
 )  
   
 out <- mod\_data %>% select(Sale\_Price)  
 out$predicted <- predict(model\_obj, newdata = mod\_data %>% select(-Sale\_Price))  
 out  
}  
  
bt\_samples$pred <-   
 pmap(  
 list( #lst  
 split\_obj = bt\_samples$splits,  
 rec\_obj = bt\_samples$recipes,  
 model\_obj = bt\_samples$lm\_mod  
 ),  
 pred\_lm  
 )  
bt\_samples

## # Bootstrap sampling   
## # A tibble: 25 x 5  
## splits id recipes lm\_mod pred   
## <list> <chr> <list> <list> <list>   
## 1 <split [2.9K/1.1K]> Bootstrap01 <S3: recipe> <S3: l~ <tibble [1,076 x ~  
## 2 <split [2.9K/1.1K]> Bootstrap02 <S3: recipe> <S3: l~ <tibble [1,105 x ~  
## 3 <split [2.9K/1.1K]> Bootstrap03 <S3: recipe> <S3: l~ <tibble [1,102 x ~  
## 4 <split [2.9K/1K]> Bootstrap04 <S3: recipe> <S3: l~ <tibble [1,015 x ~  
## 5 <split [2.9K/1.1K]> Bootstrap05 <S3: recipe> <S3: l~ <tibble [1,070 x ~  
## 6 <split [2.9K/1.1K]> Bootstrap06 <S3: recipe> <S3: l~ <tibble [1,058 x ~  
## 7 <split [2.9K/1.1K]> Bootstrap07 <S3: recipe> <S3: l~ <tibble [1,081 x ~  
## 8 <split [2.9K/1K]> Bootstrap08 <S3: recipe> <S3: l~ <tibble [1,048 x ~  
## 9 <split [2.9K/1.1K]> Bootstrap09 <S3: recipe> <S3: l~ <tibble [1,090 x ~  
## 10 <split [2.9K/1.1K]> Bootstrap10 <S3: recipe> <S3: l~ <tibble [1,072 x ~  
## # ... with 15 more rows

bt\_samples$pred[[1]] %>%   
 ggplot(aes(Sale\_Price, predicted))+  
 geom\_point()+  
 geom\_abline(col="blue")

![](data:image/png;base64,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)

Calculating the RMSE:

library(yardstick)  
  
results <- map\_dfr(bt\_samples$pred, rmse, Sale\_Price, predicted)  
results

## # A tibble: 25 x 3  
## .metric .estimator .estimate  
## <chr> <chr> <dbl>  
## 1 rmse standard 0.135  
## 2 rmse standard 0.137  
## 3 rmse standard 0.133  
## 4 rmse standard 0.127  
## 5 rmse standard 0.130  
## 6 rmse standard 0.126  
## 7 rmse standard 0.126  
## 8 rmse standard 0.136  
## 9 rmse standard 0.131  
## 10 rmse standard 0.140  
## # ... with 15 more rows

mean(results$.estimate)

## [1] 0.1297649

## [Grid search tuning of Keras Models] (<https://github.com/tidymodels/rsample/blob/master/vignettes/Applications/Keras.Rmd>).

Here we demonstrate a single grid search to optimize a tuning parameter of a [keras](https://keras.rstudio.com/index.html) neural network.

The AmesHousing data is used to demonstrate, and there are a number of predictors for these data, but for simplicity, we will see how far we can get by just using the geocodes for the properties as predictors of price. The outcome will be modeled on the log10 scale.

library(AmesHousing)  
library(dplyr)  
ames <- make\_ames() %>%   
 select(Sale\_Price, Longitude, Latitude)

To be consistent with other analysis of thes data, a training/test split is made. However, this article focuses on the training set.

Normally, feature preprocessing should be estimated **within the resampling process** to get generalizable estimates of performance. Here, the two predictors are simply centered and scaled beforehand to avoid complexity in this analysis. However, this is generally a bad idea and the article on [recipe](ttps://topepo.github.io/rsample/articles/Applications/Recipes_and_rsample.html) describes a proper methodology for preprocessing the data.

library(rsample)  
library(dplyr)  
set.seed(4595)  
  
data\_split <- initial\_split(ames,strata = "Sale\_Price")  
  
ames\_train <-   
 training(data\_split) %>%   
 mutate(  
 Sale\_Price = log10(Sale\_Price),  
 Longitude = scale(Longitude, center = TRUE),  
 Latitude = scale(Latitude, center = TRUE)  
 )

To resample the model, simple 10-fold cross-validation is done such that the splits use the outcome as a stratification variable. On average, there should be rfloor(nrow(ames\_train)\*.1 properties in the assessment set and this should be enough to obtain good estimate of the model RMSE.

set.seed(2453)  
cv\_splits <- vfold\_cv(ames\_train, v = 10, strata = "Sale\_Price")

A single layer feed-foward neural network with 10 hidden units will be used to model these data. There are a great many tuning parameters for these models including those for structural aspects (e.g., number of hidden unites, activation type, number of layers), the optimization (momentum dropout rate, etc.) and so on. For simplicity, this article will optimize the number of training epochs (i.e., iterations); basically this is testing for stopping.

A function is needed to compute the model on the analysis set, predict the assessment set, and compute the holdout root mean squared error (in log10 units). The function below constructs the model sequentially and takes the number of epochs as a parameter. The argument split will be used to pass a single elment of cv\_splits$splits. This object will contain the two splits of the data for a single resample. The ellipses (...) will be used to pass arbitrary arguments to keras::fit.

In this function, the seed is set. A few of the model components, such as initializer\_glorot\_uniform and layer\_dropout, use random numbers and their specific seeds are set from the session’s seed. This helps with reproducibility.

library(keras)  
library(yardstick)  
library(purrr)  
  
mlp\_rmse <- function(epoch, split, ...){  
 # set the seed to get reproducible starting values and dropouts  
 set.seed(4109)  
   
 # cleaning the session after the computations have finished  
 # clears memory used by the last trial in preparation for the next iteration  
 on.exit(keras::backend()$clear\_session())  
 # define a single layer MLP with dropout and ReLUs  
 model <- keras\_model\_sequential()  
 model %>%   
 layer\_dense(  
 units = 10,  
 activation = "relu",  
 input\_shape = 2,  
 kernel\_initializer = initializer\_glorot\_uniform()  
 ) %>%   
 layer\_dropout(rate = 0.4) %>%   
 layer\_dense(units = 1, activation = "linear")  
   
 model %>% compile(  
 loss = "mean\_squared\_error",  
 optimizer = optimizer\_rmsprop(),  
 metrics = "mean\_squared\_error"  
 )  
   
 # the data used for modeling (aka the analysis set)  
 geocode <-   
 analysis(split) %>%   
 select(-Sale\_Price) %>%   
 as.matrix()  
   
 model %>% fit(  
 x = geocode,  
 y = analysis(split)[["Sale\_Price"]],  
 epochs = epoch,  
 ...  
 )  
   
 # Now obtain the holdout set for prediction  
 holdout <- assessment(split)  
 pred\_geocode <-   
 holdout %>%   
 select(-Sale\_Price) %>%   
 as.matrix()  
   
 # get predicted values and compute RMSE  
 holdout %>%   
 mutate(predicted = predict(model, pred\_geocode)[,1]) %>%   
 rmse(truth = Sale\_Price, estimate = predicted) %>%   
 pull(.estimate)  
}

Let&s execute the function on the first fold of the data using a batch size of 128 and disable the print/plotting of the optimization:

cv\_splits$splits[[1]]  
  
mlp\_rmse(  
 epoch = 100,  
 cv\_splits$splits[[1]],  
 # options to keras::fit  
 batch\_size = 128,  
 verbose = 0  
)

## [Time series](https://github.com/tidymodels/rsample/blob/master/vignettes/Applications/Time_Series.Rmd)

“[Demo Week: Tidy Forecasting with sweep](http://www.business-science.io/code-tools/2017/10/25/demo_week_sweep.html)” is an excellent article that uses tidy methods with time series. This article uses their analysis with rsample to get performance estimates for future observations using [rolling forecast origin resampling](https://robjhyndman.com/hyndsight/crossvalidation/).

The data are sales of alcholic beverages originally from [the Federal Reserve Bank of St. Louis website](https://fred.stlouisfed.org/series/S4248SM144NCEN).

library(tidymodels)  
data("drinks")  
str(drinks, give.att=FALSE)

## Classes 'tbl\_df', 'tbl' and 'data.frame': 309 obs. of 2 variables:  
## $ date : Date, format: "1992-01-01" "1992-02-01" ...  
## $ S4248SM144NCEN: num 3459 3458 4002 4564 4221 ...

Each row is a month of sales (in millions of US dolloars). Suppose that predictions for one year ahead were needed and the model should use the most recent data from the last 20 years. To setup this resampling scheme:

roll\_rs <- rolling\_origin(  
 drinks,  
 initial = 12\*20,  
 assess = 12,  
 cumulative = FALSE  
)  
  
nrow(roll\_rs)

## [1] 58

roll\_rs

## # Rolling origin forecast resampling   
## # A tibble: 58 x 2  
## splits id   
## <list> <chr>   
## 1 <split [240/12]> Slice01  
## 2 <split [240/12]> Slice02  
## 3 <split [240/12]> Slice03  
## 4 <split [240/12]> Slice04  
## 5 <split [240/12]> Slice05  
## 6 <split [240/12]> Slice06  
## 7 <split [240/12]> Slice07  
## 8 <split [240/12]> Slice08  
## 9 <split [240/12]> Slice09  
## 10 <split [240/12]> Slice10  
## # ... with 48 more rows

Each split element contains the information about the resample:

roll\_rs$splits[[1]]

## <240/12/309>

For plotting, let’s index each split by the first day of the assessment set:

get\_date <- function(x)  
 min(assessment(x)$date)  
  
start\_date <- map(roll\_rs$splits, get\_date)  
roll\_rs$start\_date <- do.call("c", start\_date)  
head(roll\_rs$start\_date)

## [1] "2012-01-01" "2012-02-01" "2012-03-01" "2012-04-01" "2012-05-01"  
## [6] "2012-06-01"

This resampling scheme has 58 splits of the data so that there will be 58 ARIMA models that are fit. To create the models, the auto.arima function from the forecast package is used. The function analysis and assessment return the data frame, so another step converts the data into a ts object called mod\_dat using a function in the timetk package.

library(forecast) # for `auto.arima`  
library(timetk) # for `tk\_ts`   
library(zoo) # for `as.yearmon`  
  
fit\_model <- function(x, ...){  
 # suggested by Matt Dancho:  
 x %>%   
 analysis() %>%   
 # since the first day changes over resamples, adjust it  
 # based on the first date value in the data frame  
 tk\_ts(start = .$date[[1]] %>% as.yearmon(),  
 freq = 12,  
 silent = TRUE) %>%   
 auto.arima(...)  
}

Each model is saved in a new column:

roll\_rs$arima <- map(roll\_rs$splits, fit\_model)  
  
# for example:  
roll\_rs$arima[[1]] %>% broom::tidy()

## # A tibble: 7 x 3  
## term estimate std.error  
## <fct> <dbl> <dbl>  
## 1 ar1 -0.994 0.106   
## 2 ar2 -0.502 0.0810  
## 3 ma1 0.0243 0.111   
## 4 ma2 -0.414 0.125   
## 5 sar1 0.404 0.100   
## 6 sar2 -0.334 0.0759  
## 7 sma1 -0.554 0.0834

(There are some warnings produced by these first regarding extra columns in the data that can be ignored)

Using the model fits, performance will be measured in two ways:

* *interpolation* error will measure how well the model fits to the data that were used to create the model. This is most likely optimistic since no holdout method is used.
* *extrapolation* or *forecast* error evaluates the efficacy of the model on the data from the following year (that were not used in the model fit).

In each case, the mean absolute percent error (MAPE) is the statistic used to characterize the model fits. The interpolation error can be computed from the Arima object. to make things easy, the sweep package’s sw\_glance function is used:

library(sweep)  
  
roll\_rs$interpolation <- map\_dbl(  
 roll\_rs$arima,  
 function(x)  
 sw\_glance(x)[["MAPE"]]  
)  
summary(roll\_rs$interpolation)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 2.84 2.89 2.92 2.93 2.95 3.13

For the extrapolation error, the model and split objects are required. Using these:

get\_extrap <- function(split, mod){  
 n <- nrow(assessment(split))  
 # get asessment data  
 pred\_dat <- assessment(split) %>%   
 mutate(  
 pred = as.vector(forecast(mod, h = n)$mean),  
 pct\_error = ( S4248SM144NCEN - pred ) / S4248SM144NCEN \* 100  
 )  
 mean(abs(pred\_dat$pct\_error))  
}  
  
roll\_rs$extrapolation <-   
 map2\_dbl(roll\_rs$splits, roll\_rs$arima, get\_extrap)  
  
summary(roll\_rs$extrapolation)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 2.37 3.19 3.56 3.65 4.16 5.45

What do these error estimates look like over time?

roll\_rs %>%  
 select(interpolation, extrapolation, start\_date) %>%  
 as.data.frame %>%  
 gather(error, MAPE, -start\_date) %>%  
 ggplot(aes(x = start\_date, y = MAPE, col = error)) +   
 geom\_point() +   
 geom\_line() +   
 theme\_bw() +   
 theme(legend.position = "top")
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It is likely that interpolration error is an underestimate to some degree.

It is also worth noting that rolling\_origin() can be used over calendar periods, rather than just over a fixed window size. This is especially useful for irregular series where a fixed window size might not make sense because of missing data points, or because of calender features like different months having a different number of days.

The example below demonstrates this idea by splitting drinks into a nested set of 26 years, and rolling over years rather than months. Note that the end result accomplishes a different task than the original example, in this case, each slice moves forward an entire year, rather than just one month.

# The idea is to nest by the period to roll over,  
# which in this case is the year.  
  
roll\_rs\_annual <- drinks %>%  
 mutate(year = as.POSIXlt(date)$year + 1900) %>%  
 nest(-year) %>%  
 rolling\_origin(  
 initial = 20,   
 assess = 1,   
 cumulative = FALSE  
 )  
  
analysis(roll\_rs\_annual$splits[[1]])

## # A tibble: 20 x 2  
## year data   
## <dbl> <list>   
## 1 1992 <tibble [12 x 2]>  
## 2 1993 <tibble [12 x 2]>  
## 3 1994 <tibble [12 x 2]>  
## 4 1995 <tibble [12 x 2]>  
## 5 1996 <tibble [12 x 2]>  
## 6 1997 <tibble [12 x 2]>  
## 7 1998 <tibble [12 x 2]>  
## 8 1999 <tibble [12 x 2]>  
## 9 2000 <tibble [12 x 2]>  
## 10 2001 <tibble [12 x 2]>  
## 11 2002 <tibble [12 x 2]>  
## 12 2003 <tibble [12 x 2]>  
## 13 2004 <tibble [12 x 2]>  
## 14 2005 <tibble [12 x 2]>  
## 15 2006 <tibble [12 x 2]>  
## 16 2007 <tibble [12 x 2]>  
## 17 2008 <tibble [12 x 2]>  
## 18 2009 <tibble [12 x 2]>  
## 19 2010 <tibble [12 x 2]>  
## 20 2011 <tibble [12 x 2]>

The workflow to access these calender slices is to use bind\_rows() to join each analysis set together.

mutate(  
 roll\_rs\_annual,  
 extracted\_slice = map(splits, ~ bind\_rows(analysis(.x)$data))  
)

## Survival analysis

options(digits = 3)  
library(survival)  
library(purrr)  
library(rsample)  
library(dplyr)  
library(tidyposterior)

## Warning: package 'tidyposterior' was built under R version 3.5.1

##   
## Attaching package: 'tidyposterior'

## The following object is masked from 'package:broom':  
##   
## tidy

library(ggplot2)  
library(tidyr)

In this article, a parameteric analysis of censored daa is conducted and rsample is used to measure the importance of predictors in the model. The data will be used is the NCCTG lung cancer data contained in the survival package:

library(survival)  
str(lung)

## 'data.frame': 228 obs. of 10 variables:  
## $ inst : num 3 3 3 5 1 12 7 11 1 7 ...  
## $ time : num 306 455 1010 210 883 ...  
## $ status : num 2 2 1 2 2 1 2 2 2 2 ...  
## $ age : num 74 68 56 57 60 74 68 71 53 61 ...  
## $ sex : num 1 1 1 1 1 1 2 2 1 1 ...  
## $ ph.ecog : num 1 0 0 1 0 1 2 2 1 2 ...  
## $ ph.karno : num 90 90 90 90 100 50 70 60 70 70 ...  
## $ pat.karno: num 100 90 90 60 90 80 60 80 80 70 ...  
## $ meal.cal : num 1175 1225 NA 1150 NA ...  
## $ wt.loss : num NA 15 15 11 0 0 10 1 16 34 ...

skimr::skim(lung)

## Skim summary statistics  
## n obs: 228   
## n variables: 10   
##   
## -- Variable type:numeric --------------------------------------------------------------------  
## variable missing complete n mean sd p0 p25 p50 p75  
## age 0 228 228 62.45 9.07 39 56 63 69   
## inst 1 227 228 11.09 8.3 1 3 11 16   
## meal.cal 47 181 228 928.78 402.17 96 635 975 1150   
## pat.karno 3 225 228 79.96 14.62 30 70 80 90   
## ph.ecog 1 227 228 0.95 0.72 0 0 1 1   
## ph.karno 1 227 228 81.94 12.33 50 75 80 90   
## sex 0 228 228 1.39 0.49 1 1 1 2   
## status 0 228 228 1.72 0.45 1 1 2 2   
## time 0 228 228 305.23 210.65 5 166.75 255.5 396.5   
## wt.loss 14 214 228 9.83 13.14 -24 0 7 15.75  
## p100 hist  
## 82 <U+2582><U+2582><U+2585><U+2587><U+2586><U+2587><U+2585><U+2581>  
## 33 <U+2587><U+2582><U+2587><U+2582><U+2582><U+2582><U+2581><U+2581>  
## 2600 <U+2582><U+2585><U+2587><U+2586><U+2581><U+2581><U+2581><U+2581>  
## 100 <U+2581><U+2581><U+2581><U+2583><U+2586><U+2587><U+2587><U+2585>  
## 3 <U+2585><U+2581><U+2587><U+2581><U+2581><U+2583><U+2581><U+2581>  
## 100 <U+2581><U+2582><U+2581><U+2583><U+2587><U+2581><U+2587><U+2583>  
## 2 <U+2587><U+2581><U+2581><U+2581><U+2581><U+2581><U+2581><U+2585>  
## 2 <U+2583><U+2581><U+2581><U+2581><U+2581><U+2581><U+2581><U+2587>  
## 1022 <U+2585><U+2587><U+2586><U+2582><U+2582><U+2582><U+2581><U+2581>  
## 68 <U+2581><U+2582><U+2587><U+2583><U+2582><U+2581><U+2581><U+2581>

status is an indicator for which patients are censored (status=1) or an actual event (status=2). The help file ?survreg has the following model fit:

lung\_mod <- survreg(Surv(time,status)~ ph.ecog + age + strata(sex), data = lung)  
  
#   
summary(lung\_mod)

##   
## Call:  
## survreg(formula = Surv(time, status) ~ ph.ecog + age + strata(sex),   
## data = lung)  
## Value Std. Error z p  
## (Intercept) 6.73235 0.42396 15.88 < 2e-16  
## ph.ecog -0.32443 0.08649 -3.75 0.00018  
## age -0.00581 0.00693 -0.84 0.40193  
## sex=1 -0.24408 0.07920 -3.08 0.00206  
## sex=2 -0.42345 0.10669 -3.97 7.2e-05  
##   
## Scale:  
## sex=1 sex=2   
## 0.783 0.655   
##   
## Weibull distribution  
## Loglik(model)= -1137 Loglik(intercept only)= -1146  
## Chisq= 17.8 on 2 degrees of freedom, p= 0.00014   
## Number of Newton-Raphson Iterations: 5   
## n=227 (1 observation deleted due to missingness)

# coefficient plot  
lung\_mod %>%   
 broom::tidy() %>%   
 ggplot(aes(x=term, y=estimate))+geom\_point()

![](data:image/png;base64,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)

Note that the stratification on gender only affects the scale parameter: the estimates above are from a log-linear model for the scale parameter even though they are listed with the regression variables for the other parameter. coef gives results that are more clear:

coef(lung\_mod) %>% broom::tidy()

## Warning: 'tidy.numeric' is deprecated.  
## See help("Deprecated")

## # A tibble: 3 x 2  
## names x  
## <chr> <dbl>  
## 1 (Intercept) 6.73   
## 2 ph.ecog -0.324   
## 3 age -0.00581

# coefplot::coefplot(lung\_mod)

To resample these data, it would a good idea to try to maintain the same censoring rate across the splits. To do this, stratified resampling can be used where each analysis/assessment split is conducted within each value of the status indicator. To demonstrate, Monte CArol resampling is used where 75% of the data are in the analysis set. A total of 100 splits are created.

library(rsample)  
set.seed(9666)  
mc\_samp <- mc\_cv(lung, strata="status", times=100)  
  
library(purrr)  
cens\_rate <- function(x) mean(analysis(x)$status==1)  
  
map\_dbl(mc\_samp$splits, cens\_rate) %>%   
 summary()

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.279 0.279 0.279 0.279 0.279 0.279

To demonstrate the use of resampling with censored data, the parametric model shown above will be fit with different variable sets

## Reference

[Vignettes](https://github.com/tidymodels/rsample/tree/master/vignettes)

# Parsnip

## [introduction](https://tidymodels.github.io/parsnip/)

One issue with different functions available in R that *do the same thing* is that they can have different interfaces and arguments. For example, to fit a random forest classification model, we might have:

# From random forest  
rf\_1 <- randomForest::randomForest(x,y,mtry=12, ntrees=2000, importance=TRUE)  
  
# From ranger  
library(ranger)  
rf\_2 <- ranger(  
 y~.,   
 data = dat,   
 mtry = !2,  
 num.trees = 2000,  
 importance = "impurity"  
)  
  
# From sparklyr  
rf\_3 <- ml\_random\_forest(  
 dat,  
 intercept = FALSE,  
 response = "y",  
 features = names(dat)[names(dat) 1= "y"],  
 col.sample.rate =12,  
 num.trees = 2000  
)

Note that the model syntax is very different and that the argument names (and formals) are also different. This is pain if you go between implementations.

In this example: - the **type** of model is “random forest” - the **mode** of the model is “classification” (as opposed to regression, etc) - the computational **engine** is the name of the R package

The idea of parsnip is to: - separate the definition of a model from its evaluation. - Decouple the model specification from the implementation (whether the implementation is in R, spark or something else). For example, the user would call rand\_forest instead of ranger::ranger or other specific packages. - Harmonize the argument names (e.g., n.trees, ntrees, trees) so that users can remember a single name. This will help across model types too so that trees will be the same argument across random forest as well as boosting or bagging.

Using the example above, the parsnip approach would be:

library(parsnip)  
parsnip::rand\_forest(  
 mtry = 12,  
 trees = 2000  
) %>%   
 set\_engine("ranger", importance = "impurity") %>%   
 fit (y ~., data=dat)

The engine can be easily changed and the mode can be determined when fit is called. to use Spark, the change is simple:

rand\_forest(  
 mtry = 12,  
 trees = 2000  
) %>%   
 set\_engine("spark") %>%   
 fit(y ~ ., data = dat)

### Model list

parsnip contains wrappers for a number of models. For example, the parsnip function rand\_forest() can be used to create a random forest model. The **mode** of a model is realted to its goal. Examples would be regression and classification.

[Ths list of models](https://tidymodels.github.io/parsnip/articles/articles/Models.html) accessible via parsnip is :

* classification: boost\_tree(), decision\_tree(), logistic\_reg(), mars(), mlp(), multinomial\_reg(), nearest\_neighbor(), rand\_forest(), svm\_poly(), svm\_rbf()
* regression: boost\_tree(), decision\_tree(), linear\_reg(), mars(), mlp(), nerarest\_neighbor(), rand\_forest(), surv\_reg(), svm\_reg(), svm\_poly(), svm\_rbf().

How the model is created is related to the *engine*. In many cases, this is an R modeling package. In others, it may be a connection to an externam system (such as SparkorTensorflow).

library(tidyverse)  
readr::write\_csv(ames, path = "C:/Users/kojikm.mizumura/Desktop/ames.csv")

## [Regression](https://github.com/tidymodels/parsnip/blob/master/vignettes/articles/Regression.Rmd)