**Maven – Build Tool for DevOps**

**Introduction, Features, and Installation**

* **What is Maven?**
  + Maven is a build automation tool primarily used for Java projects. It simplifies the process of building, packaging, and managing dependencies for your project.
  + **Key Features of Maven**:
    - Dependency management: Automatically downloads libraries and other dependencies from remote repositories.
    - Build lifecycle management: Ensures that all necessary build steps (compiling, testing, packaging, deployment) are executed.
    - Project object model (POM): A central configuration file for a Maven project.
    - Supports multi-module projects.
* **Installing Maven**:
  + Download Maven from the official website: [Maven Download](https://maven.apache.org/download.cgi).
  + Extract the archive to a directory (e.g., /usr/local/apache-maven).
  + Set up environment variables (M2\_HOME, MAVEN\_HOME, and PATH):

export M2\_HOME=/path/to/maven

export MAVEN\_HOME=/path/to/maven

export PATH=$PATH:$M2\_HOME/bin

* + Verify the installation:

mvn -v

**Maven Directory Structure**

Maven enforces a standard directory layout for project organization. Below is the common directory structure for a typical Maven project:

project/

├── pom.xml # Project Object Model (POM) file

├── src/ # Source code directory

│ ├── main/ # Main source code (Java, resources)

│ │ ├── java/ # Java source files

│ │ ├── resources/ # Resources (XML, properties files)

│ ├── test/ # Unit tests

│ │ ├── java/ # Test Java source files

│ │ ├── resources/ # Test resources

├── target/ # Compiled files, JARs, WARs, etc.

├── .gitignore # To ignore target and other non-essential files in version control

└── README.md # Project documentation

* **Example**: A simple Maven project will have its main source code under src/main/java and test code under src/test/java. When you build the project using Maven, the compiled files and packaged artifacts will be found under the target directory.

**pom.xml Deep Dive**

* **What is pom.xml?**
  + The pom.xml file is the heart of a Maven project. It defines project configuration, dependencies, build plugins, and other important project details.
* **Basic Structure of pom.xml**:

<project xmlns="http://maven.apache.org/POM/4.0.0"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>myapp</artifactId>

<version>1.0-SNAPSHOT</version>

<packaging>jar</packaging> <!-- Defines the artifact type, can be jar, war, etc. -->

<dependencies> <!-- Define project dependencies here -->

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-core</artifactId>

<version>5.2.0.RELEASE</version>

</dependency>

</dependencies>

<build> <!-- Build configuration -->

<plugins>

<plugin>

<groupId>org.apache.maven.plugins</groupId>

<artifactId>maven-compiler-plugin</artifactId>

<version>3.8.1</version>

<configuration>

<source>1.8</source> <!-- JDK version for compilation -->

<target>1.8</target> <!-- JDK version for target class files -->

</configuration>

</plugin>

</plugins>

</build>

</project>

* **Key Sections in pom.xml**:
  + **<groupId>**: A unique identifier for the project (often the organization's domain).
  + **<artifactId>**: The name of the artifact (the project’s name).
  + **<version>**: The version of the artifact.
  + **<dependencies>**: Lists all external libraries or dependencies your project needs.
  + **<build>**: Configures the build process (like the JDK version, compiler plugin, etc.).
* **Example**: In a simple Spring Boot project, Maven will handle dependencies such as Spring Core and Spring Boot libraries by specifying them in the pom.xml file.

**Maven Repositories & Lifecycle**

* **Maven Repositories**:
  + **Local Repository**: By default, Maven stores downloaded dependencies in a local repository (~/.m2/repository).
  + **Central Repository**: A public repository (like Maven Central) is the default location Maven fetches dependencies from. You can add additional repositories in your pom.xml.
  + **Private Repository**: Sometimes, organizations set up their own repositories (e.g., Nexus, Artifactory) to host internal dependencies.
* **Maven Lifecycle**:
  + Maven has a set of predefined phases that are part of the build lifecycle. Some common phases are:
    - **clean**: Cleans up the previous build (removes files in the target directory).
    - **validate**: Validates the project’s configuration.
    - **compile**: Compiles the source code.
    - **test**: Runs unit tests.
    - **package**: Packages the code into a JAR/WAR file.
    - **install**: Installs the JAR/WAR into the local repository.
    - **deploy**: Deploys the artifact to a remote repository.
* **Example**: To build and package a project, you can run:

mvn clean install

**Maven Multi-Module Projects (Parent & Child POM)**

* **Multi-Module Projects**:
  + Maven supports multi-module projects, where one main project (parent POM) can manage several sub-projects (child modules).
  + **Parent POM**: The parent POM defines common configurations for all modules, such as dependencies, plugin versions, and version management. All child modules inherit from this parent POM.
  + **Child Module**: Each child project/module has its own pom.xml file that inherits the parent POM. It can define module-specific configurations but typically inherits most of the configuration from the parent.

**Example of Parent POM**:

<project xmlns="http://maven.apache.org/POM/4.0.0"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>parent-project</artifactId>

<version>1.0.0</version>

<packaging>pom</packaging> <!-- Parent packaging type is pom -->

<modules>

<module>child-module-1</module>

<module>child-module-2</module>

</modules>

<dependencyManagement> <!-- Define versions of common dependencies here -->

<dependencies>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-core</artifactId>

<version>5.2.0.RELEASE</version>

</dependency>

</dependencies>

</dependencyManagement>

</project>

**Example of Child Module POM**:

<project xmlns="http://maven.apache.org/POM/4.0.0"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<parent>

<groupId>com.example</groupId>

<artifactId>parent-project</artifactId>

<version>1.0.0</version>

<relativePath>../pom.xml</relativePath> <!-- Path to parent POM -->

</parent>

<artifactId>child-module-1</artifactId>

<dependencies>

<dependency>

<groupId>org.springframework</groupId>

<artifactId>spring-core</artifactId>

<version>5.2.0.RELEASE</version>

</dependency>

</dependencies>

</project>

* **How Multi-Module Projects Work**:
  + When running Maven commands (like mvn clean install) in the parent directory, Maven will automatically build all the child modules defined in the modules section of the parent POM.
  + **Example**: To build both parent and child modules, run the following in the parent directory:

mvn clean install

**Conclusion**

This breakdown of **Maven – Build Tool** provides a solid foundation for understanding Maven's core features, directory structure, POM configuration, lifecycle, and multi-module setups. Students can apply these concepts to manage Java project builds effectively, optimize dependency management, and automate their build processes. Encouraging them to set up multi-module projects will help them scale their Maven workflows for larger applications.
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