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**ВВЕДЕНИЕ**

MiniJava [1] является подмножеством языка программирования Java [2]. Каждая программа MiniJava является программой с семантикой языка программирования Java.

Целью курсового проекта является разработка компилятора для языка программирования MiniJava под платформу .NET.

Для достижения поставленной цели необходимо выполнить следующие задачи:

1. Провести анализ предметной области.
2. Повести анализ существующих методов реализации лексического и синтаксического анализаторов.
3. Разработать компилятор для языка программирования MiniJava.
4. Подготовить набор тестовых данных для тестирования и демонстрации разработанного приложения.

# 1. Аналитическая часть

## 1.1 Принцип работы компиляторов

Компилятор – это программа, которая считывает текст программы на одном языке, называемом исходным, и транслирует или переводит его в эквивалентный текст на другом языке – целевом (рисунок 1) [3].

Компилятор должен сообщать об ошибках в исходной программе, обнаруженных в ходе трансляции.

|  |
| --- |
|  |
| Рисунок 1. Компилятор |

Отображение компилятором исходной программы в семантически эквивалентную ей целевую программу разделается на две части: анализ и синтез [8, 9].

Анализ разбивает исходную программу на составные части и накладывает на них грамматическую структуру. Далее эта структура используется для создания промежуточного представления исходной программы. В случае, если программа составлена некорректно, анализ должен выдать соответствующие информационные сообщения пользователю. Помимо этого, анализ собирает информацию о программе и сохраняет ее в таблице символов, которая передается вместе с промежуточным представлением синтезу [3]. Синтез строит целевую программу на основе полученного с предыдущего шага представления и таблицы символов. Как правило, анализ называют начальной стадией (front-end), а синтез – заключительной (back-end).

Фазы компиляции, представлены на рисунке 2 [3].

|  |
| --- |
|  |
| Рисунок 2. Фазы компиляции |

Далее более подробно рассмотрим, что происходит на каждой из этих фаз.

**Лексический анализ.** Является первой фазой компиляции. Также данная фаза называется сканированием. Лексический анализатор читает поток символов, которые составляют исходную программу, и группирует их в значащие последовательности, называемые лексемами. Для каждой построенной лексемы анализатор строит выходной токен вида:(имя\_токена, значение\_атрибута). [3]

Первый компонент токена представляет собой абстрактный символ, который используется во время синтаксического анализа, а второй компонент указывает на запись в таблице символов, которая соответствует данному токену.

**Синтаксический анализ.** Вторая фаза компиляции – синтаксический анализ или разбор. Анализатор использует первые компоненты токенов, полученных при лексическом анализе, для построения промежуточного древовидного представления, которое описывает грамматическую структуру потока токенов. Обычно для этой цели используется синтаксическое дерево, в котором каждый внутренний узел представляет операцию, а дочерние узлы – аргументы этой операции [3, 4].

**Семантический анализ.** Семантический анализатор использует синтаксическое дерево и информацию из таблицы символов. Данный этап собирает информацию о типах и сохраняет ее в синтаксическом дереве или в таблице символов для последующего использования в процессе генерации промежуточного кода [3].

Важной частью данной фазы является проверка типов. В процессе этой проверке компилятор проверяет, имеет ли каждый оператор операнды соответствующего типа [4].

**Генерация промежуточного кода.** В процессе трансляции исходной программы в целевой код компилятор может создавать одно или несколько промежуточных представлений различного вида. Синтаксические деревья являются видом промежуточного представления, они обычно используются в процессе синтаксического и семантического анализа [3].

После синтаксического и семантического анализа исходной программы многие компиляторы генерируют явное низкоуровневое или машинное промежуточное представление исходной программы, которое можно рассматривать как программу абстрактной вычислительной машины. Данное промежуточное представление должно легко генерироваться и транслироваться в целевой машинный язык.

**Оптимизация кода.** Данная фаза предназначения для улучшения промежуточного кода с целью получения более качественного целевого кода. Обычно под «более качественным» подразумевается более производительный код, но иногда встречаются и другие критерии [3].

**Генерация кода.** Генератор кода получает на вход промежуточное представление исходной программы и отображает его в целевой язык. Если целевой язык представляет собой машинный код, то для каждой переменной, которая используется в программе, должны быть выбраны соответствующие регистры или ячейки памяти. Далее промежуточные команды транслируются в последовательности машинных команд, выполняющих те же действия.

## 1.2 Методы реализации лексического и синтаксического анализаторов

Реализовывать лексический и синтаксический анализаторы можно вручную, с использованием стандартных алгоритмов анализа. Однако, гораздо легче и быстрее использовать готовые инструменты для их генерации. За счёт их использования, у разработчика нет необходимости реализовывать анализаторы самостоятельно. На вход такие инструменты принимают файл, описывающий грамматику языка, затем на основе этой грамматики они создают лексический или синтаксический анализатор на одном из языков программирования.

Далее будут рассмотрены наиболее популярные инструменты для генерации лексического и синтаксического анализаторов.

### 1.2.1 Генераторы лексических анализаторов

**Lex** — программа для генерации лексических анализаторов, обычно используемая совместно с генератором синтаксических анализаторов yacc, является стандартным генератором лексических анализаторов в операционных системах Unix, а также включён в стандарт POSIX. Lex читает входной поток, описывающий лексический анализатор, и даёт на выходе исходный код на языке программирования Cи [5].

**Flex** (Fast Lexical Analyzer) — генератор лексических анализаторов. Заменяет Lex в системах на базе пакетов GNU и имеет аналогичную функциональность. При этом Flex не является частью проекта GNU. На входе программа получает текст в свободном формате и правила выделения лексем, а на выходе даёт код анализатора, в виде функции на языке Си [6].

**ANTLR** (от англ. ANother Tool for Language Recognition — «ещё одно средство распознавания языков») — генератор нисходящих анализаторов для формальных языков. ANTLR преобразует контекстно-свободную грамматику в виде РБНФ в программу на C++, Java, C#, JavaScript, Go, Swift, Python. Используется для разработки компиляторов, интерпретаторов и трансляторов [7]. Ключевыми преимуществами данного инструмента является поддержка множества языков программирования, а также то, что он сочетает в себе генератор как лексических, так и синтаксических анализаторов.

### 1.2.2 Генераторы синтаксических анализаторов

**GNU Bison** — программа, предназначенная для автоматического создания синтаксических анализаторов по данному описанию грамматики. Программа bison относится к свободному ПО, разработана в рамках проекта GNU и портирована под все традиционные операционные системы. Программа bison во многом совместима с подобной программой yacc. Обычно используется в комплексе с лексическим анализатором flex [8].

**yacc** — компьютерная программа, служащая стандартным генератором синтаксических анализаторов (парсеров) в Unix-системах. Название является акронимом «Yet Another Compiler» («ещё один компилятор компиляторов»). Yacc генерирует парсер на основе аналитической грамматики, описанной в нотации BNF (форма Бэкуса-Наура) или контекстно-свободной грамматики. На выходе yacc выдаётся код парсера на языке программирования Си.

**ANTLR** был описан ранее, и также предоставляет функционал генерации синтаксических анализаторов на различных языках программирования.

Таким образом, в связи с использованием языка C# для написания программы-компилятора в рамках данной курсовой работы, наиболее подходящим вариантом генератора лексического и синтаксического анализатора является ANTLR.

## 1.3 Платформа .NET

.NET — это бесплатная платформа разработчика с открытым кодом для создания множества приложений. Платформа .NET разработана для обеспечения производительности, безопасности и надежности. Она обеспечивает автоматическое управление памятью с помощью сборщика мусора (GC). Это типобезопасный и безопасный для памяти, из-за использования GC и строгих компиляторов языка. Он включает в себя большой набор библиотек, имеющих широкие функциональные возможности и оптимизированный для производительности в нескольких операционных системах и архитектурах микросхем.

Платформа .NET состоит из общеязыковой среды выполнения (среды CLR) и библиотеки классов .NET. Основой платформы .NET является среда CLR. Среду выполнения можно считать агентом, который управляет кодом во время выполнения и предоставляет основные службы, такие как управление памятью, управление потоками и удаленное взаимодействие. При этом средой накладываются условия строгой типизации и другие виды проверки точности кода, обеспечивающие безопасность и надежность. Фактически основной задачей среды выполнения является управление кодом. Код, который обращается к среде выполнения, называют управляемым кодом, а код, который не обращается к среде выполнения, называют неуправляемым кодом [9].

Среда CLR управляет памятью, выполнением потоков, выполнением кода, проверкой безопасности кода, компиляцией и другими системными службами. Эти средства являются внутренними для управляемого кода, который выполняется в среде CLR.

Среда выполнения также обеспечивает надежность кода, реализуя инфраструктуру строгой типизации и проверки кода, которую называют системой общих типов (CTS). Система общих типов обеспечивает самоописание всего управляемого кода. Различные языковые компиляторы корпорации Microsoft и независимых изготовителей создают управляемый код, удовлетворяющий системе общих типов. Это означает, что управляемый код может принимать другие управляемые типы и экземпляры, при этом обеспечивая правильность типов и строгую типизацию.

Кроме того, управляемая среда выполнения исключает многие часто возникающие проблемы с программным обеспечением. Например, среда выполнения автоматически управляет размещением объектов и ссылками на объекты, освобождая их, когда они больше не используются. Автоматическое управление памятью исключает две наиболее часто возникающие ошибки приложений: утечки памяти и недействительные ссылки на память.

Среда выполнения разработана для повышения производительности. Хотя общеязыковая среда выполнения предоставляет многие стандартные службы времени выполнения, управляемый код никогда не интерпретируется. Средство компиляции по требованию (JIT) позволяет выполнять весь управляемый код на машинном языке компьютера, где он запускается. Между тем диспетчер памяти устраняет возможность фрагментации памяти и увеличивает объем адресуемой памяти для дополнительного повышения производительности [10].

# 2. Конструкторская часть

## 2.1 IDEF0

Высокоуровневая модель разрабатываемого компилятора в нотации IDEF0 представлена на рисунке 3.

![](data:image/png;base64,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)

Рисунок 3. Высокоуровневая модель разрабатываемого компилятора в нотации IDEF0.

Разрабатываемый компилятор можно разделить на 3 компонента, обеспечивающие преобразование исходного кода в код IL для среды выполнения CLR. Детализированная модель разрабатываемого компилятора в нотации IDEF0 представлена на рисунке 4.
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Рисунок 4. Детализированная модель разрабатываемого компилятора в нотации IDEF0.

## 2.2 Язык MiniJava

MiniJava является подмножеством языка программирования Java. Каждая программа MiniJava является программой с семантикой языка программирования Java.

В языке существуют следующие типы данных: integer, boolean и массив integer. Поддерживаются классы и механизм их наследования (однако, отсутствуют виртуальные методы). Также язык предоставляет функцию вывода в консоль, цикл while и условия if-else.

Грамматика MiniJava приведена в приложении А. Для удобства написания тестовых программ в грамматику были добавлены два правила:

1. Statement ::= Expression ";"
2. Expression ::= "System.randomInt(" Expression ")"

## 2.3 Лексический и синтаксический анализаторы

Код лексического и синтаксического анализатора генерируется при помощи программы ANTLR4. На вход она получает файл с описанием грамматики языка MiniJava, а в результате своей работы создаёт файлы, содержащие класс лексера и парсера на языке программирования C#. Также генерируется базовые классы для обхода синтаксического дерева, получаемого в результате работы парсера.

Для работы сгенерированных файлов их достаточно добавить в проект, после чего подать на вход лексеру исходный код программы, а полученный от него поток токенов передать на вход парсеру. В результате получится синтаксическое дерево, используемое для дальнейшего синтаксического анализа и кодогенерации.

## 2.4 Семантический анализ

ANTLR предоставляет два варианта базовых классов для обхода синтаксического дерева: Listener и Visitor.

Listener позволяет произвести обход дерева в глубину, без возможности переопределения способа обхода. Таким образом, обходится каждый узел дерева и вызываются обработчики при входе и выходе из этих узлов.

Visitor позволяет более гибко настраивать обход дерева – допускается переопределение порядка обхода узлов, либо не посещение какого-либо узла вообще. Данный подход более предпочтителен в рамках данной работы, так как не всегда для алгоритмов кодогенерации достаточного простого обхода дерева в глубину, без модификаций.

# 3. Технологическая часть

## 3.1 Выбор средств разработки

Для разработки компилятора был выбран язык программирования C#. C# является строго типизированным, объектно – ориентированным языком, призванным обеспечивать оптимальное сочетание удобства, простоты и производительности.

Основными преимуществами этого языка программирования являются:

1) Строгая и утиная типизация.

2) Наличие большого числа существующих библиотек и пакетов для платформы .NET, которые обеспечивают различные дополнительные возможности разработки.

3) Вариативность использования.

4) Лёгкость написания тестов.

5) Удобная собственная среда разработки.

6) Автоматический менеджмент памяти и сборка мусора.

7) Наличие встроенного обработчика событий.

8) Широкий функционал и возможности языка.

9) Отсутствие заголовочных файлов. Весь код распределен по пакетам и сборкам, что облегчает ситуацию при наличии перекрестных ссылок.

## 3.2 Генерация лексического и синтаксического анализаторов

В результате работы программы ANTLR4 на основе грамматики генерируются файлы:

* MiniJava.tokens и MiniJavaLexer.tokens. Данные файлы содержат список имен токенов и их числовых присвоений, сгенерированных ANTLR4.
* MiniJava.interp и MiniJavaLexer.interp. Данные файлы содержащее данные, которые позволяют запускать встроенный интерпретатор вместо сгенерированного парсера. В основном это используется для IDE, которые позволяют отлаживать. Файл содержит точно ту же информацию, что и сгенерированный файл синтаксического анализатора/лексера.
* MiniJavaLexer.cs – файл с реализаций лексического анализатора.
* MiniJavaParser.cs – файл с реализацией синтаксического анализатора.
* MiniJavaVisitor.cs – файл с интерфейсом класса для обхода синтаксического дерева.
* MiniJavaBaseVisitor.cs – файл с реализацией базового класса для обхода синтаксического дерева.

## 3.3 Реализация семантического анализатора и кодогенерации

Для семантического анализа и кодогенерации было реализовано три класса, каждый из которых является наследником MiniJavaBaseVisitor:

1. ClassDeclarationsVisitor. Данный класс обходит узлы описания главного и других классов (MainClassDeclaration и ClassDeclaration) для составления списка существующих в исходной программе классов. На этом этапе создаются только определения классов, без описания функций и полей внутри них. Если же функции и поля описывать сразу, то можно столкнуться с ошибкой, что класс не определен, хотя он просто описан в программе позже.
2. ClassesMethodsDeclarationsVisitor. Данный класс обходит узлы описания сигнатур методов (MainMethodDeclaration и MethodDeclaration), для составления списка методов в каждом из классов. Важно отметить, что на данном этапе рассматриваются именно сигнатуры методов, а не их реализации.
3. CodeGenerationVisitor. Данный класс на основе списка классов, списка методов каждого класса и обхода всех узлов синтаксического дерева генерирует IL код для среды выполнения CLR. Для генерации кода используется библиотека RunSharp [12], являющаяся обёрткой над .NET Reflection.Emit – стандартной библиотеки платформы .NET, содержащей классы, которые позволяют компилятору или сторонним инструментам создавать метаданные и промежуточный язык (IL) [13].

## 3.4 Примеры работы программы

Для тестирования работы компилятора были написаны программы на языке MiniJava, реализующие некоторые структуры данных и алгоритмы работы с ними.

### 3.4.1 Сортировка пузырьком

На листинге 1 в приложении Б представлен исходный код программы на языке MiniJava, которая заполняет массив чисел случайными числами, после чего сортирует их методом пузырька. На листинге 2 в приложении Б представлен сгенерированный промежуточный код для данной программы.

### 3.4.2 Инвертирование односвязного списка

На листинге 3 в приложении Б представлен исходный код программы на языке MiniJava, который создаёт односвязный список, заполняет его значениями, а затем инвертирует. На листинге 4 в приложении Б представлен сгенерированный промежуточный код для данной программы.

### 3.4.3 Наследование

На листинге 5 в приложении Б представлен исходный код программы на языке MiniJava для демонстрации наследования классов. На листинге 6 в приложении Б представлен сгенерированный промежуточный код для данной программы.

# ЗАКЛЮЧЕНИЕ

Таким образом, в рамках данной курсовой работы был рассмотрен принцип работы компиляторов, а также инструменты для генерации лексических и синтаксических анализаторов.

Был разработан компилятор языка MiniJava на языке C#, использующий библиотеку ANTLR для синтаксического анализа потока входных данных и построения AST-дерева. Для генерации промежуточного представления на основе составленного синтаксического дерева в качестве целевой платформы использовалась .NET.
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# ПРИЛОЖЕНИЕ А

|  |  |  |
| --- | --- | --- |
| Program | ::= | [MainClass](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod2) ( [ClassDeclaration](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod3) )\* <EOF> |
| MainClass | ::= | "class" [Identifier](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod4) "{" "public" "static" "void" "main" "(" "String" "[" "]" [Identifier](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod4) ")" "{" [Statement](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod5) "}" "}" |
| ClassDeclaration | ::= | "class" [Identifier](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod4) ( "extends" [Identifier](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod4) )? "{" ( [VarDeclaration](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod6) )\* ( [MethodDeclaration](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod7) )\* "}" |
| VarDeclaration | ::= | [Type](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod8) [Identifier](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod4) ";" |
| MethodDeclaration | ::= | "public" [Type](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod8) [Identifier](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod4) "(" ( [Type](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod8) [Identifier](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod4) ( "," [Type](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod8) [Identifier](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod4) )\* )? ")" "{" ( [VarDeclaration](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod6) )\* ( [Statement](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod5) )\* "return" [Expression](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod9) ";" "}" |
| Type | ::= | "int" "[" "]" |
|  | | | "boolean" |
|  | | | "int" |
|  | | | [Identifier](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod4) |
| Statement | ::= | "{" ( [Statement](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod5) )\* "}" |
|  | | | "if" "(" [Expression](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod9) ")" [Statement](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod5) "else" [Statement](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod5) |
|  | | | "while" "(" [Expression](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod9) ")" [Statement](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod5) |
|  | | | "System.out.println" "(" [Expression](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod9) ")" ";" |
|  | | | [Identifier](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod4) "=" [Expression](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod9) ";" |
|  | | | [Identifier](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod4) "[" [Expression](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod9) "]" "=" [Expression](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod9) ";" |
| Expression | ::= | [Expression](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod9) ( "&&" | "<" | "+" | "-" | "\*" ) [Expression](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod9) |
|  | | | [Expression](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod9) "[" [Expression](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod9) "]" |
|  | | | [Expression](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod9) "." "length" |
|  | | | [Expression](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod9) "." [Identifier](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod4) "(" ( [Expression](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod9) ( "," [Expression](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod9) )\* )? ")" |
|  | | | <INTEGER\_LITERAL> |
|  | | | "true" |
|  | | | "false" |
|  | | | [Identifier](http://www.cs.tufts.edu/~sguyer/classes/comp181-2006/minijava.html#prod4) |
|  | | | "this" |
|  | | | "new" "int" "[" Expression "]" |
|  | | | "new" Identifier "(" ")" |
|  | | | "!" Expression |
|  | | | "(" Expression ")" |
| Identifier | ::= | <IDENTIFIER> |

# ПРИЛОЖЕНИЕ Б

class Program

{

    public static void main(String[] a)

    {

        new BubbleSort().Start(10);

    }

}

class BubbleSort

{

    public int Start(int size)

    {

        int[] array;

        array = this.InitArray(size);

        this.PrintArray(array);

        this.SortArray(array);

        System.out.println(false);

        this.PrintArray(array);

        return 0;

    }

    public int[] InitArray(int size)

    {

        int i;

        int[] array;

        array = new int[size];

        i = 0;

        while (i < size)

        {

            array[i] = System.randomInt(20);

            i = i + 1;

        }

        return array;

    }

    public int PrintArray(int[] array)

    {

        int i;

        i = 0;

        while(i < array.length)

        {

            System.out.println(array[i]);

            i = i + 1;

        }

        return 0;

    }

    public int SortArray(int[] array)

    {

        int i;

        int j;

        int tmp;

        i = 0;

        while (i < array.length - 1)

        {

            j = i + 1;

            while (j < array.length)

            {

                if (array[j] < array[i])

                {

                    tmp = array[j];

                    array[j] = array[i];

                    array[i] = tmp;

                }

                else {}

                j = j + 1;

            }

            i = i + 1;

        }

        return 0;

    }

}

Листинг 1. Исходный код программы для сортировки методом пузырька.

using System;

public class Program

{

  public static void Main(string[] a) => new BubbleSort().Start(10);

  public Program() => this.$$ctor();

  void $$ctor()

  {

  }

}

public class BubbleSort

{

  protected Random random;

  public BubbleSort() => this.$$ctor();

  public int Start(int size)

  {

    int[] array = this.InitArray(size);

    this.PrintArray(array);

    this.SortArray(array);

    Console.WriteLine(false);

    this.PrintArray(array);

    return 0;

  }

  public int[] InitArray(int size)

  {

    int[] numArray = new int[size];

    for (int index = 0; index < size; ++index)

      numArray[index] = this.random.Next(20);

    return numArray;

  }

  public int PrintArray(int[] array)

  {

    for (int index = 0; index < array.Length; ++index)

      Console.WriteLine(array[index]);

    return 0;

  }

  public int SortArray(int[] array)

  {

    for (int index1 = 0; index1 < array.Length - 1; ++index1)

    {

      for (int index2 = index1 + 1; index2 < array.Length; ++index2)

      {

        if (array[index2] < array[index1])

        {

          int num = array[index2];

          array[index2] = array[index1];

          array[index1] = num;

        }

      }

    }

    return 0;

  }

  void $$ctor() => this.random = new Random();

}

Листинг 2. Сгенерированный промежуточный код для программы сортировки метода пузырьком (в формате High-Level C#).

class Program

{

    public static void main(String[] args)

    {

        new ReverseLinkedList().Start(10);

    }

}

class LinkedListNode

{

    int \_data;

    LinkedListNode \_next;

    boolean \_hasNext;

    public int Init(int data)

    {

        \_data = data;

        \_hasNext = false;

        return 0;

    }

    public int GetData()

    {

        return \_data;

    }

    public LinkedListNode GetNext()

    {

        return \_next;

    }

    public boolean HasNext()

    {

        return \_hasNext;

    }

    public int SetNext(LinkedListNode node)

    {

        \_next = node;

        \_hasNext = true;

        return 0;

    }

    public int RemoveNext()

    {

        \_hasNext = false;

        return 0;

    }

}

class LinkedList

{

    LinkedListNode \_root;

    public int Init(int size)

    {

        int i;

        LinkedListNode current;

        LinkedListNode next;

        \_root = new LinkedListNode();

        \_root.Init(System.randomInt(20));

        i = 1;

        current = \_root;

        while (i < size)

        {

            next = new LinkedListNode();

            next.Init(System.randomInt(20));

            current.SetNext(next);

            current = next;

            i = i + 1;

        }

        return 0;

    }

    public int Print()

    {

        LinkedListNode current;

        current = \_root;

        while (current.HasNext())

        {

            System.out.println(current.GetData());

            current = current.GetNext();

        }

        System.out.println(current.GetData());

        return 0;

    }

    public int Reverse()

    {

        LinkedListNode current;

        LinkedListNode prev;

        boolean hasPrev;

        LinkedListNode next;

        current = \_root;

        prev = new LinkedListNode();

        hasPrev = false;

        while (current.HasNext())

        {

            next = current.GetNext();

            if (hasPrev)

                current.SetNext(prev);

            else

                current.RemoveNext();

            prev = current;

            hasPrev = true;

            current = next;

        }

        current.SetNext(prev);

        \_root = current;

        return 0;

    }

}

class ReverseLinkedList

{

    public int Start(int size)

    {

        LinkedList list;

        list = new LinkedList();

        list.Init(size);

        list.Print();

        list.Reverse();

        System.out.println(false);

        list.Print();

        return 0;

    }

}

Листинг 3. Исходный код программы для инвертирования односвязного списка.

using System;

public class Program

{

  public static void Main(string[] args) => new ReverseLinkedList().Start(10);

  public Program() => this.$$ctor();

  void $$ctor()

  {

  }

}

public class LinkedListNode

{

  protected int \_data;

  protected LinkedListNode \_next;

  protected bool \_hasNext;

  public int Init(int data)

  {

    this.\_data = data;

    this.\_hasNext = false;

    return 0;

  }

  public int GetData() => this.\_data;

  public LinkedListNode GetNext() => this.\_next;

  public bool HasNext() => this.\_hasNext;

  public int SetNext(LinkedListNode node)

  {

    this.\_next = node;

    this.\_hasNext = true;

    return 0;

  }

  public int RemoveNext()

  {

    this.\_hasNext = false;

    return 0;

  }

  public LinkedListNode() => this.$$ctor();

  void $$ctor()

  {

  }

}

public class LinkedList

{

  protected LinkedListNode \_root;

  protected Random random;

  public int Init(int size)

  {

    this.\_root = new LinkedListNode();

    this.\_root.Init(this.random.Next(20));

    int num = 1;

    LinkedListNode linkedListNode = this.\_root;

    for (; num < size; ++num)

    {

      LinkedListNode node = new LinkedListNode();

      node.Init(this.random.Next(20));

      linkedListNode.SetNext(node);

      linkedListNode = node;

    }

    return 0;

  }

  public int Print()

  {

    LinkedListNode linkedListNode;

    for (linkedListNode = this.\_root; linkedListNode.HasNext(); linkedListNode = linkedListNode.GetNext())

      Console.WriteLine(linkedListNode.GetData());

    Console.WriteLine(linkedListNode.GetData());

    return 0;

  }

  public int Reverse()

  {

    LinkedListNode linkedListNode = this.\_root;

    LinkedListNode node = new LinkedListNode();

    bool flag = false;

    LinkedListNode next;

    for (; linkedListNode.HasNext(); linkedListNode = next)

    {

      next = linkedListNode.GetNext();

      if (flag)

        linkedListNode.SetNext(node);

      else

        linkedListNode.RemoveNext();

      node = linkedListNode;

      flag = true;

    }

    linkedListNode.SetNext(node);

    this.\_root = linkedListNode;

    return 0;

  }

  void $$ctor() => this.random = new Random();

  public LinkedList() => this.$$ctor();

}

public class ReverseLinkedList

{

  public ReverseLinkedList() => this.$$ctor();

  public int Start(int size)

  {

    LinkedList linkedList = new LinkedList();

    linkedList.Init(size);

    linkedList.Print();

    linkedList.Reverse();

    Console.WriteLine(false);

    linkedList.Print();

    return 0;

  }

  void $$ctor()

  {

  }

}

Листинг 4. Сгенерированный промежуточный код для программы инвертирования односвязного списка (в формате High-Level C#).

class Program

{

    public static void main(String[] args)

    {

        new Inheritance().Start();

    }

}

class A

{

    int value;

    public int SetValue(int number)

    {

        value = number;

        return 0;

    }

    public int DoNothing()

    {

        return 55;

    }

    public int DoSomething(int number)

    {

        return number \* number;

    }

}

class B extends A

{

    public int DoSomething(int number)

    {

        return number \* value;

    }

}

class Inheritance

{

    public int Start()

    {

        A a;

        B b;

        A ab;

        a = new A();

        b = new B();

        ab = b;

        b.SetValue(3);

        System.out.println(a.DoSomething(5));

        System.out.println(b.DoSomething(5));

        System.out.println(ab.DoSomething(5));

        System.out.println(a.DoNothing());

        System.out.println(b.DoNothing());

        System.out.println(ab.DoNothing());

        return 0;

    }

}

Листинг 5. Исходный код программы для демонстрации наследования классов.

using System;

public class Program

{

  public static void Main(string[] args) => new Inheritance().Start();

  public Program() => this.$$ctor();

  void $$ctor()

  {

  }

}

public class A

{

  protected int value;

  public int SetValue(int number)

  {

    this.value = number;

    return 0;

  }

  public int DoNothing() => 55;

  public int DoSomething(int number) => number \* number;

  public A() => this.$$ctor();

  void $$ctor()

  {

  }

}

public class B : A

{

  public new int DoSomething(int number) => number \* this.value;

  public B() => this.$$ctor();

  new void $$ctor()

  {

  }

}

public class Inheritance

{

  public Inheritance() => this.$$ctor();

  public int Start()

  {

    A a1 = new A();

    B b = new B();

    A a2 = (A) b;

    b.SetValue(3);

    Console.WriteLine(a1.DoSomething(5));

    Console.WriteLine(b.DoSomething(5));

    Console.WriteLine(a2.DoSomething(5));

    Console.WriteLine(a1.DoNothing());

    Console.WriteLine(b.DoNothing());

    Console.WriteLine(a2.DoNothing());

    return 0;

  }

  void $$ctor()

  {

  }

}

Листинг 6. Сгенерированный промежуточный код для программы демонстрации наследования (в формате High-Level C#).