# Assignment 03 Application Design: Patterns and Frameworks 44642

**1. What are generics?**

Generics are parameterized types. The idea is to allow type (Integer, String... etc., and user-defined types) to be passed as a parameter to methods, classes, and interfaces. Generics are used to create classes that work with different data types. A generic entity is a class, interface, or method that operates on a parameterized type.

**package** Q1;

**public** **class** Driver {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

// instance of Integer type

Test iObj = **new** Test<Integer>(15);

System.***out***.println(iObj.getObject());

// instance of String type

Test<String> sObj = **new** Test<String>("Murali Krishna");

System.***out***.println(sObj.getObject());

}

}

**package** Q1;

**public** **class** Test<G> {

// Java program to show working of user defined

// Generic classes

G obj;

Test(G obj) {

**this**.obj = obj;

} // constructor

**public** G getObject() {

**return** **this**.obj;

}

}

// B class to test above

**2. Can we change the scope of the overridden method in the subclass for private, public, default, and protected? Explain how it can be changed for each scope.**

Yes, we can change the scope of the overridden method in the subclass, but we cannot decrease the method's accessibility.

* Private can be changed to public, protected, or default.
* The protected setting can be changed to public or default.
* The default setting can be changed to the public.
* The public will remain public.

**3. What is the covariant return type?**

The covariant return type is the overriding method return type. It only works with non-primitive return types.

The co-variant return type is based on the [Liskov substitution principle](https://en.wikipedia.org/wiki/Liskov_substitution_principle" \t "_blank).

**package** Q3;

**class** A{

A get(){**return** **this**;}

}

**package** Q3;

**class** B1 **extends** A{

@Override

B1 get(){**return** **this**;}

**void** message(){System.***out***.println("welcome to covariant return type");}

**public** **static** **void** main(String args[]){

**new** B1().get().message();

}

}

**4. Can we override the static and private methods? Why?**

In Java, we cannot override private or static methods because private methods are only visible within the class and cannot be seen outside of the class, and static methods are bonded at compile time using static binding, which we cannot override.

**package** Q4;

**public** **class** OverloadStaticMethodExample {

//static method

**public** **static** **void** sum1(**int** a, **int** b)

{

**int** c=a+b;

System.***out***.println("The sum is: "+c);

}

//non-static method

**public** **static** **void** sum(**int** a, **int** b)

{

**int** c=a+b;

System.***out***.println("The sum is: "+c);

}

//main method

**public** **static** **void** main(String args[])

{

//calling static method by using the class name

OverloadStaticMethodExample.*sum*(12, 90);

}

}

**5. Difference between String Buffer and StringBuilder?**

|  |  |  |
| --- | --- | --- |
| 1) | String Buffer is synchronized i.e., thread-safe. It means two threads can't call the methods of String Buffer simultaneously. | StringBuilder is non-synchronized i.e., not thread-safe. It means two threads can call the methods of StringBuilder simultaneously. |
| 2) | String Buffer is less efficient than StringBuilder. | StringBuilder is more efficient than String Buffer. |
| 3) | String Buffer was introduced in Java 1.0 | StringBuilder was introduced in Java 1.5 |

**package** Q5;

**public** **class** BufferTest {

//Java Program to demonstrate the use of StringBuffer class.

**public** **static** **void** main(String[] args){

StringBuffer buffer=**new** StringBuffer("hello");

buffer.append("java");

System.***out***.println(buffer);

}

}

**package** Q5;

//Java Program to demonstrate the use of StringBuilder class.

**public** **class** BuilderTest{

**public** **static** **void** main(String[] args){

StringBuilder builder=**new** StringBuilder("hello");

builder.append("java");

System.***out***.println(builder);

}

}

**6. Difference between String class and a String Buffer?**

|  |  |  |
| --- | --- | --- |
| 1) | The String class is immutable. | The String Buffer class is mutable. |
| 2) | A string is slow and consumes more memory when we concatenate too many strings because every time it creates a new instance. | String Buffer is fast and consumes less memory when we concatenate t strings. |
| 3) | The string class overrides the equals() method of the Object class. So you can compare the contents of two strings by the equals() method. | String Buffer class doesn't override the equals() method of an Object class. |
| 4) | The string class is slower while performing concatenation operations. | String Buffer class is faster while performing concatenation operations. |
| 5) | String class uses String constant pool. | String Buffer uses Heap memory |

**package** Q6;

**public** **class** ConcatTest{

**public** **static** String concatWithString() {

String t = "Java";

**for** (**int** i=0; i<10000; i++){

t = t + "Tpoint";

}

**return** t;

}

**public** **static** String concatWithStringBuffer(){

StringBuffer sb = **new** StringBuffer("Java");

**for** (**int** i=0; i<10000; i++){

sb.append("Tpoint");

}

**return** sb.toString();

}

**public** **static** **void** main(String[] args){

**long** startTime = System.*currentTimeMillis*();

*concatWithString*();

System.***out***.println("Time taken by Concating with String: "+(System.*currentTimeMillis*()-startTime)+"ms");

startTime = System.*currentTimeMillis*();

*concatWithStringBuffer*();

System.***out***.println("Time taken by Concating with StringBuffer: "+(System.*currentTimeMillis*()-startTime)+"ms");

}

}

**7. Can we declare the constructor as final?**

A constructor in Java cannot be abstract, final, static, native, or strict. As a result, Java does not have a static constructor.

Because a static constructor is used to initialize static data, the specified task will only be executed once throughout the program. When the first instance is created or any static member is referenced, a static constructor is usually called automatically. The static constructor is declared explicitly by using the static keyword. The static constructor, on the other hand, is not permitted in Java.

The static constructor has the following key features:

It accepts no parameters or access modifiers.

A class can only have one static constructor.

It prohibits inheritance and overloading.

It is triggered automatically and cannot be accessed directly or explicitly.

**package** Q7;

**public** **class** StaticConstructorDemo

{

//Declaring a static constructor

**public** StaticConstructorDemo()

{

System.***out***.println("Static Constructor of the class");

}

**public** **static** **void** main(String args[])

{

// Creating a constructor object to invoke it

StaticConstructorDemo obj = **new** StaticConstructorDemo();

}

}

**8. Can we try without a catch block in java?**

Yes, it is possible to have a try block without a catch block by using the final block, which will execute even if the try block fails.

**package** Q8;

**public** **class** TryCatchExample {

**public** **static** **void** main(String[] args) {

**try**

{

**int** data=50/0; //may throw exception

}

//handling the exception

**catch**(ArithmeticException e)

{

System.***out***.println(e);

}

System.***out***.println("rest of the code");

}

}

**9. What is the try with the resource?**

Java introduced a **try-with-resource** feature in Java 7 that helps to close resources automatically after being used.

In other words, we can say that we don't need to close resources (file, connection, network, etc) explicitly, try-with-resource close that automatically by using the AutoClosable interface.

In Java 7, try-with-resources has a limitation that requires resources to declare locally within its block.

**10. Can we modify the throws clause of the superclass method while overriding it in the subclass?**

Yes, it is possible to modify the superclass method throws when overriding it in the subclass.

If the superclass method does not declare an exception, the overridden method of the subclass cannot declare the checked exception, but it can declare the unchecked exception.

If the superclass method declares an exception, the subclass overridden method can declare the same exception, a subclass exception, or no exception, but not the parent exception.

**11. What are an association, aggregation, and composition in UML?**

**Association:** Association can be represented by a line between these classes **with an arrow indicating the navigation direction**. In case an arrow is on both sides, the association is known as a bidirectional association.

A single student can associate with multiple teachers:
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We can also indicate the behavior of an object in an association (i.e., the role of an object) using role names.
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**Aggregation:** Aggregation implies a relationship where the child can exist independently of the parent.

Example: It's important to note that the aggregation link doesn't state in any way that Class A owns Class B nor that there's a parent-child relationship (when the parent deleted all its children are being deleted as a result) between the two. Quite the opposite! The aggregation link is usually used to stress the point that the Class A instance is not the exclusive container of the Class B instance, as, in fact, the same Class B instance has another container/s.

To sum it up association is a very generic term used to represent when one class used the functionalities provided by another class. We say it's a composition if one parent class object owns another child class object and that child class object cannot meaningfully exist without the parent class object. If it can then it is called Aggregation.

![UML aggregation example](data:image/png;base64,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)

**Composition:** Composition implies a relationship where the child cannot exist independently of the parent.

Example: We should be more specific and use the composition link in cases where in addition to the part-of relationship between Class A and Class B - there's a strong lifecycle dependency between the two, meaning that when Class A is deleted then Class B is also deleted as a result
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**12. Difference between final, finally, and finalize()?**

**Final:**

final is the keyword and access modifier that is used to apply restrictions on a class, method,o r variable.

The final keyword is used with the classes, methods, and variables.

(1) Once declared, the final variable becomes constant and cannot be modified.  
(2) final method cannot be overridden by a subclass.  
(3) final class cannot be inherited.

A final method is executed only when we call it.

**package** Q12;

**public** **class** FinalExampleTest {

//declaring final variable

**final** **int** age = 18;

**void** display() {

// reassigning value to age variable

// gives compile time error

age = 55;

}

**public** **static** **void** main(String[] args) {

FinalExampleTest obj = **new** FinalExampleTest();

// gives compile time error

obj.display();

}

}

**Finally:**

finally, is the block in Java Exception Handling to execute the important code whether the exception occurs or not.

Finally, a block is always related to the try-and-catch block in exception handling.

(1) finally block runs the important code even if an exception occurs or not.  
(2) finally block cleans up all the resources used in try block.

Finally block is executed as soon as the try-catch block is executed.

**package** Q12;

**public** **class** FinallyExample {

**public** **static** **void** main(String args[]){

**try** {

System.***out***.println("Inside try block");

// below code throws divide by zero exception

**int** data=25/0;

System.***out***.println(data);

}

// handles the Arithmetic Exception / Divide by zero exception

**catch** (ArithmeticException e){

System.***out***.println("Exception handled");

System.***out***.println(e);

}

// executes regardless of exception occurred or not

**finally** {

System.***out***.println("finally block is always executed");

}

System.***out***.println("rest of the code...");

}

}

**Finalize:**

finalize is the method in Java that is used to perform clean-up processing just before an object is a garbage collected.

finalize() method is used with the objects.

finalize method performs the cleaning activities with respect to the object before its destruction.

finalize method is executed just before the object is destroyed.

**package** Q12;

**public** **class** FinalizeExample {

**public** **static** **void** main(String[] args)

{

FinalizeExample obj = **new** FinalizeExample();

// printing the hashcode

System.***out***.println("Hashcode is: " + obj.hashCode());

obj = **null**;

// calling the garbage collector using gc()

System.*gc*();

System.***out***.println("End of the garbage collection");

}

// defining the finalize method

**protected** **void** finalize()

{

System.***out***.println("Called the finalize() method");

}

}

**13. Difference between ArrayList and Vector?**

|  |  |
| --- | --- |
| ArrayList | Vector |
| 1) ArrayList is not synchronized. | The vector is synchronized. |
| 2) ArrayList increments 50% of the current array size if the number of elements exceeds its capacity. | Vector increments of 100% mean double the array size if the total number of elements exceeds than its capacity. |
| 3) ArrayList is not a legacy class. It is introduced in JDK 1.2. | Vector is a legacy class. |
| 4) ArrayList is fast because it is non-synchronized. | Vector is slow because it is synchronized, i.e., in a multithreading environment, it holds the other threads in runnable or non-runnable state until the current thread releases the lock of the object. |
| 5) ArrayList uses the Iterator interface to traverse the elements. | A Vector can use the Iterator interface or Enumeration interface to traverse the elements. |
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**package** Q13;

**import** java.util.\*;

**class** TestArrayList21{

**public** **static** **void** main(String args[]){

List<String> al=**new** ArrayList<String>();//creating arraylist

al.add("Design Patterns");//adding object in arraylist

al.add("Web Apps");

al.add("ADB");

al.add("IOS");

//traversing elements using Iterator

Iterator itr=al.iterator();

**while**(itr.hasNext()){

System.***out***.println(itr.next());

}

}

}

**package** Q13;

**import** java.util.\*;

**class** TestVector1{

**public** **static** **void** main(String args[]){

Vector<String> v=**new** Vector<String>();//creating vector

v.add("Murali");//method of Collection

v.addElement("Krishna");//method of Vector

v.addElement("Kethavath");

//traversing elements using Enumeration

Enumeration e=v.elements();

**while**(e.hasMoreElements()){

System.***out***.println(e.nextElement());

}

}

}

**14. What are the different ways to make ArrayList methods synchronized**

They are two ways to create the ArrayList synchronized. They are:

Using collections.synchronizedList() method and using copyonwriteArrayList

We can use Collections.synchronizedList(List<T>) method to synchronize collections in java. The synchronizedList(List<T>) method is used to return a synchronized (thread-safe) list backed by the specified list.

**package** Q14;

**import** java.util.\*;

**public** **class** SyncronizeArrayList {

**public** **static** **void** main(String args[]) {

// Non Synchronized ArrayList

List<String> fruitList = **new** ArrayList<String>();

fruitList.add("Mango");

fruitList.add("Banana");

fruitList.add("Apple");

fruitList.add("Strawberry");

fruitList.add("Pineapple");

// Synchronizing ArrayList in Java

List<String> furitList = Collections.*synchronizedList*(fruitList);

// we must use synchronize block to avoid non-deterministic behavior

**synchronized** (fruitList) {

Iterator<String> itr = fruitList.iterator();

**while** (itr.hasNext()) {

System.***out***.println(itr.next());

}

}

}

}

**15. Difference between Hash Map and Hash Table?**

HashMap and Hashtable both are used to store data in key and value form. Both are using hashing technique to store unique keys.

But there are many differences between HashMap and Hashtable classes that are given below.

|  |  |
| --- | --- |
| HashMap | Hashtable |
| 1) HashMap is non-synchronized. It is not-thread safe and can't be shared between many threads without proper synchronization code. | The hashtable is synchronized. It is thread-safe and can be shared with many threads. |
| 2) HashMap allows one null key and multiple null values. | Hashtable doesn't allow any null key or value. |
| 3) HashMap is a new class introduced in JDK 1.2. | Hashtable is a legacy class. |
| 4) HashMap is fast. | Hashtable is slow. |
| 5) We can make the HashMap as synchronized by calling this code Map m = Collections.synchronizedMap(hashMap); | Hashtable is internally synchronized and can't be unsynchronized. |
| 6) HashMap is traversed by Iterator. | Hashtable is traversed by Enumerator and Iterator. |
| 7) Iterator in HashMap is fail-fast. | The enumerator in Hashtable is not fail-fast. |
| 8) HashMap inherits AbstractMap class. | Hashtable inherits Dictionary class. |

HashMap and Hashtable both use almost the same set of the library but have helped boost the key and value pair lists when it comes to maintaining them. The data structure has also helped the collection framework by providing developers leverage to play around with a huge set of elements defined in terms of keys and values.

**16. In Java 8, explain how Hasp Map internally works?**

HashMap in Java is basically an array of buckets (also known as a bucket table of HashMap) where each bucket uses a linked list to hold elements. A linked list is a list of nodes where each node contains a key-value pair.

In simple words, a bucket is a linked list of nodes where each node is an object of class Node<K,V>. The key of the node is used to obtain the hash value and this hash value is used to find the bucket from Bucket Table.

HashMap works on the principle of hashing data structure or technique that uses an object’s hashcode to place that object inside the map.

Hashing involves Bucket, Hash function (hashCode() method), and Hash value. It provides the best time complexity of O(1) for the insertion and retrieval of objects.

Therefore, it is the best-suited data structure for storing key-value pairs that later on can be retrieved in minimum time.
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Load Factor and Initial Capacity are two important factors that plays important role in the internal working of HashMap in Java.

**Initial Capacity** is a measure of the number of buckets or size of bucket array internally by HashMap at the time of the creation of HashMap.

**Load Factor** is a factor that is internally used by HashMap to determine when the size of the Bucket array requires to be increased. By default, it is 0.75.

**17. Difference between fail fast and fail-safe iterator?**

**Fail-Fast Iterator :**

These iterators throw ConcurrentModificationException if a collection is modified while iterating over it.

They use the original collection to traverse over the elements of the collection.

These iterators don’t require extra memory.

Ex : Iterators returned by ArrayList, Vector, HashMap.

**package** Q17;

**import** java.util.HashMap;

**import** java.util.Iterator;

**import** java.util.Map;

**public** **class** FailFast {

**public** **static** **void** main(String[] args)

{

Map<String, String> cityCode = **new** HashMap<String, String>();

cityCode.put("Delhi", "India");

cityCode.put("Moscow", "Russia");

cityCode.put("New York", "USA");

Iterator<String> iterator = cityCode.keySet().iterator();

**while** (iterator.hasNext()) {

System.***out***.println(cityCode.get(iterator.next()));

// adding an element to Map

// exception will be thrown on next call

// of next() method.

cityCode.put("Istanbul", "Turkey");

}

}

}

**Fail Safe Iterator:**

There is no term fail-safe given in many places as Java SE specifications do not use this term. I am using this term to demonstrate the difference between Fail Fast and Non-Fail Fast Iterator. These iterators make a copy of the internal collection (object array) and iterate over the copied collection. Any structural modification done to the iterator affects the copied collection, not the original collection. So, the original collection remains structurally unchanged. 

Fail-safe iterators allow modifications of a collection while iterating over it.

These iterators don’t throw any Exceptions if a collection is modified while iterating over it.

They use copies of the original collection to traverse over the elements of the collection.

These iterators require extra memory for cloning of collection. Ex: ConcurrentHashMap, CopyOnWriteArrayList.

package Q17;

//Java code to illustrate

//Fail Safe Iterator in Java

import java.util.concurrent.CopyOnWriteArrayList;

import java.util.Iterator;

class FailSafe {

public static void main(String args[])

{

CopyOnWriteArrayList<Integer> list

= new CopyOnWriteArrayList<Integer>(new Integer[] { 1, 3, 5, 8 });

Iterator itr = list.iterator();

while (itr.hasNext()) {

Integer no = (Integer)itr.next();

System.out.println(no);

if (no == 8)

// This will not print,

// hence it has created separate copy

list.add(14);

}

}

}

**18. Can we start the thread twice?**

No. After starting a thread, it can never be started again. If you do so, an *IllegalThreadStateException* is thrown. In such case, the thread will run once but for the second time, it will throw an exception.

**package** Q18;

**public** **class** TestThreadTwice1 **extends** Thread{

**public** **void** run(){

System.***out***.println("running...");

}

**public** **static** **void** main(String args[]){

TestThreadTwice1 t1=**new** TestThreadTwice1();

t1.start();

t1.start();

}

}

**19. What are the different ways to create a thread in java? Which one is preferred?**

There are two ways to create a thread:

* By extending the Thread class
* By implementing a Runnable interface.

The Thread class provides constructors and methods to create and perform operations on a thread.Thread class extends Object class and implements Runnable interface.

The Runnable interface should be implemented by any class whose instances are intended to be executed by a thread. Runnable interfaces have only one method named run().

**package** Q19;

**class** Multi **extends** Thread{

**public** **void** run(){

System.***out***.println("thread is running...");

}

**public** **static** **void** main(String args[]){

Multi t1=**new** Multi();

t1.start();

}

}s

### **Commonly used Constructors of Thread class:**

* Thread()
* Thread(String name)
* Thread(Runnable r)

public void run(): is used to perform action for a thread.

The **start() method** of Thread class is used to start a newly created thread. It performs the following tasks:

* A new thread starts(with new callstack).
* The thread moves from New state to the Runnable state.
* When the thread gets a chance to execute, its target run() method will run.

**20. What are the different states a thread will go through?**

The thread goes through different states they are new, runnable, blocked, waiting, time waiting , and terminated.
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**21. What is Serialization? How do we achieve it?**

**Serialization in Java** is a mechanism of *writing the state of an object into a byte stream*. It is mainly used in Hibernate, RMI, JPA, EJB, and JMS technologies.

The reverse operation of serialization is called *deserialization* where the byte-stream is converted into an object. The serialization and deserialization process is platform-independent, it means you can serialize an object on one platform and deserialize it on a different platform.

For serializing the object, we call the **writeObject()** method of *ObjectOutputStream*class, and for deserialization, we call the **readObject()** method of *ObjectInputStream* class.
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## java.io.Serializable interface

Serializable is a marker interface (has no data member and method). It is used to "mark" Java classes so that the objects of these classes may get a certain capability. The Cloneable and Remote are also marker interfaces.

The Serializable interface must be implemented by the class whose object needs to be persisted.

The String class and all the wrapper classes implement the java.io.Serializable interface by default.

**22. What is immutable class? Is String class immutable?**

Immutable class means once we create a object we cannot change the content of it. In java all wrapper classes like integer, Boolean , Byte, Short and string class are immutable.

A String is an unavoidable type of variable while writing any application program. String references are used to store various attributes like username, password, etc. In Java, **String objects are immutable**. Immutable simply means unmodifiable or unchangeable.

Once String object is created its data or state can't be changed but a new String object is created.

![Immutable String in Java](data:image/png;base64,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)

As you can see in the above figure that two objects are created but *s* reference variable still refers to "Sachin" not to "Sachin Tendulkar".

But if we explicitly assign it to the reference variable, it will refer to "Sachin Tendulkar" object.

**23. Do immutable classes thread safe? If yes then how?**

* Objects of an immutable class are called immutable objects. While dealing with immutable objects, we are not allowed to change an object’s state after its creation. Whenever the state of an object is changed, we get a new object.
* Immutable classes do not provide any methods for changing their content.
* In Immutable classes, only getter methods are available and not setter methods.

24. Can we call the garbage collector explicitly? Will it trigger the garbage collector?

When there are no more references to an object, the object is finalized and when the **Garbage Collection** starts these finalized objects get collected this will done automatically by the **JVM**.

We can call the **Garbage Collection**explicitly in two ways

* **System.gc() method**
* **Runtime.gc() method**

The **java.lang.Runtime.freeMemory()** method returns the amount of free memory in the **Java Virtual Machine (JVM)**. Calling the **gc()**method may result in increasing the value returned by the **freeMemory**.

Some of the important features of java are:

1. forEach() method in Iterable interface -> when we need to traverse through the collection we need to create iterator method who has logic in the loop for each of the elements in the collection

**Example:**

**import** java.util.ArrayList;

**import** java.util.List;

**import** java.util.function.Consumer;

**public** **class** foreach {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

List<String> data = **new** ArrayList<>();

data.add("New Delhi");

data.add("New York");

data.add("Mumbai");

data.add("London");

data.forEach(**new** Consumer<String>() {

@Override

**public** **void** accept(String t)

{

System.***out***.println(t);

}

});

}

}

1. default and static methods in Interfaces -> default methods enable you to add new functionality to the interfaces of your libraries and ensure binary compatibility. A static method is a method that is associated with the class in which it is defined rather than with any object. Every instance of the class shares its static methods. Static method in interface are part of the interface class can’t implement or override it whereas class can override the default method.

**Example:**

**Interface:**

**public** **interface** defaultstaticinterface {

**default** **void** show() {

System.***out***.println("Hello world");

}

**static** **void** display() {

System.***out***.println("in the interface");

}

}

**Driver class**

**public** **class** defaultstatic **implements** defaultstaticinterface {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

defaultstaticinterface.*display*();

defaultstatic defaultStaticExampleClass = **new** defaultstatic();

// Call default method on Class

defaultStaticExampleClass.show();

}

}

1. Functional Interfaces and Lambda Expressions -> A **functional interface** is an interface that contains only one abstract method. They can have only one functionality to exhibit. From Java 8 onwards, lambda Expressions can be used to represent the instance of a functional interface. A functional interface can have any number of default methods. **Runnable, ActionListener,Comparable** are some of the examples of functional interfaces.

Example:

**public** **class** Functionallambda {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

// lambda expression to create the object

**new** Thread(() -> {

System.***out***.println("New thread created");

}).start();

}

}

1. Java Stream API for Bulk Data Operations on Collections -> A new java.util.stream has been added in Java 8 to perform filter/map/reduce like operations with the collection. Stream API will allow sequential as well as parallel execution. This is one of the best features for me because I work a lot with Collections and usually with Big Data, we need to filter out them based on some conditions. Collection interface has been extended with stream() and parallelStream() default methods to get the Stream for sequential and parallel execution.
2. Java Time API -> Each date time instance is composed of fields that are conveniently made available by the APIs. For lower level access to the fields refer to the java.time.temporal package. Each class includes support for printing and parsing all manner of dates and times. Refer to the java.time.format package for customization options.
3. Collection API improvements -> we have some new method for collection api improvements 1. Iterator default method foreachRemaining(action) to perform given action for each remaining element until all elements have been processed or it thows an exception 2. Collection default method removeif to remove all the elements of the collections 3. Performance improvement for hashMap class with key collisions
4. Concurrency API improvements -> some important concurrent API improvements they are compute(), foreach(), foreachentry(), foreachkey(), foreachvalue(), merge(), reduce(), search().
5. Java IO improvements -> Files.list(Path dir) that returns a lazily populated Stream, the elements of which are the entries in the directory.Files.lines(Path path) that reads all lines from a file as a Stream. Files.find() that returns a Stream that is lazily populated with Path by searching for files in a file tree rooted at a given starting file. BufferedReader.lines() that return a Stream, the elements of which are lines read from this BufferedReader.

26. How to make a pure singleton?

The purpose of the singleton object is to control the object creation limiting the objects limiting to only one. It allows only one entry point to create a new instance of the class

**Example:**

**package** Ques26;

**public** **class** pureSingleton {

**private** **static** **volatile** pureSingleton *sSoleInstance* = **new** pureSingleton();

//private constructor.

**private** pureSingleton(){}

**public** **static** pureSingleton getInstance() {

**return** *sSoleInstance*;

}

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

pureSingleton instance1 = pureSingleton.*getInstance*();

//Instance 2

pureSingleton instance2 = pureSingleton.*getInstance*();

//now lets check the hash key.

System.***out***.println("Instance 1 hash:" + instance1.hashCode());

System.***out***.println("Instance 2 hash:" + instance2.hashCode());

}

}

27. How to make a singleton synchronized?

Synchronization prevents a block of code to be executed by more than one thread at the same time. To improve our Singleton pattern I have just added synchronized keyword in method declaration. In the following example only one thread can enter the getInstance() method and execute code at the time.