Создание графического окна приложения.

Мы будем работать с библиотекой tkinter, в котором окно задается следующим образом:

[?](http://pythonicway.com/python-games/python-arcade/18-python-snake)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | from tkinter import \*    # Создаем окно  root = Tk()  # Устанавливаем название окна  root.title("PythonicWay Snake")    # Запускаем окно  root.mainloop() |

 Обратите внимание, что весь остальной код должен находиться до строки root.mainloop()

Объявление вспомогательных глобальных переменных.

Тут все просто, для облегчения последующей работы создадим следующие [переменные](http://pythonicway.com/python-basic-syntax):

[?](http://pythonicway.com/python-games/python-arcade/18-python-snake)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | # ширина экрана  WIDTH = 800  # высота экрана  HEIGHT = 600  # Размер сегмента змейки  SEG\_SIZE = 20  # Переменная отвечающая за состояние игры  IN\_GAME = True |

Установка на окне области для рисования.

Область для рисования в tkinter реализована при помощи класса Canvas, им и воспользуемся.

[?](http://pythonicway.com/python-games/python-arcade/18-python-snake)

|  |  |
| --- | --- |
| 1  2  3  4  5 | # создаем экземпляр класса Canvas (его мы еще будем использовать) и заливаем все зеленым цветом  c = Canvas(root, width=WIDTH, height=HEIGHT, bg="#003300")  c.grid()  # Наводим фокус на Canvas, чтобы мы могли ловить нажатия клавиш  c.focus\_set() |

Если вы все делали правильно, то запустив полученный код получите следующую картину

![змейка на python, tkinter snake canvas](data:image/png;base64,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)

Создание классов сегмента и змеи:

Класс сегмента змейки.

Сегмент змейки будет простым прямоугольником, созданным при помощи метода create\_rectangle класса Canvas модуля tkinter.

[?](http://pythonicway.com/python-games/python-arcade/18-python-snake)

|  |  |
| --- | --- |
| 1  2  3  4  5 | class Segment(object):      def \_\_init\_\_(self, x, y):          self.instance = c.create\_rectangle(x, y,                           x+SEG\_SIZE, y+SEG\_SIZE,                           fill="white") |

Класс змейки.

**Змейка** у нас будет набором сегментов. У нее будут методы движения, изменения направления и добавления сегмента.

[?](http://pythonicway.com/python-games/python-arcade/18-python-snake)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51 | class Snake(object):      def \_\_init\_\_(self, segments):          self.segments = segments            # список доступных направлений движения змейки          self.mapping = {"Down": (0, 1), "Up": (0, -1),                                  "Left": (-1, 0), "Right": (1, 0) }          # изначально змейка двигается вправо          self.vector = self.mapping["Right"]        def move(self):           """ Двигает змейку в заданном направлении """             # перебираем все сегменты кроме первого           for index in range(len(self.segments)-1):                segment = self.segments[index].instance                x1, y1, x2, y2 = c.coords(self.segments[index+1].instance)                # задаем каждому сегменту позицию сегмента стоящего после него                c.coords(segment, x1, y1, x2, y2)             # получаем координаты сегмента перед "головой"           x1, y1, x2, y2 = c.coords(self.segments[-2].instance)             # помещаем "голову" в направлении указанном в векторе движения           c.coords(self.segments[-1].instance,                         x1 + self.vector[0]\*SEG\_SIZE,                         y1 + self.vector[1]\*SEG\_SIZE,                         x2 + self.vector[0]\*SEG\_SIZE,                         y2 + self.vector[1]\*SEG\_SIZE)        def change\_direction(self, event):          """ Изменяет направление движения змейки """            # event передаст нам символ нажатой клавиши          # и если эта клавиша в доступных направлениях          # изменяем направление          if event.keysym in self.mapping:              self.vector = self.mapping[event.keysym]        def add\_segment(self):          """ Добавляет сегмент змейке """            # определяем последний сегмент          last\_seg = c.coords(self.segments[0].instance)            # определяем координаты куда поставить следующий сегмент          x = last\_seg[2] - SEG\_SIZE          y = last\_seg[3] - SEG\_SIZE            # добавляем змейке еще один сегмент в заданных координатах          self.segments.insert(0, Segment(x, y)) |

Если вы осилили эти два класса и более того, поняли что, как и почему, то поздравляю - самая трудная часть позади. Уже сейчас можно создавать змейку. Вставте следующие строчки, но обязательно после строк c.grid()

[?](http://pythonicway.com/python-games/python-arcade/18-python-snake)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | # создаем набор сегментов  segments = [Segment(SEG\_SIZE, SEG\_SIZE),              Segment(SEG\_SIZE\*2, SEG\_SIZE),              Segment(SEG\_SIZE\*3, SEG\_SIZE)]    # собственно змейка  s = Snake(segments) |

Вот так выглядит наша игра на данный момент.

![змейка на python, python snake](data:image/png;base64,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)

Создание вспомогательных функций.

Для начала напишем [функцию](http://pythonicway.com/python-functions) создания яблок (или что там наша змея будет есть). Не забудьте импортировать модуль random, чтобы все работало

[?](http://pythonicway.com/python-games/python-arcade/18-python-snake)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | def create\_block():      """ Создает блок в случайной позиции на карте """      global BLOCK      posx = SEG\_SIZE \* (random.randint(1, (WIDTH-SEG\_SIZE) / SEG\_SIZE))      posy = SEG\_SIZE \* (random.randint(1, (HEIGHT-SEG\_SIZE) / SEG\_SIZE))        # блок это кружочек красного цвета      BLOCK = c.create\_oval(posx, posy,                            posx + SEG\_SIZE,                            posy + SEG\_SIZE,                            fill="red") |

Теперь основная функция main, которая будет управлять игровым процессом.

[?](http://pythonicway.com/python-games/python-arcade/18-python-snake)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34 | def main():      global IN\_GAME        if IN\_GAME:          # Двигаем змейку          s.move()            # Определяем координаты головы          head\_coords = c.coords(s.segments[-1].instance)          x1, y1, x2, y2 = head\_coords            # Столкновение с границами экрана          if x1 < 0 or x2 > WIDTH or y1 < 0 or y2 > HEIGHT:              IN\_GAME = False            # Поедание яблок          elif head\_coords == c.coords(BLOCK):              s.add\_segment()              c.delete(BLOCK)              c.create\_block()            # Самоедство          else:              # Проходим по всем сегментам змеи              for index in range(len(s.segments)-1):                  if c.coords(s.segments[index].instance) == head\_coords:                      IN\_GAME = False        # Если не в игре выводим сообщение о проигрыше      else:            c.create\_text(WIDTH/2, HEIGHT/2,                                text="GAME OVER!",                                font="Arial 20",                                fill="#ff0000") |

 Последний шаг - правильно обработать нажатия клавиш. Привяжем метод класса Snake change\_direction() к Canvas:

[?](http://pythonicway.com/python-games/python-arcade/18-python-snake)

|  |  |
| --- | --- |
| 1 | c.bind("<KeyPress>", s.change\_direction) |

![змейка на python, python snake](data:image/png;base64,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)

Вот такая у нас получилась **змейка на Python**. Попробуйте немного усовершенствовать игру, например, добавить счет, ускорение игры, отредактировать функцию create\_block чтобы новые яблоки не появлялись на самой змейке, или реализовать систему уровней.