![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8vAwAI+AL8ldyzEQAAAABJRU5ErkJggg==)

Privacy preserving  
record linkage with phonetic algorithms and microservices

Thesis

Konstantinos Razgkelis

dai16250

![Αγγλικό Λογότυπο Πανεπιστημίου Μακεδονίας](data:image/jpeg;base64,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)

***ABSTRACT***

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//89AwAI3ALuqWChggAAAABJRU5ErkJggg==)

The exponential growth of the technology sector and an increasing need for sophisticated structures necessitates a revamping of the current methods. Many organizations are putting a micro services-oriented architecture in place since it is a popular approach for achieving success. In today's environment, a one-size-fits-all approach isn't adequate to provide industries the ability to follow through with creating software with greater durability and demand. Traditionally, we developed projects that started with the concept of expanding always onto a single page and adding layers of new functionalities. When the size of the project has increased and has become enormous, it makes fixing bugs and maintaining security very hard since the mud ball has so many “hard” layers. Therefore, it may hinder the ability of companies to keep up if they do not adopt new frameworks and technologies, since they will have difficulty competing with the increasing demands of the marketplace. This thesis lays out the advantages of microservice architectural design while developing a system that uses many different frameworks to prove the benefits of the microservices oriented architecture. The process of microservices and all the relevant tools and frameworks have all been compiled in the form of containers and images as part of Docker. Docker is a great platform that helps a project team avoid problems when devising and launching any project. Prebuilt images that may be utilized to handle the project's workloads are a critical part of the platform, helping to make project management easy and efficient. The future will provide companies and academics with new materials and tools, and we need to be able to adapt to these new changes to build new systems with the application of modern technology.
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The growth of the technological field has affected all areas of modern life. Companies have modernized their Industry and business plans while people have simplified their daily routines by using all these technological innovations. As technology evolves and the complexity of innovations increases it is only natural that high quality of information will be provided to guide companies taking the best possible actions in an already competitive market. For years, companies have used tools to store data which later are being used to optimize their decisions. Understandably, data usually are numeric values that after a proper analysis offer information which is used for decision making. By that definition, it is safe to assume that data is today’s one of the most important assets that companies, governments and people must consider before making any important decisions.

**“Who has the data has the power”**

Tim O’Reilly 1

The unfortunate reality is that dealing with data is not a simple process. By nature, processing the sheer volume of data that all companies simultaneously produce is a very big burden of a job. It is also inconceivable to transmit them to other hosts while sustaining the protection of this information with other sectors. In most cases, already known sensitive data fields such as names, addresses, and ID numbers are filtered so that they cannot be identified, but other less "essential" variables are not treated equally regarding the protection. Attackers or any harmful individuals may use these fields for their advantage and with specific methodologies, such as joined operation, they can identify people.

As previously said, we have presented the Record Linkage Problem, which is a stumbling block that many data analysts must overcome in their work. Furthermore, with the introduction of GDPR, more stringent restrictions have been implemented to enhance the privacy of data that is sent to third parties who should not be able to identify people. The “Privacy-Preserving Record Linkage” (PPRL) is a term that is frequently used in the literature to express what we have just explained [1]. In solving this issue, however, little attention is given to the fact that the privacy of the specified people in these databases must be protected. When two parties are attempting to discover common records without disclosing any more information to one another, they are referred to as the Privacy-Preserving Record Linkage issue. The introduction of errors, especially from human interaction, can make this problem exponentially harder

Additionally, many organizations as previously mentioned have developed applications that are equipped with tools for carrying out the necessary activities to fully utilize the data that has been produced. Naturally, to remain competitive in the market, every application must be updated regularly in response to market needs. Whether a big or small update is coming, you must have a thorough knowledge of the application's functioning, or else it may cause issues with the system's overall integrity. In certain cases, depending on the size of the program, this may be dangerous since larger applications find it more difficult to adopt newer technologies because it involves cleaning up or changing existing code. If the integration techniques used are accurate and appropriate, the program may be updated without any problems [1]. However, this process is often time-consuming and expensive since it requires a large amount of time and resources. All these problematic attributes belong to the traditional architectural strategy, established in the very early years of application deployment, called monolithic.

We will also discuss solutions to the Privacy-Preserving Linkage problem as well as the constraints of monolithic architecture. The first and most important thing we will do is suggest and explain how phonetic matching algorithms may be utilized to execute operations such as joining two data lists supplied by two separate parties without being restricted by the privacy record linkage. We also offer information on a different design that may be utilized to replace the monolithic architecture, as well as all of the advantages that come along. As a bonus, we will combine these methods into one experiment to demonstrate the advantages of these tactics when correctly executed together in terms of system performance and accuracy of the findings. To put these theoretical models into reality, we will also make use of appropriate contemporary technologies, such as Apache Spark and Docker. Finally, we offer comprehensive examples to allow for a thorough understanding of the intricacies of our approach, and we back up our case for privacy protection with a thorough explanation. Regarding empirical assessment, we conduct comprehensive experiments, to demonstrate the behavior of our approach

***2. Related Work***
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The continuous growth of the computational industry generated as a result a very big pool of data. Especially personal data dispersed in multiple data sources, presents enormous opportunities and insights for businesses to explore and leverage the value of linked and integrated data. However, privacy concerns impede sharing or exchanging data for linkage across different organizations. Privacy-preserving record linkage (PPRL) aims to address this problem by identifying and linking records that correspond to the same real-world entity across several data sources held by different parties without revealing any sensitive information about these entities [7]. PPRL is increasingly being required in many real-world application areas .

There have been many examples of applications suggesting the necessity of methods on how to deal with the issue of PPRL. Examples range from public health surveillance to crime and fraud detection and national security. Scalability to multiple large databases, due to their massive volume and the flow of data within Big Data applications, achieving high-quality linkage results in the presence of Big Data's variety and veracity, and maintaining privacy and confidentiality of the entities represented in Big Data collections are all challenges that PPRL for Big Data faces [7].

Relevant work and strong solutions are demonstrated in many researches such as in ‎[8] where they have used cryptographic one-way hash function to conceal the linkage of the information with high accuracy and recall.

Other solutions on how to deal with PPRL are Bloom Filters (BM). BF are space-efficient data structures that have been used for hashing the data while adding protection layers. Unfortunately, this methodology has been proven to be very susceptible to cryptanalysis attacks such as in [11].

There are definitely alternative variations of BF such as in [9] where techniques for securing the BF are demonstrated making BF more resilient to privacy attacks.

We will be offering an overview of strategies that allow businesses to join databases while maintaining data privacy in this study by using the Soundex phonetic algorithm. This method has already been described in [4] and ‎[5] which we will be using with the micro services-oriented architecture to add security layers throughout these organizational communications.

3. ***Problem Formulation and Background***
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Detailed descriptions of the issues we are tackling, as well as all the technologies that were utilized to accomplish the desired result, will be provided in this part.

3.1 Monolithic Architecture

In software development, the monolithic architecture is the traditional procedure developers used to create their applications. In terms of deployment, it follows very simple steps regarding its functionality since the system consists of a uniform approach where all of its components are based in a solo system.

In contrast to contemporary designs, this method conveys a straightforward concept of a solid infrastructure that has everything built to its core, with enhancements and updates being processes that get more difficult to complete as the size of the application grows. The most important drawback of this method is that it is compiled by an intriguing number of code lines that are all maintained in a single system. As a result, to introduce new functions or to resolve some of the debugging problems that may arise, an enormous amount of time and human resources would be required.

Despite that, certain unique reasons may make this method particularly helpful especially for tiny applications in their early stages of development. For these “young” applications, monolithic architectures, as stated in [‎1] in “The benefits of the monolithic architecture”, may be advantageous since the development stage can be simpler and less expensive. Because the budget is so restricted in the early phases of any application, the firms who create it typically do not have enough resources to complete the project without using monolithic.

Furthermore, because the code is still in its early stages, making changes to the application is a relatively simple procedure because the code's size is not large enough to complicate things.  Additionally, testing and deployment (the two most essential procedures of any program) may be a simple job, and scalability, such as running numerous instances of the application, is extremely feasible.

It is also important to state that the life cycle of new technologies, from their inception to their "death," was extremely precise. When new technologies enter the market and demonstrate that they are capable of outperforming the previously existing frameworks while also being more cost-effective, they are typically used to replace the "veterans." Unfortunately, the likelihood of this integration occurring in every current application is quite low, because the scope of many applications is generally large enough to prevent such acts from occurring. The concept of rewriting hundreds and millions of lines of code that have been created over a long period to adapt to the new age is just not financially feasible. Integrations are extremely time-consuming, and as a result, there will always be some vulnerabilities in the form of system errors, which will dramatically increase the complexity of the bug repairing process and, thus, the expense of correcting the issue. Furthermore, the sheer scale of the project makes it hard for new individuals to join and contribute to it, since learning the countless code lines will take several months, resulting in a development timeline that is guaranteed to be pushed back significantly.

There are not many applications that remain small as they expand in success and thus, even if monolithic architecture is an excellent approach for delivering the "baby" stages for any program, it is not an appropriate strategy for the application's long-term viability. A different approach necessitates which will be finally introduced.

3.2 Getaway from the monolithic era

In the year 2005, the phrase "Microservices Oriented Architecture" (MOA) was introduced to the world of information technology. From the very beginning, this phrase has called into question many of the individuals who surround the technology sector, calling into question its advantages and, in the end, raising the issue of whether we are ready to move away from the monolithic period or not. Even if there hasn't been a clear victor in the argument over which of the two methods is better since then, the message is clear: "Microservices are here to stay”. Proposing a straightforward, but ultimately gratifying, a solution to the issue discussed above. The idea essentially said that, rather than following the conventional monolithic design, we should develop towards creating applications that are composed of numerous, tiny, and dependable structures, collectively referred to as microservices, rather than a single, large, and unreliable structure. A microservice is a one-of-a-kind and independent component of a larger collection of microservices that together form the application. Each of them has its own set of tasks and duties, and each is capable of functioning independently of the internal state of the other microservices in the system. Furthermore, this design serves as a great future foundation, enabling the program to adjust to new frameworks, expand the size of the application, and perform a variety of other functions.

3.3 Introduction to Microservices-Oriented Architecture (MOA)

As part of the fundamental idea of what makes up a microservice, it is necessary to divide up an application such that all of the separated components present a single microservice entity with specified duties. These entities have their data models, and the administration of their data is accomplished via a particular process that can only be performed inside the confines of the microservice. At the end of the day, each service has its authority and views the rest of the external services as black boxes that can only be accessed via APIs. Even though the microservices by nature are totally isolated, [1] they can still communicate with each other by establishing a link between them via the use of dump pipes or lightweight protocols such as REST API [‎1].

  Let us now see the benefits offered by adopting the micro services-oriented architecture, as outlined in 2.

3.4 MOA: Pros

The significance of each service is immediately apparent since each unique entity is responsible for a particular task and is geographically separated from the others. Microservices are deployable independently of one another, allowing for more team autonomy. In other words, every single one of the microservices should be able to maintain its existence even if the state of all the other services has been adversely impacted by events such as upgrades, debugging, or any other bad occurrence such as bug problems or software malfunction. In the case of a disaster, all instances of the application's microservices may be deployed to various servers in multiple geographical locations, allowing it to be more adaptable than before. Each microservice may be developed and delivered in a variety of geographical locations, including, of course, any location around the globe. Scalability: As the success of an application grows, so do the demands on the application's size. Because each microservice functions as a separate department, each microservice has a unique set of resource requirements. Monolithic applications were used in the past, scaling them up meant scaling up the whole program, which proved to be a very expensive and inefficient approach for most businesses. MOA institutionalizes the resources to every service from the beginning of the application, and when demand grows, the scaling may be focused on the department of interest, allowing for more efficient use of resources. Maintainability and Flexibility: In addition, numerous new frameworks are being developed that may be utilized to keep the application's competitiveness in the market. Historically, this process may be prohibitively costly because it often necessitates a complete restructuring of the app's foundations. The tiny size of the microservice, on the other hand, makes it simpler to integrate it into different frameworks, thus maintaining the application's competitiveness. A smaller codebase makes it easier for the maintainer’s team to grasp the code, enabling new and inexperienced developers to join the project, resulting in quicker development, maintains, flexibility, access and a simpler and more inexpensive to maintain codebase overall. A flawless project, with no minor or significant mistake, could only exist in a utopian or dystopian society. The presence of a bug may hurt the overall state of the application, which will in turn have an impact on the profitability and the client experience. One of the most significant features of this design is its ability to isolate failures inside individual microservices, thus increasing substantially the capacity to detect and repair errors in the system while keeping costs to a minimum. Each service may maintain its integrity without being affected by the performance of the other related entities, as has previously been shown.

3.5 MOA: Possible Disadvantages

Unfortunately, MOA did not appear out of nowhere as a "Deus ex machina" plan to save the world. Neither is it a product that every business must adapt to maintain a competitive position in the market while reaping the advantages of all of its features. There is no such approach, and there should not be one, since it would most likely result in a boring deterministic world, and the need for developers, engineers, and computer scientists would be eliminated. However, this is a philosophical quandary that belongs to a different subject, and the solution should be left to philosophers rather than computer scientists to find. Returning to reality, although this design shines in terms of its ability to deal with the challenges of a monolithic program, it is not without its drawbacks. First and foremost, it is clear that the microservices are separate components of the application's architecture that operate independently of one another. Although, this does not preclude them from cooperating and stressing the necessity of communication among them. As the number of services increases, so does the complexity of the communication system. This necessitates the development of a system capable of handling the large number of requests that must go between the units. In the case of a disaster, if the response time is adversely impacted, a variety of difficulties will arise, and the developers may be compelled to create code to deal with the new challenges, which may include load balancing and network latency, among others. Each microservice has its database, which needs a distinct set of resources to maintain and carry out its functions properly. It is necessary to have experienced developers present to properly integrate from monolithic to MOA architectures. This is often true for the majority of organizations. These trained veterans are priceless assets for any organization, yet they are notoriously tough to obtain. The increasing number of microservices would, without a doubt, raise the need for resources to be distributed correctly, while the right implementation may be a highly complex, time-consuming, and therefore costly process. As the application's size grows and as more services interact with one another, the whole system becomes increasingly susceptible to the difficulties that every distributed system must deal with. When communication complexity grows, the likelihood of a technical issue occurring is substantially increased and debugging issues may be more difficult to deal with. Each microservice has its collection of logs, which may make it a time-consuming process for developers to manually examine all of the files if they are required to do so. Although the advantages of integrating into MOA outweigh any small compilations that may occur, it is essential to highlight the difficulties of fully integrating from a monolithic to a MOA architecture for the sake of impartiality. A "luxurious" approach, in which virtually only applications that have previously been submitted by businesses that can afford the additional cost would reap the benefits. Unfortunately, for new applications that are attempting to quickly enter the market, MOA may be prohibitively expensive in terms of the resources required to do so. As a result, monolithic architecture is much more attractive to freshly developed applications, while MOA is the architecture of the future.

3.6 MOA: Conclusion

To prevent any misunderstanding, it is not suggested that the application has been successfully integrated into MOA as a result of an abstract separation of the application into smaller parts. On the contrary, a thorough study into the construction of the communication system is needed, and the careful design of the foundations is a priority of the utmost importance. Many applications' first stop, right at the beginning of their life, is compulsorily the protective nest of monolithic architecture, where they may ascend in safety, develop quickly, and do so at the lowest possible cost. The third and last stage is the integration into MOA, with the necessity of designing a strategy that will allow the application to develop safely while maintaining the benefits of both methods being emphasized.

3.7 MOA and Monolithic with an example

When describing a monolithic design, you may define it as a black box that is capable of performing the functions of a car. However, the description of a microservice architecture might be defined as a group of black boxes that are capable of accomplishing normal car functions while communicating harmoniously. The first approach is merely focused on the overall outcomes of the entity and pays little attention to the organization and capabilities of its inner components. In the newest rendition, internal parts have significance, emphasizing their distinct functioning, role, and duties, with these all representing the entity under the appropriate collaboration.

![](data:image/png;base64,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)

*Figure 1: a) At the left is a car presented with Monolithic architecture b) At the right is a car presented with MOA  
source:* [*Microservices Car Example by Fotios Pechlivanis on Dribbble*](https://dribbble.com/shots/16476032-Microservices-Car-Example)

3.8 Enter Docker

The first chapter has shown some of the most often used reasons in support of the use of an MOA-based application design. Based on these assumptions, we will investigate Docker, a piece of software that has many usage capabilities, the most significant of which for this paper is the ability to put the MOA into action in a real-world environment 3. Docker is a framework that helps developers to create projects with very small components which have specific roles. Those components are known as containers and are created by using operating system-level virtualization 4. Besides containers, Docker has many more components that developers use like images, services, networks, volumes, and plugins 3.

3.9 Docker: An Overview

Docker is a free and open platform for building, delivering, and operating apps. Docker allows you to decouple your apps from your infrastructure, allowing you to swiftly release software. You can manage your infrastructure the same way you control your apps with Docker. You may drastically minimize the time between developing code and executing it in production by leveraging Docker's approaches for shipping, testing, and deploying code fast. Docker allows you to bundle and execute a program in a container, which is a loosely separated environment. Because of the isolation and security, you may operate several containers on the same host at the same time. Containers are small and include everything needed to operate an application, so you don't have to rely on what's already on the host. While you're working, you can quickly share containers and ensure that everyone receives the same container that operates the same way 3.

3.10 Docker: Images

A Docker image is a read-only template that contains all of the instructions and commands required to create a Docker container from scratch. Images may be completely modified copies of current images, or they can be fully based on existing images with little customization. Additionally, images may be customized and built from the ground up, although this is often done exclusively by professional and experienced Docker developers. If you want to construct a custom image, you'll need a Dockerfile. This file contains the syntax for describing the essential actions that must be taken to generate and execute the image. It is customary for the Dockerfile to include information on the operating system, programming languages, dependencies, and libraries, among other things. When compared to other competitive virtualization technologies, the most significant advantage of using images is that whenever an update occurs in the instructions of the Dockerfile, only the layers that have not yet been built are created, resulting in a framework that is extremely light-weight, low resource demanding, and extremely fast 4.

3.11 Docker: Containers

Containers are executable instances of one or more images that may be executed at the same time. These instances are separated by using an operating system such as Linux, Windows, or macOS, each of which has its libraries and configuration files.  Containers and virtual machines have a lot in common in terms of functionality. Containers share the services of a single operating system kernel, resulting in their using fewer resources than the most recent version of the operating system. Because the containers are inherently low in weight, an average host system can often handle up to 8 distinct instances at the same time, but this number is not restricted to that particular number in any way 4. Containers may be created, launched, stopped, relocated, and deleted using the Docker API or Docker CLI in a jiffy with the Docker CLI (Command Line Interface). There are many different networks that the containers may be linked to, and each container has its own personal or shared storage system. Last but not least, containers may interact with one another via a variety of internal and external channels that are well specified 5.

Containers have the advantage of being very versatile when it comes to the ways through which they are launched. Even tiny equipment such as personal computers may be a launching station, allowing the development stage to take place while the final product is launched as a temporary or even permanent site at the same location. An application built using Docker is often deployed to a public or private cloud distributed server, such as Amazon Web Services. When speaking to the early phases of development, this demonstrates the limitless potential and amazing scalability of the Docker software, without discounting the final stage of the program at the production level 5.

3.12 Docker: Volumes

By default, when a container is formed, it is given a temporary memory space to store and handle the files or data that is contained inside it. Unfortunately, when the container is terminated, all of the information that was previously stored inside it is then erased as well. Volumes are the most effective method of maintaining and managing the data contained inside a container. They may be a safer alternative to bind mounts when it comes to sharing data across different containers, backing up data, or migrating data. Containers contain a writable layer on top of them, which allows them to store data. Even though volumes are entirely distinct entities and do not belong inside the confines of a container, but rather as external memory space, the size of the volumes may be very dynamic depending on the amount of data stored while retaining the original size of the container host. Last but not least, containers may have several volumes, and vice versa, depending on the configuration 4.

3.13 Docker: Compose

Any of Docker's objects could be built using the Docker API and Docker CLI commands, as previously indicated. Docker has Another essential technology for developers, which allows them to produce more swiftly and simply than ever before and helps creating and organizing a multi-container Docker application. Docker-compose is a docker tool that works with a specific YALM file that stores all of the information needed to create and operate the application. The container's YALM file contains information on container properties such as the container's unique name inside Docker, the IP address, the relationship with linked volumes and networks, and the container's size 4 ,6.

Furthermore, compose may be utilized in a variety of situations, one of which is a development environment, where it can assist in running the program in an isolated and secure environment, among others. Another excellent use is as an automated testing environment, which is an extremely essential element of the process of testing new additions to the application to ensure steady and fast expansion 6. Compose may be used for a variety of activities, and Docker has given developers comprehensive and in-depth instructions on how to utilize it. Lastly, and perhaps most importantly, when compared to the Docker API or CLI commands, the YAML file allows for more straightforward persistence of the configuration files while keeping them in a readable format, which significantly simplifies the developer's job to build without making the update procedure overly complicated 4.

3.14 Docker: Docker Hub and repositories

Finally, the enormous number of private and public images available in Docker's repository makes it one of the finest platforms for developing MOA applications. It contains more than 100,000 distinct pictures, each of which has been downloaded more than a billion times. Some of the pre-built images that were utilized for this research include the PySpark-notebook from Jupyter, Hadoop, Apache Spark, and Ubuntu, to name a few 4.

3.15 Docker: The final word

During the same time that MOA's popularity is increasing, so is the need for a software connection that can offer a steady interface between theory and practice. Docker's extensive documentation, straightforward implementation, and scalability make it a valuable tool for developers who are transitioning from a monolithic to a modular architecture.

The introduction of our first problem, which was related to the architecture of our application, has now been completed, and we have also given a solution. As a result, it is past time for us to begin discussing the second problem in detail.

3.16 Privacy-Preserving Record Linkage (PPRL)

The following mathematical formula, theory, and example are used to explain the problem we are trying to cope with and it is taken from [4].

Let us consider two data sources, called Alice (A) and Bob (B), who respectively hold and records each. We denote as and the i-th record of Alice and Bob, respectively. We represent the j-th attribute of these records as .j and .j.

Privacy-preserving record linkage is the problem of identifying (linking) all pairs of and records that refer to the same real world entity, so that no more information is disclosed to either A, B , or any third party involved in the process besides the identifiers of the linked s and [‎4].

Alice and Bob will most probably use different schemas in their databases. As such, they will have different attributes. Let be Alice’s schema and be Bob’s schema and let us assume that in these schemas m of the attributes is common between the two sources forming a composite key. These attributes might be names, surnames, addresses, and birth dates. As such, none of these on its own may comprise a unique identifier that can be used to identify a record. We refer to these attributes as matching attributes or matching fields. The composite key is used to determine when two records match, i.e., when they refer to the same entity. To determine when two records match, the respective attributes forming the composite key need to be compared. Considering that our data is often dirty, matching should rely on a similarity or distance function [7].

Let us consider a similarity function () → [0...1] and a threshold tj > 0. Given the records and with matching attributes .1 ....m for both Alice and Bob, we define the following matching function M → {0, 1}:

[1]

If M ( , ) = 1, then the pair ( , ) is a match.

This process is the matching process. To preserve privacy, i.e., ensure privacy-preserving matching (PPM), after the completion of this process, the only information revealed is the identifiers of the matched records [3].

3.17 Phonetic Algorithm: Introduction

A phonetic algorithm is an [algorithm](https://en.wikipedia.org/wiki/Algorithm) for [indexing](https://en.wikipedia.org/wiki/Index_(publishing)) of [words](https://en.wikipedia.org/wiki/Word) by their [pronunciation](https://en.wikipedia.org/wiki/Pronunciation) 7 . It's been well over a century since the original algorithm Soundex was created [4] to help with name matching tasks, and since then, similar techniques have been used often for name-based record matching, with recent years seeing a huge uptick in their popularity Most of the terms discovered in it are contained in the English language. For the sake of this study, we shall narrow our attention to Soundex, which was utilized in the experimental work. Many people know that phonetic algorithms are very resilient in the face of typing mistakes and can operate even when broken [‎4].

3.18 Phonetic Algorithm: Soundex

Soundex [6] is the first phonetic algorithm that is responsible for establishing a connection between words by producing a coding pattern for them based on their similarities. This is how it is capable of creating a link between them. The name's initial letter was used for the first letter of the code, while the three phonetic sounds of the name provided the three letters of the last three letters of the code. The Soundex code helps differentiate homophone words since it uses a series of numbers to identify each instance of a homophone word. These homophone words are separate, as they sound alike but have different spellings. Additionally, the output will contain a single letter and three numbers, each of which has been changed by the algorithm.

3.19 Phonetic Algorithm: Example

Soundex may be better explained by using the example of how it handles the phrase "The amazing Spiderman". Soundex's transition follows a strict routine and process; it is not just an unorganized change. The first digit of the Soundex-corrected transformation begins with the same letter as the first letter of the word being converted. So, left vowels are discarded in addition to "y," "h," and "w". These next three numbers are as follows, in the pattern laid out in the table shown below, and are defined using both significant and minor words, with the use of 0s to fill in for small, irrelevant words. Using the Soundex method, the sentence of the example might be transformed into "T000 A525 S136."

| Letters | Soundex |
| --- | --- |
| a, e, i, o, u, y, h, w | 0 |
| b, f, p, v | 1 |
| c, g, j, k, q, s, x, z | 2 |
| d, t | 3 |
| l | 4 |
| m, n | 5 |
| r | 6 |

*Table 1*

3.20 Phonetic Algorithm: Privacy-Preserving Record Linkage Using Phonetic Codes

It is important to keep your information confidential. Identifying all record pairs of the same real-world entity in a way that A or B or other third parties participating in the process will not receive any additional information, except the identification of associated record pairs, is known as a Privacy-Preserving Record Linkage [‎5]. We have previously identified Soundex as a tool that can be used to solve this specific problem, and it is capable of performing the matching procedure in data.

To comprehend how PPRL with Soundex works, we will be using the same example used in the paper [‎4] we must first bring the well-known Alice, Bob, and Carol into our environment. Alice and Bob will represent the parties whose data will be impacted by PPRL, with Carol performing the joint action later on. Before submitting their data to Carol, Alice and Bob must complete a certain number of steps. We will be using the table with the algorithm from [5].

1. Their data is changed using a Map function to be converted to the Soundex output produced by the function

2. Create a data list that contains noise by utilizing fictitious values derived from random Soundex findings.

3. Combine the two data sets into a single one.

4. Apply a hash function to the new dataset to filter it.

5. Sort the hashed dataset into a random order

6. Send the information to Carol.

Now Carol has both data files and can start the join action to them. Finally, the joined data will be sent back to Alice and Bob.

3.21 Apache Spark: Introduction

Apache Spark is a free and open-source engine for large-scale applications involving enormous quantities of data to be processed. Almost all well-known online platforms, as well as the vast majority of big companies, rapidly embraced Spark from the outset. Spark is mostly used in the data analytics and machine learning sectors because of its ability to handle massive quantities of data. Spark is a descendant of Apache Hadoop, and it is capable of supporting a wide range of programming languages and frameworks. It takes the place of the previous program by doing the same function in less time 4, 7.

3.22 Apache Spark: Foundation

Spark Core serves as the platform's basis. These duties include memory management, fault recovery, scheduling, distributing, and monitoring jobs, as well as interacting with storage systems, and they are all handled by this component. Spark Core is accessed via an application programming interface (API) that is available for Java, Scala, Python, and R. Simple, high-level operators in these APIs conceal the complexity of distributed processing, which makes it easier to use 8 .

MLlib, a library of methods for large-scale machine learning, is included in the Spark framework. Training Machine Learning models using R or Python on any Hadoop data source, saving them with MLlib, and importing them into a Java or Scala-based pipeline are all options available to data scientists. Spark was developed to facilitate machine learning by providing a rapid, interactive computing environment that works entirely in memory. Among the methods accessible are classification, regression, clustering, collaborative filtering, and pattern mining, to name a few examples 8.

Because of the rapid scheduling capabilities of Spark Core, Spark Streaming is an ideal real-time streaming analytics solution for large data sets. It ingests data in mini-batches and conducts analytics on the data using the same batch analytics application code that was used for the previous batch 8. It is possible to use the same code for batch processing and real-time streaming applications, which improves the productivity of the developer 8.

If you want low-latency, interactive queries, Spark SQL is 100 times faster than MapReduce when it comes to delivering that service. While scaling to hundreds of nodes, it includes a cost-based optimizer, columnar storage, and code generation for rapid queries to ensure that the system remains fast and responsive. Business analysts may query data using either conventional SQL or the Hive Query Language, depending on their needs 8.

Spark GraphX is a distributed graph processing system built on the Spark platform. With the use of ETL, exploratory analysis, and iterative graph computing, users may interactively create and modify a graph data structure on a large scale. In addition to having a very flexible API, it also includes a variety of distributed graph algorithms built in 8.

3.23 Spark: Resilient Distributed Datasets (RDDs)

In computing, a resilient distributed dataset (RDD) is a read-only collection of objects that have been partitioned over many computers and that can be recreated if a partition has been lost [‎9]. RDD components do not need to be physically kept; instead, an RDD handle has enough information to create an RDD from data obtained from a trustworthy source. Even if a node fails, RDDs can always be rebuilt, ensuring that the system remains operational.

3.24 Apache Spark: Apache Spark over similar frameworks

Obviously, there have been many other frameworks that existed before the creation of Spark and to demonstrate the differences and significance of spark we should make a simple comparison.

Apache Hadoop is one of these tools that was used before Spark. Hadoop utilizes the MapReduce algorithm to process large data sets. In the case of massively parallelized operators, developers are relieved of the burden of worrying about task allocation and fault tolerance issues. MapReduce, on the other hand, has difficulty dealing with the sequential multi-step procedure required to complete a job. Towards the conclusion of each phase, MapReduce gets data from the cluster, executes operations on it, and publishes the results back to HDFS, where they belong. Because each step in a MapReduce job requires a disk read and write, MapReduce workloads are much slower than traditional computing tasks 8.

By performing processing in memory, decreasing the number of steps required to complete a task, and reusing data across many concurrent processes, Spark was designed to overcome the constraints of the MapReduce framework. Because Spark receives data into memory in a single step, performs operations, and sends out the results, it is much quicker than other programming languages. Spark also reuses data by storing it in an in-memory cache, which allows machine learning algorithms that repeatedly execute the same function on the same dataset to perform much faster.

Reusability of data is enabled through the creation of DataFrames, which are an abstraction over the Resilient Distributed Dataset (RDD). When conducting machine learning and interactive analytics, this lowers latency significantly, resulting in Spark being several times quicker than MapReduce.

3.25 Apache Spark: lazy evaluation

Lazy evaluation, also known as call-by-need in programming language theory, is an evaluation approach that avoids repetitive evaluations by deferring the evaluation of an expression until its value is required. It is a programming language technique that is used to evaluate expressions when their values are required (non-strict evaluation). The use of other, non-strict evaluation techniques, such as call-by-name, which evaluates the same function again and blindly, regardless of whether or not the function may be memoized, can reduce the execution time of some functions by an exponential factor, depending on the function 10.

Computer systems may be made faster by storing the results of costly function calls and returning the cached result when the same inputs are used again. Memoization, also known as memoisation, is a method for speeding up computer systems. As an example, basic mutually recursive descent parsing, which is used for purposes other than speed, has made use of memory in various contexts. Even though it is linked to caching, memoization refers to a particular instance of this optimization, as opposed to buffering and page replacement, which are both types of caching in themselves. In several logic programming languages, the term "Memoization'' refers to the act of postponing something. By using this programming and processing approach, the pace of the spark is considerably improved, allowing it to do the computational jobs much more quickly while decreasing the likelihood of a mistake 11.

3.26 ETL pipeline

Extract, transform, and load (ETL) is a three-phase computing process that involves extracting data, then transforming it (cleaning, sanitizing, and scrubbing it), and lastly loading it into an output data container. Data may be collected from a variety of sources and outputted to a variety of destinations. ETL processing is usually done with software tools, although it may also be done by system operators manually. ETL software often automates the whole process and may be performed manually or on a recurring schedule as individual tasks or as a batch of jobs 11.

An ETL system that is correctly built takes data from source systems, enforces data type and data validity criteria, and guarantees that it complies structurally with the output requirements. Some ETL systems can also produce data in a presentation-ready manner, allowing application developers and end-users to make informed decisions 12.

In the 1970s, the ETL process became a popular idea, and it is now widely employed in data warehousing. ETL systems frequently combine data from a variety of applications (systems), which are generally produced and supported by various vendors or housed on different computer hardware. Different stakeholders commonly maintain and administer the distinct systems containing the original data. A cost accounting system, for example, may incorporate data from payroll, sales, and buying 12.

Recently, we've covered a wide range of tools and frameworks, their capabilities, advantages, and disadvantages, as well as the reasons why they've been employed in certain situations. In addition, we demonstrated the significance of privacy-preserving record linkage, the fundamental idea of micro services-oriented architecture, and several tools that may be used to put these concepts into practice. Finally, in this chapter, we will describe how all of these frameworks may be linked together in such a manner that an ecosystem can be built to assist us in doing PPRL utilizing Microservices. Before we start with the explanation of our system, we need to announce that the experimental part was concluded in two versions. The initial version was built with a fully functional solution, which was typically accomplished by using some of the fundamental commands of each framework. An incomplete solution using complex instruments and methods is designated as the second version, with the hope of improving our experiment's outcome in the future. We will begin with the basic solution and later on, we will go through the improved implementation and any future updates that may be necessary.

4. ***Methodology***
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In this part, we provide the results of our experimental assessment of our method. In this study, we will show the processing time to complete the tasks using the micro services-oriented architecture on our datasets.

4.1 Experimental Setup

We will first need to give a demonstration of the hardware that was used in order to perform our operations. We ran our solution via the Okeanos IaaS academic service to ensure they worked properly. Our MOA system will be composed of three microservices that will operate as Docker containers and from which we will get the data that has been stored in their storage. Also, we will do the same experiment with noise ranging from 0 to 1000 percent of the total data amount. Our interface will be Jupyter Notebook, which we will use for both. With a 4-core processor and 8 GB of RAM, the virtual machine (VM) is fully functional.

First and foremost, we must address our microservices and the responsibilities they bear. We will create a basic system in which there will be just two entities with data sources and one entity that will link them and produce the necessary information back to them. As a result, for the time being, we may begin our experiment by creating three microservices: Alice, Bob, and Carol. Alice and Bob will serve as the two entities with their essential data, while Carol will operate as the mediator, bringing their data together in a safe and secured environment. Figure 3 depicts the design pattern that we used to solve our issue.
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*Figure 3*

4.2 Introduction of the classes

Before we start introducing our services, we will show the custom functions that were used to apply the Soundex algorithm, SHA algorithm, and the methods that create the fake noise. Inside the container of Alice and Bob, in the directory ‘packages’ there are two important files, the **etl\_pipeline.py,** and the **transformation\_functions.py**.

4.3 Custom transformation functions

The transformation functions are being used in the ETL pipeline to create fake Soundex values. Therefore, we will briefly introduce the methods of this class. Below, there is the table with the functions and their description.

| function | description |
| --- | --- |
| **create\_alp()** | is the first function and when is called it generates a random Soundex value (e.g. N310, B902). |
| **create\_fake\_soundex\_values(noise, dataframe, m\_field):** | This function when called takes a dataframe and regarding the percentage of the noise, it returns a dataframe with fake values. It also creates a different column for the matching field which is not being transformed |
| **create\_noise(noise, size, name)** | This function creates a series of added noise and returns it. |
| **create\_fake\_index(noise, size , name)** | Creates a column field with the fake index as a value |



| **import** random **import** pandas as pd   def **create\_alp**() -> str:   """ This functions is beings used **for** the creation of fake  soundex entries    Returns:  str: a Soundex entry e.g. N310, B902 ...  """    soundex\_value = str(chr(random.randrange(65,90)))\  + str(chr(random.randrange(48,54)))\  + str(chr(random.randrange(48,54)))\  + str(chr(random.randrange(48,54)))    **return** soundex\_value |
| --- |

*Code 1*

| def **create\_fake\_soundex\_values**( noise : **int**,  dataframe : pd.DataFrame,  m\_field : str) -> pd.DataFrame:    """ Creates a dataframe with a Soundex values which will be merged  with our dataset in order to add layers of noise. This will  apply extra protection to our data.    Args:  **noise** (**int**): The percentage of the noise we are going to use in  our **dataset** (e.g. 10%, 20%)   **dataframe** (pd.DataFrame): The dataframe with the data  **m\_field** (str): the column which will be used to make the join  operation to find our matches    Returns:  pd.DataFrame: The dataset with the fake soundex values  """  size = dataframe.shape[0]    fake\_index = create\_fake\_index(noise, size, m\_field)  df = pd.DataFrame(fake\_index, columns=[m\_field])    **for** row in dataframe.columns:  **if** row != m\_field:  noise\_df = pd.Series(create\_noise(noise, size, row), name=row)  df = pd.concat([df, noise\_df], axis=1)    **return** df |
| --- |

*Code 2*

| def **create\_noise**(noise : **int**, size : **int**, name : str) -> pd.Series:    """ This function is being used to add noise in our dataset.  It **requires** the percentage of the **noise** (e.g. 10%, 20%)  the size of the **dataset** (e.g 10.000 entries) and the name  of the column.    Args:  **noise** (**int**): The percentage of the noise we are going to use  in our **dataset** (e.g. 10%, 20%)  **size** (**int**): The size of the **dataset** (e.g. 25.000, 50.000)  **name** (str): The name of the column    Returns:  pd.Series: A series with the soundex values values  """    se = pd.Series([create\_alp() **for** \_ in **range**(**int**(noise \* size / 100))]\  , dtype = 'string'  , name=name)  **return** se |
| --- |

*Code 3*

| def **create\_fake\_index**(noise : **int**, size : **int**, name : str) -> pd.Series:  """Creates a column field with the fake index as a value    Args:  **noise** (**int**): The percentage of the noise we are going to use  in our **dataset** (e.g. 10%, 20%)  **size** (**int**): The size of the **dataset** (e.g. 25.000, 50.000)  **name** (str): The name of the column    Returns:  pd.Series: \_description\_  """  se = pd.Series(['Fake Index' **for** \_ in **range**(**int**(noise \* size / 100))]\  , dtype = 'string'  , name=name)    **return** se |
| --- |

*Code 4*

The explanation of the transformation functions is done, and we will continue the explanation of the ETL pipeline

4.4 ETL pipeline

Since the idea behind our task is to create a web application, we should be using a proper method to Extract, Transform and Load the data. The **etl\_pipeline.py** is a custom class that provides that specific ability to our application. The ETL pipeline, as already mentioned, is being used in both Alice and Bob since they require a proper architecture to properly process the data and later send them to Carol. Therefore, we need to make a deeper explanation of this custom-made class and the capabilities of all its functions.

| **import** pandas as pd **import** packages.transformation\_functions as tf **import** jellyfish **import** hashlib   PATH = f'/var/lib/data/datafile.csv'   **class** **ETLModel**:  """  **This** **is** **the** **ETL** **class** **model** **that** **will** **be** **used** **in the backend** **for** **our** **application**.  **The** **ETL** **pipeline** **is** **responsible** **for** **the** **extraction**, **transformation** **and** **loading**  **the** **data**.  """  **def** **\_\_init\_\_**(**self**, **matching\_field** : **str**, **noise** : **int**):  **self**.**matching\_field** = matching\_field  self.noise = noise  self.dataframe = None |
| --- |

*Code 5*

For the initialization of the ***ETLModel*** object, it is required to provide the arguments ***matching\_field*** and ***noise***. The ***matching\_field*** is the field of our data frame that will be used to identify the possible matches and thus it should not be changed with the Soundex or the hash functions. The ***noise*** is the percentage of the fake Soundex values in our data frame. Finally, the object initializes the dataframe variable which is being used throughout the pipeline. The ***PATH*** is a global variable that gives the path inside the container where our file is stored. We will be using the datafile.csv in our ETL pipeline.

Usually, well-established and completed applications take data from sources using API calls. Since it would require a lot of time to set up a database to store the data and an API to call them, we will be using the easiest and faster solution of file dumping to move the data around the containers.

The first function in our **ETLModel** class is the **extract\_data**. This function reads a csv file from the container’s storage (found in the PATH provided) and creates a pandas dataframe.

| def **extract\_data**(self) -> pd.DataFrame:  """ This function extracts the data from a source location.  (e.g csv file)    Returns:  pd.DataFrame: A pandas dataframe  """  self.dataframe = pd.read\_csv(correct\_path, header=0)\  .astype('string') |
| --- |

*Code 6*

The transform data method is the second function in our **ETLModel** class. This function starts altering the dataframe that was produced by the **extract\_data** function. There are several stages to the transformation process.

**Stage 1**: We must first create the **columns\_we\_care** list, which contains the fields that will be transformed using the Soundex and SHA functions. All of the dataframe's fields will be added, except for the **matching\_field**, which will be removed.

**Stage 2**: Now that the fields have been divided, we'll begin adding bogus Soundex values based on the **noise** value. We'll get a dataframe with fake Soundex values and a series with fake values for the matching field if we use the **create\_fake\_soundex\_ values** function from the **transformation\_functions** library. It's worth noting that the SHA function is also used with the dataframe and series.

**Stage 3:** We will apply the Soundex and the SHA to real data in this stage.

**Stage 4**: We'll now combine the false hashed Soundex values with the data's hashed Soundex values. We'll sort the combined data set by one of the fields (we'll use field = 'the first name,' but any of the other values will suffice).

**Stage 5**: Finally, we'll remove the automatically formed index, which may otherwise cause issues because it could be utilized as an identity field.



| def **transform\_data**(self) -> pd.DataFrame:  """ This function take the extracted dataframe and starts  transforming the **data** (cleans the data)    Args:  **matching\_field** (str): the column which will be used to  make the join operation to find  our matches  **noise** (**int**): The percentage of the noise we are going  to use in our **dataset** (e.g. 10%, 20%)   **dataframe** (pd.DataFrame): The dataframe with the data    Returns:  pd.DataFrame: The transformed data  """    columns\_we\_care = ['NCID', 'last\_name', 'first\_name', 'midl\_name',  'street\_name', 'res\_city\_desc', 'birth\_age']    columns\_we\_care.remove(self.matching\_field)    fake\_soundex\_values = tf.create\_fake\_soundex\_values(self.noise,  self.dataframe,  self.matching\_field)    **for** column in columns\_we\_care:  #Applies to the data the jellyfish-soundex function  #and also encodes them with the SHA256 encryption  self.dataframe[column] = self.dataframe[column]\  .apply(lambda x: jellyfish.soundex(str(x)))\  .apply(lambda x: hashlib.sha256( x.encode())\  .hexdigest() )    #Creates fake soundex values  fake\_soundex\_values[column] = fake\_soundex\_values[column]\  .apply(lambda x: hashlib.sha256( x.encode())\  .hexdigest() )    #We merge all the fake soundex data with the correct  merged\_data = pd.concat([self.dataframe, fake\_soundex\_values], axis=0)\  .sort\_values(by='first\_name')    merged\_data.reset\_index(drop=True, inplace=True)    self.dataframe = merged\_data |
| --- |
|  |

*Code 7*

The third function in the **ETLModel** is the **load\_data** whichsimply stores the transformed dataframe in the storage. In our application, it will be stored as a dump file in a CSV format.

| def **load\_data**(self):  """ Loads the data to a **dumpfile** (csv file) and stores them in the storage inside the container    Args:  **dataframe** (pd.DataFrame): \_description\_  """  self.dataframe.**to\_csv**('/var/lib/data/hidden\_information.csv',  encoding='utf-8', header=True, index=False) |
| --- |

*Code 8*

The fourth and final function in the **ETLModel** is the **start\_etl** which triggers the start of the pipeline. The trigger has occurred in the functions of our API endpoints which will be discussed later.

| **def start\_etl(self):  """  Start the etl pipeline  """  self.extract\_data()  self.transform\_data()  self.load\_data()** |
| --- |

*Code 9*

4.5 Alice/Bob service setup

Docker is the primary program with which we will integrate all our technologies to form a cohesive whole. We will be using the docker-compose capability, and as a result, we will need a more in-depth knowledge of the setup of the “docker-compose.yml” file to proceed. This file contains an explanation of all of the configuration options that have been applied to the microservices. In code 4, we can see the “docker-compose.yml” file that has been defined, and we will go through each of its characteristics one at a time as follows 13:

| **In the section "version" we define the version of the .yml file since different version requires different commands for the proper configuration   version: '3.0'   In the section "services" we define the microservices of our problem and we place all the need requirements or settings   services:  cluster-a:  container\_name: cluster-a  build:  context: ./services/data-service-1  dockerfile: Dockerfile  ports:  - "9200:9200"  environment:  - PORT=9200  volumes:  - cluster-A-volume:/var/lib/data    cluster-b:  container\_name: cluster-b  build:  context: ./services/data-service-2  dockerfile: Dockerfile  ports:  - "9300:9300"  environment:  - PORT=9300  volumes:  - cluster-B-volume:/var/lib/data    jupyter:  container\_name: jupyter  build:  context: ./services/jupyter  dockerfile: Dockerfile  ports:  - "8888:8888"  volumes:  - shared-workspace:/opt/workspace  networks:  - spark-net    In the section "volumes " we define the volumes that we will need for our microservices. In this place only the objects are created and no further connection with the services is configured. The connection with the services is established to the services configuration.   volumes:   cluster-A-volume:  cluster-B-volume:  shared-workspace:  name: "hadoop-distributed-file-system"  driver: local   networks:  spark-net:** |
| --- |

*Code 10. This is the docker-compose.yml files. 1*

‘‘Version" is the first command that we have to establish. Version means defining the version of the docker-compose.yml files. There are three constrained versions, (Version 1, Version 2, and Version 3) which each have unique specifications. In this experiment, we will be referring to Version 3 since we need to implement the capabilities of all versions.

Under the “services” area, we will begin configuring our microservices and all the parameters that we want to add. As can be readily observed, all the services have almost similar configurations, with a few minor variations that are typically determined by the duties of each service.

To properly develop the experiment, it is essential to refer to each container by its unique identification character. Fortunately, the command “container name” makes this feasible by storing a String containing the name of the container, as stated. This would be a fantastic idea later on when we are faced with the debugging process since we could isolate the issues by examining the log files for the name of the container.

Self-explanatory, the command "build" is building the container adding all the dependencies, files, and modules. It will begin creating the container from either an image fetched from the Docker Hub repository, or from the information provided in a particular file known as the Dockerfile, depending on the situation. In our example, all of the services will be built based on a custom Dockerfile, which will be described in detail later in the paper with extensive details. Lastly, all configuration files generated during the container's construction are stored in a particular place determined by the information provided in the "context" portion of the container's construction. The term "context" simply refers to the place where the container will be kept. It is only when the container is being built based on the customized Dockerfile that the Dockerfile instructions are shown. Otherwise, this part is removed and replaced with an image section, which specifies the location of an image on which our container will be built as a foundation.

Services are instances of the application that run independently of the rest of the program. We must first create a link between the services for them to be able to use the functionality of the other services. As a result, we must specify the ports on which all of the microservices will listen for communication. This is easily accomplished via the use of the section "PORT", which allows us to declare the port number of each microservice. Given that certain microservices may use more than one port, we may simply provide several port numbers in this section to accommodate this possibility. It is also essential to emphasize that the port numbers for both services should be always different since one service would override the functionality of the other if the port numbers are not the same.

Some of the configuration instructions may also be registered in the “environment” section of the configuration file. This section typically contains a list of the most essential variables that a container must have before it can be launched. This information may include account credentials (username and password), the size of the container, and the user's rights inside the Linux kernel, among other things. As shown in Figure 2, we may as well specify the port number by including it in the "environment" portion of the code.

Containers may also be implanted with shared or private storage, depending on the configuration. In the section "volume," we may link the container to various existing volumes by providing the volume names in this section.

The Volumes portion of the compose-file is the last and most significant element. As shown in the code's last lines, Volumes may be generated quickly and easily by just declaring their names. Several other volume settings might be used in conjunction with a given issue. However, we will not include any of these unique options in the initial iteration of our experiment.

We have finally presented our compose-file and discussed all of the settings that have been applied to our microservices, and we are nearly through with the preparations for launching our system. We must first explain the Dockerfile for this to take place. Dockerfile is yet another one-of-a-kind configuration file that we must learn more about before proceeding with our example.

4.6 Dockerfile-Alice and Bob

As described later, we said that every container could be built based on a prebuilt image obtained from the Docker Hub repository, or it could be built from scratch using a unique design. Additionally, a hybrid option is available, which involves modifying an already-built image, which is often the most popular and efficient approach. To do this, we have created a Dockerfile, in which we will describe in detail the commands that are used to configure it.

First, we need to set up our environment requirements which consist of all the modules and packages our application will be using.

The requirements.txt for all containers:

| Name | Version |
| --- | --- |
| Flask | 1.1.4 |
| requests | 2.23.0 |
| Markup safe | 2.0.1 |
| Jellyfish | 0.8.2 |
| Wget | 3.2 |
| pandas | 1.3.4 |

In the sense that Alice and Bob are two comparable entities (that is, two microservices that provide the same task), their Dockerfile is virtually identical by nature. This implies we will only have to go through one of these two Dockerfiles since they both express the same functionality, which is a relief. Alternatively, Carol has a distinct set of capabilities, and although the Dockerfile for Carol may have some similarities with the ones used by Alice and Bob, there are certain differences that we will need to consider as well. In Code 11, we can see Alice and Bob Dockerfile 13.

| Defines the image of which the container is going to be based FROM python:3.9   This is the directory where our system will work on WORKDIR /var/lib   The containers' copies in its storage the requirements.txt file from the local machine This file is filled with all necessary libraries that we need to install before the container's launch   COPY requirements.txt ./   Here we run the pip commands which installs the libraries in our Linux Kernel RUN pip install -r requirements.txt   It copies all the files in this specific location COPY . /var/lib/   It defines the port number the container should expose EXPOSE 9200   Finally, in order our container to run the python code we do it with final command CMD [ "python", "./app.py" ] |
| --- |

*Code 11 This is the Docker file of Alice and Bob* 13

Using the command "FROM," we begin the process of defining how our container will be built, namely whether it will be built from an image or if it will be built from scratch. When building the container for Alice and Bob, the image python will be used as a starting point, which is an instance of a computer running on the Ubuntu operating system with python3 already installed. Consequently, we have already specified the operating system and programming language with a single simple and quick operation.

It is now necessary to provide the working directory. Simply put, the command "WORKDIR" instructs the operating system to proceed to the place where it will be doing its duties. In this case, we are directing the operating system's attention to the directory /var/lib. Therefore, all of the following activities will be carried out in that specific location alone.

The container's primary responsibility is to execute the commands specified in the main code source; therefore, it is essential to implement all the required dependencies and libraries. This is accomplished by copying all this information from the local host computer to the container operating system in a file named "requirements.txt" that is deployed. A simple way to do this is to use the command "COPY," which should be followed by the file name and, lastly, the location to be copied or saved, as shown. Additionally, the requirements.txt file is mostly used for the importing of modules/libraries that are compatible with a particular version of the framework.

Now that we have a file with the necessary information about the libraries, we just need to install them on our container. We may begin our installation by entering the command "RUN" followed by the appropriate operating system instructions, such as pip (which is the command to install python libraries) or sudo, among others.

In the next step, we must use the command "COPY" once again to copy any additional files that may be required, as well as specify the proper port number to be used as a gate listener. The port with the number 9200 will be exposed in our Alice container.

Finally, and perhaps most crucially, we must execute our main code for the container to do its duties properly. Through the use of the command "CMD," the computer is initiating a command panel activity. Simple inference can be drawn from the terms “python” and “./app.py,” which indicate that the operating system will execute a python script with the name app.py that has been stored in the specified directory.

According to the above statement, Alice and Bob have the same characteristics, which means that their Dockerfiles have almost identical implementations. The only difference is that Bob is utilizing a different port number, 9300, to expose its listening gateway when compared to the other. As a result, there is no sense in explaining the Dockerfile of Bob in full again since the instructions are essentially the same. Carol's container, on the other hand, is built using a different method, and it will be very interesting to examine the Dockerfile instructions that are used to create them.

4.7 Dockerfile-Carol

| For our interface, we will be using the jupyter The notebook helps us speed our processing.   FROM jupyter/all-spark-notebook:spark-3.2.1   It is an excellent practice to add users to our container so that we can define different roles in our web service. We will be using only root for this example   USER root   We also need to copy in the container the requirements.txt and SparkCommands.ipynb files. The first one will have all the modules and packages that the service will    COPY requirements.txt ./ COPY SparkCommands.ipynb ./   Here we run the pip commands which install the libraries in our Linux Kernel   RUN pip3 install -r requirements.txt   It defines the port number the container should expose EXPOSE 8888   Finally, in order for our container to run the python code we do it with a final command   CMD ["jupyter", "notebook", "--port=8888", "--no-browser",  "--ip=0.0.0.0", "--allow-root"] |
| --- |

*Code 12. This is the Dockerfile for Carol.* 13

We must utilize an operating system on which our container will be built, just as Alice and Bob did. For this container, we will be using instead an official Docker Hub image 14.

Our second step is to specify the user and his or her permissions in our operating system as simply as possible by using the “USER” command on the command line. That is a straightforward process, and we now have a user with appropriate permissions in our system.

We will need to implement the dependencies and libraries from the particular requirements.txt file once again using the “COPY” command. We will start installing the dependencies required in our requirements.txt file. We will also expose the port 8888 for our container to be able to listen to any external requests. The container will start by using the “CMD” command at the end of this process.

Following a successful presentation of our containers' Dockerfiles, we are now prepared to describe the functioning of each container in more detail. As a result, we will present the primary source code for each container in this section.

4.8 Main Code – Alice and Bob

In the final line of their Dockerfiles, we have instructed our container to start a particular file in Python using the command line arguments. The primary functionalities of our containers are included in the file app.py. All our services are built on the Flask framework, and we will be gradually adding more layers of additional libraries and tools to meet the specific needs of each service as they become necessary.

| The backend endpoints of our web application **for** the service **A** (Alice) and **B** (Bob). We will be using only Alice source code since Bob's source code is identical.      from flask **import** Flask, send\_file, request **import** os from flask.wrappers **import** Response **import** pandas as pd **import** packages.etl\_pipeline as etl   HOST = '0.0.0.0' PORT = '9200' NAME\_OF\_CLUSTER = "Cluster\_A"   app = Flask(\_\_name\_\_)   @app.route("/take\_data/<matching\_field>/", methods=['GET']) @app.route("/take\_data/<matching\_field>/<int:noise>", methods=["GET"]) def **get**(matching\_field=None , noise=0):  """  The get endpoint/function that starts the ETL pipeline and return to   Carol the encrypted data    Returns:  http\_response: The file with the encrypted data  """    **if** 1000 <= noise <= 0:  **return** None    etl\_object = etl.ETLModel(matching\_field, noise)  etl\_object.start\_etl()  **return** send\_file(f'/var/lib/data/hidden\_information.csv',  mimetype='text/csv',  attachment\_filename='a\_cluster\_data.csv',  as\_attachment=True)   @app.route("/take\_data/", methods=["POST"]) def **post**():  """ The post endpoint/function that takes the data and stores them in the container    """ **try**:  downloaded\_data = pd.read\_csv(request.files['file'])  downloaded\_data.to\_csv('/var/lib/data/datafile.csv',  encoding='utf-8', index=False)   except FileExistsError:  **return** Response(f"We could not find the file!")  **else**:  **return** Response(f"Save the file")     **if** \_\_name\_\_ == '\_\_main\_\_':  ENVIRONMENT\_DEBUG = os.environ.get("DEBUG", True)  app.run(host=HOST, port=PORT, debug=ENVIRONMENT\_DEBUG) |
| --- |

*Code 13 The main code of Alice and Bob* 13

First and foremost, we must specify the IP address of the host as well as the port number on which our services will be accessible. In addition, we must decide on the names of our devices to have a clear idea of which service is responding. Finally, we must start our Flask object with the appropriate arguments to establish the development environment in which to conduct our experiment. Because this is the fundamental process for all of our microservices, we will not have to repeat the same information for each of them.

Our flask environment is now up and running, which means we are ready to process our data. Alice and Bob have source code that is quite similar since they do essentially the same purpose, thus we will show them in the same section.

Both Alice and Bob’s container is using two different endpoints. The first one, the post() method, will take the data from a source (e.g. API, dump files) and will save them in the storage. The second endpoint, get(), is the one that will start the ETL to apply noise and encrypt the data.

Carol can reach Alice and Bob with HTTP requests and since all three services are connected to the same docker network they can communicate with each other with the container name (e.g. cluster-a, cluster-b, jupyter). Therefore, when Carol requests the services of Bob and Alice it should reach the URL <http://cluster-a:9200/> and <http://cluster-b:9300/>. (cluster-a and cluster-b is the IP address of each container)

The experiment took place in two different environments. The development environment was the local machine (my personal computer) and the production environment. The first one was used to run locally at the location <http://localhost/>, all the upcoming changes of the code helping for a fast CI/CD. The second one was the live version of the app running on a Virtual Environment provided by the University of Macedonia at the URL 15.

| Function | Description |
| --- | --- |
| Get() | Start the ETL pipeline. Adds noise to the dataset and encrypts using Soundex and SHA. Finally, pushes the CSV file. |
| Post() | Acquired a CSV file and saves it in the storage |

Now that we have clarified the Alice and Bob service capabilities, we also have already sent encrypted data to Carol, and it is to match them. Before that, we will also explain the infrastructure of Carol’s container as well

4.9 Main Code – Carol

| **import** requests **import** datetime **import** pandas as pd from pyspark.sql **import** SparkSession       def **get\_data\_from\_service**(host, port, data, match\_field, noise):    requests.**post**(f"http://{host}:{port}//take\_data/", files=data)  request = requests.get(f'http://{host}:{port}//take\_data/{match\_field}/{noise}')  url\_content = request.content  with **open**(f"/opt/workspace/{host}\_download.csv", 'wb') as csv\_file:  csv\_file.**write**(url\_content)     def **main**(match\_field, noise, csv\_a, csv\_b, expected\_size):  """ The main code of Carol. It send data to Alice and Bob and then  it gets those data encrypted.    Args:  match\_field : the column which will be used to match the data  noise: the size of the fake noise we will add  csv\_a: Alice's data  csv\_b: Bob's data  expected\_size: the expected matches    Returns:  pd.Dataframe: All the metrics and times    """    start = datetime.datetime.now()    myfiles = {'file': open(csv\_a,'rb')}   get\_data\_from\_service(host='cluster-a', port='9200', match\_field=match\_field, noise=noise)  myfiles = {'file': open(csv\_b,'rb')}   get\_data\_from\_service(host='cluster-b', port='9300', match\_field=match\_field, noise=noise)    download\_time = datetime.datetime.now() - start        df\_1 = spark.read.csv(path="/opt/workspace/cluster-a\_download.csv", sep=",",   header=True)  df\_2 = spark.read.csv(path="/opt/workspace/cluster-b\_download.csv", sep=",",  header=True)    df\_1.createOrReplaceTempView("a\_cluster\_data")  df\_2.createOrReplaceTempView("b\_cluster\_data")      start = datetime.datetime.now() |
| --- |

| #Starts matching the Alice and Bobs data  matched\_data = spark.sql("SELECT a.NCID as a\_f1, a.first\_name as a\_f2,  a.last\_name as a\_f3, a.midl\_name as a\_f4,\   a.street\_name as a\_f5, a.res\_city\_desc as a\_f6, \  b.NCID as b\_f1, b.first\_name as b\_f2, b.last\_name  as b\_f3, b.midl\_name as b\_f4, b.street\_name as   b\_f5, b.res\_city\_desc as b\_f6 \  FROM a\_cluster\_data as a, JOIN b\_cluster\_data as b ON  a.first\_name == b.first\_name AND  a.midl\_name == b.midl\_name AND  a.street\_name == b.street\_name AND  a.res\_city\_desc == b.res\_city\_desc")      #saves the joined data in a csv file in Carols storage  matched\_data.repartition(1).write.mode('overwrite')\  .csv(f"/opt/workspace/joined\_result", header=True)    joined\_time = datetime.datetime.now() - start    matched\_data.createOrReplaceTempView("matched\_data")    #Finds the **true** positives of our experiment  TP = spark.sql(" SELECT \*\  FROM matched\_data \  WHERE matched\_data.a\_f1 == matched\_data.b\_f1 AND\  matched\_data.a\_f2 == matched\_data.b\_f2 AND\  matched\_data.a\_f3 == matched\_data.b\_f3 AND\  matched\_data.a\_f4 == matched\_data.b\_f4 AND\   matched\_data.a\_f5 == matched\_data.b\_f5 AND\  matched\_data.a\_f6 == matched\_data.b\_f6")    total\_matches = matched\_data.count()  TP = TP.count()  FP = total\_matches - TP  precision = TP / ( TP + FP )  recall = TP / expected\_size    **return** pd.DataFrame([[noise, download\_time, joined\_time, precision, recall,  total\_matches, expected\_size, TP, FP ]],\  columns=['noise', 'download\_time', 'joined\_time',\  'precision', 'recall','total\_matches',\  'expected\_size', 'TP', 'FP'])   #global pyspark object. spark = SparkSession.\  builder.\  appName("pyspark-notebook").\  master("spark://spark-master:7077").\  config("spark.executor.memory", "2g").\  getOrCreate() |
| --- |
|  |

*Code 14*

| # The main function of the container **if** \_\_name\_\_ == "\_\_main\_\_":    match\_field = 'NCID'  data = [(50, 12500), (100, 25000),(200,50000),(400,100000)]  **for** book, expected\_matches in data:  csv\_a = f'{book}K\_A.csv'  csv\_b = f'{book}K\_B.csv'  result = pd.DataFrame(None, columns=['noise', 'download\_time', 'joined\_time','precision', 'recall', 'total\_matches', 'TP' , 'FP' ])    **for** noise in **range** (0,1000,100):  result = pd.concat([result, main(match\_field, noise, csv\_a, csv\_b, expected\_matches)], axis=0)  result.to\_csv(f'final\_{book}.csv', encoding='utf-8', header=True, index=False) |
| --- |

*Code 15*

Carol's container is built using a Jupyter Notebook image as a starting point. Therefore, the source code and instructions are distinct from those used by Alice and Bob in their respective games. Below depicts the code that was used to request the data from Alice and Bob, as well as the Spark commands that were used to start the joined operation on the data from Alice and Bob.

Jupyter will serve as our primary platform for doing all of the required operations on the data we have obtained from Alice and Bob. To perform all of these tasks, we will need to import the modules that were utilized in the source code, just like we did in the previous containers. Finally, we will present the Spark program, which will be used to complete our unionization process. We will need to download the data from Alice and Bob after we have created our Spark Session with the correct attributes and configuration settings, such as whether it will run in a normal stand-alone mode or a cluster mode.

Apache Spark will be used to do our data analysis on our datasets. We will also perform the join operation on our datasets using Apache Spark to see how accurate our implementation is based on our predictions. We will be using Spark since we are expecting it to return fast and accurate results.

| Functions | Description |
| --- | --- |
| get\_data\_from\_service() | It gets the data from Alice or Bob which are encrypted with Soundex and SHA. |
| main() | The main code where the join operation takes place |

We will now start explaining the processing steps that Carol needs to take to perform our operation but before all that, we need to start the pyspark cluster object which will perform all the operations. We need to connect the pyspark object with the distributed cluster and add configuration options to optimize the processing of the data.

The first step is for Carol to request Alice and Bob to send their data. These data have already been transformed, with Soundex and SHA, and therefore they will be received by Carol in that specific form so that protection and anonymity will be sustained. After we have received the data, we should move them in a structure by creating pyspark dataframes. We will be using two different pyspark dataframes, one for the data of Alice and one for the data of Bob. After Carol has received the data from both sides, she creates the dataframes and she will start to perform the join operation upon them.

Both dataframes have identical fields (NCID, res\_city,\_desc, street\_name, midl\_name, first\_name, last\_name ) that will be used in the join operation. Except for the field with the name “NCID” which is being used later as a validator (fake data or real data) while all the other fields are being used to identify possible matches. As mentioned, we will be using the NCID to find the parameters of our metrics.

We will be using for our example two different statistical metrics precision and recall. **Precision** (also called positive predictive value) is the fraction of relevant instances among the retrieved instances, while **recall** (also known as sensitivity) is the fraction of relevant instances that were retrieved. Both precision and recall are therefore based on relevance [‎39].

5. ***Empirical Evaluation***![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8PAwAI9gL7zpsyJAAAAABJRU5ErkJggg==)

We will be using four different datasets regarding their size (50k, 100k, 200k, and 400k). We will present the calculated recall and precision and also some of the other metrics required to have a deep understanding of our experiment’s behavior and accuracy.

The first quartets of graphs are showing the accuracy and recall of our experiment regarding the size of the datasets and also the size of the noise added to the dataset. The second quartets of chars present the time spent while downloading/transforming the data and the time required for the join operation.
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The last four graphs present the time needed in very key parts of our application. The first part is the transformation and download time from the Alice and Bob container and the second one is the time elapsed when trying to perform the join operation in our spark cluster.
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We have now concluded our experiment section, which demonstrated how it is feasible to do the PPRL using Soundex while utilizing Microservices Oriented Architecture. As previously said, this is just the first milestone in our project's development, as it only consists of a very simple design. Even though the project's complexity does not approach the complexity of the real-world issues, we can see how advantageous it is to work in this architecture. Adding additional microservices and adopting a new spark method will be discussed so that we can have a better understanding of what more could be done to optimize our application, which will serve as the conclusion to this thesis.

***6***. ***Conclusion and future work***
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As we have previously stated, new technologies arise throughout time, and we must develop a strategy for our application that allows for simple adaptation and development. We have demonstrated the advantages and disadvantages of using phonetic algorithms with the microservices oriented architecture. It has also been demonstrated that it is a strategy that should be implemented for all future "big" applications because it is beneficial to their survival. The significance of Privacy-Preserving Record Linkage to keep all of the transferring information safe and concealed inside of the microservices communication channel was also shown. We've also proved how easy and safe it is to integrate applications with new frameworks using microservices, as well as to remove or update existing ones. Most significantly, we have shown how applications may be impacted by the implementation of new frameworks by carefully monitoring the behavior of our project after the integration time has ended. As a bonus, we've shown the advantages for novice developers who may be involved in the development of applications at any moment since it creates a healthy and inviting atmosphere that prevents them from being overwhelmed by the complexity of monolithic programs. Finally, and perhaps most elaborately, we have discussed the financial advantages that businesses get from this design since it is often the first variable that organizations consider before implementing any significant changes. The use of this architecture helps industries and companies that are striving for success and maintaining a solid position in a competitive market, thus avoiding losses that would otherwise jeopardize the integrity of an enterprise.

As a novice programmer and developer, I had to deal with the majority of the problems that monolithic-based applications brough. There were no significant issues with the time commitment I made to understand the theoretical model of MOA as well as the execution portion of the experiment. All of the frameworks that were utilized offered very detailed documentation papers that assisted inexperienced developers, like me, in breaking into the field, particularly the data firm on which this thesis concentrates. After everything is said and done, more time has been spent learning all the frameworks used in the application rather than learning the application of MOA, which serves as a compelling justification for continuing to adopt this approach in the future.

The next step of this paper is to optimize all the methods and tools used to provide results faster.
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