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**Постановка задачи**

Необходимо создать программу, которая будет реализовывать минимизацию булевых (логических) выражений с четырьмя переменными. Программа должна иметь следующие возможности:

1. Считывание вектора из 16 логических значений («1» или «0»).
2. Вывод таблицы истинности.
3. Построение совершенной дизъюнктивной нормальной формы (СДНФ).
4. Неполное склеивание (по одному одной переменной) полученной СДНФ.
5. Построение импликантной матрицы в результате склеек.

**Анализ задачи**

Для реализации реализован класс Boolean4 (рис. 1), содержащий поля:

1. int[] function - хранит вектор булевого выражения
2. int[,] truthTable - хранит таблицу истинности (для каждого булевого выражения она одинакова)
3. List<string> minterms - хранит элементарные дизъюнкции после слейки
4. List<string> sdnf - хранит полный набор элементарных дизъюнкций

В классе также реализованы следующие методы:

1. string Variable(int j) - по индексу получает строковое значение переменной. «0» соответствует «x», «1» соответствует «y», «2» соответствует «z», «3» соответствует «w».
2. void TruthTable() - заполнение таблицы истинности двоичными числами от 0 до 15 в порядке возрастания.
3. void PrintTruthTable() - печать таблицы истинности и вектора булевого выражения в консоль.
4. void makeSDNF() - заполнение списка *sdnf*  элементарными дизъюнкциями.
5. void SDNF() - вывод СДНФ в консоль.
6. MatchCollection GetVars(string st) - получение списка переменных из элементарной дизъюнкции любой длины.
7. bool Splice(string first, string second, out string minterm) - склейка двух элементарных дизъюнкций.
8. void Splicing() - процесс склейки с выводом шагов в консоль.
9. void ImplicantMatrix() - вывод импликантной матрицы в консоль.

В классе реализовано одно свойство Function, которое при внесении нового вектора классу заново строит СДНФ и таблицу истинности.
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Рисунок 1 - UML-диаграмма класса Boolean4

Таблица истинности заполняется числами от 0 до 15 в двоичной системе счисления с помощью парсера целочисленного типа и конвертера строкового типа.

Совершенная дизъюнктивная нормальная форма (СДНФ) создаётся с помощью функции makeSDNF(). В функции используется функция Variable(), которая ставит в соответствие индексу строковое значение переменной: «0» соответствует «x», «1» соответствует «y», «2» соответствует «z», «3» соответствует «w». В for-loop происходит проход по таблице истинности. Если значение функции для данного набора переменных равно «1», то двоичное число конвертируется в строковый тип с помощью Variable(). Если значение переменной равно «1», то записывается только значение функции Variable(), если значение равно «0», то перед значением функции Variable() записывается символ «-», обозначающий отрицание. Значения элементарных дизъюнкций записываются в список sdnf.

Неполное склеивание (склейка) происходит в функции Splicing(), которая использует функции Splice() и GetVars(). Функция GetVars() разделяет элементарную дизъюнкцию на переменные (с отрицанием или без). В Splice() происходит склеивание двух любых дизъюнкций. Если количество переменных в дизъюнкциях не равно, то функция возвращает значение false. Иначе, дизъюнкции разделяются на переменные, и они сравниваются друг с другом. Если переменные равны, то они записываются в переменную minterm. Далее, если в minterm количество переменных на одну меньше, чем в изначальной дизъюнкции, то возвращается true, иначе false. Переменная minterm со служебным словом out.

Функция Splicing() производит полную склейку по СДНФ до тех пор, пока она возможна. Если функция Splice() даёт истинное значение, то в в переменную minterms записывается результат. Далее, когда все возможные склейки были произведены, склеивание запускается заново. Когда склеивание не происходит, цикл do-while заканчивается, и результат склейки редактируется: остаются только уникальные элементарные дизъюнкции, результат выводится на экран.

Импликантная матрица выводится на экран. Заполнение происходит одновременно. Функция ImplicantMatrix() использует функцию GetVars(). Если в дизъюнкции СДНФ содержатся все переменные, которые есть в дизъюнкции, то в таблице выводится «+».

**Тесты**

*Тест 1*

Введите вектор:

1111111111111111

-> Таблица истинности

x | y | z | w | f

------------------

0 0 0 0 | 1

0 0 0 1 | 1

0 0 1 0 | 1

0 0 1 1 | 1

0 1 0 0 | 1

0 1 0 1 | 1

0 1 1 0 | 1

0 1 1 1 | 1

1 0 0 0 | 1

1 0 0 1 | 1

1 0 1 0 | 1

1 0 1 1 | 1

1 1 0 0 | 1

1 1 0 1 | 1

1 1 1 0 | 1

1 1 1 1 | 1

-> СДНФ

-x-y-z-w + -x-y-zw + -x-yz-w + -x-yzw + -xy-z-w + -xy-zw + -xyz-w + -xyzw + x-y-z-w + x-y-zw + x-yz-w + x-yzw + xy-z-w + xy-zw + xyz-w + xyzw

-> Склейка

1-2: -x-y-z

1-3: -x-y-w

1-5: -x-z-w

1-9: -y-z-w

2-4: -x-yw

2-6: -x-zw

2-10: -y-zw

3-4: -x-yz

3-7: -xz-w

3-11: -yz-w

4-8: -xzw

4-12: -yzw

5-6: -xy-z

5-7: -xy-w

5-13: y-z-w

6-8: -xyw

6-14: y-zw

7-8: -xyz

7-15: yz-w

8-16: yzw

9-10: x-y-z

9-11: x-y-w

9-13: x-z-w

10-12: x-yw

10-14: x-zw

11-12: x-yz

11-15: xz-w

12-16: xzw

13-14: xy-z

13-15: xy-w

14-16: xyw

15-16: xyz

Результат: -x-y-z + -x-y-w + -x-z-w + -y-z-w + -x-yw + -x-zw + -y-zw + -x-yz + -xz-w + -yz-w + -xzw + -yzw + -xy-z + -xy-w + y-z-w + -xyw + y-zw + -xyz + yz-w + yzw + x-y-z + x-y-w + x-z-w + x-yw + x-zw + x-yz + xz-w + xzw + xy-z + xy-w + xyw + xyz

-> Склейка

1-8: -x-y

1-13: -x-z

1-21: -y-z

2-5: -x-y

2-14: -x-w

2-22: -y-w

3-6: -x-z

3-9: -x-w

3-23: -z-w

4-7: -y-z

4-10: -y-w

4-15: -z-w

5-16: -xw

5-24: -yw

6-11: -xw

6-25: -zw

7-12: -yw

7-17: -zw

8-18: -xz

8-26: -yz

9-11: -xz

9-27: z-w

10-12: -yz

10-19: z-w

11-28: zw

12-20: zw

13-18: -xy

13-29: y-z

14-16: -xy

14-30: y-w

15-17: y-z

15-19: y-w

16-31: yw

17-20: yw

18-32: yz

19-20: yz

21-26: x-y

21-29: x-z

22-24: x-y

22-30: x-w

23-25: x-z

23-27: x-w

24-31: xw

25-28: xw

26-32: xz

27-28: xz

29-32: xy

30-31: xy

Результат: -x-y + -x-z + -y-z + -x-w + -y-w + -z-w + -xw + -yw + -zw + -xz + -yz + z-w + zw + -xy + y-z + y-w + yw + yz + x-y + x-z + x-w + xw + xz + xy

-> Склейка

1-14: -x

1-19: -y

2-10: -x

2-20: -z

3-11: -y

3-15: -z

4-7: -x

4-21: -w

5-8: -y

5-16: -w

6-9: -z

6-12: -w

7-22: w

8-17: w

9-13: w

10-23: z

11-18: z

12-13: z

14-24: y

15-18: y

16-17: y

19-24: x

20-23: x

21-22: x

Результат: -x + -y + -z + -w + w + z + y + x

-> Склейка завершена

Результат: -x + -y + -z + -w + w + z + y + x

![](data:image/png;base64,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)

Рисунок 2 - Импликантная матрица для теста 1

Тест 2

Введите вектор:

0000000000000000

-> Таблица истинности

x | y | z | w | f

------------------

0 0 0 0 | 0

0 0 0 1 | 0

0 0 1 0 | 0

0 0 1 1 | 0

0 1 0 0 | 0

0 1 0 1 | 0

0 1 1 0 | 0

0 1 1 1 | 0

1 0 0 0 | 0

1 0 0 1 | 0

1 0 1 0 | 0

1 0 1 1 | 0

1 1 0 0 | 0

1 1 0 1 | 0

1 1 1 0 | 0

1 1 1 1 | 0

Выражение является противоречием: построение СДНФ, склейки и импликантной матрицы невозможно

Тест 3

Введите вектор:

1100010101101000

-> Таблица истинности

x | y | z | w | f

------------------

0 0 0 0 | 1

0 0 0 1 | 1

0 0 1 0 | 0

0 0 1 1 | 0

0 1 0 0 | 0

0 1 0 1 | 1

0 1 1 0 | 0

0 1 1 1 | 1

1 0 0 0 | 0

1 0 0 1 | 1

1 0 1 0 | 1

1 0 1 1 | 0

1 1 0 0 | 1

1 1 0 1 | 0

1 1 1 0 | 0

1 1 1 1 | 0

-> СДНФ

-x-y-z-w + -x-y-zw + -xy-zw + -xyzw + x-y-zw + x-yz-w + xy-z-w

-> Склейка

1-2: -x-y-z

2-3: -x-zw

2-5: -y-zw

3-4: -xyw

Результат: -x-y-z + -x-zw + -y-zw + -xyw + x-yz-w + xy-z-w

-> Склейка завершена

Результат: -x-y-z + -x-zw + -y-zw + -xyw + x-yz-w + xy-z-w

![](data:image/png;base64,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)

Рисунок 3 - Импликантная матрица для теста 3

Тест 4

Введите вектор:

1100000000001111

-> Таблица истинности

x | y | z | w | f

------------------

0 0 0 0 | 1

0 0 0 1 | 1

0 0 1 0 | 0

0 0 1 1 | 0

0 1 0 0 | 0

0 1 0 1 | 0

0 1 1 0 | 0

0 1 1 1 | 0

1 0 0 0 | 0

1 0 0 1 | 0

1 0 1 0 | 0

1 0 1 1 | 0

1 1 0 0 | 1

1 1 0 1 | 1

1 1 1 0 | 1

1 1 1 1 | 1

-> СДНФ

-x-y-z-w + -x-y-zw + xy-z-w + xy-zw + xyz-w + xyzw

-> Склейка

1-2: -x-y-z

3-4: xy-z

3-5: xy-w

4-6: xyw

5-6: xyz

Результат: -x-y-z + xy-z + xy-w + xyw + xyz

-> Склейка

2-5: xy

3-4: xy

Результат: xy + -x-y-z

-> Склейка завершена

Результат: xy + -x-y-z

![](data:image/png;base64,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)

Рисунок 4 - Импликантная матрица для теста 4

**Код программы**

*Boolean4.cs*

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text.RegularExpressions;

namespace lab3

{

internal class Boolean4

{

private int[] function;

private int[,] truthTable = new int[16, 4];

private List<string> minterms = new List<string> ();

private List<string> sdnf = new List<string>();

public int[] Function

{

get => function;

set

{

function = value;

TruthTable();

makeSDNF();

}

}

private string Variable(int j)

{

if (j == 0)

return "x";

if (j == 1)

return "y";

if (j == 2)

return "z";

else

return "w";

}

private void TruthTable()

{

for (int i = 0; i < 16; ++i)

{

string res = Convert.ToString(i, 2);

for (int j = 0; j < (4 - res.Length); ++j)

{

truthTable[i, j] = 0;

}

int counter = 0;

for (int j = (4 - res.Length); j < 4; j++)

{

truthTable[i, j] = int.Parse(res[counter].ToString());

++counter;

}

}

}

public void PrintTruthTable()

{

Console.WriteLine("\n-> Таблица истинности");

Console.WriteLine(" x | y | z | w | f");

Console.WriteLine("------------------");

for (int i = 0; i < 16; ++i)

{

string result = " " + truthTable[i, 0] + " "

+ truthTable[i, 1] + " " + truthTable[i, 2]

+ " " + truthTable[i, 3] + " | "

+ Function[i];

Console.WriteLine(result);

}

Console.WriteLine();

}

private void makeSDNF()

{

for (int i = 0; i < 16; ++i)

{

if (Function[i] == 1)

{

string temp = "";

for (int j = 0; j < 4; j++)

{

string variable = Variable(j);

if (truthTable[i, j] == 0)

{

temp = String.Concat(temp, "-"+variable);

}

else

{

temp = String.Concat(temp, variable);

}

}

minterms.Add(temp);

sdnf.Add(temp);

}

}

}

public void SDNF()

{

if (sdnf.Count == 0)

{

Console.WriteLine("Выражение является противоречием: построение СДНФ, склейки и импликантной матрицы невозможно");

return;

}

Console.WriteLine("-> СДНФ");

for (int i = 0; i < sdnf.Count - 1; ++i)

{

Console.Write(sdnf[i] + " + ");

}

Console.Write(sdnf[sdnf.Count-1] + "\n");

}

private MatchCollection GetVars(string st)

{

Regex regex = new Regex("-\*[xywz]");

return regex.Matches(st);

}

private bool Splice(string first, string second, out string minterm)

{

int vars = 0;

minterm = "";

MatchCollection firstMatches = GetVars(first);

MatchCollection secondMatches = GetVars(second);

if (firstMatches.Count != secondMatches.Count)

return false;

for (int i = 0; i < firstMatches.Count; ++i)

{

first = firstMatches[i].Value;

second = secondMatches[i].Value;

if (first.IndexOf(second[second.Length-1]) != -1){

if (first == second)

{

vars++;

minterm += firstMatches[i].Value;

}

}

else

{

return false;

}

}

return ((vars == firstMatches.Count-1)&&(firstMatches.Count!=1)) ? true : false;

}

public void Splicing()

{

if (sdnf.Count == 0)

return;

List<string> res;

bool[] used;

bool needContinue;

string result = "";

string minterm = "";

do

{

result = "";

Console.Write("\n-> Склейка");

res = new List<string>();

used = new bool[minterms.Count];

needContinue = false;

for (int i = 0; i < minterms.Count; ++i)

{

for (int j = i + 1; j < minterms.Count; ++j)

{

string first = minterms[i];

string second = minterms[j];

if (Splice(first, second, out minterm))

{

used[i] = true;

used[j] = true;

needContinue = true;

res.Add(minterm);

Console.Write($"\n{i+1}-{j+1}: {minterm}");

}

}

}

for (int i = 0; i < used.Length; ++i)

{

if (!used[i])

{

res.Add(minterms[i]);

}

}

minterms = res;

string[] temp = minterms.ToArray();

var tempRes = temp.Distinct();

minterms = tempRes.ToList();

if (!needContinue)

{

Console.Write(" завершена");

}

Console.WriteLine();

for (int i = 0; i < minterms.Count; ++i)

{

result = result + minterms[i] + " + ";

}

result = result.Substring(0, result.Length - 2);

Console.WriteLine($"Результат: {result}");

} while (needContinue);

}

public void ImplicantMatrix()

{

if (minterms.Count == 0)

return;

bool isInMinterm;

Console.Write("\n");

string implicate = "-> Импликантная матрица";

int tab = ((9 \* (sdnf.Count + 1)) - implicate.Length)/2;

for (int i=0; i < tab; ++i)

{

implicate = String.Concat(" ", implicate);

}

Console.WriteLine(implicate);

Console.Write("{0, -8}|", "");

for (int i = 0; i < sdnf.Count; ++i)

{

Console.Write("{0, -8}|", sdnf[i]);

}

Console.Write("\n");

for (int j = 0; j < minterms.Count; ++j)

{

Console.Write("{0, -8}|", minterms[j]);

for (int i = 0; i < sdnf.Count; ++i)

{

isInMinterm = true;

MatchCollection vars = GetVars(minterms[j]);

foreach (Match m in vars)

{

int index = sdnf[i].IndexOf(m.Value);

if (index == -1)

{

isInMinterm = false;

}

else if (index != 0)

{

if (sdnf[i][index-1] == '-')

{

isInMinterm = false;

}

}

}

if (isInMinterm)

{

Console.Write("{0, -8}|", " +");

}

else

{

Console.Write("{0, -8}|", "");

}

}

Console.Write("\n");

}

}

}

}

*Program.cs*

using System;

namespace lab3

{

internal class Program

{

static void Main(string[] args)

{

Boolean4 work;

while (true)

{

Console.Clear();

work = new Boolean4();

Console.WriteLine("Введите вектор: ");

string input = Console.ReadLine();

int[] vec = { 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0 };

for (int i = 0; i < 16; i++)

{

vec[i] = int.Parse(input[i].ToString());

}

work.Function = vec;

work.PrintTruthTable();

work.SDNF();

work.Splicing();

work.ImplicantMatrix();

Console.Write("\nНажмите, чтобы повторить...");

Console.ReadKey(true);

}

}

}

}