**Goroutines**

(<https://www.golang-book.com/books/intro/10>)

### **Goroutines**

Rather than relying on the kernel to manage their activity, goroutines are cooperatively scheduled by a runtime artifact the Go runtime scheduler. The scheduler manages:

* Channel send and receive operations, if those operations would block.
* The go statement, although there is **no guarantee that new goroutine will be scheduled immediately.**
* Blocking syscalls like file and network operations.
* After being stopped for a garbage collection cycle.

In other words, places where the goroutine cannot continue until it has more data, or more space to put data.

Many goroutines are multiplexed onto a single operating system thread by the Go runtime. This makes goroutines cheap to create and cheap to switch between. Tens of thousands of goroutines in a single process are the norm, hundreds of thousands are not unexpected.

**The Go Playground https://play.golang.org/**

Demonstrate the issues with goroutines

package main

var a string

var done bool

func setup() {

a = "hello, world"

done = true

}

func main() {

go setup() // kicks off a thread for setup()

for !done {

}

print(a)

}

![](data:image/png;base64,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)

**Traditional Explicit Synchronisation (Locks)**

**Using explicit synchronization this code exits**

<https://en.wikipedia.org/wiki/Mutual_exclusion>

https://golang.org/pkg/sync/

Types of Go Locks

sync.Mutex

sync.RWMutex

package main

import "sync"

var l sync.Mutex

var a string

var done bool

func setup() {

a = "hello, world"

done = true

l.Unlock()

}

func main() {

l.Lock()

go setup()

l.Lock()

for !done {

}

print(a)

}

**Synchronised Set**

http://blog.golang.org/defer-panic-and-recover

**package main**

**import (**

**"fmt"**

**"sync"**

**)**

**type Set struct {**

**m map[string]bool**

**sync.RWMutex**

**}**

**func New() \*Set {**

**return &Set{**

**m: make(map[string]bool),**

**}**

**}**

**func main() {**

**// Initialize our Set**

**s := New()**

**// Add example items**

**s.Add("item1")**

**s.Add("item1") // duplicate item**

**s.Add("item2")**

**fmt.Printf("%d items\n", s.Len())**

**// Clear all items**

**s.Clear()**

**if s.IsEmpty() {**

**fmt.Printf("0 items\n")**

**}**

**s.Add("item2")**

**s.Add("item3")**

**s.Add("item4")**

**// Check for existence**

**if s.Has("item2") {**

**fmt.Println("item2 does exist")**

**}**

**// Remove some of our items**

**s.Remove("item2")**

**s.Remove("item4")**

**fmt.Println("list of all items:", s.List())**

**}**

**// Add add**

**func (s \*Set) Add(item string) {**

**s.Lock()**

**defer s.Unlock()**

**s.m[item] = true**

**}**

**// Remove deletes the specified item from the map**

**func (s \*Set) Remove(item string) {**

**s.Lock()**

**defer s.Unlock()**

**delete(s.m, item)**

**}**

**// Has looks for the existence of an item**

**func (s \*Set) Has(item string) bool {**

**s.RLock()**

**defer s.RUnlock()**

**\_, ok := s.m[item]**

**return ok**

**}**

**// Len returns the number of items in a set.**

**func (s \*Set) Len() int {**

**return len(s.List())**

**}**

**// Clear removes all items from the set**

**func (s \*Set) Clear() {**

**s.Lock()**

**defer s.Unlock()**

**s.m = make(map[string]bool)**

**}**

**// IsEmpty checks for emptiness**

**func (s \*Set) IsEmpty() bool {**

**if s.Len() == 0 {**

**return true**

**}**

**return false**

**}**

**// Set returns a slice of all items**

**func (s \*Set) List() []string {**

**s.RLock()**

**defer s.RUnlock()**

**list := make([]string, 0)**

**for item := range s.m {**

**list = append(list, item)**

**}**

**return list**

**}**