**Programming Assignment 1: Implementing 8-puzzle problem using A\* algorithm**

**Name**: Krishna Sreenivas

**Student** **ID**: 800984436

**Problem description:**

The puzzle has 9 tiles, each tile has a number assigned to it, starting from 1-8. However, the 9th tile has 0 assigned to it indicating a blank tile. Given the start state and the end state the blank tile can be moved in 4 directions (up, down, left, right) one tile at a time and can be used to swap with another tile. This project uses A\* algorithm which is a path finding algorithm, used to find a path with least cost to the end state.

In this project, I have used Manhattan distance to be the heuristic function. Based on the f(n) value, the algorithm finds the best possible path to the end state. The advantage of using A\* is that, it has the capability to backtrack to the parent of the generated node. While, maintaining the cost of the path as well.

**Program description:**

Global variables:

I have used a global variable *node\_count* to keep track of the number of nodes generated.

Functions:

Below is the list of functions along with a brief description.

1. Tree(): Constructor to initialize the root node to 0.
2. void input(): Takes the input from user for start and end states.
3. bool if\_empty(): Used to check whether the root node is 0 or not.
4. void construct\_root(vector<int> start\_state): Creates an root node for every state.
5. int heuristic\_dist(node\* temp): Used to obtain an estimate cost from current to end state.
6. void node\_sort(): Custom sorting function.
7. void gen\_nodes(): Creates a tree of nodes. So that A\* can back track.
8. void insert\_node(node\* current): Expands existing nodes.
9. void success\_check(node\* current): Checks if the end state could be reachable from current state.
10. void state\_change(node\* current, node\* temp, int dir): changing states by moving blank tile on basis of Manhattan distance.
11. void print(node\* root): Prints individual nodes(i.e. states) by backtracking.

**Code:**

#include <iostream>

#include <stdlib.h>

#include <vector>

#include <algorithm>

using namespace std;

int node\_count=1; //count of nodes generated

class Tree

{

public:

struct node //structure holding node details such as node movements, state, location of blank in puzzle, branch cost and final cost

{

int branch\_cost;//branch cost i.e. g(n)

int final\_cost;//final cost f(n)

vector<int> state;//vector to store digits of the puzzle

int index;//used to know the location of blank tile

node\* parent;

node\* up;//4 movements of the blank tile

node\* down;

node\* left;

node\* right;

};

vector<int> start\_state, end\_state; //start and end state vectors

int heuristic; //holding the h(n) value

bool check\_path; //to check if a path is valid

node\* root; //to hold root of a state

vector<node\*> node\_list; //vector to hold nodes generated

Tree()

{

root=0; //setting root to 0

}

void input() //taking inputs from the user for start and end state.

{

int input;

cout<<"Enter digits from 1 - 8 for start state. Enter 0 for blank tile\n";

for(int i=0;i<9;i++)

{

cin>>input;

start\_state.push\_back(input);

}

cout<<"Enter digits from 1 - 8 for the end state. Enter 0 for blank tile\n";

for(int i=0;i<9;i++)

{

cin>>input;

end\_state.push\_back(input);

}

}

bool if\_empty()//checking if root is empty or not.

{

return root==0;

}

void construct\_root(vector<int> start\_state)

{

node\* new\_node=new node; //creating a empty root node

for(int i=0;i<9;i++)

new\_node->state.push\_back(start\_state[i]);

new\_node->final\_cost=heuristic\_dist(new\_node);

new\_node->branch\_cost=1; //branch cost i.e. depth

new\_node->parent=0;//parent of the new node set to 0

new\_node->up=0;//setting up the movements to 0 initially

new\_node->down=0;

new\_node->left=0;

new\_node->right=0;

for(int i=0;i<9;i++) //checking for the index of blank tile

{

if (start\_state[i]==0)

new\_node->index=i;

}

if (if\_empty())//need to check if the root of the node doesnt have parent

{

root=new\_node; //set new\_node\_1 to root.

node\_list.push\_back(root);

}

}

int heuristic\_dist(node\* temp) //estimating cost to end state from current state h(n)

{

int heuristic\_cost=0;

for(int i=0;i<temp->state.size();i++)

{

if (end\_state[i]!=temp->state[i])

{

heuristic\_cost++;

}

}

return heuristic\_cost;

}

void gen\_nodes()//used to generate tree of nodes

{

construct\_root(start\_state); //constructing root node

node\* current;

check\_path=false;

int count=0;

heuristic=1;

while(node\_list.size()>0) //comparing current node with all nodes present in the node list

{

current=node\_list.front(); //choosing the minimum node

node\_list.erase(node\_list.begin());

insert\_node(current);

if(current->branch\_cost>count)//choosing the node which has least g(n) value

{

count=current->branch\_cost;

cout<<"Number of nodes in path= "<<count<<”\n”;

}

}

}

void node\_sort()//sorting nodes in descending order.

{

node\* temp;

for (int i=0;i<node\_list.size()-1;i++)

{

for (int j=0;j<node\_list.size()-1;j++)

{

if (node\_list[j]->final\_cost>node\_list[j+1]->final\_cost)

{

temp=node\_list[j];

node\_list[j]=node\_list[j+1];

node\_list[j+1]=temp;

}

}

}

}

void insert\_node(node\* current)//expanding new nodes of an already existing node

{

node\* new\_node\_1=new node;

state\_change(current,new\_node\_1,1); //swapping the node upwards with blank tile

new\_node\_1->branch\_cost=current->branch\_cost+1; //increasing branch cost by 1

new\_node\_1->final\_cost=heuristic\_dist(new\_node\_1)+new\_node\_1->branch\_cost;//A\* algorithm formula

new\_node\_1->parent=current; //make current node as parent node

//setting all possible movements to zero indicating new node is a leaf node

new\_node\_1->up=0;

new\_node\_1->down=0;

new\_node\_1->left=0;

new\_node\_1->right=0;

node\* new\_node\_2=new node;

state\_change(current,new\_node\_2,4);//swapping the node right with blank tile

new\_node\_2->branch\_cost=current->branch\_cost+1;//increasing branch cost by 1

new\_node\_2->final\_cost=heuristic\_dist(new\_node\_2)+new\_node\_2->branch\_cost;//A\* algorithm formula

new\_node\_2->up=0;//setting all possible movements to zero indicating new node is a leaf node

new\_node\_2->down=0;

new\_node\_2->left=0;

new\_node\_2->right=0;

new\_node\_2->parent=current;//make current node as parent node

node\* new\_node\_3=new node;

state\_change(current,new\_node\_3,2);//swapping the node down with blank tile

new\_node\_3->branch\_cost=current->branch\_cost+1;//increasing branch cost by 1

new\_node\_3->final\_cost=heuristic\_dist(new\_node\_3)+new\_node\_3->branch\_cost;//A\* algorithm formula

new\_node\_3->up=0;//setting all possible movements to zero indicating new node is a leaf node

new\_node\_3->down=0;

new\_node\_3->left=0;

new\_node\_3->right=0;

new\_node\_3->parent=current;//make current node as parent node

node\* new\_node\_4=new node;

state\_change(current,new\_node\_4,3);//swapping the node left with blank tile

new\_node\_4->branch\_cost=current->branch\_cost+1;//increasing branch cost by 1

new\_node\_4->final\_cost=heuristic\_dist(new\_node\_4)+new\_node\_4->branch\_cost;//A\* algorithm formula

new\_node\_4->up=0;//setting all possible movements to zero indicating new node is a leaf node

new\_node\_4->down=0;

new\_node\_4->left=0;

new\_node\_4->right=0;

new\_node\_4->parent=current;//make current node as parent node

if ((current->up==0)&&(new\_node\_1->state.size()>0))

//if up node is not linked to current and has non-zero size,

//then link new\_node\_1 and current by up.

{

node\_count++;

current->up=new\_node\_1;

if (!check\_path)

node\_list.push\_back(current->up);

}

else

delete new\_node\_1;

if ((current->down==0)&&(new\_node\_2->state.size()>0))

{

node\_count++;

current->down=new\_node\_2;

if (!check\_path)

node\_list.push\_back(current->down);

}

else

delete new\_node\_2;

if ((current->left==0)&&(new\_node\_3->state.size()>0))

{

node\_count++;

current->left=new\_node\_3;

if (!check\_path)

node\_list.push\_back(current->left);

}

else

delete new\_node\_3;

if ((current->right==0)&&(new\_node\_4->state.size()>0))

{

node\_count++;

current->right=new\_node\_4;

if (!check\_path)

node\_list.push\_back(current->right);

}

else

delete new\_node\_4;

node\_sort(); //node\_sort nodes with minimum pathcost

success\_check(current); //check if end\_state state is reached or not.

}

void success\_check(node\* current)//to check if end state is accessible from current state or not

{

bool check1,check2,check3,check4;

check1=check2=check3=check4=true;

for (int i=0;i<9;i++)

{

if (current->up!=0)

{

if (current->up->state[i]!=end\_state[i])

check1=false;

}

else

check1=false;

if (current->down!=0)

{

if (current->down->state[i]!=end\_state[i])

check2=false;

}

else

check2=false;

if (current->left!=0)

{

if (current->left->state[i]!=end\_state[i])

check3=false;

}

else

check3=false;

if (current->right!=0)

{

if (current->right->state[i]!=end\_state[i])

check4=false;

}

else

check4=false;

}

if(check1)

{

check\_path=true;

cout<<"Done!\n";

print(current->up);

}

else if(check2)

{

check\_path=true;

cout<<"Done!\n";

print(current->down);

}

else if(check3)

{

check\_path = true;

cout<<"Done!\n";

print(current->left);

}

else if(check4)

{

check\_path = true;

cout<<"Done!\n";

print(current->right);

}

if (check\_path)

{

while(!node\_list.empty())

node\_list.erase(node\_list.begin());

}

}

void state\_change(node\* current, node\* temp, int dir)//changing the state on basis of manhattan distance

{

int index;

bool wrong\_move=false;

for (int i=0;i<current->state.size();i++)

{

if (current->state[i]==0)

{

index=i;

}

temp->state.push\_back(current->state[i]);

}

temp->index=index;

if (current->branch\_cost>2)

{

if (index==current->parent->index)

{

wrong\_move=true;

}

}

int temp1;

switch (dir) { //to move tiles in up,down,left,right based on manhattan distance

case 1: // to move blank space in upward dir

if ((index > 2)&&(!wrong\_move)) // to move upwards only if the blank is in 2 and 3 row

{

temp1=temp->state[index];

temp->state[index]=temp->state[index-3];

temp->state[index-3]=temp1;

}

else //delete the node if upward movement is not possible.

temp->state.erase(temp->state.begin(),temp->state.end());

break;

case 4:

if ((index%3!=2)&&(!wrong\_move))

{

temp1=temp->state[index];

temp->state[index]=temp->state[index+1];

temp->state[index+1]=temp1;

}

else

temp->state.erase(temp->state.begin(),temp->state.end());

break;

case 2:

if ((index<6)&&(!wrong\_move))

{

temp1=temp->state[index];

temp->state[index]=temp->state[index+3];

temp->state[index+3]=temp1;

}

else

temp->state.erase(temp->state.begin(),temp->state.end());

break;

case 3:

if ((index%3!=0)&&(!wrong\_move))

{

temp1=temp->state[index];

temp->state[index]=temp->state[index-1];

temp->state[index-1]=temp1;

}

else

temp->state.erase(temp->state.begin(),temp->state.end());

break;

}

}

void print(node\* root) { //prints states from start to end states.

vector<node\*> pnt;

while(root!=0)//backtracking to root node from current node

{

pnt.push\_back(root);

root=root->parent;

}

cout<<"Starting State\n";

for (int j=pnt.size()-1;j>=0;j--)

{

cout<<"Move number "<<pnt.size()-j-1<<":\n";

for (int i=0;i<pnt[j]->state.size();i++)

{

if (pnt[j]->state[i]==0)

cout<<"0 ";

else

cout<<pnt[j]->state[i]<< " ";

if (i % 3 == 2)

cout<<"\n"; //indicates end of row.

}

cout<<"\n";

}

cout<<"End State\n";

cout<<"Total number of nodes generated=" <<node\_count<<"\n";

}

};

int main()

{

Tree b;//tree object

b.input();//taking inputs

b.gen\_nodes();//generating tree

return 0;

}

**Output screenshots:**

![](data:image/png;base64,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)