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Introduction

Most applications for web, desktop, and mobile contain various forms with fields to collect user input. But before submitting values to the server, we must validate them.

Validating form values before the submit operation is a crucial task because most of the application contains the form, so there is a chance a user may enter incorrect values or a hacker may try to steal our valuable data.

The Form of Validators

Angular supports two types of primary forms:

* Template-driven forms
* Reactive forms

Angular forms are the standard forms, but there may be additional fieldssuch as input box, checkbox, select, and so on.

Every field in a form can act as a FormControl that returns complete information about that single field, including whether the form is valid or not, the actual field value, and other information as well.

By combining all of the form controls, we can have a FormGroup, and it’s required that every single form in Angular have one FormGroup.

These are the two form approaches by which we can create forms, form controls, and form groups, Apart from that, we should have form validation so that we can validate our form before sending values to the server.

Custom Validators in Angular

To validate the different form fields, we should have some business logic so that we will be able to send the valid values to the server.

Angular supports two types of form validators: in-built validators and custom validators. Let’s go through the list of in-built form validators in Angular.

* Min
* Max
* Minlength
* Maxlength
* Required
* Compose
* Pattern

Other validators are also supported apart from these inbuilt ones, and we can also create a custom form validator if we have a specific requirement to validate any field in the form.

Creating a Custom Form Validator

As we know, sometimes in-built validators may not fulfill our validation requirement, so we may need to write custom validation logic to create custom form validators.

Custom validators take the value from the FormControl, where every input acts as a FormControl. So let’s create a form along with a validator function.

Create a new file called customvalidator.validator.ts and paste the following function.

1import { FormGroup, AbstractControl } from "@angular/forms";

// To validate password and confirm password

export function ComparePassword(

controlName: string,

matchingControlName: string

) {

return (formGroup: FormGroup) => {

const control = formGroup.controls[controlName];

const matchingControl = formGroup.controls[matchingControlName];

if (matchingControl.errors && !matchingControl.errors.mustMatch) {

return;

}

if (control.value !== matchingControl.value) {

matchingControl.setErrors({ mustMatch: true });

} else {

matchingControl.setErrors(null);

}

};

}

This is our simple custom validator function, which accepts the name of control along with matchingControlName, which basically compares two different fields for our example.

The next step is to use that custom validator function into our component to initialize the form along with the custom form validator name.

Create a new component called myform, open myform.component.ts, and paste the following source code.

1import { Component, OnInit } from "@angular/core";

2import {

3 FormBuilder,

4 FormGroup,

5 Validators,

6 AbstractControl

7} from "@angular/forms";

8import {

ComparePassword,

} from "../customvalidator/customvalidator.validator";

@Component({

3 selector: "app-myform",

templateUrl: "./myform.component.html",

styleUrls: ["./myform.component.css"]

})

export class MyformComponent implements OnInit {

registerForm: FormGroup;

submitted = false;

constructor(private formBuilder: FormBuilder) {}

ngOnInit() {

this.registerForm = this.formBuilder.group(

{

firstName: ["", [Validators.required]],

lastName: ["", [Validators.required]],

email: ["", [Validators.required, Validators.email]],

29 password: ["", [Validators.required, Validators.minLength(6)]],

confirmPassword: ["", Validators.required]

},

{

// Used custom form validator name

validator: ComparePassword("password", "confirmPassword")

}

);

}

// Getter function in order to get form controls value

get f() {

return this.registerForm.controls;

}

4 onSubmit() {

this.submitted = true;

// Returns false if form is invalid

if (this.registerForm.invalid) {

return;

}

console.log("Form Values" + JSON.stringify(this.registerForm.value));

}

54}

typescript

Let me explain what we have done in this component.

* We have initialized the form using FormBuilder and combined all the form controls using FormBuilder.
* Along with each and every form control, we have used in-built validators including required, email, and minlength.
* Apart from those in-built validators, we have used an additional validator, ComparePassword, which accepts the password, confirms it, and returns the result based on the function execution.

This is how we have developed our custom form validator. Let’s implement two more custom form validators for the first name and last name fields.

1// To validate first name

2export function ValidateFirstName(control: AbstractControl) {

3 if (!control.value.startsWith("@")) {

4 return { validFname: true };

5 }

6 return null;

7}

typescript

In this function, we will get complete form control using AbstractControl, which is the base class for FormControl, FormGroup, and FormArray.

Using that function, we are validating that the string we are using as the first name should start with the @ operator; otherwise, we return null as a result.

1// To validate last name

2export function ValidateLastName(control: AbstractControl) {

3 if (control.value.length <= 3) {

4 return { validLname: true };

5 }

6 return null;

7}

typescript

This is yet another custom form validator that accepts the last name string and validates that the last name should be more than three characters long.

So far, we have created three different custom form validators:

* ComparePassword
* ValidateFirstName
* ValidateLastName

Before moving to the template section, we need to modify our form group source code into the component like this.

1ngOnInit() {

2 this.registerForm = this.formBuilder.group(

3 {

4 firstName: ["", [Validators.required, ValidateFirstName]],

5 lastName: ["", [Validators.required, ValidateLastName]],

6 email: ["", [Validators.required, Validators.email]],

7 password: ["", [Validators.required, Validators.minLength(6)]],

8 confirmPassword: ["", Validators.required]

9 },

10 {

11 // Used custom form validator name

12 validator: ComparePassword("password", "confirmPassword")

13 }

14 );

15}

typescript

Now we are done with our custom form validator functions. Our next step is to create visual form into our app template.

Open myform.component.html and paste following lines of code.

1<form [formGroup]="registerForm" (ngSubmit)="onSubmit()">

2 <table>

3 <tr>

4 <td></td>

5 </tr>

6 <tr>

7 <td>First Name :</td>

8 <td>

9 <input type="text" formControlName="firstName" class="form-control" [ngClass]="{ 'is-invalid': submitted && f.firstName.errors }" />

10 <div \*ngIf="submitted && f.firstName.errors" class="invalid-feedback">

11 <div \*ngIf="f.firstName.errors.required">First Name is required</div>

12 </div>

13 <div \*ngIf="registerForm.get('firstName').errors &&

14 registerForm.get('firstName').dirty &&

15 registerForm.get('firstName').errors.validFname">

16 First name should start with @

17 </div>

18 </td>

19 </tr>

20 <tr>

21 <td>Last Name :</td>

22 <td>

23 <input type="text" formControlName="lastName" class="form-control" [ngClass]="{ 'is-invalid': submitted && f.lastName.errors }" />

24 <div \*ngIf="submitted && f.lastName.errors" class="invalid-feedback">

25 <div \*ngIf="f.lastName.errors.required">Last Name is required</div>

26 </div>

27 <div \*ngIf="registerForm.get('lastName').errors &&

28 registerForm.get('lastName').dirty &&

29 registerForm.get('lastName').errors.validLname">

30 Last name should be > 3

31 </div>

32 </td>

33 </tr>

34 <tr>

35 <td>Email :</td>

36 <td>

37 <input type="text" formControlName="email" class="form-control" [ngClass]="{ 'is-invalid': submitted && f.email.errors }" />

38 <div \*ngIf="submitted && f.email.errors" class="invalid-feedback">

39 <div \*ngIf="f.email.errors.required">Email is required</div>

40 <div \*ngIf="f.email.errors.email">Email must be a valid email address</div>

41 </div>

42 </td>

43 </tr>

44 <tr>

45 <td>Password :</td>

46 <td>

47 <input type="password" formControlName="password" class="form-control" [ngClass]="{ 'is-invalid': submitted && f.password.errors }" />

48 <div \*ngIf="submitted && f.password.errors" class="invalid-feedback">

49 <div \*ngIf="f.password.errors.required">Password is required</div>

50 <div \*ngIf="f.password.errors.minlength">Password must be > 6 character long</div>

51 </div>

52 </td>

53 </tr>

54 <tr>

55 <td>Confirm Password :</td>

56 <td>

57 <input type="password" formControlName="confirmPassword" class="form-control" [ngClass]="{ 'is-invalid': submitted && f.confirmPassword.errors }" />

58 <div \*ngIf="submitted && f.confirmPassword.errors" class="invalid-feedback">

59 <div \*ngIf="f.confirmPassword.errors.required">Confirm Password is required</div>

60 <div \*ngIf="f.confirmPassword.errors.mustMatch">Password should be same as Confirm password</div>

61 </div>

62 </td>

63 </tr>

64 <tr>

65 <td>

66 <button class="btn btn-primary">Register</button>

67 </td>

68 </tr>

69 </table>

70</form>

html

This looks huge at first glance, but don't worry—we'll look at each of the controlsbriefly.

The most important part is the form tag, which denotes that this is a form along with the additional properties, like formGroup, that we have initialized in the component.

Along with the form, we have one action attached to it called ngSubmit. This means that as soon as the form gets validate and submitted, the function onSubmit will be triggered into the component.

In the form, we have different input controls, along with the additional div section in order to show some error into the form, which looks like this.

1<input type="text" formControlName="firstName" class="form-control" [ngClass]="{ 'is-invalid': submitted && f.firstName.errors }" />

2

3<div \*ngIf="submitted && f.firstName.errors" class="invalid-feedback">

4 <div \*ngIf="f.firstName.errors.required">First Name is required</div>

5</div>

html

The div section is used to show the error for the required field validation, which directly comes from the error object of the form group.

But if we have a custom form validator, it's possible that the error object may be different. For that, we can get the errors by using the form name, which can be implemented like this into the template.

1<div \*ngIf="registerForm.get('firstName').errors &&

2 registerForm.get('firstName').dirty &&

3 registerForm.get('firstName').errors.validFname"

4>

5 The first name should start with @

6</div>

html

Here we are getting the errors for the specific form of control by using its name and other parameters, like touched, dirty, and validFname, which is our custom error generated directly from the custom validator function.

For the password comparison, we have created an error object called mustMatch into the custom validator function, hence it can be used like this.

1<input type="password" formControlName="confirmPassword" class="form-control" [ngClass]="{ 'is-invalid': submitted && f.confirmPassword.errors }" />

2

3<div \*ngIf="submitted && f.confirmPassword.errors" class="invalid-feedback">

4 <div \*ngIf="f.confirmPassword.errors.required">Confirm Password is required</div>

5 <div \*ngIf="f.confirmPassword.errors.mustMatch">

6 Password should be same as Confirm password

7 </div>

8</div>

html

This is how we have accessed the different errors based on the error object, whether it’s froman in-built validator or from the custom validator function.

Let’s run this complete, full-fledged example and see how it works.

![Custom validator initial output](data:image/png;base64,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)

As you can see, we have provided wrong values against the validation criteria, and this is how the error appeared with the form control.

Now let’s provide the wrong password, confirm the password, and see whether the password comparison validator function works or not.
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Provide incorrect value to each of the form fields, and we can see the error appears showing that our password and confirm password do not match.

We have now implemented complete end-to-end custom form validators using different strategies and structures. Thus we can use different approaches based on the custom validation criteria.

Conclusion

In this guide, we have gone through the different types of validators and understood why we need custom form validator in our Angular application.

Custom form validators are pretty handy when it comes to custom validation logic for the underlying business logic, and I hope this guide will help you to implement custom form validations. Stay tuned for more advanced guides.