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**KRISHNA SINDHURI VEMURI**

**G01024066**

**Part 1**

The tkinter and os libraries are used for the file dialog using which desired image can be loaded.

import tkinter as tk

import numpy as np

import cv2

from tkinter import filedialog

import os

from matplotlib import pyplot as plt

I have defined a function mouse\_move that creates a new image window of size 13\*13(11\*11 is 2 pixels curving on all sides) when left button is clicked. The window shows the outer border of the pixel that is selected. The location of the pixel, the RGB values at the pixel location, the intensity(R+G+B/3) at that pixel location, the mean and standard deviation of the 11\*11(without curving ) are calculated and printed.

def mouse\_move(event,x,y,flags,param):

while(1):

if event == cv2.EVENT\_LBUTTONDOWN:

crop\_img = img[y-5:y+5,x-5:x+5]

constant= cv2.copyMakeBorder(crop\_img,2,2,2,2,cv2.BORDER\_CONSTANT,value=(255,255,255))

cv2.namedWindow('cropped',cv2.WINDOW\_NORMAL)

cv2.imshow('cropped', constant)

pix=[x,y]

print('The location of the pixel',pix)

b,g,r=img[x,y]

R=np.uint16(r)

G=np.uint16(g)

B=np.uint16(b)

print ('The R G B values of the pixel are',R,G,B)

print ('The intensity of the pixel are',float((R + G + B) / 3))

mean,sdeviation=cv2.meanStdDev(crop\_img)

bm,gm,rm=mean

bs,gs,rs=sdeviation

print ('The mean of the 11 \* 11 window is',rm,gm,bm)

print ('The standard deviation of the 11 \* 11 window is',rs,gs,bs)

if cv2.waitKey(20) & 0xFF == 27:

break

I have defined my\_filetypes that only accepts the following kinds of image types as input.

my\_filetypes = [('png', '.png'),('bnp', '.bnp'),('tiff', '.tiff'),('jpg','.jpg')]

answer = filedialog.askopenfilename(initialdir=os.getcwd(),

title="Please select an image:",

filetypes=my\_filetypes)

img = cv2.imread(answer)

cv2.imshow('image',img)

cv2.waitKey(0)

By using cv2.split() the color spaces are differentiated using which the histograms are built

channels = cv2.split(img)

colors = ("b", "g", "r")

for(channel, c) in zip(channels, colors):

histogram = cv2.calcHist([channel], [0], None, [256], [0, 256])

plt.plot(histogram, color = c)

plt.xlim([0, 256])

plt.show()

The mouse\_move function is called on the image defined. While true, open the image and close the image window when close button the image is clicked.

cv2.namedWindow('image',cv2.WINDOW\_NORMAL)

cv2.setMouseCallback('image',mouse\_move)

while(1):

cv2.imshow('image',img)

cv2.resizeWindow('image',500,500)

cv2.waitKey(0)

if cv2.waitKey(20) & 0xFF == 27:

break

cv2.destroyAllWindows()

**Part 2**

The glob library is used to access the images in a folder.

import cv2

import numpy as np

from matplotlib import pyplot as plt

import glob

This function calculates the histogram intersection by taking two 512 bin histograms as input and performing the following function
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def calculate\_intersection(h1,h2):

sum\_min=0

sum\_max=0

for i in range(0,512):

sum\_min += min(h1[i],h2[i])

sum\_max += max(h1[i],h2[i])

return float(sum\_min/sum\_max)

This function calculates the chi-squared measure by taking two 512 bin histograms as input and performing the following function

![](data:image/png;base64,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)

def calculate\_chi\_square(h1,h2):

chi\_square\_distance = 0

for i in range(0,512):

if (h1[i] + h2[i]) > 5:

chi\_square\_distance += (((h1[i] - h2[i])\*\*2)/float(h1[i] + h2[i]))

return chi\_square\_distance

The value of the intersection is scaled by multiplying it with 255 and the resulting integer value is stored as result.

def color\_intersection(intersection):

return int(255\*intersection)

To scale the chi-square measure result, I am dividing the result with 2000 because I could not find a better way to do it.

def color\_chi\_square(chi\_square):

return int(chi\_square/2000)

This function used to create an index using the [((r/32)\*64)+((g/32)\*8)+(b/32)] formula, this index is used to plot histograms

def create\_index(img):

image = cv2.imread(img)

b,g,r = cv2.split(image)

B= np.uint16(b)

G= np.uint16(g)

R= np.uint16(r)

index = (((R>>5)<<6)+((G>>5)<<3)+(B>>5))

return index

The following code plots histograms for all the 99 images, stores the histogram values of each image in the list all\_hist. Also, all the histograms are saved.

all\_hist=[]

for img in glob.glob('ST2MainHall/\*.jpg'):

hist,bins = np.histogram(create\_index(img),512,[0,511])

plt.plot(hist)

plt.savefig(str(img)+'\_histogram.png')

plt.clf()

all\_hist.append(hist)

print("Saved all histograms")

The matrices store the histogram intersection and chi-squared measure results for each combination of images.

intersection\_matrix = np.zeros((99,99))

chi\_square\_matrix = np.zeros((99,99))

#For all image combinations of the images we calculate the histogram intersection and chi\_square measure

#Also the resultant value is changed to a color value using the color\_intersection and color\_chi\_square function

for i in range(0,99):

for j in range(0,99):

intersection = calculate\_intersection(all\_hist[i],all\_hist[j])

intersection\_matrix[i][j]= color\_intersection(intersection)

chi\_square = calculate\_chi\_square(all\_hist[i],all\_hist[j])

chi\_square\_matrix[i][j]= color\_chi\_square(chi\_square)

print("Histogram Intersection Done")

#Save and plot the Histogram Intersection Comparison

plt.imshow(intersection\_matrix,cmap='rainbow',interpolation='nearest')

plt.colorbar()

plt.savefig('Intersection\_Comparison.png')

plt.title('Intersection Comparison')

plt.show()

plt.clf()

#Save and plot the Chi-Square Comparison

print("Chi-Square Measure Done")

plt.imshow(chi\_square\_matrix,cmap='rainbow',interpolation='nearest')

plt.colorbar()

plt.savefig('Chi\_Square\_Comparison.png')

plt.title('Chi Square Comparison')

plt.show()

plt.clf()

The final results are changed to color using the cmap=’rainbow’ function and thus we can see the color results after scaling the values. The visualization of the histogram intersection , shows the similarities and dissimilarities in the images. The value 255 represents perfect match and the values 0 represents perfect mismatch. Similarly, the visualization of the chi-squared measure represents 0 for match and 255 for mismatch. These visualizations are stored as .png files.