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Задание 1. Проект «Бургер-закусочная». Реализовать возможность формирования заказа

из определенных позиций (тип бургера (веганский, куриный и т.д.)), напиток (холодный –

пепси, кока-кола и т.д.; горячий – кофе, чай и т.д.), тип упаковки – с собой, на месте.

Должна формироваться итоговая стоимость заказа.

Задание 2. Проект «IT-компания». В проекте должен быть реализован класс «Сотрудник» c субординацией (т.е. должна быть возможность определения кому подчиняется сотрудник и кто находится в его подчинении). Для каждого сотрудника помимо сведений о

субординации хранятся другие данные (ФИО, отдел, должность, зарплата). Предусмотреть возможность удаления и добавления сотрудника.

**Код программы:**FastFoodOrder

package taskFirst;

enum FastFoodOrderBurgerType {

BEEF\_BURGER,

CHICKEN\_BURGER,

EGG\_BURGER,

CHEESEBURGER\_WITH\_BACON,

BURGER\_WITH\_SALAMI,

SPICY\_BURGER

}

enum FastFoodOrderDrinkType {

COCA\_COLA,

FANTA,

SPRITE,

FUZE\_TEA,

BONAQUA,

TEA,

COFFEE

}

enum FastFoodOrderSideType {

FRENCH\_FRIES,

POTATO\_WEDGES,

CHICKEN\_NUGGETS,

MOZZARELLA\_STICKS

}

enum FastFoodLocationType {

IN\_RESTAURANT,

TAKEOUT,

DELIVERY

}

class FastFoodOrder {

private String orderer;

private FastFoodOrderBurgerType burger;

private FastFoodOrderDrinkType drink;

private FastFoodOrderSideType side;

private FastFoodLocationType location;

private FastFoodOrder(String orderer) {

this.orderer = orderer;

}

/\* java.lang.Object \*/

@Override

public String toString() {

return String.format(

"<FastFoodOrder orderer=\"%s\" burger=%s drink=%s side=%s location=%s>",

orderer, burger.name(), drink.name(), side.name(), location.name()

);

}

/\* builder \*/

public static class Builder {

private final FastFoodOrder order;

public Builder(String orderer) {

order = new FastFoodOrder(orderer);

order.burger = null;

order.drink = null;

order.side = null;

order.location = null;

}

private Builder(

String orderer,

FastFoodOrderBurgerType burger,

FastFoodOrderDrinkType drink,

FastFoodOrderSideType side,

FastFoodLocationType location

) {

order = new FastFoodOrder(orderer);

order.burger = burger;

order.drink = drink;

order.side = side;

order.location = location;

}

public Builder setOrderer(String orderer) {

return new Builder(orderer, order.burger, order.drink, order.side, order.location);

}

public Builder setBurger(FastFoodOrderBurgerType burger) {

return new Builder(order.orderer, burger, order.drink, order.side, order.location);

}

public Builder setDrink(FastFoodOrderDrinkType drink) {

return new Builder(order.orderer, order.burger, drink, order.side, order.location);

}

public Builder setSide(FastFoodOrderSideType side) {

return new Builder(order.orderer, order.burger, order.drink, side, order.location);

}

public Builder setLocation(FastFoodLocationType location) {

return new Builder(order.orderer, order.burger, order.drink, order.side, location);

}

public FastFoodOrder build() {

return order;

}

}

}

Main

package taskFirst;

public class Main {

public static void main(String[] args) {

FastFoodOrder order = new FastFoodOrder.Builder("Bydyakov V.V.")

.setBurger(FastFoodOrderBurgerType.CHICKEN\_BURGER)

.setDrink(FastFoodOrderDrinkType.FUZE\_TEA)

.setSide(FastFoodOrderSideType.POTATO\_WEDGES)

.setLocation(FastFoodLocationType.DELIVERY)

.build();

System.out.println(order.toString());

}

}

Empployee

package taskSecondAndThird;

import java.util.ArrayList;

import java.util.Iterator;

enum WorkDepartment {

LEAD,

RESEARCH,

PROJECTS,

MARKETING

}

enum WorkField {

DESIGN,

DEVELOPMENT,

MANAGEMENT

}

class Employee implements Iterable<Employee> {

public static double MONEY\_PER\_PROJECT = 200;

private String name;

private int numProjects;

private WorkDepartment department;

private WorkField field;

private ArrayList<Employee> subordinates = new ArrayList<>();

public Employee(String name, int numProjects, WorkDepartment department, WorkField field) {

this.name = name;

this.numProjects = numProjects;

this.department = department;

this.field = field;

}

/\* helper methods \*/

public void addSubordinate(Employee employee) {

subordinates.add(employee);

}

public void removeSubordinate(Employee employee) {

subordinates.remove(employee);

employee.removeAllSubordinates();

}

public void removeAllSubordinates() {

for (Employee e: subordinates) {

e.removeAllSubordinates();

e.subordinates.clear();

}

subordinates.clear();

}

public void logSalary(int padding) {

System.out.printf(

"%s%s has salary: %f\n",

" ".repeat(padding), name,

MONEY\_PER\_PROJECT \* numProjects

);

}

/\* java.lang.Object \*/

@Override

public String toString() {

return String.format(

"<Employee name=\"%s\" numProjects=%d department=%s field=%s

subordinates=<arrayList of %d elements>>",

name, numProjects, department.name(), field.name(), subordinates.size()

);

}

/\* codegen \*/

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public double getNumProjects() {

return numProjects;

}

public void setNumProjects(int numProjects) {

this.numProjects = numProjects;

}

public WorkDepartment getDepartment() {

return department;

}

public void setDepartment(WorkDepartment department) {

this.department = department;

}

public WorkField getField() {

return field;

}

public void setField(WorkField field) {

this.field = field;

}

public ArrayList<Employee> getSubordinates() {

return subordinates;

}

/\* Iterable \*/

@Override

public Iterator<Employee> iterator() {

return new EmployeeIterator(subordinates);

}

}

EmployeeIterator

package taskSecondAndThird;

import java.util.Iterator;

import java.util.List;

public class EmployeeIterator implements Iterator<Employee> {

private List<Employee> files;

private int position;

public EmployeeIterator(List<Employee> files) {

this.files = files;

position = 0;

}

@Override

public boolean hasNext() {

return position < files.size();

}

@Override

public Employee next() {

return files.get(position++);

}

}

ITCompany

package taskSecondAndThird;

import java.util.Iterator;

class ITCompany {

private String name;

private Employee ceo;

public ITCompany(String name, Employee ceo) {

this.name = name;

this.ceo = ceo;

}

/\* helper methods \*/

private void logSalaries(int padding, Employee employee) {

Iterator<Employee> iterator = employee.iterator();

while (iterator.hasNext()) {

Employee next = iterator.next();

next.logSalary(padding + 1);

logSalaries(padding + 1, next);

}

}

public void logSalaries() {

System.out.println("====== SALARY LOG BEGIN ======================== ");

ceo.logSalary(1);

logSalaries(1, ceo);

}

/\* codegen \*/

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public Employee getCeo() {

return ceo;

}

public void setCeo(Employee ceo) {

this.ceo = ceo;

}

}

Main

package taskSecondAndThird;

public class Main {

public static void main(String[] args) {

// task 2

Employee ceo = new Employee("Ivanov Ivan", 2, WorkDepartment.RESEARCH,

WorkField.DESIGN);

ITCompany company = new ITCompany("Harbros Solutions", ceo);

Employee manager = new Employee("Petrov Petr", 6, WorkDepartment.MARKETING,

WorkField.MANAGEMENT);

ceo.addSubordinate(manager);

Employee worker = new Employee("Sidorov Stanislav", 9, WorkDepartment.LEAD,

WorkField.DEVELOPMENT);

manager.addSubordinate(worker);

System.out.println(ceo.getSubordinates().get(0).getSubordinates());

manager.removeAllSubordinates();

System.out.println(ceo.getSubordinates());

System.out.println(ceo);

// task 3

manager.addSubordinate(worker);

ceo.addSubordinate(new Employee("Andreev Vladimir", 8, WorkDepartment.PROJECTS,

WorkField.DESIGN));

company.logSalaries();

}

}

**Спецификация вывода:**

Для задачи 1:

<данные о заказе>

Для задачи 2:

<данные о работниках>

<история зарплат работников>

**Результат работы программы:**
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![](data:image/png;base64,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)

**Вывод:** приобрела навыки применения паттернов проектирования при решении практических задач.