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Цель работы: приобрести практические навыки в области объектно-ориентированного проектирования.

Ход работы:

Реализовать абстрактные классы или интерфейсы, а также наследование и полиморфизм для следующих классов:

interface Сотрудник ← class Инженер ← class Руководитель.

Код алгоритма:

public class Lab5\_1  
{  
  
 public static void main(String[] args)  
 {  
 director d = new director("Maksim", 19, "25 of April");  
 d.show();  
 d.payday();  
 }  
  
}

public class director extends engineer  
{  
 String name;  
 int age;  
 @Override  
 public void show()  
 {  
 System.*out*.println(name+" "+age+" years\n");  
 }  
  
 public director(String \_name, int \_age, String \_salaryDay)  
 {  
 super(\_salaryDay);  
 name = \_name;  
 age = \_age;  
 }  
}

public interface employee  
{  
 public void show();  
 public void payday();  
}

public class engineer implements employee  
{  
 String salaryDay;  
  
 public engineer(String \_salaryDay)  
 {  
 salaryDay = \_salaryDay;  
 }  
  
 public void show()  
 {  
  
 }  
  
 public void payday()  
 {  
 System.*out*.println(salaryDay);  
 }  
}

Результат выполнения программы:

![](data:image/png;base64,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)

В следующих заданиях требуется создать суперкласс (абстрактный класс, интерфейс) и определить общие методы для данного класса. Создать подклассы, в которых добавить специфические свойства и методы. Часть методов переопределить. Создать массив объектов суперкласса и заполнить объектами подклассов. Объекты подклассов идентифицировать конструктором по имени или идентификационному номеру. Использовать объекты подклассов для моделирования реальных ситуаций и объектов.

Код алгоритма:

import java.util.\*;  
public class Lab5\_2  
{  
  
 public static void main(String[] args)  
 {  
 Vector<musicInst> insts = new Vector<>();  
 insts.add(new percussion("drums", "Maksim"));  
 insts.add(new strings("guitar","Roma"));  
 insts.add(new wind("trumpet", "Nikita"));  
  
 for (musicInst i: insts)  
 {  
 i.show();  
 }  
 }  
  
}

public class musicInst  
{  
 private String instrument;  
  
 public musicInst(String \_inst)  
 {  
 instrument = \_inst;  
 }  
  
 public String getInst()  
 {  
 return instrument;  
 }  
  
 public void show() {  
 System.*out*.println();  
 }  
}

abstract class musicInst  
{  
 private String inst rument;  
  
 public musicInst(String \_inst)  
 {  
 instrument = \_inst;  
 }  
  
 public String getInst()  
 {  
 return instrument;  
 }  
  
 public abstract void show();  
}

public class percussion extends musicInst  
{  
 String owner;  
  
 public percussion(String \_inst, String \_owner)  
 {  
 super(\_inst);  
 owner = \_owner;  
 }  
  
 public void show()  
 {  
 System.*out*.println(owner+" plays on "+super.getInst());  
 }  
}

public class strings extends musicInst  
{  
 String owner;  
 public strings(String \_inst, String \_owner)  
 {  
 super(\_inst);  
 owner = \_owner;  
 }  
  
 public void show()  
 {  
 System.*out*.println(owner+" plays on "+super.getInst()+" for 2 years");  
 }  
}

public class wind extends musicInst  
{  
 String owner;  
 public wind(String \_inst, String \_owner)  
 {  
 super(\_inst);  
 owner = \_owner;  
 }  
  
 public void show()  
 {  
 System.*out*.println(owner+" plays on "+super.getInst()+" for 3 years");  
 }  
}

Задание № 3:

Построить модель программной системы с применением

отношений (обобщения, агрегации, ассоциации, реализации) между

классами. Задать атрибуты и методы классов. Реализовать (если необходимо)

дополнительные классы. Продемонстрировать работу разработанной

системы.

3) Система Больница. Пациенту назначается лечащий Врач. Врач может

сделать назначение Пациенту (процедуры, лекарства, операции). Медсестра

или другой Врач выполняют назначение. Пациент может быть выписан из

Больницы по окончании лечения, при нарушении режима или иных

обстоятельствах.

Код программы:

Main.java

import entities.Doctor;

import entities.MainDoctor;

import entities.Patient;

import entities.Purpose;

import java.util.ArrayList;

public class Main {

public static void main(String[] args) {

MainDoctor mainDoctor = new MainDoctor(23, "Доктор", "Айболит");

Doctor doctor = new Doctor(35, "Крокодил", "Гена", 1);

Doctor nurse = new Doctor(37, "Чебу", "рашка", 0);

Patient patient = new Patient(50, "Иван", "Бывалый");

Purpose purpose1 = new Purpose("Анальгин", 1);

purpose1.setCountOfDay(3);

Purpose purpose2 = new Purpose("Массаж спины", 0);

purpose2.setCountOfDay(1);

Purpose purpose3 = new Purpose("Удаление аденоидов", 2);

ArrayList<Purpose> purposes = new ArrayList<>();

purposes.add(purpose1);

purposes.add(purpose2);

purposes.add(purpose3);

mainDoctor.makePurposes(patient, purposes);

patient.print();

for(int i=0; i<5; i++)

System.out.println();

nurse.executePurpose(patient, purpose1);

doctor.executePurpose(patient, purpose3);

nurse.executePurpose(patient, purpose1);

nurse.executePurpose(patient, purpose2);

nurse.executePurpose(patient, purpose1);

mainDoctor.dischargePatient(patient, 1);

patient.print();

}

}

Doctor.java

package entities;

import interfaces.IDoctor;

public class Doctor extends Person implements IDoctor {

private int type; //0 - медсестра, 1 - доктор

public Doctor(int id, String name, String surname, int type) {

super(id, name, surname);

this.type = type;

}

public int getType() {

return type;

}

public void setType(int type) {

this.type = type;

}

public void executePurpose(Patient patient, Purpose purpose){

Purpose donePurpose = purpose.clone();

donePurpose.setDoctor(this);

donePurpose.updateTime();

donePurpose.setDone(true);

patient.addToHistory(donePurpose);

}

}

MainDoctor.java

package entities;

import interfaces.IMainDoctor;

import java.util.ArrayList;

public class MainDoctor extends Doctor implements IMainDoctor {

public MainDoctor(int id, String name, String surname) {

super(id, name, surname, 1);

}

public void makePurposes(Patient patient, ArrayList<Purpose> purposes) {

for (Purpose purpose : purposes) {

Purpose purpose1 = purpose.clone();

purpose1.updateTime();

purpose1.setDoctor(this);

patient.addToHistory(purpose1);

}

}

public void dischargePatient(Patient patient, int reason){

patient.setStatus(reason);

}

}

Patient.java

package entities;

import java.util.ArrayList;

public class Patient extends Person {

private int status; // 0 - лечится, 1 - выписан по окончанию лечения, 2 - выписан из-за нарушения режима, 3 - выписан при иных обстоятельствах

private final ArrayList<Purpose> history;

public Patient(int id, String name, String surname) {

super(id, name, surname);

status=0;

history = new ArrayList<>();

}

public int getStatus() {

return status;

}

public void setStatus(int status) {

this.status = status;

}

public void addToHistory(Purpose purpose){

history.add(purpose);

}

public void print(){

System.out.print(super.toString());

System.out.print(", статус: ");

if(status==0)

System.out.println("лечится");

else if(status==1)

System.out.println("выписан по окончанию лечения");

else if(status==2)

System.out.println("выписан из-за нарушения режима");

else if(status==3)

System.out.println("выписан при иных обстоятельствах");

System.out.println("История действий:");

for (Purpose purpose : history) System.out.println(purpose.toString());

}

}

Person.java

package entities;

public class Person {

private int id;

private String name;

private String surname;

public Person(int id, String name, String surname) {

this.id = id;

this.name = name;

this.surname = surname;

}

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public String getSurname() {

return surname;

}

public void setSurname(String surname) {

this.surname = surname;

}

public String toString(){

return "id: "+id+", name: "+name+", surname: "+surname;

}

}

Purpose.java

package entities;

import java.time.LocalDateTime;

import java.time.format.DateTimeFormatter;

public class Purpose {

private String name;

private int type; //0 - процедура, 1 - лекарство, 2 - операция

private LocalDateTime time;

private int countOfDay;

private Doctor doctor;

private boolean isDone = false;

public Purpose(String name, int type) {

this.name = name;

this.type = type;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public int getType() {

return type;

}

public void setType(int type) {

this.type = type;

}

public LocalDateTime getTime() {

return time;

}

public void setTime(LocalDateTime time) {

this.time = time;

}

public int getCountOfDay() {

return countOfDay;

}

public void setCountOfDay(int countOfDay) {

this.countOfDay = countOfDay;

}

public Doctor getDoctor() {

return doctor;

}

public void setDoctor(Doctor doctor) {

this.doctor = doctor;

}

public boolean isDone() {

return isDone;

}

public void setDone(boolean done) {

isDone = done;

}

public void updateTime(){

time = LocalDateTime.now();

}

public String toString(){

StringBuilder builder = new StringBuilder();

builder.append(time.format(DateTimeFormatter.ofPattern("dd/MM/yyyy HH:mm:ss")));

builder.append(" пациенту");

if(!isDone)

builder.append(" дано");

else

builder.append(" проведено");

builder.append(" назначение, название: ").append(name).append(", тип: ");

if(type==0)

builder.append("процедура");

else if(type==1)

builder.append("лекарство");

else

builder.append("операция");

builder.append(", доктор: "+doctor.getName()+" "+doctor.getSurname());

if(type!=2 && !isDone)

builder.append(", число в день: "+countOfDay);

return builder.toString();

}

public Purpose clone(){

Purpose purpose = new Purpose(this.name, this.type);

purpose.doctor = doctor;

purpose.time = time;

purpose.countOfDay = countOfDay;

purpose.isDone = isDone;

return purpose;

}

}

IDoctor.java

package interfaces;

import entities.Patient;

import entities.Purpose;

public interface IDoctor {

void executePurpose(Patient patient, Purpose purpose);

}

IMainDoctor.java

package interfaces;

import entities.Patient;

import entities.Purpose;

import java.util.ArrayList;

public interface IMainDoctor {

void makePurposes(Patient patient, ArrayList<Purpose> purposes);

void dischargePatient(Patient patient, int reason);

}

Результат выполнения программы:
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Вывод: Приобрел практические навыки в области объектно-ориентированного проектирования.