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library(glmnet)

library(ggplot2)

## 

## Problem 2

path = "D:\\ISU\\COMS 574 - Introduction to Machine Learning\\HW\\HW1\\"  
  
dt = read.csv(paste(path, "housingdata.csv", sep = ""), header = T)  
varname = names(dt)

## 

## (a)

for (i in c(1:13)){  
 print(ggplot(dt, aes\_string(x=varname[i], y=varname[14])) +   
 ylim(0,max(dt$MEDV+2))+  
 ggtitle(varname[i]) +  
 geom\_point())  
}
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Based on scatter plot, LSTAT (% lower status of the population) (negative relation) and RM (average number of rooms per dwelling) (positive relation) have moderate (highest among the features) linear association (-0.74 and 0.69) with MEDV (Median value of owner-occupied homes in $1000’s). On the other hand, B ( where is the proportion of black residents by town) has the least relation with the response variable. Though, CHAS is a binary variable, it seems that there is a high relation with response variable. It is clear from the scatter plot that there is nonlinear or quadratic relation between DIS (weighted distances to ﬁve Boston employment centres) and MEDV. All other variables have some relation with response variable. However, with respect to high order space (interaction with other variables or higher order) there might have some strong relation with the response variable.

## (b)

dt\_train = dt[1:400,]  
dt\_test = dt[401:dim(dt)[1],]  
varn = c("AGE", "INDUS", "NOX", "RM", "TAX")  
  
reg\_res = list()  
tr\_mse = list()  
k = 1  
for (i in c(0:length(varn))){  
 comb = combn(varn, i)  
 for (j in c(1:dim(comb)[2])){  
 if (dim(comb)[1]==0){  
 formu = "MEDV ~ 1"  
 comb = matrix(c("Intercept"), nrow = 1, ncol = 1)  
 } else{  
 formu = paste("MEDV ~ 1", paste((comb[,j]), collapse = "+"), sep = "+")   
 }  
   
 reg\_res[[k]] = lm(as.formula(formu), data = dt\_train)  
 tr\_mse[[k]] = list(i = i, var = paste((comb[,j]), collapse = ","),   
 tr\_mse = mean(reg\_res[[k]]$residuals^2),   
 vel\_mse = mean((predict(reg\_res[[k]], newdata = dt\_test)-dt\_test$MEDV)^2))  
 k = k+1  
 }  
   
}  
  
res = do.call(rbind.data.frame, tr\_mse)  
names(res) = c("subset", "variables", "tr\_mse", "ts\_mse")  
  
trset = NULL  
for (i in c(0:length(varn))){  
 aa = which(res$tr\_mse == res[res$subset == i,][which.min(res[res$subset == i,3]),3])  
 trset = rbind(trset, res[aa,])  
 res1 = reg\_res[[aa]]  
 len1 = length(res1$coefficients)  
 if (i==0){  
 print(paste("For subset model ", i, ": y^hat = ", round(res1$coefficients[1], 3) ,  
 " with MSE = ", round(res[aa,3],3)))   
 } else {  
   
 print(paste("For subset model ", i, ": y^hat = ", round(res1$coefficients[1], 3), " + " ,  
 paste(round(res1$coefficients[2:len1], 3),   
 names(res1$coefficients)[2:len1], sep = " \* ", collapse = " + "),  
 " with training MSE = ", round(res[aa, 3],3)))  
 }  
}

print(trset)

aa = which.min(res$tr\_mse)  
res1 = reg\_res[[aa]]  
len1 = length(res1$coefficients)  
print(paste("For subset model ", res[aa,]$subset, ": y^hat = ", round(res1$coefficients[1], 3),   
 " + " , paste(round(res1$coefficients[2:len1], 3),   
 names(res1$coefficients)[2:len1], sep = " \* ", collapse = " + "),  
 " with training MSE = ", round(res[aa, 3],3), " and testing MSE = ", round(res[aa, 4],3)))

aa = which.min(res$ts\_mse)  
res1 = reg\_res[[aa]]  
len1 = length(res1$coefficients)  
print(paste("For subset model ", res[aa,]$subset, ": y^hat = ", round(res1$coefficients[1], 3),   
 " + " ,  
 paste(round(res1$coefficients[2:len1], 3),   
 names(res1$coefficients)[2:len1], sep = " \* ", collapse = " + "),  
 " with training MSE = ", round(res[aa, 3],3), " and testing MSE = ", round(res[aa, 4],3)))

## [1] "For subset model 0 : y^hat = 24.334 with MSE = 83.807"  
## [1] "For subset model 1 : y^hat = -35.261 + 9.406 \* RM with training MSE = 36.303"  
## [1] "For subset model 2 : y^hat = -31.076 + -0.034 \* AGE + 9.09 \* RM with training MSE = 35.381"  
## [1] "For subset model 3 : y^hat = -29.222 + -0.028 \* AGE + 8.944 \* RM + -0.004 \* TAX with training MSE = 35.193"  
## [1] "For subset model 4 : y^hat = -30.586 + -0.036 \* AGE + 3.747 \* NOX + 8.991 \* RM + -0.005 \* TAX with training MSE = 35.125"  
## [1] "For subset model 5 : y^hat = -30.628 + -0.034 \* AGE + -0.031 \* INDUS + 4.573 \* NOX + 8.947 \* RM + -0.005 \* TAX with training MSE = 35.11"

## subset variables tr\_mse ts\_mse  
## 2 0 Intercept 83.80701 102.22659  
## 5 1 RM 36.30331 79.62583  
## 9 2 AGE,RM 35.38101 67.97003  
## 22 3 AGE,RM,TAX 35.19273 57.58572  
## 30 4 AGE,NOX,RM,TAX 35.12503 57.85750  
## 32 5 AGE,INDUS,NOX,RM,TAX 35.11013 57.66880

## [1] "For subset model 5 : y^hat = -30.628 + -0.034 \* AGE + -0.031 \* INDUS + 4.573 \* NOX + 8.947 \* RM + -0.005 \* TAX with training MSE = 35.11 and testing MSE = 57.669"

## [1] "For subset model 3 : y^hat = 35.763 + -0.04 \* AGE + -7.286 \* NOX + -0.014 \* TAX with training MSE = 73.333 and testing MSE = 30.002"

The best fitting linear model for every subset of AGE, INDUS, NOX, RM, TAX using the first n = 400 samples based on training MSE is the model with all five features. However, based on test MSE, the based model is the model with variables AGE, NOX and TAX.

## 

## (c)

### (i)

valset = NULL  
for (i in c(0:length(varn))){  
 aa = which(res$ts\_mse == res[res$subset == i,][which.min(res[res$subset == i,4]),4])  
 valset = rbind(valset, res[aa,])  
 res1 = reg\_res[[aa]]  
 len1 = length(res1$coefficients)  
 if (i==0){  
 print(paste("For subset model ", i, ": y^hat = ", round(res1$coefficients[1], 3) ,  
 " with MSE = ", round(res[aa,4],3)))   
 } else {  
   
 print(paste("For subset model ", i, ": y^hat = ", round(res1$coefficients[1], 3), " + " ,  
 paste(round(res1$coefficients[2:len1], 3),   
 names(res1$coefficients)[2:len1], sep = " \* ", collapse = " + "),  
 " with validation MSE = ", round(res[aa,4],3)))  
 }  
}

## [1] "For subset model 0 : y^hat = 24.334 with MSE = 102.227"  
## [1] "For subset model 1 : y^hat = 32.103 + -0.022 \* TAX with validation MSE = 31.616"  
## [1] "For subset model 2 : y^hat = 33.753 + -0.056 \* AGE + -0.017 \* TAX with validation MSE = 30.207"  
## [1] "For subset model 3 : y^hat = 35.763 + -0.04 \* AGE + -7.286 \* NOX + -0.014 \* TAX with validation MSE = 30.002"  
## [1] "For subset model 4 : y^hat = 31.131 + -0.026 \* AGE + -0.388 \* INDUS + 3.887 \* NOX + -0.01 \* TAX with validation MSE = 31.431"  
## [1] "For subset model 5 : y^hat = -30.628 + -0.034 \* AGE + -0.031 \* INDUS + 4.573 \* NOX + 8.947 \* RM + -0.005 \* TAX with validation MSE = 57.669"

print(valset)

## subset variables tr\_mse ts\_mse  
## 2 0 Intercept 83.80701 102.22659  
## 6 1 TAX 75.69373 31.61631  
## 10 2 AGE,TAX 73.59263 30.20671  
## 21 3 AGE,NOX,TAX 73.33258 30.00196  
## 28 4 AGE,INDUS,NOX,TAX 70.78130 31.43145  
## 32 5 AGE,INDUS,NOX,RM,TAX 35.11013 57.66880

The best subset was for each is given in the above table.

These six models are completely nested with largest order model. If we consider zero for the appropriate parameter(s), we can get any lower order model.

### 

### (ii)

plot(trset$subset, trset$tr\_mse, type = "l", xlab = "i", lwd = 2, col = 2,  
 ylab = "Training Loss (MSE)")  
title("Training loss - best subsets")
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plot(valset$subset, valset$ts\_mse, type = "l", xlab = "i", lwd = 2, col = 2,  
 ylab = "Validation Loss (MSE)")  
title("Validation loss - best subsets")
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As the number of features increases in the model, the training MSE decreases. However, based on the validation loss, it looks like “U” shaped. That indicates that more complex model is not always better for prediction.

### (iii)

reg\_res\_cp = list()  
tr\_mse\_cp = list()  
k = 1  
for (i in c(0:length(varn))){  
 comb = combn(varn, i)  
 for (j in c(1:dim(comb)[2])){  
 if (dim(comb)[1]==0){  
 formu = "MEDV ~ 1"  
 comb = matrix(c("Intercept"), nrow = 1, ncol = 1)  
 } else{  
 formu = paste("MEDV ~ 1", paste((comb[,j]), collapse = "+"), sep = "+")   
 }  
   
 reg\_res\_cp[[k]] = lm(as.formula(formu), data = dt)  
 trmse = mean(reg\_res\_cp[[k]]$residuals^2)  
 tr\_mse\_cp[[k]] = list(i = i, var = paste((comb[,j]), collapse = ","),   
 tr\_mse\_cp = trmse)  
 k = k+1  
 }  
   
}  
  
res\_cp = do.call(rbind.data.frame, tr\_mse\_cp)  
names(res\_cp) = c("subset", "variables", "tr\_mse")  
res\_cp$cp = res\_cp$tr\_mse + 2\*res\_cp$subset\*res\_cp$tr\_mse[nrow(res\_cp)] / nrow(dt)  
  
  
trset\_cp = NULL  
for (i in c(0:length(varn))){  
 aa = which(res\_cp$cp == res\_cp[res\_cp$subset == i,][which.min(res\_cp[res\_cp$subset == i,4]),4])  
 trset\_cp = rbind(trset\_cp, res\_cp[aa,])  
 res\_cp1 = reg\_res\_cp[[aa]]  
 len1 = length(res\_cp1$coefficients)  
 if (i==0){  
 print(paste("For subset model ", i, ": y^hat = ", round(res\_cp1$coefficients[1], 3) ,  
 " with MSE = ", round(res\_cp[aa,3],3)))   
 } else {  
   
 print(paste("For subset model ", i, ": y^hat = ", round(res\_cp1$coefficients[1], 3), " + " ,  
 paste(round(res\_cp1$coefficients[2:len1], 3),   
 names(res\_cp1$coefficients)[2:len1], sep = " \* ", collapse = " + "),  
 " with Mallow’s Cp = ", round(res\_cp[aa, 4],3)))  
 }  
}

aa = which.min(res\_cp$cp)  
res\_cp1 = reg\_res\_cp[[aa]]  
len1 = length(res\_cp1$coefficients)  
print(paste("For subset model ", res\_cp$subset[aa], ": y^hat = ", round(res\_cp1$coefficients[1], 3), " + " ,  
 paste(round(res\_cp1$coefficients[2:len1], 3),   
 names(res\_cp1$coefficients)[2:len1], sep = " \* ", collapse = " + "),  
 " with Mallow’s Cp = ", round(res\_cp[aa, 4],3)))

## [1] "For subset model 3 : y^hat = -18.955 + -0.037 \* AGE + 7.843 \* RM + -0.013 \* TAX with Mallow’s Cp = 36.73"

plot(trset\_cp$subset, trset\_cp$cp, type = "l", xlab = "i", lwd = 2, col = 2,  
 ylab = "Mallow’s Cp")  
title("Mallow’s Cp - best subsets")

## [1] "For subset model 0 : y^hat = 22.533 with MSE = 84.42"  
## [1] "For subset model 1 : y^hat = -34.671 + 9.102 \* RM with Mallow’s Cp = 43.744"  
## [1] "For subset model 2 : y^hat = -21.233 + 7.993 \* RM + -0.016 \* TAX with Mallow’s Cp = 37.384"  
## [1] "For subset model 3 : y^hat = -18.955 + -0.037 \* AGE + 7.843 \* RM + -0.013 \* TAX with Mallow’s Cp = 36.73"  
## [1] "For subset model 4 : y^hat = -18.803 + -0.035 \* AGE + -0.022 \* INDUS + 7.808 \* RM + -0.012 \* TAX with Mallow’s Cp = 36.866"  
## [1] "For subset model 5 : y^hat = -18.497 + -0.034 \* AGE + -0.016 \* INDUS + -0.942 \* NOX + 7.807 \* RM + -0.012 \* TAX with Mallow’s Cp = 37.005"
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The best fitting linear model for every subset of AGE, INDUS, NOX, RM, TAX using all the samples based on is the model with variables AGE, RM and TAX.

Plot using total complexity and plot using validation set MSE show the same pattern. gives more weight to the model with higher complexity. However, That does not mean and validation set MSE behave the same way. It actually depends on data. For some data set, these two methods can provide the same result. However, if prediction is the main purpose of study, model section based on validation set total loss would be better.

### 

### (iv)

#### (i) - (iii)

dt\_train = dt[1:400,]  
dt\_test = dt[401:dim(dt)[1],]  
varn = c("AGE", "INDUS", "NOX", "RM", "TAX")  
  
lambda = 0  
l2\_res = NULL  
  
loop = TRUE  
  
while (loop) {  
 a = glmnet(x = as.matrix(dt\_train[,varn]), y = dt\_train[,"MEDV"], standardize=FALSE,   
 alpha = 0, lambda = lambda)  
 pred = predict(a, as.matrix(dt\_test[,varn]))  
 l2 = mean((dt\_test$MEDV - pred)^2) + lambda \* sum(a$beta^2)  
 l2\_res = rbind(l2\_res, c(a$lambda, l2))  
 if (lambda > 1400 & lambda <1600){  
 lambda = lambda + 0.05  
 }else {  
 lambda = lambda + 100  
 }  
   
 if(sum(a$beta^2) < 1e-5 | lambda > 50000) loop = FALSE  
}  
  
l2\_res = as.data.frame(l2\_res)  
plot(l2\_res$V1, l2\_res$V2, type = "l", xlab = "Lambda", lwd = 2, col = 2,  
 ylab = "L2 total complexity")  
title("Ridge (L2) Regression")
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aa = which.min(l2\_res$V2)  
a = glmnet(x = as.matrix(dt\_train[,varn]), y = dt\_train[,"MEDV"], standardize=FALSE,   
 alpha = 0, lambda = l2\_res[aa,1])  
pred = predict(a, as.matrix(dt\_test[,varn]))  
l2 = mean((dt\_test$MEDV - pred)^2)  
  
print(paste("Model with lambda = ", round(l2\_res[aa,1],3), ": y^hat = ", round(a$a0, 3),   
 " + " ,  
 paste(round(a$beta, 3),   
 row.names(a$beta), sep = " \* ", collapse = " + "),  
 " with testing MSE = ", round(l2,3)))

## [1] "Model with lambda = 1503.3 : y^hat = 33.047 + -0.042 \* AGE + -0.045 \* INDUS + 0 \* NOX + 0.026 \* RM + -0.017 \* TAX with testing MSE = 30.591"

print(paste("Model with lambda = ", l2\_res[aa,1], " has lowest validation MSE, ", round(l2\_res[aa,2],3)))

## [1] "Model with lambda = 1503.3 has lowest validation MSE, 37.628"

From this plot, we can see that model with with AGE, INDUS, RM, TAX variables has the smallest validation set total complexity. However, using and validation set MSE, we got smaller set model though both were different.

#### 

#### (iv)

lambda = 0  
l1\_res = NULL  
  
loop = TRUE  
  
while (loop) {  
 a = glmnet(x = as.matrix(dt\_train[,varn]), y = dt\_train[,"MEDV"], standardize=FALSE,   
 alpha = 1, lambda = lambda)  
 pred = predict(a, as.matrix(dt\_test[,varn]))  
 l1 = mean((dt\_test$MEDV - pred)^2) + lambda \* sum(abs(a$beta))  
 l1\_res = rbind(l1\_res, c(a$lambda, l1))  
 lambda = lambda + 0.05  
 if(sum(abs(a$beta)) < 1e-8) loop = FALSE  
}  
  
l1\_res = as.data.frame(l1\_res)  
plot(l1\_res$V1, l1\_res$V2, type = "l", xlab = "Lambda", lwd = 2, col = 2,  
 ylab = "L1 total complexity")  
title("L1 Panalty")
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aa = which.min(l1\_res$V2)  
a = glmnet(x = as.matrix(dt\_train[,varn]), y = dt\_train[,"MEDV"], standardize=FALSE,   
 alpha = 1, lambda = l1\_res[aa,1])  
pred = predict(a, as.matrix(dt\_test[,varn]))  
mmse = mean((dt\_test$MEDV - pred)^2)  
  
print(paste("Model with lambda = ", round(l1\_res[aa,1],3), ": y^hat = ", round(a$a0, 3),   
 " + " ,  
 paste(round(a$beta, 3),   
 row.names(a$beta), sep = " \* ", collapse = " + "),  
 " with testing MSE = ", round(mmse,3)))

## [1] "Model with lambda = 8.6 : y^hat = 33.229 + -0.044 \* AGE + -0.001 \* INDUS + 0 \* NOX + 0 \* RM + -0.017 \* TAX with testing MSE = 31.106"

print(paste("Model with lambda = ", round(l1\_res[aa,1], 3), " has lowest validation MSE, ", round(mmse,3)))

## [1] "Model with lambda = 8.6 has lowest validation MSE, 31.106"

LASSO model also shows the same patter as Ridge regression. However, LASSO model selects smaller set variables that the Ridge regression. It includes only AGE, INDUS, TAX variables. It is important to mention that model selection based on different criteria selects different sets of variables in the respective best model.

#### 

#### (v)

It is important to normalize all features when using L1 or L2 penalty for model estimation. Because, estimated parameters have a same unit as the corresponding variables and when we use these estimated parameters as the penalty factor, it will have high influence if the variable represents with very high values. As a result, prediction based on unnormalize features might be misleading.

### 

### (d)

#### (i)

dt\_train = dt[1:400,]  
dt\_test = dt[401:dim(dt)[1],]  
varn = c("CRIM", "ZN", "INDUS", "CHAS", "NOX", "RM",  
 "AGE", "DIS", "RAD", "TAX", "PTRATIO", "B" , "LSTAT")  
  
  
varinclude = c()  
varexlude = varn  
fi\_res = list()  
fi\_reg = list()  
k=2  
  
formu = "MEDV ~ 1"  
tem\_reg = lm(as.formula(formu), data = dt\_train)  
temp\_res = list(0, "intercept",   
 mean(tem\_reg$residuals^2),   
 mean((predict(tem\_reg, newdata = dt\_test)-dt\_test$MEDV)^2),  
 formu)  
  
  
fi\_reg[[1]] = tem\_reg  
fi\_res[[1]] = c(temp\_res)  
  
  
while (!is.null(varexlude) & length(varexlude)>0) {  
 tem\_reg = list()  
 temp\_res = list()  
   
   
 for (i in c(1:length(varexlude))){  
   
 if (is.null(varinclude)){  
 formu = paste("MEDV ~ 1", varexlude[i], sep = "+")   
 } else {  
 formu = paste("MEDV ~ 1", paste(varinclude, collapse = "+"), varexlude[i], sep = "+")   
 }  
   
 tem\_reg[[i]] = lm(as.formula(formu), data = dt\_train)  
 temp\_res[[i]] = list(length(varinclude)+1, varexlude[i],   
 mean(tem\_reg[[i]]$residuals^2),   
 mean((predict(tem\_reg[[i]], newdata = dt\_test)-dt\_test$MEDV)^2),  
 formu)  
   
 }  
   
 temp\_res = do.call(rbind.data.frame, temp\_res)  
 names(temp\_res) = c("nvar", "var\_include", "tr\_mse", "ts\_mse", "formula")  
 temp\_res$var\_include = as.character(temp\_res$var\_include)  
 temp\_res$formula = as.character(temp\_res$formula)  
 varinclude = c(varinclude, as.character(temp\_res[which.min(temp\_res$ts\_mse), 2]))  
 varexlude = varexlude[!(varexlude %in% varinclude)]  
   
 fi\_reg[[k]] = tem\_reg[[which.min(temp\_res$ts\_mse)]]  
 fi\_res[[k]] = c(temp\_res[which.min(temp\_res$ts\_mse),])  
  
 k=k+1  
}   
   
fi\_res = do.call(rbind.data.frame, fi\_res)  
names(fi\_res) = c("nvar", "var\_include", "tr\_mse", "ts\_mse", "formula")  
forward\_res = fi\_res  
  
plot(fi\_res$nvar, fi\_res$tr\_mse, type = "l", xlab = "Number of features", lwd = 2, col = 2,  
 ylab = "Training MSE")  
title("Training MSE for all subsets")

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAzFBMVEUAAAAAADoAAGYAOjoAOmYAOpAAZpAAZrY6AAA6ADo6AGY6OgA6Ojo6OmY6OpA6ZmY6ZpA6ZrY6kLY6kNtmAABmADpmOgBmOjpmkJBmkLZmkNtmtrZmtttmtv+QOgCQZgCQZjqQkDqQkGaQkLaQtpCQttuQtv+Q29uQ2/+2ZgC2Zjq2ZpC2kDq2kGa225C227a229u22/+2/7a2///bkDrbkGbbtmbbtpDb27bb29vb2//b/7bb////AAD/tmb/25D/27b//7b//9v///8KrJnQAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAQMElEQVR4nO2dCX+byBmHkWNXyqZ7VUr2lHebdluRHlvXNElbBcXi+3+nnZNDFog5Xjy8+T+/X2IZhhnMozlhhqwCrMme+gQALRDMHAhmDgQzB4KZA8HMgWDmQDBzIJg5EMwcCGYOBDMHgpkDwcyBYOZAMHMgmDkQzBwIZg4EMweCmQPBzIFg5kAwcyCYORDMHAhmDgQzB4KZA8HMgWDmQDBznl5wntUsz+w+3mY3+8EN56PUYXIT6/EfL7Js8dWd3FbU6dl4jm9WWfb1iHNVaV8+gTy7ur8U098uhYgEW8GLnfjwsNGximMUi211TnApf1mPONdogj++uvgViETygr2jlMIOKx1r7VRe1seCC/11uEw0wSPyeCSeXrBEXDMtV1zqP7/Kru6qd6+EgM93NsOK7X99k2XX5zbIIlZ+ai6aEPx7JaEwX5s8W/woso3Ix1u58eTiqu+DVPzumyx79t2+fR6K7sm0Bf+nLvl16qLIWKvPv4qodI3QBFHnufh6b1IU4Vv7qEhOsM5ZpSlSd7XP/g2mAF68aAv+cqWCXv3RCFa7RIZeDwgumnxd1J8qU4I3abcEF0250BX8qLwwOyXX91Zwax8Z6Qm+uav+K37/3V77qH1e38n/z2yQApb7Y561Bf94K/YcVjd/t0X04rt/mcSaInpbb5HfE5Gcjnhdn4c9uc7JNIKFseW+epuZXNsWLI5+K5M+CXJnvmQqdHsfGekJtlf9vWz4LhufW6XgzIbm2rYEb3NVDqyLdiPr+hdd/J4XbLK5+tE6j0cn0wgWyV/br01XsKrT5aZWEL1PFyAqdPtwMpITrJs7x59ts6uucnc6x/RtaDdcpOBS/JZn28I03d6+sMVjn2AbTaFL61az6+RkGsH6e6Nr7ZM6+N7E1AqiWnymrFch2oeTkaZg+adf/+n9gM/WBvVf1RW82InL+cNmsSvrtvnx/euVKa9PKz0VmY2mlOLbgk9PplUHf3yljf3Fpm4L4Oar0gQpsxPB7cPJSFOwvk5DGfZCDjZZR7XWlia6qi5+zwruzcGnJ9PpJn18/UK3xrqC6xzcCiL21cW+Pdf6cDLSFFzaGnY9QvC5OlhlEum2NC2dxffiIr5bDQg+qYMbwacnc9oPPv7UHFGa1pRS2XzjVBBbRFSdXeZwMtIUrBq0sts6Jgefa0WLnbJEXJtmWFPtdn6x4c+1ojs5uHMyjWCRxB/2sqC1x8lQWvCVaUW3g6je+MdNffrtfWSkKdgOLY4TfKYfrNuoIogWXMfXHcnqCu72g7t18PlGVvWmrlSbJtRJP7gVxPSDTU4Xe1v7yEhTsGq4Xv8iC9MRgtUI0Rd3eVewCKc1qxCqFW1HqXoE65Gs79tbqjMn0y6iVbSfq6Gog2gxffXr45GsVpCPP6/MVjX2dtfeR0UagqOQkxZ1c4WD4Fzd6zN5FXThINh2MEnrsrnCQXD18ZsV+V2ZucJCMOgHgpkDwcyBYOZAMHMgmDkQzBwIZg4EMweCmQPBzIFg5kAwcyCYORDMHAhmDgQzB4KZA8HMgWDmQDBzIJg5EMwcCGYOBDMHgpkDwcyJLDgDE/FUguNGB/qAYOZAMHMgmDkQzBwIZg4EMycJwR8+xI0cNCQhGIbpgGDmQDBziATbdTl717+F4ImgEVzY10eUfe+RgOCJIBF8vK21Fj3rfp5EB8NUkAh+2NRL0pc9hTQETwRyMHOo6mCThUfWwRBMBlEr2ixK37/yNgRPRBr9YBgmY2LBvY8KQTARRILzLFuqwY5tTwAIngiiRpZ6+c9S1sXjGlkQTAVdN6nUrxga102CYCroBjr0EMfIgQ4YpiKVHAzBRBDXwa0xrQvRQTANqbSiIZiIVAY6IJiIZATDMA0QzBwIZg4EMweCmZOOYBgmAYKZA8HMgWDmQDBzEhIMwxRAMHMgmDkQzJw0po9qIJiANKaPGmA4PolMPtNAcHwSmT6qgeD4IAczJ5HpoxoIjk8i00cNMBydlPrBEExAKtNHNRAcHaJWdG/RPBwdBEeHSPCXq57G1XB0EBwdIsFr0ZBeukcHwdEhEyy7SAOOe6KD4dg4Ch4xRlW15vWXvbcbIHgifATrgaoxgp3TheDYQDBzSAT7pwvBsUlMMAzHBoKZA8HMgWDmOAtubhdA8BxI63ZhBcOxgWDmOAs+yPtEZZapdewI0oXguLgKPqzkMpTZVn8gSBeC4+IqOJc3iHLZvsoHbwd6pwvBcXFuRa9lN0m6pekmwXBkfPrB5nYvBM8BH8G6+u17pD00XQiOik8dXMgWtC6nCdKF4Ki4Ci4XO/3MZD5YQntNH9VAcFSc+8Glmq5wWA0W0J7TRzUwHJOkJp9pIDgmSU0f1UBwTBwF27p1+G4ScnA6uObgh82YQWjP6aMaCI6JexEtMvHFZyZ9p49qYDgiXnVwHnaz/1K6EBwRz0ZW0f/CnOFYhqePaiA4It6t6MNqKBfLYZDDauCuMQRPhJ9g2Zi+6Pf5rtNhGp8uBEfER3A58EYzhbrdpO8Xe3STYDgm7oLzoVmhGplvTV/YY6ADgmPiKrgY1YBW95yQg1OAZCRLZOGr+9Y7Zl3TheB4UD02W+ovQW9hDsETkdxz0QoYjgYEMweCmQPBzIFg5rgLbs0gDZi8AsET4ZGD9U38MtuOWEzHN10YjoXPDX/duS1u9gHPvkPwRPgU0bpkLq/uA2avQPBE+ORgXTDLHAzByRNSB4fMXoHgifDpJql2tMi8w7NXwtKF4Uik2Q+G4GhAMHM8BF+cORgjXQiOhIfgMVVvwPRRDQRHwqcffHn8Kmj6qAaG4+A/0DFA2OQzDQTHwX+ocoCw6aMaCI6D10DHpSyMHJwOAbcLB9paQdNHNRAcB6J+cND0UQ0MRyHVgQ4IjsTEgkdNH9VAcBScV7pbj6iD61fb+Q90QHAkiFbZWZv2s9f0UQ0ER4FMsFHr3U2C4TiQ3GyQgs2C4d4DHRAcB5KbDcjB6UBys0G3w5ZDgSF4IkhuNqhQcgGW3oEsCJ4KkpsNkdKF4QiQ3GyIlC4ER4DmZkOcdCE4AumORUNwFCCYOSkLhuEIkNxsiJUuBIeDHMwcCGaOh2BbRqOIngM+Nxtu9sWS7PWyHWA4GL+bDeXNnuzdhW0gOBi/mw2Hz+7VP+p0ITgYvyUcHl7uIHgeeNTBcmWOfI0ieh74dJPypWxJh71ZZ6xgKA6EqB8cPD/YAMOh+C+jNESE+cEWKA4j2fnBNTAchM8THSOeqgyfH9wCigMgeaIjag6utGEo9oOmkRVhfnAXGPYl3fnBJ0CxH843/CM8UemUbg3KaS8mFuwwP/gxMOwBqeCBW4p+zw9AsTMkgluvdehra3s+IALDrjgLHvXuQtN4jp6DKyh2haiIftjI9jOFYDS23CCrg/PFjkYwMrETdI2sIlsTCYZiBwhb0YfVMyrBupyG5hFQPhd9vO2faBr8mPWHDqGx8SXpB98vA82XmLlgw4enIOpfQAYPwRoYPgMnwdMyE8UQ7M08DENwAHNQDMEhzMAwBIeRvGIIDiR1wxAcTNqKITicpA1DcAwSVgzBUUjXMARHIlXFiU8fnRGJGqaauhJt+uiMSFIxieDYk8/mQoqGSQRHnj46I9JTjBwcl+TuIM9k+uiMSOzhgdlMH+XAU5hHPzgJ6CRPLDho+uinSLBjSsFlJl+OFS26T5YgyUSC8yxbH77Yh7xeFrTwL61pBOeicZWr3PupdZMI8ZNMN9BxeC4Ff2IDHdS4OyYSLHu/x/9VyMEEuEkmGuiw+Tbk9bKgFwfDRI2sQjef+99jCcGhjFSMgY7ZMs4wBM+YMYoheM6MMAzB8+aiYgieOZcMQ/DsGVYMwfNn0DAEc2DAMASzoD8TQzAPeg1DMBd6FEMwG84bhmBGnFMMwZw4YxiCefFIMaaPMuPUMKaPsmMCwZ/w5LPkwPRR5iAHMwfTR5mD6aPMQT+YOZg+yhyqB9+FQlUNF32taDARJILlxIaHzXJAcEDkUx7CLJlY8elu0vFWNLEgOKVkYsVnBzrymz0Ep5RMrPjqgY58CcEpJRMtPqtVdIchOKFk4sVnh7KOtxCcUDJTxhcaOa8rD8FPdAizZKaMLzRyXleeu2Dw9EAwcyCYORDMHAhmDgQzB4KZA8HMgWDmQDBzIJg5EMwcCGYOneChl7OcR80+7pkTM0DeO8+ih8Mqy5Zuh9TPC49P5DP1SITLVdCHeF6FPsgEl+LvKp0MH29F8ML10otL6Ci4vNmbh39HI58X7l8F/RwPG/XMi8tV0Id4XoVeqATrB/Ryl/M8rOQVHPc4X8PDxlGwPjOnZI638u9w+WNKvQqCy1Uwh/hdhX6oBHufp1uulxNZf3ITrF8b44Sz4DJbl4627CHmN8er0A+Z4MG37wyQux0i0nGsg8urf29cKzn3Ilr/6W5XoRXO8SoMQCVYfwXdv4i9M4/PI8tAR8GFLAl1nnQ5LdcWo7LldhUawY5XYYjEBJeOrQu50oCr4IV72SIz1GHldNFDBLtehSHSKqJdv7kqFVfB6px07Tg2GY8GRUARHTH/JtbIKlz/ssLMpXSpHfVldGpq+RRHro2s+szcr8IgCXWTmiVA3HDMwXoKnVPZoj25FUelazfJJuB5FfpIaKDDsZKrcR3JkvV2a8GgUUl41sFuV8Fk+pj5l3KosnBteJry1rnh7TxUWbqPBebOh9Tl7fg/SB3iexX6wM0G5kAwcyCYORDMHAhmDgQzB4KZA8HMgWDmQDBzIJg5EMwcCGYOBDMHgpkDwcyBYOZAMHMgmDkQzBwIZg4EMweCmQPBzIFg5kAwcyCYOfMXbN/h1DdFadRM4MJMPSrOTkEqo873mxYOgvV8+BDBD5t15+fpXgh+Qo63z9Rk7jDB287P83tnCQfBy0KtcnSzVybEf4fVD3IhHbmi3VYI/nbVFMDyw8PL11m9WoLcIgPqubnqZ2HniuaZjiDLbv5vojbH2iByX9wJ27FhIViJ7QhWq8VJEVf36hc1rbowHx42NrPLpZHkonedHGyDqZn5+p3Y28pGrY+1QVTp4Li+0sSwEGwX22kEr81UeWFAT5kXpnUFW9oPlV1hoVzs2oKbYC93uoDvCl5XTRCPdcCmhodgs1xWI3hr6l4lWC2wsdjppRTEr3Wdqne1tsifdTC5ocyyU8HbqmrFlLxhHoJlbuoVrJpg4v/SLslzIthqq4zgeuUeUdFe/fNRDt5WrSBqadiUS2gugqt8PTIHV61W8UAOrpoI+nKwJY+2ngYFXAQfnr+QgteN00awqoONfkn9oacONnv1WnV1Eb1uvgrdflPavSgugkWX5mZ/vJX/slPBdiVRtYhh3ugcaEXLYDrzZmsl10atQ9ogKivHWxmWAjaCVf9F+Mh+eFREf7sy9aTsvYps2cpyZkWl7kCHCaaXQJIFsPzymKhNSBukjLniEQnzFwwGgWDmQDBzIJg5EMwcCGYOBDMHgpkDwcyBYOZAMHMgmDkQzBwIZg4EMweCmQPBzIFg5kAwcyCYORDMHAhmDgQzB4KZ8xs81xG4lA78pQAAAABJRU5ErkJggg==)

plot(fi\_res$nvar, fi\_res$ts\_mse, type = "l", xlab = "Number of features", lwd = 2, col = 2,  
 ylab = "Test MSE")  
title("Test MSE for all subsets")
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print(fi\_res)

print(fi\_res[which.min(fi\_res$ts\_mse),])

aa = which.min(fi\_res$ts\_mse)  
res\_131 = fi\_reg[[aa]]  
len1 = length(res\_131$coefficients)  
print(paste("Forward Best Subset Model :", fi\_res[aa,]$formula, ": y^hat = ", round(res\_131$coefficients[1], 3), " + " ,  
 paste(round(res\_131$coefficients[2:len1], 3),   
 names(res\_131$coefficients)[2:len1], sep = " \* ", collapse = " + "),  
 " with training MSE = ", round(fi\_res[aa,3],3),   
 " and validation MSE = ", round(fi\_res[aa,4],3)))

## nvar var\_include tr\_mse ts\_mse  
## 2 0 intercept 83.80701 102.22659  
## 21 1 LSTAT 42.62158 23.92312  
## 3 2 PTRATIO 37.65518 16.76650  
## 4 3 CHAS 36.43344 16.55229  
## 5 4 ZN 36.42852 16.61204  
## 6 5 INDUS 36.41458 16.87186  
## 7 6 TAX 36.38863 17.15157  
## 8 7 NOX 36.37764 17.36296  
## 9 8 DIS 30.84108 17.31292  
## 10 9 CRIM 30.83273 16.81341  
## 11 10 AGE 30.51697 17.53081  
## 12 11 B 30.28257 19.59739  
## 13 12 RAD 28.17532 18.49887  
## 14 13 RM 22.30523 37.89378  
## formula  
## 2 MEDV ~ 1  
## 21 MEDV ~ 1+LSTAT  
## 3 MEDV ~ 1+LSTAT+PTRATIO  
## 4 MEDV ~ 1+LSTAT+PTRATIO+CHAS  
## 5 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN  
## 6 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN+INDUS  
## 7 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN+INDUS+TAX  
## 8 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN+INDUS+TAX+NOX  
## 9 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN+INDUS+TAX+NOX+DIS  
## 10 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN+INDUS+TAX+NOX+DIS+CRIM  
## 11 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN+INDUS+TAX+NOX+DIS+CRIM+AGE  
## 12 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN+INDUS+TAX+NOX+DIS+CRIM+AGE+B  
## 13 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN+INDUS+TAX+NOX+DIS+CRIM+AGE+B+RAD  
## 14 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN+INDUS+TAX+NOX+DIS+CRIM+AGE+B+RAD+RM

## nvar var\_include tr\_mse ts\_mse formula  
## 4 3 CHAS 36.43344 16.55229 MEDV ~ 1+LSTAT+PTRATIO+CHAS

## [1] "Forward Best Subset Model : MEDV ~ 1+LSTAT+PTRATIO+CHAS : y^hat = 51.786 + -0.853 \* LSTAT + -1.011 \* PTRATIO + 3.923 \* CHAS with training MSE = 36.433 and validation MSE = 16.552"

Using forward search, based on validation MSE, the best model includes three variables (LSTAT, PTRATIO, CHAS).

### 

### (d)

#### (ii)

dt\_train = dt[1:400,]  
dt\_test = dt[401:dim(dt)[1],]  
varn = c("CRIM", "ZN", "INDUS", "CHAS", "NOX", "RM",  
 "AGE", "DIS", "RAD", "TAX", "PTRATIO", "B" , "LSTAT")  
  
varinclude = varn  
varexlude = c()  
fi\_res = list()  
fi\_reg = list()  
k=2  
  
formu = paste("MEDV ~ 1", paste(varinclude, collapse = "+"), sep = "+")   
tem\_reg = lm(as.formula(formu), data = dt\_train)  
temp\_res = list(13, "None",   
 mean(tem\_reg$residuals^2),   
 mean((predict(tem\_reg, newdata = dt\_test)-dt\_test$MEDV)^2),  
 formu)  
  
fi\_reg[[1]] = tem\_reg  
fi\_res[[1]] = c(temp\_res)  
  
while (!is.null(varinclude) & length(varinclude)>0) {  
 tem\_reg = list()  
 temp\_res = list()  
   
 for (i in c(1:length(varinclude))){  
  
 if (is.null(varinclude) | length(varinclude)==1){  
 formu = "MEDV ~ 1"   
 } else {  
 formu = paste("MEDV ~ 1", paste(varinclude[-i], collapse = "+"), sep = "+")   
 }  
   
 tem\_reg[[i]] = lm(as.formula(formu), data = dt\_train)  
 temp\_res[[i]] = list(length(varinclude)-1, varinclude[i],   
 mean(tem\_reg[[i]]$residuals^2),   
 mean((predict(tem\_reg[[i]], newdata = dt\_test)-

dt\_test$MEDV)^2), formu)  
 }  
   
 temp\_res = do.call(rbind.data.frame, temp\_res)  
 names(temp\_res) = c("nvar", "var\_exclude", "tr\_mse", "ts\_mse", "formula")  
 temp\_res$var\_exclude = as.character(temp\_res$var\_exclude)  
 temp\_res$formula = as.character(temp\_res$formula)  
 varexlude = c(varexlude, as.character(temp\_res[which.min(temp\_res$ts\_mse), 2]))  
 varinclude = varinclude[!(varinclude %in% varexlude)]  
   
 fi\_reg[[k]] = tem\_reg[[which.min(temp\_res$ts\_mse)]]  
 fi\_res[[k]] = c(temp\_res[which.min(temp\_res$ts\_mse),])  
   
 k=k+1  
}   
  
fi\_res = do.call(rbind.data.frame, fi\_res)  
names(fi\_res) = c("nvar", "var\_include", "tr\_mse", "ts\_mse", "formula")  
backward\_res = fi\_res  
  
plot(fi\_res$nvar, fi\_res$tr\_mse, type = "l", xlab = "Number of features", lwd = 2, col = 2,  
 ylab = "Training MSE")  
title("Training MSE for all subsets")
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plot(fi\_res$nvar, fi\_res$ts\_mse, type = "l", xlab = "Number of features", lwd = 2, col = 2,  
 ylab = "Test MSE")  
title("Test MSE for all subsets")
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print(fi\_res)

print(fi\_res[which.min(fi\_res$ts\_mse),])

aa = which.min(fi\_res$ts\_mse)  
res\_131 = fi\_reg[[aa]]  
len1 = length(res\_131$coefficients)  
print(paste("For subset model ", fi\_res[aa,]$formula, ": y^hat = ", round(res\_131$coefficients[1], 3), " + " ,  
 paste(round(res\_131$coefficients[2:len1], 3),   
 names(res\_131$coefficients)[2:len1], sep = " \* ", collapse = " + "),  
 " with training MSE = ", round(fi\_res[aa,3],3),   
 " and validation MSE = ", round(fi\_res[aa,4],3)))

## nvar var\_include tr\_mse ts\_mse  
## 2 13 None 22.30523 37.89378  
## 21 12 RM 28.17532 18.49887  
## 3 11 TAX 29.25133 17.51549  
## 4 10 AGE 29.58767 16.93445  
## 5 9 ZN 30.43122 17.26423  
## 6 8 CRIM 30.72554 17.80309  
## 7 7 INDUS 30.90940 18.75269  
## 8 6 DIS 34.93004 20.21552  
## 9 5 NOX 34.94184 20.86509  
## 10 4 CHAS 35.82823 21.82590  
## 11 3 RAD 37.32106 20.31659  
## 12 2 B 37.65518 16.76650  
## 13 1 PTRATIO 42.62158 23.92312  
## 14 0 LSTAT 83.80701 102.22659  
## formula  
## 2 MEDV ~ 1+CRIM+ZN+INDUS+CHAS+NOX+RM+AGE+DIS+RAD+TAX+PTRATIO+B+LSTAT  
## 21 MEDV ~ 1+CRIM+ZN+INDUS+CHAS+NOX+AGE+DIS+RAD+TAX+PTRATIO+B+LSTAT  
## 3 MEDV ~ 1+CRIM+ZN+INDUS+CHAS+NOX+AGE+DIS+RAD+PTRATIO+B+LSTAT  
## 4 MEDV ~ 1+CRIM+ZN+INDUS+CHAS+NOX+DIS+RAD+PTRATIO+B+LSTAT  
## 5 MEDV ~ 1+CRIM+INDUS+CHAS+NOX+DIS+RAD+PTRATIO+B+LSTAT  
## 6 MEDV ~ 1+INDUS+CHAS+NOX+DIS+RAD+PTRATIO+B+LSTAT  
## 7 MEDV ~ 1+CHAS+NOX+DIS+RAD+PTRATIO+B+LSTAT  
## 8 MEDV ~ 1+CHAS+NOX+RAD+PTRATIO+B+LSTAT  
## 9 MEDV ~ 1+CHAS+RAD+PTRATIO+B+LSTAT  
## 10 MEDV ~ 1+RAD+PTRATIO+B+LSTAT  
## 11 MEDV ~ 1+PTRATIO+B+LSTAT  
## 12 MEDV ~ 1+PTRATIO+LSTAT  
## 13 MEDV ~ 1+LSTAT  
## 14 MEDV ~ 1

## nvar var\_include tr\_mse ts\_mse formula  
## 12 2 B 37.65518 16.7665 MEDV ~ 1+PTRATIO+LSTAT

## [1] "For subset model MEDV ~ 1+PTRATIO+LSTAT : y^hat = 52.79 + -1.05 \* PTRATIO + -0.85 \* LSTAT with training MSE = 37.655 and validation MSE = 16.766"

Using backward search, based on validation MSE, the best model includes only two variables (LSTAT, PTRATIO).

### 

### (d)

#### (iii)

print(forward\_res)

## nvar var\_include tr\_mse ts\_mse  
## 2 0 intercept 83.80701 102.22659  
## 21 1 LSTAT 42.62158 23.92312  
## 3 2 PTRATIO 37.65518 16.76650  
## 4 3 CHAS 36.43344 16.55229  
## 5 4 ZN 36.42852 16.61204  
## 6 5 INDUS 36.41458 16.87186  
## 7 6 TAX 36.38863 17.15157  
## 8 7 NOX 36.37764 17.36296  
## 9 8 DIS 30.84108 17.31292  
## 10 9 CRIM 30.83273 16.81341  
## 11 10 AGE 30.51697 17.53081  
## 12 11 B 30.28257 19.59739  
## 13 12 RAD 28.17532 18.49887  
## 14 13 RM 22.30523 37.89378  
## formula  
## 2 MEDV ~ 1  
## 21 MEDV ~ 1+LSTAT  
## 3 MEDV ~ 1+LSTAT+PTRATIO  
## 4 MEDV ~ 1+LSTAT+PTRATIO+CHAS  
## 5 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN  
## 6 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN+INDUS  
## 7 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN+INDUS+TAX  
## 8 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN+INDUS+TAX+NOX  
## 9 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN+INDUS+TAX+NOX+DIS  
## 10 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN+INDUS+TAX+NOX+DIS+CRIM  
## 11 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN+INDUS+TAX+NOX+DIS+CRIM+AGE  
## 12 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN+INDUS+TAX+NOX+DIS+CRIM+AGE+B  
## 13 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN+INDUS+TAX+NOX+DIS+CRIM+AGE+B+RAD  
## 14 MEDV ~ 1+LSTAT+PTRATIO+CHAS+ZN+INDUS+TAX+NOX+DIS+CRIM+AGE+B+RAD+RM

print(backward\_res)

## nvar var\_include tr\_mse ts\_mse  
## 2 13 None 22.30523 37.89378  
## 21 12 RM 28.17532 18.49887  
## 3 11 TAX 29.25133 17.51549  
## 4 10 AGE 29.58767 16.93445  
## 5 9 ZN 30.43122 17.26423  
## 6 8 CRIM 30.72554 17.80309  
## 7 7 INDUS 30.90940 18.75269  
## 8 6 DIS 34.93004 20.21552  
## 9 5 NOX 34.94184 20.86509  
## 10 4 CHAS 35.82823 21.82590  
## 11 3 RAD 37.32106 20.31659  
## 12 2 B 37.65518 16.76650  
## 13 1 PTRATIO 42.62158 23.92312  
## 14 0 LSTAT 83.80701 102.22659  
## formula  
## 2 MEDV ~ 1+CRIM+ZN+INDUS+CHAS+NOX+RM+AGE+DIS+RAD+TAX+PTRATIO+B+LSTAT  
## 21 MEDV ~ 1+CRIM+ZN+INDUS+CHAS+NOX+AGE+DIS+RAD+TAX+PTRATIO+B+LSTAT  
## 3 MEDV ~ 1+CRIM+ZN+INDUS+CHAS+NOX+AGE+DIS+RAD+PTRATIO+B+LSTAT  
## 4 MEDV ~ 1+CRIM+ZN+INDUS+CHAS+NOX+DIS+RAD+PTRATIO+B+LSTAT  
## 5 MEDV ~ 1+CRIM+INDUS+CHAS+NOX+DIS+RAD+PTRATIO+B+LSTAT  
## 6 MEDV ~ 1+INDUS+CHAS+NOX+DIS+RAD+PTRATIO+B+LSTAT  
## 7 MEDV ~ 1+CHAS+NOX+DIS+RAD+PTRATIO+B+LSTAT  
## 8 MEDV ~ 1+CHAS+NOX+RAD+PTRATIO+B+LSTAT  
## 9 MEDV ~ 1+CHAS+RAD+PTRATIO+B+LSTAT  
## 10 MEDV ~ 1+RAD+PTRATIO+B+LSTAT  
## 11 MEDV ~ 1+PTRATIO+B+LSTAT  
## 12 MEDV ~ 1+PTRATIO+LSTAT  
## 13 MEDV ~ 1+LSTAT  
## 14 MEDV ~ 1

All lower order models are nested in the full model with all features. The best model found from backward search is nested within model found from forward search because forward model includes LSTAT, PTRATIO, CHAS variables and backward model includes only LSTAT, PTRATIO that can be found by considering CHAS coefficient equal zero.

### 

### (d)

#### (iv)

# Ridge  
  
dt\_train = dt[1:400,]  
dt\_test = dt[401:dim(dt)[1],]  
varn = c("CRIM", "ZN", "INDUS", "CHAS", "NOX", "RM",  
 "AGE", "DIS", "RAD", "TAX", "PTRATIO", "B" , "LSTAT")  
  
lambda = 0  
l2\_res = NULL  
  
loop = TRUE  
  
while (loop) {  
 a = glmnet(x = as.matrix(dt\_train[,varn]), y = dt\_train[,"MEDV"], standardize=FALSE,   
 alpha = 0, lambda = lambda)  
 pred = predict(a, as.matrix(dt\_test[,varn]))  
 l2 = mean((dt\_test$MEDV - pred)^2) + lambda \* sum(a$beta^2)  
 l2\_res = rbind(l2\_res, c(a$lambda, l2))  
 if (lambda <10){  
 lambda = lambda + .005  
 }else {  
 lambda = lambda + 100  
 }  
   
 if(sum(a$beta^2) < 1e-5 | lambda > 1500000) loop = FALSE  
}  
  
l2\_res = as.data.frame(l2\_res)  
plot(l2\_res$V1, l2\_res$V2, type = "l", xlab = "Lambda", lwd = 2, col = 2, xlim = c(0, 10),  
 ylab = "L2 total complexity")  
title("Ridge (L2) Regression")

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAt1BMVEUAAAAAADoAAGYAOjoAOmYAOpAAZrY6AAA6ADo6AGY6OgA6OmY6OpA6ZmY6ZpA6ZrY6kLY6kNtmAABmADpmOgBmOjpmOpBmkJBmkLZmkNtmtrZmtttmtv+QOgCQOmaQZgCQZjqQkGaQtpCQttuQtv+Q29uQ2/+2ZgC2Zjq2kDq225C229u22/+2/7a2///bkDrbkGbbtmbbtpDb29vb2//b////AAD/tmb/25D/27b//7b//9v///8PKcuEAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAOPElEQVR4nO2di3rbthmGKce22nRrZ7VZt4Ve23UT080L120eZYn3f10jAB5AW6RE/AAFfvre52mCWBTA8vWPEwkwKQk0yaVPgISFgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYnLgFHx4TzeqrJ/2Pu+fmkyy5+Tz+3f1mtS3zpPqj4eVDlZXKabduv9wrwcPpdmcYCcsQnChPEwXn6mhbcLG2cno4VoKH06XgSXSXP7nvf3JSsJFoCa5+cLOtgtd4b0QMlwBC9IK1Ca2l/sfh0zq5/dkIPnxKktttl1590wZQodVagvcf1kqhPrjKLz1SQi8TK+8ql798l9w82R//632V/Pqpl2wy+3fVFrz7g0pV3/ybzmemC/aWZQiutDSC25CrLrxJr96r9H6jf3rbxHWuredvat6sPvjhSAl2Jnbeuf7p3bP1cd6ehJWsM6t/YCV91P+OLEOwFcFFVZc+q0iqLqhJZzqdqQirjuvEqXh9I7iO1Kypo/sRbGVi511punsq/2N9XKm+fy5/TfpJk1nTCpgmIrl9qtOXIXrBDc3lM/VxdVWN1CZdx2TeNM3qspdvBasYTEurCe+VYGdil5ObL1kfVxJv/2GytJL2GZZZ983qkIs18EsRfP9sLl8dmfryNdGXmSveqwzrWH4l+GVjas7u570SrEzsvJuj+x8ndTvbT7ZdBfMl8836t+0iLEPw7c9lffmaa5WZqG3TRXKGYGXIVM1vBOsSrEzsvJuj7TJevjOpv5ZWsneGhQpeCh7HhMQvRksvPo5EcGp/85jgzm9PcFeClclABFtlvPz0vu5JtUlG8FS6bul9ebIN7l3DI4L3m9bvK8FNCXYm/TZYH/3G0+GHdjSuk8faYAoeo4ujKnbsXnR2pBe9+qja2Fph28nqulBZ57fXyepKsDPp96LNr0P3cfXp755V5dxLHutFU/AY1iCmrZGz0XFwE7DtMKkV3HaRlNpjw6R+Jv1xsMnW+vhTciR5bBxMwWNY0xDJfTOT9cs6efexm736zZNJv/xYGfy6vWWQ9yYaKsFt0vxmvJ3oUBKsTKy82wrd+vhX1ex+1U/2ZrL+aM6CguVkXdXbUYzNHu3W504tHc17SSxacBV13wxNI1TRlA5+sTitbSzvJbFowc3A9Gg45iNqstNTh6N5L4hFCy5fPqzbezqv2W8GbyhaN/zd8l4QyxZMTkLB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOJ4FJ2QmLiXYb3ZkCAoGh4LBmVnw9KaByGAEg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweAEEty8bXfwrTQUPBNhBOfN+6SKoRdLUfBMBBF8eGy15gOvhqPgmQgieL9Jm2QxUElT8EwwgsEJ1QanJsE2+NIE6kXXr8AefjkrBc8Ex8HgcPkoOIEnOlI/2RFnwgjefbGtelrVCCkbmsqi4JkIOUzKqj+zgdenU/BMTBdcdZCH33nfHJKqv9QYmBMdF8YlgvOqcR0Y3hqaCL439bSoXCLDsYo+4ThfbU1DvN+wir4szm1wPnYzsCyqT1cjfil4LtwEF3oEdHgcnKjyVy6R4SBYTUMas0M9KJ/lEhkuvWjVwM5WLpHhIPhb41cQvlPKJTLcBQ8NgDyXS2RMFZx1twtGh8LeyiUy3CN4pnKJDN4PBoeCwZkoeL95aJ7GGZnH8lkukcEIBme64MN/Zy2XyHCZyTI3EA5/ZhW9AByq6ELdJypztsGLwKUNNk/UieY5KHgunDpZynA6ejSXj8aCi+AsST4+Di9aKLl8NCKcHrpT0oqRNpiLz+LBQfDvjbKRXjSXj8YDl4+C4yK4qqTvnrOxXjSXj0aDyzh4ta3icr8ZM8zlo7HgMFVZ1b+q4uUTHYvApRedji5KGc+Fy0dnxj2Cs7GBcDVUvteTHam0XCLDuQ3Ox+ay9C+AWqM22FJT8Ew49qL1wpRB9DCp0EdwmHRhwu2TZdpoTnRcmHATHYzgKAi0T1bTBltzWoLsiDuTH7rrBjpjwyT2omOBD92BQ8HgOA+T3Nd+TyuXyHCb6CjrbThmKJfIcJmqTPXfo1OV/solMrgAHBz3CB6awvBcLpHh9OB7WloPbQQul8hweqryrLkOT+USGRwHg0PB4DhuhMYF4EvBpRctnMSaVi6R4fbQ3YzlEhluD93NWC6R4dAG6xcynIDLR2PBRfD6ZCeLy0ejwaWKPvXKBi4+i4ggnSwuH42HIJ0sRnA8hOlkcfloNAhuNozNZHH5aCxwLhqcmQVz+ejcuAjWA+GxZ+72m5PT1RQ8E05PdKiO09gTHfvNb9cnutoUPBPuw6SRZ7LUquB8/BWWFDwT7hMdI09VmmXfRTLimIJnIlgEa4rBwRQFz0SgNvjkZBcFz0SgXjQFxwInOsChYHBcBKtlZ4N3EXyXS2Q4CDbLCodf7u23XCIjyDjYZ7lEhmAcTMFLwKGKNiPg3anZZk/lEhlBxsE+yyUyOEwCh4LBoWBwKBgcCgaHgsGhYHAmCvazxc6UcomMQBHM9cGxEEYw1wdHQ5Bddri6MB7c7gfn9+VunQ4ey/XB8eByP/ihLNS7C4cfm2UEx4PbDf/dl5/1f0NwfXA0uN3wV3tGjwnm+uBocLnhXzWr2QP3i14GTk9V3qsIdZrn4PrguQk00ZFV+tWDH4PPfVDwTDh0ss54Z4P2q/ZqGdxziYJnwl3wyFOVem1Spp+b5jDpwkwVnHWt6PBTlSpu67EwJzoujHsEj6GiN2cEx0CYTtZ+c/PZeomwNDviTqjnogtTjQ+uX6LgmQiywt9nuURGkD06fJZLZHB1ITiMYHDYBoPD1YXg8LlocMLcbPBYLpER5GaDz3LJNP73iiA3G87PjnjhtVWB4PNuNkzIjrhyXOjro9jJWhbnWbWg4AUw2aoFBceKxKoFBUeFJ6sWXD4aAd6tWkwWnFfaUp3g62VFhLRqMVVwvtrWG82OCObisyH8V8GnmCjYqDs8qtWFY4/Npk2ST1WWswXrUSbv0ZHqv9UaYUbwKPMH61GcIrhUD8aOt8GpSVxdGxyHVYvJbXCt9cTqs+taPhqdVQuHXnSq/z48XvvdpJi1dsw80bH45aPLsGoRRHD77kKUiY7Fae1wF3zq5ZS6/7zk5aMLtmoRTHCtdnHDJAytHcEE1/toLWSiA8yqxVVHMK7WjkCCm5WFg+8hvaDga9DaEURwqR2vtiNvOJxd8HVp7Zg8F72w/aKvVGsH6hMd1+61BU4wvfbBEUyvR0EQTLMjLFswzZ5ksYKp9jwWKZhqz2dxgul2GosSTLnTWY5gynViIYJp15VFCKZcd+IXzNgVEbtg2hUS9/JR2hUTRrCf5aPU64Eggr0sPqNeLwR68D1tks5PVVKvHyKNYIavL0K1walJuLXB1OuPQL1o0fJR6vVIhONg+vVJdMtHWT37Jajgen3SlOyo1zOBhkknH48fyI5+fRMmguvO8+QIpl/vBOtFq/7zVMH0659gbXC22k4VTL8BCNfJypOHaYLpNwQBe9G79bszBSu1HB6FIeQw6fA4/Ha014KpNxBxzGTRbzDiEEyCQcHgUDA4FAwOBYNDweBQMDgXE0xm4kKCfWfu4fSuPAsKBs+CgsGzoGDwLCgYPAsKBs+CgsGzoGDwLCgYPAvOLYJDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYMTTnCRqFcNC9CbUw+9qPh8ssFt+c5jtzYvxRaQV/8jqegcvtSbGrlc0mCCC/UiaYnhw2P17Vx6bauLIhNcVF/fb0Rnket3aqfuGew3etcqp0saSrDZmTYTXBizE0guel+13ttLJNj8f4jO4vCoroLgUhRmWzK3SxpKsB89pawSUGdw94NI8O4LWfmlXHCRPOjtud0uaTDB+sIM7Rt+Ppksh+o0ZG1wcfPPjbQnIK6izXV0u6ShBJvIk8bf8MbU56FqNZngXNWOJgbdEfc3tVW3Sxq34ELYx1Ib0wsFr+Q1kaqFdmvJb2qEgr1U0cL4NSchFKz/D0a2fjvjLOTdkQiraB+drFw6Cs7rpZapexbmeoq6Wh4qswg7WfJhUveGCBmyCDZvmhHVREaMKIsivmGSfKJD1mp1CGeyVDNuvW7G6Qz8tMFxTXTo+lHUxarrV2k/XDxVWcgnTDNpFnX4u1xS3mwAh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwrkXw+AqlV+t/xRsTRAQFKyh48VAwOJ3gzCz5363/pLbPUfvYpdU/vl/XKzzVEs2flOBMuj1dHFydYLVCXu2sslvrjfRuPqtNEfQ/9BpttVi7UKtwm+OWzrUJ3n+7NTWy1ln/kZr199p0qg5ebdvjls61CVYUplZOy/aPehuN1bbbK6E5bulcneCqjb35+/q1YL2LTvVn3gpujls61ya49XoigruPF861CTZ7xr2tonUbfPdc70VVm5ZtMBkH1yZYGdxvqhHRK8HNfqFm41ATwfq4pXM1gs2mTA9mK6LMroO14O/XdY+qGQc3x130rD1wLYKvFgoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcP4Ps2tga6RmkloAAAAASUVORK5CYII=)

plot(l2\_res$V1, l2\_res$V2, type = "l", xlab = "Lambda", lwd = 2, col = 2,  
 ylab = "L2 total complexity")  
title("Ridge (L2) Regression")

![](data:image/png;base64,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)

aa = which.min(l2\_res$V2)  
a = glmnet(x = as.matrix(dt\_train[,varn]), y = dt\_train[,"MEDV"], standardize=FALSE,   
 alpha = 0, lambda = l2\_res[aa,1])  
pred = predict(a, as.matrix(dt\_test[,varn]))  
l2 = mean((dt\_test$MEDV - pred)^2)  
  
print(paste("Model with lambda = ", round(l2\_res[aa,1],3), ": y^hat = ", round(a$a0, 3),   
 " + " ,  
 paste(round(a$beta, 3),   
 row.names(a$beta), sep = " \* ", collapse = " + "),  
 " with testing MSE = ", round(l2,3)))

## [1] "Model with lambda = 0.065 : y^hat = 21.105 + -0.184 \* CRIM + 0.047 \* ZN + 0.006 \* INDUS + 1.548 \* CHAS + -4.246 \* NOX + 4.849 \* RM + -0.005 \* AGE + -1.159 \* DIS + 0.46 \* RAD + -0.017 \* TAX + -0.696 \* PTRATIO + 0.002 \* B + -0.539 \* LSTAT with testing MSE = 34.081"

print(paste("Model with lambda = ", l2\_res[aa,1], " has lowest validation MSE, ", round(l2\_res[aa,2],3)))

## [1] "Model with lambda = 0.065 has lowest validation MSE, 37.091"

# LASSO  
  
lambda = 0  
l1\_res = NULL  
  
loop = TRUE  
  
while (loop) {  
 a = glmnet(x = as.matrix(dt\_train[,varn]), y = dt\_train[,"MEDV"], standardize=FALSE,   
 alpha = 1, lambda = lambda)  
 pred = predict(a, as.matrix(dt\_test[,varn]))  
 l1 = mean((dt\_test$MEDV - pred)^2) + lambda \* sum(abs(a$beta))  
 l1\_res = rbind(l1\_res, c(a$lambda, l1))  
 lambda = lambda + 0.05  
 if(sum(abs(a$beta)) < 1e-8) loop = FALSE  
}  
  
l1\_res = as.data.frame(l1\_res)  
plot(l1\_res$V1, l1\_res$V2, type = "l", xlab = "Lambda", lwd = 2, col = 2,  
 ylab = "L1 total complexity")  
title("L1 Panalty")

![](data:image/png;base64,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)

aa = which.min(l1\_res$V2)  
a = glmnet(x = as.matrix(dt\_train[,varn]), y = dt\_train[,"MEDV"], standardize=FALSE,   
 alpha = 1, lambda = l1\_res[aa,1])  
pred = predict(a, as.matrix(dt\_test[,varn]))  
mmse = mean((dt\_test$MEDV - pred)^2)  
  
print(paste("Model with lambda = ", round(l1\_res[aa,1],3), ": y^hat = ", round(a$a0, 3),   
 " + " ,  
 paste(round(a$beta, 5),   
 row.names(a$beta), sep = " \* ", collapse = " + "),  
 " with testing MSE = ", round(mmse,3)))

## [1] "Model with lambda = 5.1 : y^hat = 29.115 + 0 \* CRIM + 0.04001 \* ZN + 0 \* INDUS + 0 \* CHAS + 0 \* NOX + 0 \* RM + 0.05182 \* AGE + 0 \* DIS + 0 \* RAD + -0.00581 \* TAX + 0 \* PTRATIO + 0.00771 \* B + -0.85077 \* LSTAT with testing MSE = 19.898"

print(paste("Model with lambda = ", round(l1\_res[aa,1], 3), " has lowest validation MSE, ", round(mmse,3)))

## [1] "Model with lambda = 5.1 has lowest validation MSE, 19.898"

Using Ridge regression best model found for which includes all variables with validation . On the other hand, best LASSO model found fro with validation which includes only ZN, AGE, TAX, B and LSTAT and it is mach lower that Ridge regression. However, forward search model includes only LSTAT, PTRATIO, CHAS variables with validation and it is the lowest MSE among forward, backward, Ridge and LASSO models.